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ABSTRACT
Responsiveness issues are one of the key reasons why mobile phone

users abandon an app or leave bad reviews. In this work, we ex-

plore the use of Genetic Improvement to automatically refactor

applications to reduce the time taken to move between and within

Android activities, without affecting their functionality. This partic-

ular Android responsiveness issue has not previously been tackled

before. With its application directly to source code, our approach

can be used to complement previous work, which modifies the op-

erating system, or focuses on detection of specific coding patterns.

We present a fully automated technique for finding improvements

to this responsiveness, which does not require the use of an An-

droid device or emulator. We apply our approach to 7 real-world

open source applications and find improvements of up to 30% in

navigation response time.

CCS CONCEPTS
• Software and its engineering→ Search-based software en-
gineering.
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1 INTRODUCTION
Responsiveness is an important quality of software, especially in the

mobile application domain. Responsiveness relates to the ability of

software to respond to user interactions quickly and smoothly. User

experience is thus affected by even minor responsiveness issues.

Lim et al. [4] found that in 1/3 of cases of users abandoning an ap-

plication, poor application responsiveness was given as the reason.

Several approaches have been proposed to aid developers in

improving app responsiveness. These include pre-fetching [2] and
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offloading [3], which require access to network or external hard-

ware. The only available tool [6] that refactors software to improve

responsiveness, targets loops containing SQL queries. Other ap-

proaches, e.g., [5], find a specific set of bad coding patterns, leaving

developers to decide and fix detected bottlenecks.

Here we propose an approach that automatically detects and

reduces a responsiveness-related delay in mobile software. In par-

ticular, we observe that one simple source of poor responsiveness

is slow navigation between activities. By simply measuring the

execution times of these transition methods (e.g., the OnCreate()
method), we can easily quantify the responsiveness of activity tran-

sitions for any application. In the cases where these transitions are

slow, reducing their execution time will improve responsiveness.

This simple measurement allows us to employ latest search-based

improvement strategies, namely Genetic Improvement [8], to auto-

matically identify and improve navigation response time.

We thus modified an existing Genetic Improvement (GI) frame-

work to work in the Android domain. Additionally, we implemented

a new fitness strategy, that measures navigation activity response

time. We evaluated our approach on 7 real-world apps.

Our results show that GI is able to find patches that improve the

navigation responsiveness of Android applications by up to 30%.

2 GI FOR ANDROID RESPONSIVENESS ISSUES
Genetic Improvement (GI) has been proposed as a general technique

for improvement of non-functional properties of software. It takes

existing software and mutates it, generating hundreds or even

thousands of software variants. Each evolved patch is assessed

and a fitness measurement is taken based on the attribute being

improved. This fitness is used to guide the search strategy. In the

case of non-functional improvement, patches which fail any tests

are discarded and the fitness measurement is then based on the

non-functional property being improved.

To test the ability of GI to improve the navigation responsiveness

of Android apps, we use the following setup: Each patch consists

of a sequence of edits to the nodes of the AST tree. Each edit can

be either a delete, copy, replace, or swap statement edit. We use

a simple local search hill climb to select which variant to evaluate

next.We beginwith an empty patch and at each step a newmutation

is added to the mutant for evaluation. If the new variant is more

responsive than the current best it becomes the current best. After a

set number of evaluations, the current best is deemed the best patch.

To evaluate each software variant, we split relevant tests into

two groups. Validation Tests which cover the lifecycle transitions

which we wish to optimise. These are used to determine validity

of the mutated software variant. Performance Tests which only

exercise the lifecycle transitions which we wish to optimise. The
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Table 1: Percentage improvement to CPU time after GI

Application Median imp. Max imp.

CPU time CPU time

Amaze File Manager 6.7% 14.5%

AnkiDroid 24.1% 29.6%

Budget Watch 8.6% 9.5%

Catima 4.4% 13.2%

Gift card 5.2% 6.4%

Loyalty Card 8.7% 13.1%

Rental Calculator 3.9% 6.0%

execution time of these tests is used to determine the fitness of a

mutant. The performance test set is a subset of the validation set.

To avoid the high cost of installing and running tests on ac-

tual devices or emulators, we use the Robolectric testing library

(http://robolectric.org/). This library implements the Android spe-

cific APIs, whose use is normally restricted to on-device tests. It

allows the testing of UI elements of applications on desktop devices

using JUnit, removing the expensive steps usually needed for UI

testing. Crucially, Robolectric allows us to test the activity transi-

tions of applications locally and significantly more quickly than we

would otherwise be able to.

We implemented this set up by modifying Gin [1], a genetic im-

provement tool for Java programs, as it specifically targets methods

for improvement. We use the test results and fitness evaluation data

on the original software to automatically identify the most time-

consuming methods that implement navigation responsiveness

functionality. We target the activity in each app with the slowest

navigation callbacks for later improvement.

In order to evaluate our proposed approach, we tested it on 7 real

world applications. To select these applications, we checked every

application in the FDroid repository. All applications with Activities

written in Java (and thus compatible with Gin) and passing tests

which exercised said activities with the Robolectric library were

selected. Most other applications either didn’t use Robolectric or

had very limited test coverage of activities (below 40%).

We run our set up 20 times on each of our 7 benchmarks, to

account for the stochastic nature of local search. We run the search

for 200 evaluations in each run. All computation was performed on

a high performance cloud computer, with 16GB RAM.

3 RESULTS
In order to quantify the effectiveness of our set up, we first measure

the CPU time of the targeted activity transitions of both patched and

unpatched applications. The CPU times of each variant of source

code is measured 10 times and the median reading taken. We also

perform the Mann-Whitney U test [7] on the data collected here

with the null hypothesis: “Tests running on patched source code
have the same CPU time as those running on unpatched code.”
Those program variants which did not show statistical significance

at the 95% confidence level were set to 0% improvement.

The results of our experiment can be seen in Table 1. These re-

sults show that GI is capable of finding improvements to the CPU

time taken by the code which navigates between activities. We find

median improvements of between 4.4% and 24.1%, and maximum

improvements of between 6.4% and 29.4%. We find the greatest

improvement for the least responsive application.

@Override
protected void onCreate(Bundle savedInstanceState) {

if (showedActivityFailedScreen(savedInstanceState)) {
return;}

Timber.d("onCreate()");
super.onCreate(savedInstanceState);
setContentView(R.layout.card_template_editor_activity);

Figure 1: The most effective patch found. It removes a mostly
redundant, yet expensive check in AnkiDroid.

We analyse the patch which produced the best improvements.

This was a patch found in the AnkiDroid application, reducing

the CPU time from 1.55s to 1.09s. It simply removed the call to a

costly check in the case where an activity is created without an

application. This patch is shown in Figure 1. This will only every

appear when using certain command line tools and not in normal

use, therefore the high cost appears unjustified. However, the patch

offers a choice between a huge optimisation, or protection in an ob-

scure edge case. Clearly, the existing code is causing responsiveness

issues, as delays of even 150ms are noticeable to users [9].

4 CONCLUSION
In this work we propose to use a GI-based approach to improve re-

sponsiveness of mobile apps. We applied our approach to 7 diverse

mobile applications, showing improvements in time to navigate

between activities of up to 30%. Our results show that significant

improvements to app responsiveness can be found with negligible

changes to app functionality. Unfortunately, the main bottleneck for

application to other Android software is lack of test suites covering

UI Activities. We plan to extend this work to be able to cover a

larger plethora of software, and release our tool to help developers

automatically improve responsiveness of their mobile apps.
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