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A B S T R A C T

It is often believed that for open source software (OSS) projects the faster the release, the better for attracting
user interest in the software. Whether this is true, however, is still open to question. There is considerable
information asymmetry between OSS projects and potential users as project quality is unobservable to users. We
suggest that innovation speed of OSS project can signal the unobservable project quality and attract users’
interest in downloading and using the software. We contextualize innovation speed of OSS projects as initial
release speed and update speed and examine their impacts on user interest. Drawing on the signaling theory, we
propose a signaling effect through which a higher initial release speed or update speed increases user interest,
while the effect diminishes as initial release or update speed increases. Using a large-scale panel data set from
7442 OSS projects on SourceForge between 2007 and 2010, our results corroborate the inverted U-shaped re-
lationships between initial release speed and user downloads and between update speed and user downloads.

1. Introduction

Open source software (OSS) has gained great popularity in recent
years [1,64]. OSS projects are hosted on the online platforms and rely
on voluntary participation of crowd labor [2]. The online workforce
contributes to the code base of OSS, making it essentially a result of
crowdsourcing of the software innovation projects (e.g., [3,4]). Well-
known OSS projects include Apache, Linux, MySQL, R, Perl, and Open
Office, which have attracted numerous users [5]. For example, the ac-
cumulative downloads of Open Office grew over 63 times within three
and half years1. What factors may influence user interest in an OSS and
make it popular is, therefore, an important question [6–10].
For potential users, the adoption decision of an OSS involves the

information asymmetry regarding project quality, in terms of developer
quality and code quality [11]. To deal with such information asym-
metry, users need to rely on observable cues. Prior OSS research has
noted that certain project factors may serve as signals to reduce in-
formation asymmetry. For example, Stewart et al. [8] suggested that
organizational sponsorship to OSS projects could serve as a cue when
evaluating an OSS. Sen et al. [12] proposed that OSS license choice

could indicate the utility of OSS to potential users. Similarly, Wen et al.
[10] suggested that intellectual property rights (IPR) enforcement
provides a proximate signal about the risks to developers. Recently, Ho
and Rai [11] found that quality controls of firm-participating OSS
projects can signal project quality to developers and increase their
continuous participation. In this study, we broaden this stream of re-
search by examining the impacts of timing factors, which has been
understudied in the literature, on user interest in an OSS. We argue that
innovation speed can signal unobservable project quality to potential
users and influence their decisions to download and use an OSS.
The innovation literature suggests that innovation speed sub-

stantially impacts the success of new product development projects
[65,66]. Relevant to innovation speed, release management has been
suggested as one of the most important project management issues in
OSS development [13,14]. How does innovation speed of OSS projects
influence user interest in OSS projects? This is an important question
because in the OSS context, it is often reckoned that the faster the
better. For example, a general guideline for OSS projects on Source-
Forge suggests: ‘Release early, release often’ is the key motto in open
source development2. We challenge this wisdom by unveiling the
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complex signaling effects of innovation speed of OSS projects on user
interest by taking the information symmetry between OSS projects and
potential users into consideration.
Specifically, we contextualize the concept of innovation speed and

conceptualize initial release speed and update speed in the OSS context,
where initial release speed refers to how fast the first prototype is re-
leased in an OSS project, and update speed refers to how often updates
and patches are released in an OSS project. Drawing on the signaling
theory [67,68], we argue that there is notable information asymmetry
between OSS projects and users, while fast initial release and frequent
updates of an OSS have an overlooked side effect to signal unobservable
project quality to potential users. On the one hand, a high initial release
speed or update speed indicates strong capabilities of developers and
high quality of software, encouraging potential users to download and
use an OSS. On the other hand, however, a very high speed elicits users’
concerns regarding unobservable developer and code quality, reducing
their interest in the OSS. Using a large-scale panel data set from 7442
OSS projects on SourceForge between 2007 and 2010, we find em-
pirical evidence corroborating the inverted U-shaped relationships be-
tween initial release speed and user downloads, and between update
speed and user downloads.
This study has several contributions to the OSS literature. Drawing

on the signaling perspective, we recognize the information asymmetry
between OSS projects and potential users and theorize how innovation
speed may signal unobservable project quality to potential users.
Furthermore, we theorize and examine innovation speed in the OSS
context, a critical timing aspect of OSS projects that has not been sys-
tematically studied. Specifically, we conceptualize two dimensions of
innovation speed for OSS projects (i.e., initial release speed and update
speed) and postulate the inverted U-shaped relationships between in-
itial release speed and user downloads, and between update speed and
user downloads. Our empirical evidence enriches the OSS literature by
providing robust and generalizable findings corroborating the hy-
pothesized inverted U-shaped relationships.
This paper is organized as follows. Section 2 provides a review of

the relevant OSS literature. In Section 3, we first conceptualize in-
novation speed in the OSS context and characterize the context to il-
lustrate why the signaling theory can be used. We then develop theo-
retical arguments for the signaling theory articulating the impacts of
innovation speed on user interest in OSS projects. Empirical metho-
dology is described in Section 4, and results are reported in Section 5. In
Section 6, we conclude the paper by discussing the theoretical and
practical implications, as well as the limitations and directions for fu-
ture research.

2. Literature Review

Diverse topics have been investigated in the OSS literature [5,15],
such as developers’ motivations to contribute to OSS projects [2,16],
developers’ interaction and diversity [17], license choice [8,12,18],
code reuse [19], project team learning [20,21], firm sponsorship [16],
firms create and capture value from OSS [1,22], and competition be-
tween open source and proprietary software [23]. Since OSS innovation
process and user interest are explicitly relevant to our study, the lit-
erature review focuses on these two areas.

2.1. OSS innovation process

OSS projects usually require long term contribution from a group of
members [24]. Moon and Sproull [25] conducted a case study of Linux
and described how the Linux project started from Linus Torvalds’s
improvements of Minix and evolved into a large-scale collaboration.
Gallivan [26] performed a secondary analysis of published cases of OSS
studies and highlighted the role of trust among the different partici-
pants of OSS projects (core developers, peripheral developers, and
posters to mailing list). In addition to case studies, there are also studies

based on archival data. Lee and Cole [27] analyzed archival data of
Linux project and noted that developers naturally sort themselves into a
two-tier structure, a small group of core developers and a large group of
periphery developers. The core developers include a project leader and
hundreds of maintainers, and the periphery developers are organized
into the development team and the bug reporting team. Their roles
merge in the process of performing tasks. Using archival data from
SourceForge, Daniel et al. [6] recognized the diversity of OSS teams,
and examined the effects of team diversity, in terms of separation,
variety, and disparity, on responses to forum posts, artifact (e.g., bug
report and feature request) closure, and total number of downloads. Au
et al. [20] examined team learning effects, and found as the number of
bugs resolved increased, the average bug resolution time decreased.
Team size and developers experiences also influence bug resolution
time. Recognizing the complexity in OSS teams, Singh and Tan [17]
built non-cooperative game-theoretic model to study the network for-
mation in an OSS team and found there may exist several stable
structures that are inefficient and there may not always exist a stable
structure that is efficient. To examine developers’ learning, Singh et al.
(2011) built hidden Markov model to analyze archival data, and found
that there were different learning patterns, developers of low or high
statues may learn from their own experiences or from peers. Though
these studies provide insights about OSS innovation process, under-
standing about the dynamics in OSS projects from a timing perspective
is relatively limited.

2.2. User interest in OSS

In the OSS literature, a significant portion of studies are about de-
veloper’s motivation to contribute to OSS projects (e.g.,
[2,11,16,28–30]). Fewer studies took the users’ perspective to examine
user interest in downloading and using OSS. Among such studies, Setia
et al. [7] noted the role of peripheral developers (who are not formal
members of the core development team and contribute much less code
to the projects) and showed that the existence of peripheral developers
has a positive effect on the popularization of OSS (measured by the
number of downloads). Stewart et al. [8] examined the impacts of li-
cense restrictiveness and organizational sponsorship on user interest
and noted projects that are sponsored by nonmarket organizations and
that employ nonrestrictive licenses attracted more subscribers. Wen
et al. [10] investigated the effects of intellectual property right (IPR)
enforcement on open source software project success, and their analysis
showed that the lawsuits of SCO v. IBM and FireStar/DataTern v. Red
Hat lead to decline in user downloads. Daniel et al. [6] founded that
developers’ diversities influence developer engagement and project
market success (operationalized by the number of downloads). Sutanto
et al. [9] discussed the relationship between properties of the user
support network and OSS popularity (in terms of the number of
downloads or the number of active users — users who are active in
contributing to the forum). These studies all consider user interest as an
important indicator of OSS project success, however, as we noted, the
studies either did not explicitly discuss how users assess the quality of
the OSS project before downloading the software (e.g., [6]) or only
alluded to the challenges users face when evaluating the quality of the
OSS project [8,10]. As we will discuss in the theory and hypotheses
section, users are facing difficulties when assessing project quality due
to information asymmetry, and innovation speed of OSS projects is
likely to be a signal influencing user interest in OSS.

3. Theory and hypotheses

3.1. Innovation speed in the OSS context

Innovation speed has been widely studied in the research on new
product development (e.g., [65,69,70,71]). Overall, three perspectives
have been used to conceptualize innovation speed. Kessler and
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Chakrabarti [65] reviewed innovation speed research and categorized
two different perspectives: the initial release perspective and the
schedule tracking perspective (Table 2, p. 1151). Some other studies
took another perspective — the upgrading perspective (e.g., [71,72]),
as some products may have long lifetime and need to be periodically
upgraded. Table 1 summarizes the definitions and key references for
each perspective on innovation speed.
As for the initial release perspective, scholars have been focusing on

innovation speed based on how long it takes for an idea to be trans-
formed into a marketable entity (e.g., [65,73–75]). In this perspective,
innovation speed is defined as “the time elapsed between initial de-
velopment, including the conception and definition of an innovation
and ultimate commercialization, which is the introduction of a new
product into market place” ([65], p. 1144). From this perspective, we
define initial release speed in the OSS context as how soon an OSS project
releases its first version of software since project launch.
From the schedule tracking perspective, some scholars often com-

pare the actual progress of a project with its planned schedule (e.g.,
[76,77]). This perspective is, however, not suitable for OSS projects,
because typical schedules usually do not exist in OSS projects. The
schedule of OSS development is not written anywhere, and not made
visible [37]. Thus, we do not theorize innovation speed in the OSS
context from the schedule tracking perspective.
As for the upgrading perspective, innovation speed has been defined

as the timing strategy of introducing the upgrades of a product [72], or
the degree to which marginal products are weeded out [71]. Because
OSS, or software in general, needs to be updated continuously during its
lifecycle [79], the upgrading perspective is particularly relevant to OSS
projects. An important attribute of software innovation is that it is
continuously updated during the lifetimes [78]. After an initial release
of an OSS, users usually identify and report vulnerabilities or mal-
functions. Patches are created and released by developers to fix these
problems [79,80]. Meanwhile, users may require new features, so up-
grades are developed to address their requests. Modification requests,
bug fixes, and new enhancements are continuously released in OSS
projects [38,81]. Therefore, initial release is only a start of the in-
novation journey; after releasing the first version, OSS developers need
to persistently work on the project to update the software. Com-
plementary to initial release, updates reflect the innovation speed
during OSS project lifecycle. From the updating perspective, we define
update speed of OSS projects as how frequent an OSS project releases
new version or new patch of software.
Beyond the OSS context, time relevant factors have been considered

as important measures of performance in the broader software devel-
opment literature [39]. Software development research has discussed
delays in software projects, and the losses due to the delays were fre-
quently observed in practice [40,41]. Some studies examined the
antecedents of software development speed, such as how geographic
distance and cross-site communication among development team
members may influence development speed [42]. Others investigated
software development process management, in which time is con-
sidered as a measure of project input or constraint, or a measure of
outcome or success (e.g., [40,43]). For example, Boehm [44] noted the

emphasis on time-to-market and how this emphasis influenced changes
in software development processes, as “a major shift away from the
sequential waterfall model to models emphasizing concurrent en-
gineering…” (p. 18). To the best of our knowledge, however, none of
these studies have paid attention to how timely release and updating
frequency may influence user interest in software and instead, timely
release itself was considered as part of software project quality. In this
study, we specifically examine the role of innovation speed of OSS
project as a signal in influencing user interest in OSS.

3.2. Innovation speed of OSS projects as a signal

Downloading, installing, and learning software involve time and
effort and are even subject to risks due to malfunctions. Such costs
make users less likely to try every OSS, but rather urge them to select
one software that has good quality and reliable support. Different from
proprietary software products, OSS software products usually involve
more uncertainties that influence product quality and survival [7].
Proprietary software products are introduced to the market after con-
siderable testing, and companies have dedicated developer teams to
provide support and maintenance [45]. More importantly, potential
users of proprietary software have access to a vast amount of in-
formation released from advertising campaigns by software companies,
in conjunction with the reputation of software companies, considerably
helping them to assess the quality of proprietary software. [7]. Software
companies heavily invest in various commercial and marketing in-
itiatives, in order to reduce potential users’ information asymmetry
about their software products and promote user interest. Taking Mi-
crosoft — one of the largest development software companies — as an
example, its annual expenditure on marketing and sales have raised up
to more than 17 billion U.S. dollars in 20183. Similarly, Electronic Arts
(EA) — one of the largest games software companies — spent 641
million U.S. dollars on marketing and sales in 20184.
Prior studies have either explicitly or implicitly noted that it is

challenging for users to assess OSS project quality [8,11,82]. For ex-
ample, Stewart et al. [8] noted that “organizational sponsorship may
imply the availability of technical support, upgrades, and other re-
sources that may be needed over the long term by consumers of soft-
ware products” (p. 131). Sen et al. [12] proposed that OSS license
choice “can signal the overall utility of the software to potential users”
(p. 209). Wen et al. [10] suggested that “the implications of IPR en-
forcement through litigation actions rather than the existence of formal
IPR like patents or copyrights because the former provides a more
proximate signal about the risks to users and developers” (p. 1132). Ho
and Rai [11] noted developers may take quality control procedures
(i.e., accreditation, code reuse) as signals, and influence their decisions
to continue participate in OSS projects, and proposed that “this in-
formation is relatively limited, and therefore developers rely on signals

Table 1
Different Perspectives of Conceptualization Innovation Speed.

Perspective Conceptualization Reference

Initial release perspective The length of time elapsed from the beginning of applied research (if there were any) by the innovator on a new
product or process to the date of the new product’s or process’s first commercial introduction.

Mansfield [75]

The time elapsed between start of the development process and market introduction. Clark and Fujimoto [74]
Total project time from the beginning of idea generation to the end of market launch. Ali et al. [73]

Schedule tracking perspective The degree to which a project met an assigned schedule. Keller [76]
The degree to which a project was ahead, on or behind schedule. McDonough [77]

Upgrading perspective The timing of introducing the upgrades of a new release. Padmanabhan et al. [72]
The degree to which marginal products are regularly weeded out. Tambe et al. [71]

3 Available on https://www.statista.com/statistics/506534/microsoft-sales-
marketing-expenditure.
4 Available on https://www.statista.com/statistics/672141/electronic-arts-
marketing-and-sales-spending.
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associated with quality controls for a more comprehensive assessment
of project quality to inform their continued participation intentions” (p.
604).
Although OSS projects open the code of their software, it is very

labor-intensive and skill-demanding to inspect the code to assess project
quality [11]. For example, OSS projects with less than 100,000 lines of
code had a defect density of 0.4 and OSS projects with more than
100,000 lines of code had a defect density of 0.6 [46]. To find out a
defect in the code, an OSS developer needs to engage in an inspection of
on average 1700–2500 lines of code. While some OSS developers are
users, the majority users never participate in OSS development [47]. It
is difficult for them without sophisticated knowledge and skills to assess
project quality by checking the open code. Software development is a
knowledge intensive process and project quality depends on all aspects
of software development [48]. Even if a user is a software developer, he
or she may not be capable of assessing all aspects. Depending on their
roles, developers only read and write a small portion of code in the OSS
project with a modular architecture. Thus, the available code may not
be thoroughly assessed and automated inspection tools are limited in
their ability to inspect defects [49]. Different from proprietary software
customers who are informed by companies through various commercial
and marketing initiatives, OSS users have limited knowledge about the
quality of OSS projects. Potential users may rely on observable signals
to distinguish different projects and make their download decisions.
Although the signaling theory often assumes that signalers deliberately
send signals to receivers, it is possible that signalers signal receivers
without intent [50]. However, it does not affect how receivers respond
to signals [51].
The signaling theory is relatively new to OSS research, in which a

couple of prior studies briefly mentioned some OSS project character-
istics can serve as signals (e.g., [8,10,12]). To the best of our knowl-
edge, Ho and Rai [11] is the only study systematically using the sig-
naling theory to investigate continued participation intentions of
developers in firm-participating OSS projects. Their recent work pro-
vides useful insight into how OSS project features — OSS project lea-
ders’ quality controls (accreditation and code acceptance), though in a
different context in which firms are involved, produce a side effect by
signaling unobservable input and output quality of an OSS project —
developer quality and code quality [11]. Developer quality is critical to
OSS projects to produce successful and popular software, as 80% of OSS
projects failed during development [2]. Code quality determines the
usefulness of an OSS, and therefore users’ decision to download and use
the software [52]. Although there is a paucity of OSS studies drawing
on the signaling theory, it has been widely used across different con-
texts (see Table 2 for a summary).
Our study focuses on a different research context consisting of OSS

projects without firm participation, in which accreditation and code
acceptance are not formally established. For such projects based on
crowd only, we identify initial release speed and update speed of OSS
projects that can signal unobservable developer quality and code
quality. Our central argument is that signaling associated with in-
novation speed is helpful to users in assessing developer quality and
code quality of an OSS project when making their decisions to down-
load and use a software, while OSS project leaders may not be aware
that their decisions regarding innovation speed act as signals to inform
unobservable project quality to users. Next, we detail the rationale
about how initial release speed and update speed impact user interest in
OSS through signaling developer quality and code quality.

3.3. Innovation speed of OSS projects and user interest

Information asymmetry exists between OSS projects and potential
users. This is especially difficult for the initial release of OSS, because
they cannot draw inferences about developer quality and code quality
from other users’ downloads or feedback in this stage. We propose that
initial release speed can serve as a signal of developer quality and code

quality when users consider whether to download and use the first
version of an OSS. Achieving a high initial release speed is costly,
making it a trustworthy signal to users [55]. Software development
requires considerable programming efforts and skills. Quick initial re-
lease can be interpreted as a positive signal indicating strong cap-
abilities of developers in an OSS project in the short run. Additionally,
more capable developers are likely to deliver high quality code in a
short cycle time. In other new product development contexts, fast re-
lease is often associated with project success [65,66,74]. Thus, a higher
initial release speed of an OSS project increases users’ confidence of
software quality and encourages their downloads.
On the other hand, however, OSS development is usually a time-

consuming and iterative process, as prototype is tested, modified, and
tested again [38,53]. Developers’ participation determines the sus-
tainability of an OSS project [16,30]. When the initial release is too fast,
an OSS is often developed by a small group of core developers in a
closed environment without outside audience or participant [54]. It
indicates that the software has benefited very little from developing,
testing, feature adding, bug reporting and fixing by a vast of crowd in a
distributed environment, lowering the quality of code. Thus, very fast
release also elicits users’ concern about the capability of developers as it
suggests the degree to which the project can attract more developers
and form a strong project team is highly uncertain. Also, very fast re-
lease may also indicate potential flaws in an OSS. Thus, users may in-
terpret a very high initial release speed as a negative signal of developer
quality and code quality. Overall, users are likely to interpret initial
release speed within the middle range in the most positive way. Hence,
we suggest that the positive signaling effect of initial release speed on
user downloads will diminish when initial release speed increases,
leading to an inverted U-shaped relationship between initial release
speed and user downloads.

H1. Initial release speed of an OSS project has an inverted U-shaped
relationship with its user downloads.

Compared to the initial release, the information asymmetry is less
serious in the later stage of OSS projects, as many users have down-
loaded and used the initial version of software. However, it is still
difficult for the users, especially for those who haven’t used the soft-
ware, to predict whether developers are capable to continuously offer
reliable support in an OSS project. While users’ downloads and feed-
back also provide information about unobserved project quality, update
speed provides unique, additional information compared with initial
release speed about the capabilities and dedications of developers to an
OSS project in the long term. Again, achieving a high update speed is
costly, making it a trustworthy signal to users [55]. Users can take
update speed as a signal, because frequent updates imply the devel-
opers’ capabilities in an OSS project to respond quickly to users’ pro-
blems and requests and the quality of software. More capable devel-
opers continue to respond promptly to the reports of bugs and requests
for new features, leading to better code quality. In other new product
development contexts, it has been suggested that responding quickly to
requests for changes and keeping the clients informed of project pro-
gress are critical for success [83]. A high update speed of an OSS project
can signal that developers have sufficient capabilities to address user
needs and increase users’ confidence of code quality, thereby en-
couraging their downloads.
On the other hand, however, too fast updates may lead potential

users to doubt the quality of developers, making them worried about
the developers’ capabilities to develop functional software. OSS devel-
opment requires significant long-term investment in maintenance as a
result of its long-term, interactive nature [56]. Frequent patches may
also suggest vulnerabilities in the earlier versions of software, inviting
potential users’ concerns about code quality of the software. Overall,
users are likely to interpret an update speed within the middle range in
the most positive way. Hence, we caution that the positive signaling
effect of update speed on user downloads will diminish when update
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speed increases. Summarizing the above rationale, we hypothesize an
inverted U-shaped relationship between update speed and user down-
loads.

H2. Update speed of an OSS project has an inverted U-shaped
relationship with its user downloads.

4. Methodology

4.1. Data

We collected a large-scale panel data set from SourceForge (sour-
ceforge.net). SourceForge was selected because it is one of the largest
online OSS communities5. It provides a standard technology toolset for
OSS projects, including code repositories, download statistics, defect
reporting, and other project management tools. SourceForge organizes
projects under different categories. We selected all the projects from the
largest category — “development” projects. To construct a project-
month panel, we gathered the data over a 36-month period from the
launch date of each project. As we collected data in January 2013, to
ensure enough time spam we sampled all development projects that
were launched between 2007 and 2010.
Among the registered products on SourceForge, there are some

projects which provide no software for users to download. As including
such projects with no release and thus no downloads can bias our re-
sults, we only focused on the projects with at least one release of

software. Among a total of 20,212 development projects launched on
SourceForge between 2007 and 2010, there are 7521 projects with
releases. Moreover, there are projects with downloads before the “first”
release date, these downloads indicated that old version files might
have been removed by the project team. To avoid any contamination of
our data, such projects were dropped from our sample. Our final sample
consists of 7442 projects, launched between 2007 and 2010.

4.2. Measures

4.2.1. User downloads
Scholars have proposed various indicators of OSS project success,

such as the number of downloads, the number of individuals who have
subscribed to the project’s mailing list, release of new features, traffic
on the website, writes to codes, etc. [8,17,84,85]. Basically, these in-
dicators fall into two categories — developer activity and user interest
[8]6. As we are interested in how users make download decisions under
conditions of information asymmetry, we focus on user interest. Among
the indicators of user interest, user downloads are widely used in prior
OSS studies [8,85,86]. Though it cannot perfectly capture software use,
it can be considered a reasonable proxy7. Therefore, monthly numbers
of downloads were collected for each project to measure user down-
loads. To reduce the skewness, we take the natural logarithm of the

Table 2
A Summary of Prior Studies Using the Signaling Theory.

Reference Signals Context Findings

Boulding and Kirmani
[31]

Product warranties (e.g., warry length, and scope) Consumers The study examines consumers' perceptions of warranties through the
lens of signaling theory. Warranty’s quality in terms of length and scope
can signal product quality. Experiment results show that consumers
perceive a product with a better warranty is of higher quality than a
product with a poorer warranty, when firms face penalty for not-fulfilling
the warranty.

Albinger and Freeman
[32]

Firm’s corporate social performance (CSP) Job seekers Firms’ CSP may serve as signals of working conditions, organizational
values and norms to job candidates for job seeking population. For job
seekers with more choices, there exists a strong positive relationship
between organizations’ CSP and organization their attractiveness.

Wang et al. [33] Online retailers’ website cues Consumers Small online retailers may use website cues as signals. Experiment results
show that security disclosures and awards from neutral sources increase
consumers’ trust, and seals of approval and privacy disclosures increases
consumer’s likelihood to disclose information.

Cohen and Dean [34] Top management team (TMT) legitimacy Investors In the context of initial public offering (IPO), TMT legitimacy can serve as
signal to investors. Investors perceive legitimate TMT involvement as a
signal of the economic potential of the firm, and TMT legitimacy reduces
the likelihood of IPO underpricing.

Mavlanova et al. [35] E-commerce website contents and features (e.g., contact
information, privacy policy, their party seals, live chat,
and consumer feedback)

Consumers E-commerce pharmacies can signal their qualities through website
contents and features. The signals are classified according to cost of
signaling and difficult of verification. Analysis of archival data show that
low-quality pharmacies use fewer signals than high-quality pharmacies in
the pre-contractual phase. Low-quality pharmacies seem to avoid easily
verifiable signals, and high-quality pharmacies do not refrain from
displaying easily verifiable signals. Low-quality pharmacies also avoid
high-cost signals.

Ahlers et al. [36] Entrepreneurs retain equity and providing detailed
information about risks.

Investors In the context of equity crowdfunding, entrepreneurs can signal the
quality of a project by retaining equity and providing more detailed
information about risks. When entrepreneurs retain equity and provide
more information about risks, likelihood of funding success increases.

Ho and Rai [11] OSS accreditation and code acceptance OSS developers OSS accreditation can be perceived as a signal of input quality and code
acceptance can be perceived as a signal of output quality of OSS projects
for OSS developers. Results suggest accreditation and code use positively
influence developers’ continued participation intention in OSS projects.

5 At the time of data collection in January 2013, SourceForge provided free
hosting for more than 324,000 projects and more than 3.4 million members. It
attracted more than 46 million users and more than 4,000,000 downloads per
day.

6 Grewal et al. [86] similarly framed these two categories as technical success
and commercial success of OSS projects. Daniel et al. [6] framed them as
community engagement and market success.
7 “The number of downloads is a market-based measure of popularity, which
should relate to product use, particularly when software is distributed through a
single channel as in the case of SourceForge.net (e.g., [84]). When a software
product is freely available, researchers have used downloads as a surrogate for
‘sales’ (e.g., Chandrashekaran et al. 1999)” ([86], p. 1047).
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number of downloads. To avoid reverse causality, we lag all variables to
user downloads for one period, namely one month8.

4.2.2. Innovation speed
Two aspects of innovation speed were measured according to their

definitions. Initial release speed is defined as how soon an OSS project
releases its first version of software since project launch. We measure
initial release speed by the reciprocal of the number of days from
project launch on SourceForge9 to the initial release. Update speed is
defined as how frequent an OSS project releases new version or new
patch of software. We use the number of updates in each month after
the initial release as the measure of update speed. Because significant
updates matter to the users, four criteria were enforced to identify the
updates of a project: 1) not only updates in the root directory but also
updates in the second level and the third level directory of the file
folders are identified; 2) multiple updates on the same day are counted
only once; 3) small changes (e.g., a change of file of which the type is
text, pdf, jpg, etc.) are excluded; and 4) the updates are downloadable
files.

4.3. Control variables

While our study focuses on examining the impacts of initial release
speed and update speed on user downloads, other attributes may also
contribute to user interest in an OSS project. Hence, we control for a set
of factors that might affect user downloads based on prior OSS litera-
ture. We use monthly data for time-variant control variables, otherwise
we use time-invariant data for each project. We take the natural loga-
rithm of continuous variables to reduce the skewness.

4.3.1. User downloads in previous period
Technology adoption decisions are considerably influenced by prior

adopters [87,88]. We dynamically control user downloads in previous
period that provide potential users an important cue of project quality.
Dynamic control for the dependent variable over time also helps to
address endogeneity as the effects of unobservable omitted variables on
user downloads are controlled.

4.3.2. Developer writes
Prior studies have suggested that developers’ efforts are related to

the success of OSS projects [57,86,89,90]. We control the number of
writes made by developers into codes or files on SourceForge as a proxy
of their efforts to a project.

4.3.3. Length of project description
Clarity of goals and targets is related to project success [65]. We

follow Hahn et al.’s [82] measure of project information availability
and control the number of words in project description as a proxy of
goal clarity.

4.3.4. Number of categories
Audience type can influence user interest [8,21]. A project is pos-

sible for different types of use, and thus might be under different

categories. The number of categories indicates how many different
categories a project belongs to at the same time. Because the projects in
different categories usually have different target users, we use the
number of categories as a proxy for the variety of user type.

4.3.5. Number of leaders
Project leaders are usually the key developers of OSS projects [91],

which are listed on the project webpage on SourceForge. We control the
number of project leaders who are key developers in a project.

4.3.6. Multiple participations of leaders
Multiple participations of project leaders may indicate their ex-

perience and effort devoted to a project, which is controlled by the
average number of projects that they have participated in.

4.3.7. Initial release size
File size indicates the richness of features and functions in the

software, therefore it may affect user downloads. We control the size of
first version, as measured by kilobytes of the software.

4.3.8. Code reuse
There is a “fork” phenomenon in OSS projects, in which developers

reuse codes from other projects. We follow the approach of Nyman and
Mikkonen [92] and compile a list of keywords, including “clone”,
“fork”, and “repackage”, based on the terms identified in prior OSS
studies (e.g., [19,93–95]). We also included additional keywords, in-
cluding “reuse”, “library”, “libraries”, “integrate”, “integration”, “re-
define”, and “overlap”. We search these keywords in the description of
each project and identify the projects with code reuse. If so, we code it
as 1 and 0 otherwise.

4.3.9. License dummies
Researchers have suggested that license choice impacts OSS diffu-

sion, because license restrictiveness may affect the benefits and costs
from using the software [8,10,58,96]. We follow prior literature to code
and control for three types of licenses as highly restrictive, restrictive,
or unrestrictive [59,60,85]. First, strong copyleft indicates whether a
project has the GNU General Public License (GPL), which requires the
subsequent derivative programs based on the original must also be li-
censed similarly. Second, weak copyleft indicates whether a project has
the GNU Lesser General Public License (LGPL), which requires that the
subsequent programs based on the original must also be licensed si-
milarly, but the modified software can be released under a different
license under certain conditions. Finally, no copyleft indicates whether
a project has the Berkeley Software Distribution (BSD), in which de-
velopers are not obligated to inherit the original license when they
redistribute any derivative work.

4.3.10. Time dummies
Quarterly time dummies based on project registration date were

included. These dummy variables can control the temporal differences.
Table 3 provides the description for each variable. Descriptive sta-

tistics of all variables are reported in Table 4, and correlations of these
variables are reported in Table 5. There are statistically significant and
positive correlations between user downloads and the two innovation
speed variables. Besides, user downloads in continuous periods are
highly correlated.

4.4. Analysis strategy

Our research design leads to a nested structure as each OSS project
has multiple observations at different points of time. There are two
levels of random variations — the user downloads within OSS projects
over time and the user downloads between projects. We therefore ap-
plied a mixed effects hierarchical linear model to allow different in-
tercepts for each OSS project. This model can control for level-specific

8 In a robustness check, we also tried different time lags and found that our
results were consistent.
9 It is likely that some OSS projects may have developed the first version of
software before project launch on SourceForge. However, we argue that this
should not be the case for the majority as most projects launch on SorceForge
for obtaining useful input from other voluntary developers to complete the
software [2]. Even if this is the case for most of OSS projects, we should not be
able to observe any significant effect of initial release speed on user interest.
Thus, our measure of initial release speed could only be more conservative if
more projects completed the first version of software before project launch on
SourceForge. If we are still able to observe any significant effect of initial re-
lease speed on user interest, this concern actually makes our evidence stronger.
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unobserved heterogeneity by including random or fixed effects terms
[61]. In addition, it allows for unbalanced panel data and does not
require observation independence [61]. The parameters were estimated
by mixed effects maximum likelihood regression analysis. For hy-
potheses testing, we assessed z statistics and calculated p-values for the
regression coefficients. We compared the different models by using
goodness-of-fit statistics, including log likelihood, Akaike information
criterion (AIC) and Bayesian information criterion (BIC). We also
computed pairwise χ2 statistics to examine significance of the im-
proving model fit.

5. Results

5.1. Hypotheses testing

To test our hypotheses, we stepwise amended a baseline model with
control variables only and random intercepts included. We then added
initial release speed and its squared term to the control model. Next, we
added initial release speed and its squared term to the control model.
Finally, we estimated a full model with both initial release speed and
update speed, as well as their quadratic terms. To control for reverse
causality, we lagged all variables to user downloads for one month.
The regression results are reported in Table 6. Adding initial release

speed and its squared term significantly improved the model fit, com-
paring to that of the control model. Adding update speed and its
squared term also significantly improved the model fit, comparing to
that of the control model. The full model shows the best model fit,
comparing to that of the control model. The improvement of model fit
can also be seen from the decrease of AIC or BIC.
Initial release speed had a statistically significant and positive effect

on user downloads while the squared term of initial release speed had a

statistically significant and negative effect on user downloads. These
results indicate an inverted U-shaped relationship between initial re-
lease speed and user downloads. Thus, H1 was supported. Update speed
had a statistically significant and positive effect on user downloads
while its squared term is statistically significant and negative, sug-
gesting an inverted U-shaped relationship between update speed and
user downloads. Thus, H2 was also supported.
Besides, developer writes, length of description, number of cate-

gories, number of leaders, initial release size positively affected user
downloads. Consistent with previous findings in the literature [8,85],
restrictive licenses (i.e., strong and weak copyleft) negatively impacted
user downloads, as it might limit developer activity and thus lower user
interest.
To visualize the inverted U-shape of these relationships, we plotted

the relationships in the feasible ranges of initial release speed and up-
date speed. Fig. 1 shows the inverted U-shaped relationship between
initial release speed and user downloads, while Fig. 2 shows the in-
verted U-shaped relationship between update speed and user down-
loads.

5.2. Robustness checks

We conducted several robustness checks. First, we examined the
sensitivity of our results to different time lag specifications10. In hy-
potheses testing, we lagged all variables to user downloads for one
month. In this robustness check, we tried 3-month, 6-month, 9-month,
and 12-month time lags. Table 7 reports the results. We found that the
curvilinear effects of initial release speed and update speed on user
downloads still existed, even after 12 months.
Second, we examined the generalizability of our findings based on

another category on SourceForge — “games” projects, which is also a
big category but quite different from development projects. While de-
velopment projects focus on providing functionality and utility, games
projects may focus more on entertainment and fun and therefore may
attract a lot of tryouts from individual users11. We used the same
sampling procedure and ran the analysis again with 88,977 project-
month observations from 2634 games projects in 36 months since the
launch date of each project. The results in Table 8 show basically
consistent results supporting H1 and H2.
Third, since a number of project-month observations in our panel

data have no downloads, we used a Tobit model with left-censoring to
test H1 and H2 again. In the Tobit model, 33,776 observations were left
censored in the analysis. The results reported in Table 8 are qualita-
tively similar to the main results, providing support for H1 and H2.

Table 3
Description of Variables.

Variable Description

User downloads The logged number of downloads in the corresponding time period
Recommendation ratio The number of positive ratings divided by the total number of ratings
Initial release speed The reciprocal of the number of days from project launch to the initial release
Update speed The number of updates per month
Developer writes The logged number of times developers write the project code/file in the corresponding time period
Length of description The logged number of words in project description
Number of categories The logged number of categories the project belonged to (e.g., browsers, chat, and email)
Number of leaders The logged number of leaders of the project
Multiple participations of leaders The logged average number of projects that project leaders participate in
Initial release size The logged kilobytes of the first version released by the project
Code reuse Dummy variable indicates whether the focal project reuse codes from other projects
Strong copyleft Dummy variable indicates whether the project has a very restrictive license GLP
Weak copyleft Dummy variable indicates whether the project has a less restrictive license LGLP
No copyleft Dummy variable indicates whether the project has no restrictive license BSD

Table 4
Descriptive Statistics.

Mean SD Min Max

User downloads 2.394 1.704 0 14.540
Initial release speed 0.307 0.338 0.001 1
Update speed 0.113 0.510 0 27
User downloads in previous period 2.417 1.693 0 13.679
Developer writes 0.269 1.087 0 11.725
Length of description 3.226 0.563 0 5.170
Number of categories 1.023 0.332 0.693 1.946
Number of leaders 0.773 0.225 0.693 2.833
Multiple participations of leaders 1.274 0.716 0 4.615
Initial release size 5.658 2.432 0.004 14.451
Code reuse 0.007 0.082 0 1
Strong copyleft 0.380 0.485 0 1
Weak copyleft 0.130 0.336 0 1
No copyleft 0.090 0.286 0 1

10 We thank the anonymous associate editor and reviewer for suggesting this
point.
11 We thank one anonymous reviewer who suggested this point.
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Finally, we used recommendation ratio as an alternative measure
for user interest. User ratings have been widely used to evaluate user
satisfaction about products or services (e.g., [97,98]). We calculated
recommendation ratio as the number of positive ratings that an OSS
project received from users on SourceForge divided by the total number

of ratings. Because we can only observe user ratings and re-
commendation ratio at the time of data collection in January 2013, we
conducted a cross-sectional analysis by regressing recommendation
ratio on initial release speed, update speed, and their squared terms.
User downloads in previous period is omitted due to cross-sectional
design. As monthly data for a 36-month period is not required here, we
include all the 21,105 development projects with releases in the re-
gression. The results reported in Table 8 again support both H1 and H2.
Thus, we conclude that our results are robust.

Table 5
Correlations.

(1) (2) (3) (4) (5) (6) (7) (8) (9) (10) (11) (12) (13)

(1) User downloads
(2) Initial release speed −0.071
(3) Update speed 0.206 −0.017
(4) User downloads in previous period 0.890 −0.071 0.216
(5) Developer writes 0.193 −0.097 0.254 0.195
(6) Length of description 0.137 −0.018 0.028 0.136 0.027
(7) Number of categories 0.142 −0.071 0.033 0.141 0.066 0.153
(8) Number of leaders 0.164 −0.137 0.048 0.162 0.146 0.028 0.095
(9) Multiple participations of leaders −0.060 0.027 0.019 −0.064 0.004 −0.031 −0.007 −0.033
(10) Initial release size 0.192 −0.156 0.042 0.192 0.101 0.079 0.125 0.178 −0.025
(11) Code reuse 0.028 −0.000 0.002 0.028 0.005 0.030 0.008 0.019 −0.002 0.014
(12) Strong copyleft −0.036 -0.032 −0.036 −0.033 −0.085 −0.012 0.004 −0.059 −0.10 −0.021 0.003
(13) Weak copyleft −0.008 −0.040 −0.014 −0.008 −0.012 0.006 0.015 −0.016 −0.053 0.010 0.010 −0.191
(14) No copyleft 0.007 -0.029 0.012 0.007 0.025 −0.005 −0.007 0.041 0.008 −0.007 0.009 −0.206 −0.075

Note: Correlations in bold are significant at p<0.05.

Table 6
Mixed Effects Hierarchical Linear Model Results.

(1) (2) (3) (4)

Intercept 0.089
(-0.066)

0.046
(-0.068)

0.093
(-0.067)

0.050
(-0.068)

User downloads in
previous period

0.522***
(-0.002)

0.521***
(-0.002)

0.515***
(-0.002)

0.515***
(-0.002)

Developer writes 0.031***
(-0.002)

0.031***
(-0.002)

0.020***
(-0.002)

0.020***
(-0.002)

Length of description 0.148***
(-0.014)

0.146***
(-0.014)

0.149***
(-0.014)

0.147***
(-0.014)

Number of categories 0.233***
(-0.025)

0.235***
(-0.025)

0.234***
(-0.025)

0.236***
(-0.025)

Number of leaders 0.378***
(-0.036)

0.388***
(-0.036)

0.382***
(-0.036)

0.392***
(-0.036)

Multiple participations of
leaders

−0.057***
(-0.011)

−0.057***
(-0.011)

−0.059***
(-0.011)

−0.059***
(-0.011)

Initial release size 0.048***
(-0.003)

0.050***
(-0.003)

0.049***
(-0.003)

0.050***
(-0.003)

Code reuse 0.198*
(-0.098)

0.195*
(-0.098)

0.200*
(-0.099)

0.197*
(-0.099)

Strong copyleft −0.091***
(-0.018)

−0.094***
(-0.018)

−0.091***
(-0.018)

−0.094***
(-0.018)

Weak copyleft −0.078**
(-0.025)

−0.077**
(-0.025)

−0.078**
(-0.025)

−0.077**
(-0.025)

No copyleft −0.027
(-0.029)

−0.027
(-0.029)

−0.028
(-0.029)

−0.028
(-0.029)

Time dummies Yes Yes Yes Yes
Initial release speed 0.327***

(-0.091)
0.323***
(-0.091)

Initial release speed
squared

−0.316***
(-0.089)

−0.311***
(-0.089)

Update speed 0.099***
(-0.004)

0.099***
(-0.004)

Update speed squared −0.005***
(0.0005)

−0.005***
(0.0005)

Intercept variance 0.462***
(-0.009)

0.461***
(-0.009)

0.467***
(-0.009)

0.467***
(-0.009)

Residual variance 0.475***
(-0.001)

0.475***
(-0.001)

0.474***
(-0.001)

0.474***
(-0.001)

Log likelihood −276603 −276596 −276290 −276283
χ2 13.200** 626.650*** 639.300***
AIC 553264 553255 552641 552632
BIC 553566 553578 552965 552977

Note: n of projects= 7442; n of obs.= 251,807. * p<0.05; ** p<0.01; ***
p<0.001. Standard errors are in parentheses. Dependent variable is user
downloads with one-month time lag.

Fig. 1. The Relationship between Initial Release Speed and User Downloads.

Fig. 2. The Relationship between Update Speed and User Downloads.
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6. Discussion and conclusion

6.1. Theoretical implications

This study has three major theoretical implications for OSS research.
First, the signaling perspective emphasizes the importance of conveying
information about project quality to potential users, which is relatively
neglected in the OSS literature. Previous studies mainly discussed fac-
tors that may influence developers’ motivation to participate in OSS
projects (e.g., [2,16,62,63]) or factors that may influence user interest
in downloading and using OSS (e.g., [7,8,10]), but little attention was
paid to how the information about unobservable projects quality in
terms of developer quality and code quality can be communicated to
potential users. While Ho and Rai [11] recently drew on the signaling
theory to study how accreditation and code acceptance in firm-parti-
cipating OSS projects can signal project quality to developers and mo-
tivate their continued participation intentions, our study differs from
their work by explaining how innovation speed of OSS projects signals
project quality to users and attract their interest in OSS. We note that
users have limited knowledge about OSS projects, leading to a high
degree of information asymmetry between OSS projects and users. In
this context, OSS projects, and their project leaders in particular, may
signal developer quality and code quality to potential users through

innovation speed in release management.
Second, we introduce innovation speed, a timing concept from the

innovation literature, to OSS research. To the best of our knowledge,
ours is the first study taking a timing perspective to theorize the impacts
of OSS project characteristics. Prior OSS studies seldom discussed
timing factors and mostly focused on other factors that influence user
interest, such as developers’ motivations (e.g., developer values, and
prior experience) and project characteristics (e.g., license choice, and
project category [6,8]). We identify and theorize two constructs for
innovation speed in the OSS context — initial release speed and update
speed. Initial release speed refers to how soon an OSS project releases its
first version of software since project launch, and update speed refers to
how frequent an OSS project releases new version or new patch of
software. Our results indicate that the timing of initial release and
subsequent updates can significantly impact user interest in OSS.
Third, we theorize and empirically examine the effects of initial

release speed and update speed on user downloads in the OSS context.
Interestingly, both initial release speed and update speed could be
beneficial and detrimental depending on their levels. On the one hand,
fast initial release can indicate high developer quality and code quality.

Table 7
Sensitivity Analysis of Different Time Lags.

(1) (2) (3) (4)
3-month 6-month 9-month 12-month

Intercept 0.032
(-0.097)

0.062 (0.113) 0.088
(-0.134)

0.051
(-0.143)

User downloads in
previous period

0.329***
(-0.002)

0.221***
(-0.002)

0.083***
(-0.002)

0.036***
(-0.002)

Developer writes 0.021***
(-0.002)

0.024***
(-0.002)

0.027***
(-0.002)

0.026***
(-0.002)

Length of description 0.203***
(-0.020)

0.232***
(-0.024)

0.268***
(-0.028)

0.280***
(-0.030)

Number of categories 0.336***
(-0.035)

0.390***
(-0.041)

0.458***
(-0.049)

0.487***
(-0.052)

Number of leaders 0.573***
(-0.051)

0.664***
(-0.060)

0.791***
(-0.071)

0.866***
(-0.076)

Multiple participations
of leaders

−0.075***
(-0.016)

−0.085***
(-0.019)

−0.098***
(-0.022)

−0.093***
(-0.024)

Initial release size 0.070***
(-0.005)

0.081***
(-0.006)

0.095***
(-0.007)

0.010***
(-0.007)

Code reuse 0.273
(-0.14)

0.316
(-0.163)

0.374
(-0.192)

0.385
(-0.203)

Strong copyleft −0.144***
(-0.026)

−0.173***
(-0.030)

−0.207***
(-0.036)

−0.221***
(-0.038)

Weak copyleft −0.115**
(-0.036)

−0.135**
(-0.042)

−0.163***
(-0.049)

−0.178***
(-0.052)

No copyleft −0.045
(-0.041)

−0.058
(-0.048)

−0.066
(-0.057)

−0.075
(-0.060)

Time dummies Yes Yes Yes Yes
Initial release speed 0.427***

(-0.129)
0.475**
(-0.151)

0.566**
(-0.178)

0.595**
(-0.189)

Initial release speed
squared

−0.420***
(-0.126)

−0.469**
(-0.147)

−0.567**
(-0.174)

−0.601**
(-0.185)

Update speed 0.037***
(-0.004)

0.044***
(-0.005)

0.077***
(-0.005)

0.084***
(-0.005)

Update speed squared −0.002***
(-0.001)

−0.002***
(-0.001)

−0.004***
(-0.001)

−0.004***
(-0.001)

Intercept variance 0.947**
(-0.017)

1.290***
(-0.023)

1.798***
(-0.031)

2.019***
(-0.035)

Residual variance 0.536***
(-0.002)

0.548***
(-0.002)

0.549***
(-0.002)

0.532***
(-0.002)

Log likelihood −277321 −257239 −233377 −205890
AIC 554707 514543 466820 411846
BIC 555050 514883 467155 412177
n of projects 7422 7404 7378 7340
n of obs. 236,929 216,083 193,899 171,802

Notes: * p<0.05; ** p<0.01; *** p<0.001. Standard errors are in par-
entheses. Dependent variable is user downloads with different time lags.

Table 8
Robustness Checks for Different Projects, Alternative Models and Measures.

(1) (2) (3)
Games projects Tobit model Recommendation ratio

Intercept −0.048
(-0.106)

−0.080
(-0.071)

−0.012
(0.064)

User downloads in
previous period

0.574***
(-0.003)

0.561***
(-0.002)

0.019***
(0.001)

Developer writes 0.029***
(-0.003)

0.021***
(-0.002)

0.026***
(0.005)

Length of description 0.114***
(-0.020)

0.161***
(-0.015)

0.078***
(0.009)

Number of categories 0.186***
(-0.045)

0.247***
(-0.026)

0.144***
(0.013)

Number of leaders 0.370***
(-0.061)

0.402***
(-0.037)

−0.029***
(0.004)

Multiple
participations of
leaders

0.068**
(-0.022)

−0.156***
(-0.012)

0.012***
(0.001)

Initial release size 0.052***
(-0.005)

0.049***
(-0.004)

0.098*
(0.040)

Code reuse 0.078
(-0.062)

0.212*
(-0.102)

−0.062***
(0.007)

Strong copyleft −0.108***
(-0.028)

−0.072***
(-0.019)

−0.043***
(0.009)

Weak copyleft −0.205***
(-0.058)

−0.061*
(-0.026)

−0.017
(0.011)

No copyleft −0.120*
(-0.058)

−0.030
(-0.030)

0.019***
(0.001)

Time dummies Yes Yes Yes
Initial release speed 0.179

(-0.134)
0.315***
(-0.095)

0.096**
(0.033)

Initial release speed
squared

−0.229+

(-0.128)
−0.302**
(-0.093)

−0.091**
(0.034)

Update speed 0.153***
(-0.007)

0.101***
(-0.005)

0.468***
(0.041)

Update speed squared −0.007***
(-0.001)

−0.00530***
(-0.001)

−0.064***
(0.014)

Intercept variance 0.362***
(-0.012)

0.501***
(-0.010)

Residual variance 0.479***
(-0.002)

0.595***
(-0.002)

Log likelihood −97813 −295741
AIC 195691 591548
BIC 196001 591893
Adj. R2 0.108
n of projects 2634 7442
n of obs. 88,977 251,807 21,105

Notes: + p<0.1; * p<0.05; ** p<0.01; *** p<0.001. Standard errors are in
parentheses. Dependent variable is user downloads with one-month time lag or
recommendation ratio at the time of data collection.
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On the other hand, as initial release speed is too high, users may doubt
the possibility of accumulating sufficient developers in project team and
the quality of software that is produced in a rush. Similarly, frequent
updates may be interpreted as a favorable signal indicating developers’
capabilities to provide high-quality software and continuous support to
users on the one hand, and may also be interpreted as a warning signal
suggesting the quality of software is not satisfying on the other. We
theorize the contradictory signaling effects of initial release speed and
update speed on user downloads and empirically demonstrate the evi-
dence that corroborates our theoretical arguments. Overall, our results
suggest that innovation speed has both usefulness and downsides to
signal developer quality and code quality of OSS projects.

6.2. Practical implications

Our findings shed light on the importance of release management
for OSS projects. Both initial release speed and update speed are under
the control of OSS project teams and project leaders can strategically
manage the timing of first and subsequent releases of software. Our
results indicate that initial endeavor to deliver first version of software
and continuous effort to update the software are both important to
attract user interest. For the marginal effect in our sample of OSS
projects, an increase of initial release speed for one standard deviation
can lead to a 45% increase of downloads relative to the average number
of downloads of our sampled OSS projects. At the same time, one extra
update per month also leads to a 46% increase of downloads relative to
the average number of downloads of our sampled OSS projects. These
findings offer actionable guidance for OSS project leaders to strategi-
cally plan for the timing of releases.
In fact, the OSS community has long recognized that innovation

speed is critical, and it however holds a general guidance of “the faster
the better”. For example, SourceForge claims: “The Open Source com-
munity lives by ‘Release Early, Release Often’”12. Our findings chal-
lenge this wisdom and show that it only captures part of the story. A
very high speed of release may sometimes do more harm than good and
have a detrimental effect to user interest in OSS. When the initial re-
lease is introduced in the project launch day or one day after, or more
than 10 updates are released per month, the number of user downloads
could decline in our sampled OSS projects. Our study reminds OSS
project leaders to be very cautious in release management, as we do
observe that some projects released the first version too soon on the
project launch date and the maximum number of updates per month is
as high as 27 in some sampled projects.

6.3. Limitations and future research

Our study has some limitations. First, we collect archival data from
OSS projects, which are objective but provide limited information about
what developers and users perceive and behave. Future study may use
other methodologies, such as survey or experiment, to test how users’
perceived innovation speed of OSS projects may influence their interest
in OSS. Second, although we use time lag to avoid reverse causality and
dynamically control the dependent variable and other control variables
in the analysis, we cannot fully test the causality. Future research may
look for instrumental variables or conduct controlled experiments to
better examine the causal relationship between innovation speed of OSS
projects and user interest. Last but not least, although we use a large-
scale sample in this study, we only include development projects, and
games projects in a robustness check, on SourceForge. Future study may
collect data from other types of projects or from other OSS communities
(e.g., CodePlex, GitHub, and Google Code) to examine the general-
izability of our findings.
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