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As technology shrinks new types of defects are being discovered and new fault 

models are being created for those defects. Transition delay and path delay fault models 

are two such models that have been created, but they still fall short in that they are unable 

to obtain a high test coverage of smaller delay defects; these defects can cause functional 

behavior to fail and also indicate potential reliability issues. The first part of this 

dissertation addresses these problems by presenting an enhanced timing-based delay fault 

testing technique that incorporates the use of standard delay ATPG, along with timing 

information gathered from standard static timing analysis. Utilizing delay fault patterns 

typically increases the test data volume by 3-5X when compared to stuck-at patterns. 

Combined with the increase in test data volume associated with the increase in gate count 

that typically accompanies the miniaturization of technology, this adds up to a very large 

increase in test data volume that directly affect test time and thus the manufacturing cost.  

The second part of this dissertation presents a technique for improving test compression 

and reducing test data volume by using multiple expansion ratios while determining the 



 vii

configuration of the scan chains for each of the expansion ratios using a dependency 

analysis procedure that accounts for structural dependencies as well as free variable 

dependencies to improve the probability of detecting faults. Finally, this dissertation 

addresses the problem of unknown values (X’s) in the output response data corrupting the 

data and degrading the performance of the output response compactor and thus the 

overall amount of test compression. Four techniques are presented that focus on handling 

response data with large percentages of X’s. The first uses X-canceling MISR architecture 

that is based on deterministically observing scan cells, and the second is a hybrid 

approach that combines a simple X-masking scheme with the X-canceling MISR for 

further gains in test compression. The third and fourth techniques revolve around 

reiterative LFSR X-masking, which take advantage of LFSR-encoded masks that can be 

reused for multiple scan slices in novel ways.  
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Chapter 1:  Introduction 

In the process of manufacturing semiconductor products, some percentage of the 

product is going to have physical defects present. Therefore, in the business of selling 

these semiconductor products, it is necessary to screen or test the product for these 

physical defects to ensure some measure of quality and reliability for the customer. A test 

for a semiconductor product consists of a stimulus that is applied to the product (or chip) 

and an expected response that is measured from the product. In order to measure the 

quality of a given test, types of possible defects have to first be mapped to fault models. 

For example, wires (or nets) in the product that are shorted to power or ground can be 

represented by the most common fault model, the Stuck-At fault model. A stuck-at-one 

represents a short to power, and a stuck-at-zero represents a short to ground. Once the 

total number of faults has been determined, a given test can be rated to see how many 

faults it detects. The measure of fault coverage of a test or group of tests for a given 

product can be given by a simple expression consisting of the total number of faults 

detected divided by the total number of faults.   
 

Fault Coverage = Faultsdet / Faultstot 
 

To test the products, Automatic Test Equipment (ATE) is used to apply the test 

stimulus, measure the response, and compare it to the expected results. The test data, 

including the stimulus and the response, is stored on the ATE. The ATE, however, has a 

number of limitations, including test data memory and test data bandwidth. Test data 

bandwidth is defined as the number of ATE channels used for driving the test stimulus, or 

measuring the test response, multiplied by the clock rate of the channels. Test data 

memory is defined as the amount of memory available for storing test data per ATE test 
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channel. So, a 32MB tester has 32 million bits of data storage available for each tester 

channel. The combination of test data volume and test data bandwidth used for a given 

test or suite of tests determines the test time, or time it takes to apply the stimulus and 

measure the response. Since each second on the ATE costs in the neighborhood of 2-5 

cents, test time plays a big role in the cost of manufacturing for a given product. Because 

of this cost, it is desirable to utilize the full bandwidth of the ATE and, at the same time, 

minimize the test data volume, while still having the ability to detect and discard all of 

the defective products. 

1.1 SCAN TESTING 

As technology shrinks and semiconductor devices become more and more 

complex, it is becoming increasingly difficult, if not impossible, to test these devices with 

pure functional test data (data that exercises all of the functionality of a part in enough 

combinations to cover all faults). Because of this, some Design-for-Test (DFT) 

techniques have been developed, and are being developed, that make testing easier. One 

of the most basic techniques, which is in turn the foundation for many other techniques, 

is simply referred to as scan testing. In the most common methodology for scan testing, 

most, if not all, of the flip-flops in the circuit are converted to scan flip-flops, which are 

simply regular flip-flops with a MUX in front. The MUX has two inputs; the first is the 

original functional data input that maintains its initial connection, and the second, labeled 

scan data input, enables each of the scan flip-flops to be connected back-to-back to form 

one or more shift registers, also called scan chains. Figure 1.1 shows how scan flip-flops 

are connected together to form scan chains. The select signal of the MUX is connected to 

a global signal, typically labeled SCAN_ENABLE, which determines whether the scan 

flip-flops are configured in normal functional mode or in shift mode (i.e., as one or more 

shift registers). 
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Figure 1.1: Scan Chain Example 

The purpose of creating scan chains and performing scan testing is to drastically 

improve the controllability and observability of the circuit-under-test (CUT).  In this type 

of setup, not only can the primary inputs of the CUT be deterministically set, but all of 

the internal scan flip-flops can be set as well by loading (i.e., shifting) values into the 

scan chains. Once all of the internal flip-flops have been loaded, the values can propagate 

through the surrounding combinational logic; then, one or more functional capture clocks 

can be triggered, and the resulting values captured into the scan flip-flops and then 

shifted out of the scan chains to be observed and measured. This technique works 

particularly well with Automatic Test Pattern Generation (ATPG) tools, which can use 

this type of setup, shown in Figure 1.2, to achieve very high fault coverage numbers in 

even the most complex circuits.  
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Figure 1.2: Example CUT with Scan Chain  
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In addition to semiconductor devices becoming increasingly more complex to test 

as the technology shrinks into the deep submicron range, the types of defects and the fault 

models they map to are changing as well. For the last couple of decades, the prevailing 

fault model has been the Stuck-At fault model, as mentioned above. But as technology 

shrinks, the Stuck-At fault model is no longer adequate to cover all of the different types 

of physical defects. This is partially due to the static nature of the Stuck-At fault model, 

which does not explicitly take into account any timing.  

Current semiconductor products are producing more and more physical defects 

that are altering the intended timing of the device but not necessarily the functionality of 

the device. This is why these types of defects can be present, but the chip can still pass a 

stuck-at fault test.  A few examples of these defects are resistive vias, resistive gate-oxide 

shorts, insufficient transistor doping, and extra metal capacitive loading on wire traces 

[Crouch 00].  Because of this, new fault models have been, and are being, developed. 

One category of such fault models is the delay fault models.  

1.2 DELAY FAULT TESTING 

Delay faults are timing-based faults categorized as slow-to-rise or slow-to-fall 

faults or transitions. The object of a delay fault test is to propagate a transition down a 

circuit path from a start point to an endpoint and see if it makes it there in a 

predetermined amount of time. As shown in Figure 1.3, this is accomplished by using 

two clock pulses: a launch clock pulse and a capture clock pulse. After initialization, the 

first clock pulse launches the transition, and the second clock pulse captures it. The time 

from the launch to the capture is the time allowed for the defect-free signal to propagate. 

Ideally, the propagation time for a given transition down every tested path would be 

known and time between the launch and the capture would be set such that there would 



be zero slack on the path. This would enable the detection of very fine or small delay 

defects on all tested paths. 

 

 

Figure 1.3: Delay Fault Circuit and Waveforms 

Currently, the two main types of delay fault models are the Transistion Delay 

fault model [Waicukauski 87] and the Path Delay fault model [Smith 85][Lin 87]. 

1.2.1 Transition Delay Fault Model  

The transition delay fault model is a node-based fault model, similar to the stuck-

at fault model, but instead of stuck-at-one and stuck-at-zero faults, it uses slow-to-rise 

and slow-to-fall faults placed on gate inputs and outputs. Since many paths with different 

path timings are tested simultaneously, this fault model is typically only used for testing 

gross or large delay defects, because the set time between the launch pulse and the 

capture pulse for a group of tested paths is limited, at a minimum, by the slowest tested 

path.  Because of this limitation, and the fact that this is a node-based fault model, it is 

primarily used for targeting point delay defects like resistive vias, poly cracks, and 
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metal/poly bridges. The disadvantage, of course, is that this fault model is not very good 

at detecting very small delay defects, some of which can have a cumulative effect down 

long paths and become larger problems. This situation is exacerbated by the tendency of 

the ATPG tools that implement this fault model to always choose the shortest, easiest 

paths to propagate and observe transitions. 

However, this model does have two advantages: the creation of a finite fault list 

that is easy to build and the use of simpler stuck-at-like ATPG algorithms compared, to 

the more complex sequential algorithms needed for the path delay fault model. Also, a 

higher fault coverage [Kruseman 04][Madge 03][Yan 03] can generally be obtained for 

the faults targeted with this fault model than with the second delay fault model, the path 

delay model.  

1.2.2 Path Delay Fault Model 

The path delay fault model, where each fault represents one entire path, has been 

the subject of much research. A few examples of this research are [Heragu 96][Liou 

00][Crouch 03]. One of the main motivations for this research has been that the path 

delay model is one of the best ways to detect small delay defects, including the point 

delay defects mentioned above, and also distributed or cumulative defects that result from 

things like mask misalignment, oxide too thick or too thin, or ion implant off from 

specification. It has this ability because the timing for each individual path fault (path 

tested) can be adjusted such that there is near zero slack, thus allowing the detection of 

very small delay defects. 

In fact, if 100% path delay coverage could be achieved, then all of the small delay 

defects as well as all of the transition and stuck-at faults would be covered. However, the 

goal of 100% path delay coverage has yet to be achieved due to the exponential number 

of path faults that would need to be tested for a given design, the vast number of patterns 
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that would be required to test all of those paths, and, in general, the inability to create 

robust patterns for path delay faults [Heragu 96][Pomeranz 98][Crouch 03][Datta 04]. 

So, with standard transition delay fault testing able to achieve relatively high 

delay fault coverage but only for gross or large delay defects and with the difficulties 

associated with path delay testing, there is still a need for something else to obtain high 

coverage of small or smaller delay defects. 

Additionally, transition and path delay ATPG generally creates rather large 

amounts of test data. The test data volume for each of these models is typically three to 

five times larger than for the stuck-at model. This increase is amplified by the fact that 

the design complexity has also increased, causing the number of faults, and thus, the test 

data volume, to further increase. Because of this, there is also a need to continue to create 

new techniques that will reduce the test data volume and test time and still be effective 

for the testing of delay defects. 

1.3 REDUCING TEST DATA VOLUME AND TEST TIME 

As test data volume grows, test engineers are running out of memory to contain 

the increased number of test patterns, and since the device under test (DUT) can typically 

only be tested as fast as the data can be transferred from the tester, the more test data 

volume there is the longer the test time and thus, the higher the manufacturing cost. Two 

undesirable solutions to the memory depth limitation are to truncate the pattern set, which 

sacrifices test quality, or to load a second set of test patterns into memory, which can be 

very expensive time-wise.  

A more viable approach to reducing test data volume in order to avoid hitting the 

tester memory depth limitation, and, more importantly, to reduce test time is to use test 

data compression. Figure 1.4 shows the basic test compression architecture. To use this 

type of structure for testing, the compressed test data stimulus is stored on ATE and then 



fed into a decompressor, which in turn feeds a large number of scan chains where the 

number of scan chains is m and is much larger than the number of tester channels, b. The 

output response data from the scan chains is then fed into an output response compactor, 

which is then read back into the ATE to be compared to the expected response. A number 

of test compression schemes following this architecture have been developed and are 

being used in industrial designs. Most of them were initially targeted at reducing test data 

volume for the static stuck-at fault model, but they can also be applied to delay fault 

testing with varying degrees of success. A survey of the different techniques can be found 

in [Touba 06].  
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Figure 1.4: Basic Test Compression Scheme 

One of the first widely used techniques created to reduce test data volume was the 

Logic Built-In Self Test (LBIST) technique, based on the STUMPS architecture [Wang 

06], as shown in Figure 1.5. Here the ATE provides no stimulus, but instead an LFSR 

(Linear Feedback Shift Register) generates pseudo-random data which drives the scan 

chains, and the output response data from the scan chains is compacted in a MISR 

(Multiple Input Shift Register) and checked at the end of the test. LBIST is one example 

of a technique that was initially developed for stuck-at testing in order to drastically 

reduce test data volume, but, when run at full functional speed, can detect some delay 
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faults. One of problems with LBIST is that it has difficulty with random resistant faults, 

such as in cases when testing the faults on AND or OR gates with large numbers of 

inputs, where all inputs, or all but one input, are required to be the same value. These 

types of patterns are difficult for LBIST to generate because of the pseudo-random 

patterns it generates. In general, delay faults also tend to be difficult for LBIST to detect 

because of the extra constraints put on the ATPG tool to set up and maintain the 

initialization values as well as the launch values used for delay fault testing. 

 

 

Figure 1.5: LBIST Architecture 

Many improvements to the original concept of LBIST have been made in the area 

of LFSR reseeding. This test compression technique, first proposed in [Könemann 91], 

takes advantage of the fact that generally only about 1%-5% of the total possible bits 

(free-variables) that could be assigned for a given set of test patterns are specified 

(required to be set to a ‘1’ or a ‘0’ value) in order to detect a given set of faults. Based on 

the polynomial used to construct the LFSR, linear equations can be created and solved to 

determine the seed needed to be loaded into the LFSR to create or fill in the specified 

bits. Then the rest of the bits are filled in with essentially random data from the LFSR. 

 9
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An example of this is shown by the test vector 1011010101110011, where the underlined 

bits are the bits required to be specified to detect the targeted faults, and the other bits are 

the ones randomly filled in by the LFSR. Once the full pattern has been filled out, then it 

is fault graded to determine the total number of faults detected for that pattern. 

Most current test compression schemes, like LFSR Reseeding, use a 

decompressor that, in general, uses (e.g. expands) data from a smaller number of tester 

(ATE) channels to fill a larger number of internal scan chains per clock cycle. The ratio 

of internal scan chains to tester channels is called the expansion ratio. The higher the 

expansion ratio, the greater the potential for test compression (i.e., reduction in test data 

stored on the ATE) and test time reduction. Test time is reduced because with a 

progressively higher expansion ratio and a fixed number of scan cells (i.e., scan flip-

flops), all of the scan chains become shorter, resulting in fewer clock cycles being needed 

to load and unload them. The amount of test data, measured in bits, stored on the tester is 

calculated by multiplying the number of tester channels used by the number of clock 

cycles of test data. Since the number of tester channels remains constant, but the number 

of clock cycles to load and unload the scan chains is reduced, then the amount of test data 

(i.e., test data volume) is also reduced. 

  Higher expansion ratios increase the potential for higher amounts of test 

compression, but they also make it more difficult to create test vectors, which are stored 

on the ATE as compressed test data, that detect as many faults as test vectors created for 

designs implementing test compression with smaller expansion ratios. This is due to the 

fact that with smaller expansion ratios, the scan flip-flops are sharing fewer bits (i.e., 

free-variables) from the ATE test data. With the lowest expansion ratio, a ratio of one, no 

scan flip-flops are sharing any free-variables from the tester, and the maximum amount of 

controllability can be achieved. However, as the expansion ratio increases, the values 
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loaded into the scan flip-flops are dependent on more and more of the same free-variables 

from the tester, which increases the probability of creating a situation where certain faults 

cannot be detected. For example, if a 2-input AND gate is driven by two scan flip-flops 

dependent on the same free-variable from the ATE, then it would be impossible to detect 

a stuck-at one fault on either input since the test for a stuck-at one in this situation 

requires opposite values on the two inputs, which is not possible in this case. For this 

reason, conventional decompression techniques typically pick an expansion ratio which is 

selected at a level where test vectors can be generated that will detect all or almost all of 

the faults detected without decompression. Additionally, a mechanism for bypassing the 

test compression system is typically implemented; this allows the application of 

uncompressed test vectors to provide a way to apply additional, or top-off, vectors to 

detect any faults that cannot be detected by the compressed test vectors.  Uncompressed 

vectors applied in bypass mode require much more tester storage and test application 

time compared to compressed test vectors.  Consequently, to maximize the overall 

compression, conventional approaches must select a low enough expansion ratio to 

ensure that very few, if any, vectors need to be applied in serial mode.  

 1.4 HANDLING UNKNOWN VALUES 

The types of test compression systems mentioned above have been proven to 

provide high levels of test data compression as long as all logic values in the output 

response data contain known values. However, if unknown values (i.e., non-deterministic 

values) are present in the output response data and enter the output response compactor, 

then the output of the compactor might become wholly, or partially, undetermined, which 

could prevent the detection of some faults.  

There are many common sources which may introduce unknown logic values 

(X’s).  These include unmodeled logic (black-boxes), floating tri-state outputs, bus 



contention, and uninitialized memory, as shown in Figure 1.6. Additionally, many 

improvements to the delay fault testing algorithms have been implemented, including 

making the algorithms timing-aware and using information on false and multi-cycle paths 

to enable the creation of more robust test vectors. Using these new algorithms, any time a 

false or multi-cycle path is activated, an X is added on that path. Also, the algorithms 

will, as a side effect of creating a test vector for targeted paths, activate other extraneous 

paths. These paths might be related to the targeted paths, or they might be in other parts 

of the circuitry activated by the bits of the test vector that were not specified but were 

randomly chosen as mentioned in Section 1.3. If any of these paths do not meet timing, 

then X’s are added there as well. 
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Compactor
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Figure 1.6: Uninitialized Memory (RAM) as an X Source 

Once these unknown values are introduced into the output response data, the 

performance of the test compression schemes can be significantly degraded. For the class 

of output compactors called time compactors, MISRs for example, once an unknown is 

introduced, the signature quickly becomes corrupted and must be reset. For the class of 

output compactors called space compactors, for example XOR trees, once an unknown is 

introduced, detected faults in the current clock cycle entering into the compactor may 

become invalidated by the unknown. In both cases, faults that should have been detected 
 12
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may no longer be detected. This causes the need for new patterns to be created to detect 

the invalidated and undetected faults and/or new techniques to be employed to deal with 

the X’s. 

There are three basic approaches for handling X’s: X-bounding, X-masking, and 

X-tolerating. The first approach, X-bounding, as described in [Wang 06], involves 

analyzing the circuit under test (CUT), identifying all of the sources of unknowns, and 

adding logic to block the unknowns from propagating to the outputs. The second 

approach is X-masking, which involves blocking, or masking, the X’s in the output 

response data at the input of the compactor each clock cycle. Several techniques to 

accomplish this have been proposed that include different designs for the masking 

hardware as well as different methods for compressing the mask and control data such as 

shown in [Barnhart 01][Wohl 01 03a 04 07][Pomeranz 02][Chickermane 04][Naruse 

03][Volkerink 05][Chao 05][Tang 06][Rajski 06a]. In several of these techniques, the 

resolution of the mask is set low to keep the volume of mask data at a minimum; the 

trade-off, however, is that some specified bits needed to observe faults are also masked. 

Some other techniques like [Naruse 03] have a very high mask resolution at the cost of a 

larger amount of mask data. The third approach is using X-tolerant schemes such as those 

described in [Mitra 04a 04b][Rajski 05][Touba 07] that can still compact the output 

response data even in the presence of unknowns, but they have limitations, including 

possible restrictions on the number of X’s that can be tolerated before the required bits for 

fault detection get corrupted. 

1.5 SUMMARY 

This dissertation describes a new approach for testing for delay defects, including 

smaller delay defects, and a novel technique for compressing the large test data volume 

that goes along with that. Additionally, new methods for increasing output compaction in 
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the presence of unknowns (X’s) are presented. This dissertation is organized as follows: 

Chapter 2 describes an new enhanced timing-based technique for testing small delay 

defects which takes advantage of the fact that transition delay ATPG can easily create 

patterns for node-based delay defects, and it then uses the timing information gathered 

from STA (Static Timing Analysis) to ensure that the patterns that test given paths are 

grouped with like patterns and are tested at near maximum frequency. Chapter 3 presents 

a novel methodology for improving the amount of compression achieved by continuous-

flow decompressors by using multiple ratios of scan chains to tester channels (i.e., 

expansion ratios) and dependency analysis to determine the optimal way to construct the 

scan chains for multiple expansion ratios for maximum fault detection. Chapter 4 

describes a new methodology for using the X-canceling MISR architecture, based on 

deterministically observing scan cells, which provides a higher amount of compaction 

and is effective for larger percentages of X's in the output response.  This chapter also 

describes a novel hybrid approach that combines X-masking with an X-canceling MISR 

for further improvements. Chapter 5 presents a new technique for increasing output 

compression in the presence of unknowns by using reiterative LFSR based X-masking.  

This approach takes advantage of the data correlation in the output response data to 

enable LFSR encoded masks to be reused for multiple scan slices, while guaranteeing 

that all unknowns are masked and all bits required for fault detection are allowed to 

propagate to the compactor. This chapter also presents a novel hybrid approach that 

combines conventional LFSR based X-masking with fixed-interval reiterative LFSR X-

masking.  Experimental results are presented at the end of each chapter to demonstrate 

the effectiveness of each new technique on industrial designs. Finally, Chapter 6 presents 

the conclusions, summarizes the work in this dissertation, and proposes future research 

topics. 
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Chapter 2:  Enhanced Timing-Based Transition Delay Testing for Small 
Delay Defects 

With standard transition delay fault testing targeting only gross delay defects and 

with the problems associated with path delay testing for small delay defects, there is still 

a need to obtain high coverage of small or smaller delay defects using some other 

method. This chapter addresses that need by proposing a new technique called Enhanced 

Transition Delay Test (ETDT) which was published in [Putman 06]. Using this 

technique, standard commercially available static timing analysis and transition delay 

ATPG tools along with the ETDT wrapper can be used to obtain a high test coverage of 

the small delay defects that lie along the critical paths of a given design. With this 

technique, the user has the ability to create transition patterns and adjust their timing such 

that all of the paths tested in a given pattern are tested with almost no slack, similar to 

path delay testing. Some of the other advantages of this technique include a test coverage 

and pattern count similar to regular transition delay ATPG on the same faults, greater 

visibility in the actual coverage of the targeted faults, and reduction of some of the design 

constraints that regular transition delay ATPG requires. One such requirement of 

transition delay ATPG is that clock domains running at frequencies that are significantly 

different should not be tied to the same scan clock in order to maximize the effectiveness 

of the transition delay test, since the clock can then only run as fast as the slowest clock 

domain. ETDT removes this requirement by having the ability to group patterns together 

that test paths with similar path timings or slack. A basic depiction of the new flow is 

shown in Figure 2.1. 

Papers that address the need for testing small delay defects using the transition 

delay model or a transition-like delay model include [Kruseman 04] and [Gupta 04]. In 
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[Gupta 04], the authors introduced a new transition fault model called As Late As 

Possible Transition Fault (ALAPTF) model. Their fault model is implemented by 

launching one or more transitions towards the fault site as late as possible, launching the 

transitions down the longest robust segment ending at the fault site. The drawbacks to 

this method are the use of multiple transitions, which means that faults can only be tested 

at the speed of the slowest transition; the lack of actual path timing information, so 

depending on the slack of their longest segments, they still may not be detecting small 

delay defects; and the difficulties, similar to path delay, finding long segments that can be 

robustly tested. In [Kruseman 04], the authors describe a technique for testing small delay 

defects by running a traditional transition delay ATPG, creating a full set of patterns to 

test those faults. Then, the entire pattern set is copied as many times as the number of 

frequencies that the patterns are going to be tested at. Each frequency is a multiple of the 

nominal frequency (i.e., 1X, 1.5X, 2XFnom). So, if the user wants to test at 10 

frequencies, then he would have to have 10 copies of the pattern set.  Once the pattern 

sets are created, each pattern is simulated at its assigned frequency, starting with the 

highest. After each simulation, the failing flip-flops and primary outputs are masked out. 

Keep in mind that the more frequencies that can be tested, the better resolution there will 

be to catch the smallest delay defects. Obviously, the major drawback to this technique is 

the pattern count. Given the finite amount of memory on a manufacturing tester and the 

fact that transition delay patterns are typically 3-5X the size of the stuck-at (DC scan) 

patterns for a given design, pattern count is a real concern. 

The remaining portion of this chapter is organized as follows. Section 2.1 

discusses the use of transition delay ATPG to test for small delay defects. Section 2.2 

covers the overview of the technique. Section 2.3 reports the experimental results.  



   STAS 
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Wrapper

 

Transition 
ATPG 

Pattern 
Files 

 

Figure 2.1: Basic ETDT Flow 

2.1 USING TRANSITION DELAY ATPG TO TEST FOR SMALL DELAY DEFECTS 

To test for path delay faults, the user specifies the complete path, including where 

the fault effects are observed (i.e., the path endpoint). These specific constraints on the 

ATPG tool are part of the reason it is difficult to create robust patterns for all specified 

paths. With transition delay ATPG, the user specifies the fault, but the tool chooses the 

path of the transition through the fault site along with the path endpoint. The common 

complaint about transition delay testing is that it is always taking the easiest, and usually 

the shortest, path [Li 89]. This works fine for gross delay defects but makes it nearly 

impossible to detect small delay defects. One common modification that test engineers 

make to their transition delay patterns is to increase the frequency (i.e., over-clock) of 

each scan clock just to the point of failure. This allows those patterns to detect defects 

smaller than gross delay defects in general; however, the scan clock can only be 

increased up to the point that the slowest activated path fails. Thus, many other paths 

tested in those patterns still have a large amount of slack in them and are therefore only 

good for large or gross delay defects. An example of this is found later in the chapter in 

Figure 2.2 on page 28. 
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In order to test for small delay defects, mostly of the point type variety, the 

technique proposed in this chapter allows the user to generate a fault list based on path 

information obtained from static timing analysis of the design’s critical paths and then 

allows the ATPG tool to create a transition test for that fault down a path through the 

fault site to an observation point (i.e., path endpoint) of its choosing. The path 

information from the ATPG tool is then compared to the path information obtained from 

the static timing analysis run, and the slack for that path is reported and doubled if 

necessary. Once the slack for a given path (or pattern) is known, then the period of the 

launch and capture clocks can be adjusted such that the pattern is run just to the point of 

failure so that even very small delay defects can be detected. In order to adjust the launch 

and capture clocks properly, the slack is doubled if, and only if, the clocks at the launch 

and capture points are of opposite polarity, indicating a rising edge launch to a falling 

edge capture or vise-versa. The calculation for the new period looks like: 
 

Periodnew = Periodorig – slack 
 

The result of using transition delay fault ATPG in conjunction with path timing 

information gathered from static timing analysis is that a higher number of faults can be 

tested than with path delay methods, and the faults down each transition path can be 

tested at their maximum, or near maximum, speed, thus enabling the detection of small 

delay defects. 

2.2  ENHANCED DELAY TECHNIQUE DESCRIPTION 

The general flow of this technique is to run static timing analysis to determine 

path and slack information, generate a fault list from that path information for the ETDT 

wrapper, and run the ETDT scripts, which create the patterns, bin the patterns based on 

the slack of the path down which the transition is propagated, merge the patterns, and 
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write the patterns in standard IEEE STIL format which can then be read back into a 

standard ATPG tool or converted directly to a manufacturing tester format.  

2.2.1 Gathering Timing Information based on STA 

The first step of this technique involves running static timing analysis to 

determine the critical paths of the design and their slack, reporting the slack and doubling 

it if necessary, as mentioned above, and then storing that information. This step is similar 

to how one would begin determining critical paths for path delay testing, and no more 

time is spent on it than would be spent for the path delay method. In fact, one can use the 

same run time to gather information for path delay as for ETDT. One possible flow 

would then be to do path delay testing on the critical paths, getting the easy paths. Then, 

fault grade the patterns against the transition delay fault model and remove those detected 

faults from the fault list that ETDT is using so that those faults are not redundantly tested. 

Finally, proceed with the proposed ETDT technique. For this chapter, the path delay step 

was skipped, but it would be an obvious extension of the proposed technique. 

Based on experience, a typical transition delay testing ATPG run would be 

constrained such that primary outputs are masked and primary inputs are constrained to 

not toggle between the launch and capture transition clocks. Additionally, both the launch 

and capture clocks are the same clock. This is primarily done to ensure that solid patterns 

can be created with known timing guaranteed by design that will pass on the 

manufacturing tester. These constraints guarantee that transitions are not launched 

through the input/output pads on a given chip that are typically slow at the same time as 

transitions are launched through the internals of the chip that can run much faster. These 

types of constraints also help avoid testing false paths that usually lie between two 

different clock domains. While this is great for generating patterns that pass and work on 

the manufacturing tester, it leaves two problems: 1) The test coverage for the designs are 
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low, due to the constraints put on the ATPG mentioned above. 2) There really is not any 

visibility into how well the ATPG tool is covering the parts of the design that are not 

constrained (i.e., the faults inside each clock domain).  Using static timing analysis to 

gather path information and generate the fault lists for this technique gives the user much 

greater control of the fault lists and better visibility into how well the ATPG tool is 

covering the targeted faults. For example, the user can set up the static timing analysis 

tool and ETDT scripts to gather path information and create fault lists for paths between 

all primary inputs and each clock domain, between clock domains and all primary 

outputs, between each clock domain, and for each clock domain. Then ETDT can be run 

on each group separately, for maximum visibility of test coverage, or all together, for 

minimum pattern count. 

There are a number of ways that the static timing analysis tool can be set up to 

gather critical path information and a number of ways the critical path cutoff limit can be 

set. For example, the criteria for cutoff can be based on percentage of cycle time, a fixed 

slack value, or the size of a suspected delay fault [Crouch 03]. For this technique, the 

number of critical paths based on slack was the limiting factor. 

2.2.2 Creating the Patterns 

For the “create patterns” portion of the flow, faults are deterministically targeted 

essentially one fault at a time. First, a pattern is created for one fault from the fault list.  

Next, the pattern is altered such that all observation points are masked out except one 

path endpoint where the transition through the fault site is observed.  Then, the pattern is 

fault simulated to see what other faults along the transition path can be detected. Lastly, 

the pattern is saved with just the pertinent information being stored including path 

information and pattern data. 
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One of the important functions of this technique is the altering of patterns created 

by the standard transition delay ATPG tool mentioned above. It was observed that when 

creating a transition delay pattern for a single fault, in some cases, the transition could be 

observed or captured at several locations, all with different path timings and slack values. 

In order to limit the transition to one observation point, so that the exact path timing to 

that endpoint could be known, all of the other observation points had to be masked out. 

Additionally, it was observed that due to the nature of how the transition delay patterns 

were created, there were often other paths with different slack values and path timings 

that had transitions on them that were not directly related to the targeted fault. These 

paths were also taken care of by the masking of all observation points except the path 

endpoint where the transition through the fault site is observed. 

2.2.3 Binning the Patterns 

Binning the patterns refers to grouping patterns together based on their slack. In 

path delay fault testing, each pattern typically represents a test for one path; thus, each 

pattern has its own unique timing. If a large number of paths are being tested, this can 

lead to a large pattern count and a large number of unique timing sets. However, using 

the ETDT technique along with the transition delay ATPG algorithms, these problems 

can be avoided by selecting a finite number of bins or pattern groups that represent an 

equal number of unique timing sets. For example, if all the detected faults had path 

timings of less than 5ns, and the user wanted to group patterns with similar path timings 

and slack, then five bins could be created (0-1ns, 1-2ns, 2-3ns, 3-4ns, and 4-5ns) and the 

appropriate patterns placed therein.  

For the technique proposed in this chapter, the bins are completely user defined 

and can be set up with any number of bins with any resolution or bin size. In addition to 

reading in the user defined bin information, the STA database that was created in the first 
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step is read in and accessed. With this information, the created patterns are binned 

appropriately. Any patterns that have a path timing that doesn’t fall into one of the 

specified bins are put into a separate bin for patterns with unknown path timings. The 

timing for those patterns can be determined separately or the bins and/or constraints on 

the initial STA can be adjusted. At the very least, the patterns in the “unknown” bin, 

which are usually just patterns testing very short paths with lots of slack, can be run at a 

frequency corresponding to the upper limit of the last bin. 

Also, note that the narrower the bins are, the smaller the size of delay defect that 

can be detected. However, making the bins narrower usually implies increasing the 

number of bins. Increasing the number of bins will have some impact on pattern count, 

since increasing the number of bins reduces the effectiveness of merging the patterns. 

2.2.4 Merging the Patterns 

Even though each created pattern tests a given path and can detect a number of 

faults, pattern merging is required in order to end up with a compact set of patterns that 

can be used in production testing on a manufacturing tester. It is the goal of the proposed 

technique to create a set of patterns that would be similar in size to a set of patterns 

created by the same commercially available transition delay ATPG tool testing for gross 

delay defects, given the same fault set. 

The merging technique used in this chapter is just a very basic technique such that 

for each bin it selects one pattern and tries to merge it with as many other patterns as 

possible in that bin. For the proposed technique, all pattern data is considered for 

merging, including the scan input bits, primary input bits, primary output bits, the scan 

output bits that are the endpoints to tested paths, and the scan out bits that ultimately get 

masked out. Patterns are merged only if all bits can be merged. If any bit of one pattern 

conflicts with another pattern, then the merging of those two patterns is aborted and 
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another pattern is tried. Successful merging of individual bit positions happens when the 

bit of one pattern is the same as the bit of the other pattern or the bit of one pattern is 

specified, while the bit of the other pattern is not. 

As mentioned above, the scan out bits, and their values, that are to be masked out 

are maintained even during merging. This is done to avoid contention and faulty patterns, 

since those masked scan out bits will have real values in them once the pattern is 

executed. 

2.2.5 Writing the Patterns 

Once the patterns are binned and merged, the patterns in each bin are combined 

and written out in standard IEEE STIL format. Then, for each STIL file, the launch and 

capture waveform tables are modified such that the time between the leading edges of the 

launch and capture clocks equals the Periodnew as calculated above. The slack in that 

calculation should correspond to the lower limit of the bin range (i.e., 2 ns if the bin range 

is 2-3 ns), and the time between the leading and trailing edges of the launch and capture 

clocks should be set to Periodnew divided by two so that a 50% duty cycle is achieved. 

Note that typically the actual period for a launch and capture waveform is usually much 

larger that Periodnew. After the waveform tables are set up correctly, the STIL files can 

then be imported directly into the tester, if it is a STIL compatible tester, or read back in 

to the ATPG tool. If the files are read in to the ATPG tool, then they can be fault 

simulated, written out as a simulation test bench for verification, or written out in one of 

the other available manufacturing tester formats. 

2.3 EXPERIMENTAL RESULTS 

To demonstrate the viability of the technique proposed in this chapter, 

experiments were performed on two industrial mixed-signal designs. Some of the key 
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characteristics of each design and standard scan tests performed are presented in Table 

2.1. While neither design is on the cutting edge of the latest fabrication geometries, both 

designs may provide future data about small delay defects at those geometry levels.  

Table 2.1 shows the DC (stuck-at) and transition delay scan’s test coverage and 

pattern count. For Design 1, the transition delay test coverage for all faults in the design 

is 70.6%. This low number is primarily due to a restrictive setup where the I/O’s are 

constrained due to their slow nature when compared to the rest of the circuitry, and the 

launch and capture clocks are always restricted to be the same clock to avoid false paths 

between clock domains. The result is a loss in coverage between clock domains as well as 

between the I/O’s and the clock domains and between the I/O’s themselves. Additionally, 

since all of the faults are lumped together, it is unknown how well each clock domain is 

being covered. However, using the flow of the new technique, it is now possible to 

partition the faults based on clock domain (as seen in Table 2.2), between different clock 

domains, between clock domains and I/O’s, and between the I/O’s for increased visibility 

of their test coverage.  

Table 2.1: Key Scan Design Characteristics 

 

Parameter Design 1 Design 2 
Technology 250 nm 180 nm 
Num. of Flip-flops 6988 13,559 
Longest Scan Chain 3494 849 
DC Scan Coverage 97.3% 98.8% 
DC Scan Faults 294,808 898,796 
DC Pattern Count 601 1826 
Transition Delay Cov. 70.6% 86.9% 
Transition Delay Faults 294,808 898,796 
Transition Pattern Cnt. 5237 4278 
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2.3.1 STA Results 

 The static timing analysis portion of this technique was performed on the fastest 

clock domains with the least amounts of slack. For purposes of these experiments, two 

clock domains from Design 1 and one clock domain from Design 2 were chosen. For 

production use of this technique, all areas of a given design (i.e., all clock domains, I/O’s, 

etc.) should be checked for critical paths to be considered for small delay defect testing. 

As a starting point, after the clock domains for this experiment were identified, 

the clocks were adjusted until the worst case slack was less than 1 nanosecond (ns). Next, 

the cutoff for the slack was set such that between 2K-6K faults were being identified per 

domain as shown in Table 2.2. For production use of this technique, a cutoff for slack can 

be chosen to represent a percentage of the total faults in the design, a percentage of clock 

cycle, a time relative to a typical delay defect for a given fabrication process, or any 

number of other factors. 

All scripts and tools were run on a 64-bit dual processor Linux machine running 

at 2 GHz with 8 GB of RAM. For STA, each job was completed within 2 hours. If 

necessary, for larger designs with more faults, STA jobs can be run in parallel. 

2.3.2 Test Coverage Results 

For each clock domain’s fault list, Table 2.2 shows the regular transition delay 

ATPG results along with results from the ETDT technique. In the “creating patterns” 

portion of the flow, all observation bits are masked out except the one endpoint where the 

propagated transition is being observed. The ETDT “no mask” results in the third column 

represent the results for the technique if the above masking of observe bits is not 

performed. These results should more closely match those of regular transition delay 

ATPG with the differences resulting from running all the faults at once in the tools 
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“automatic” mode versus running ATPG on each fault one at a time and then separately 

fault simulating the pattern to see what additional faults were detected. As seen in Table 

2.2, two domains showed a difference of less than .5%, while Design 1, Domain 1 

showed a difference of 3%. 

The fifth column of Table 2.2 shows the test coverage results of the ETDT 

technique as it was meant to be run. The loss in coverage when compared to the ETDT 

“no mask” results are slight, being less than 0.3%. 

Run time for the smallest number of faults of the three domains, 2294, was 

completed in about 3 hours, where the largest number of faults, 5631, completed in about 

5.5 hours. For larger designs with more faults, the different fault lists from the different 

fault partitions can be run in parallel to minimize overall run time. 

Table 2.2: Test Coverage Results 

ETDT “No Mask” Standard ETDT 
 

Number 
of 

Faults 

Regular 
Transition 

Test Coverage 
Test 

Coverage CPU Time Test 
Coverage CPU Time

Design 1, 
Domain 1 5631 95.7% 92.7% 3 hrs.  

40 mins. 92.5% 5 hrs.  
34 mins. 

Design 1, 
Domain 2 4253 82.9% 82.6% 3 hrs.  

02 mins. 82.4% 4 hrs.  
50 mins. 

Design 2, 
Domain 1 2294 82.7% 82.7% 1 hr.   

25 mins. 82.5% 3 hrs.  
02 mins. 

2.3.3 Pattern Count Results 

Table 2.3 shows the pattern count results for regular transition delay ATPG as 

well as that for ETDT. For regular transition delay ATPG, the default merging values 

were used, and, as expected, the pattern count was small (< 300 patterns) considering the 

number of faults tested. Column 2 of Table 3 shows the number of unmerge patterns that 

the ETDT technique created. The next column shows results of merging all the patterns 

together regardless of timing information. Although this action is similar to regular 
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transition ATPG, these patterns only have one observe bit not masked per path tested. 

Even so, the pattern count is fairly close, with the major difference being the ATPG 

tool’s superior merging capability done during ATPG versus this technique’s greedy 

merging technique that is done post-ATPG. 

  The last three columns show what effect increasing the number bins has 

on pattern count. In all three cases, going from 1 timing bin (similar to regular transition 

delay ATPG) to 6 timing bins only increases the pattern count by less than 1.5X. 

Certainly, though, as the number of bins grows, the less efficient the merging will be 

since the merging algorithm will have fewer patterns to work with.  

Table 2.3: Pattern Count Results 

ETDT Pattern Count 
 

Regular 
Transition 

Pattern Count Unmerged 1 Bin 2 Bins 4 Bins 6 Bins 

Design 1, 
Domain 1 107 2311 261 271 347 368 

Design 1, 
Domain 2 274 1570 367 471 491 531 

Design 2, 
Domain 1 172 390 232 252 260 263 

2.3.4 Overall Results 

In the end, what really matters is how well the small delay defects were able to be 

detected and to improve the quality of test for the targeted faults. Figure 2.2 shows all of 

the paths tested for Design 1 Domain 1 that have a slack of less than 10 ns, grouped into 

one bin just like for regular transition delay testing. Path number 1 has a slack of 0.8 ns, 

while the last path, 2283, has a slack of 9.9 ns. What this means is that for path number 1 

to fail, at this clock frequency, delay defects totaling more than 0.8 ns must be present. 

Likewise, for the last path, the total size of the delay defects would have to be greater 

than 9.9 ns to be caught. Looking at the graph of all of the paths between the first and the 



last path, it is easy to see that this type of testing (i.e., regular transition delay testing) 

does not do much for detecting small delay defects. 

Figure 2.3 shows what happens when the proposed technique is applied, and the 

patterns are sorted into five bins each 2 ns wide (0-2, 2-4,4-6, etc.). It is easy to see now 

that in this configuration no path has a slack of more than 2 ns. Also, note that the timing 

for the first 248 paths remains unchanged. However, for the other 89% of the paths, the 

quality of test has been greatly improved. Additionally, with smaller bin sizes, even 

smaller delay defects can be detected. 
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Figure 2.2: Path Slack for Transition Delay Testing (1Bin) 
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Figure 2.3: Path Slack for 5 Bins 
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Chapter 3:  Using Multiple Expansion Ratios and Dependency Analysis 
to Improve Test Compression 

The importance of delay fault testing, and more specifically smaller delay defects, 

is only increasing as technology continues to shrink. As shown in the previous chapter, 

there is a better way to perform delay fault testing that not only improves the detection of 

smaller delay defects, but also gives a greater visibility of the fault coverage of the 

individual clock domains. However, to take advantage of this new technique, or even 

standard non-enhanced delay fault testing techniques, some amount of test compression is 

needed to deal with all of the test data/vectors that delay fault testing generates, 

especially for large industrial designs. 

This chapter proposes a methodology, published in [Putman 07], for using 

multiple expansion ratios to improve the overall amount of compression.  The idea is to 

start with a higher expansion ratio than normal and then progressively reduce the 

expansion ratio to detect any faults that could not be detected at higher expansion ratios. 

 By detecting each fault at the highest expansion ratio that it can be detected, the amount 

of compression can be significantly improved compared with conventional approaches 

that use a single expansion ratio.  The expansion ratio is progressively reduced by 

concatenating scan chains using MUXes to make fewer and longer scan chains.  Another 

key idea in the chapter is to exploit the flexibility in choosing which scan chains to 

concatenate.  The scan chains that are concatenated are selected in a way that maximizes 

the potential for detecting additional faults.  This is done by using a dependency analysis 

procedure that takes into account structural dependencies among the scan chains as well 

as free-variable dependencies in the logic driving the scan chains.  Each bit on the tester 

can be considered as a “free-variable” which can be assigned either a 0 or 1.  Free-
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variable dependencies occur when the contents of two scan cells depend on the same 

free-variable on the tester.  By analyzing all of the dependencies, the proposed procedure 

determines which scan cells to concatenate in order to minimize potential conflicts during 

ATPG (automatic test pattern generation).  This increases the probability of detecting 

more faults at higher expansion ratios. 

The proposed methodology does not have any impact on scan cell 

ordering/stitching.  A conventional design flow can be used for obtaining the initial 

design with the maximum expansion ratio.  The proposed methodology only involves 

inserting MUXes in the design to provide the ability to concatenate scan chains for 

different expansion ratios.  Note that this is already conventionally done in most 

commercial test compression schemes to provide for a serial mode. In fact, regardless of 

the number of expansion ratios used, the proposed method does not use any additional 

MUXes over what is already used for serial mode. The only difference is that for serial 

mode, only one control signal is used, but for this method, c control signals are required, 

where c is the number of expansion ratios. Hence, implementing the proposed 

methodology is very simple and adds very little overhead.  It can be used in conjunction 

with a number of existing test compression schemes including Illinois scan [Hamzaoglu 

99], reconfigurable fanout networks [Pandey 02], [Samaranayake 03], [Sitchinava 04], 

[Tang 03], Virtualscan [Wang 04], combinational linear decompressors [Bayraktaroglu 

03], [Mitra 06], and sequential linear decompressors [Könemann 01], [Rajski 04], [Dutta 

06]. 

There has been some earlier work that also tries to minimize dependencies to 

reduce conflicts. In [Samaranayake 03], structural analysis is used during scan cell 

ordering to minimize potential conflicts for a fanout network based decompressor.  The 

structural analysis used here is similar in nature, but is used for scan chain concatenation 
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and not scan cell ordering.  The scan cell order is assumed to be optimized for other 

criteria (e.g., layout area) and is not modified.  Moreover, the proposed method also takes 

into account more complex free-variable dependence and can be used with 

decompressors containing XOR gates.  In [Shah 04], scan chains are grouped together for 

Illinois scan with multiple inputs based on compatibility analysis on a set of test patterns.  

The proposed approach is also based on grouping together scan chains, but the 

dependency analysis is based on structural analysis and takes into accounts more complex 

free-variable dependence. 

The remaining portion of this chapter is organized as follows. Section 3.1 

discusses multiple expansion ratios and how they are implemented. Section 3.2 covers 

dependency analysis and the cost function. Section 3.3 describes how the cost function is 

used. Section 3.4 reports the experimental results.  

3.1 MULTIPLE EXPANSION RATIOS 

To implement this multiple expansion methodology, the first step is to create the 

first expansion ratio by inserting a large number of scan chains into a given design, with 

lockup-latches at the end of each chain to avoid clock-skew problems. The number of 

scan chains inserted depends on the amount of compression desired. Here, the more scan 

chains that are inserted, the higher the overall compression ratio; however, the trade-off is 

the extra amount of area for the decompressor logic in front of each additional scan chain, 

along with the few MUXes needed to reconfigure the scan chains into different expansion 

ratios and the associated routing. 

Then, after the scan chains have been created, some logic, depending on the 

decompressor that is used, is added in front of every scan chain. For example, if 

combinational linear decompression was being used with 2-input XOR gates, then one 2-

input XOR gate would be placed in front of every scan chain. On the other hand, if 



Illinois scan was being used, then each scan chain would be driven by just a fanout 

network. 

The second expansion ratio, and all subsequent follow-on expansion ratios, is 

created by concatenating pairs of scan chains using MUXes.  In this configuration, each 

follow-on expansion ratio is one-half of the previous expansion ratio. Figure 3.1 shows 

how this can be implemented by using MUXes.  X1-X4 are tester channels driving a large 

set of scan chains.  Only the first four scan chains are shown in the figure.  The control 

lines to the MUXes come from two registers (alternatively they could come from primary 

inputs). 
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Figure 3.1:  Multiple Expansion Ratio Implementation 

When both control signals are low, each scan chain is driven by its own XOR 

gate. When the first control signal goes high, then the XOR gates at the beginning of scan 

chains 2 and 4 are disconnected, and the beginning of scan chain 2 is connected (via a 

MUX) to the end of chain 1. Likewise, the beginning of chain 4 is connected to the end of 

chain 3. This reconfiguration reduces the expansion ratio by a factor of 2. Next, if the 

second control signal is also brought high, then in this example the XOR gate in front of 
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chain 3 is disconnected, and the beginning of chain 3 is connected, to the end of chain 2. 

With this reconfiguration, the expansion ratio is reduced by another factor of 2.  

Note that there are many different possible combinations of scan chain pairs to 

join together to form a new expansion ratio. Additionally, there are two possible orders in 

which a given pair of scan chains (A and B) can be concatenated (A could come first, or B 

could come first). Which scan chains are joined together and the order in which any pair 

is concatenated can have a significant impact on the overall test compression. In Figure 

3.1, if a random concatenation methodology was used, then scan chains 1 and 2 might get 

joined together as well as 3 and 4. In this case, the two scan chains created for the new 

expansion ratio are driven by X1⊕X2 for the first combined chain and X1⊕X3 for the 

second combined chain. Here, for each scan slice, both scan chains will be depending on 

the same free-variables coming from tester channel X1.  To avoid this free-variable 

dependency, it would be better to concatenate scan chains 1 and 3 and 2 and 4 so that 

there is no free-variable dependency:   in this case, the first combined chain will be 

driven by X1⊕X2, and the other will be driven by X3⊕X4.  This illustrates how the 

degree of freedom in choosing which scan chains are concatenated can be used to 

maximize the overall compression.  A systematic approach for exploiting this is 

described in the following section. 

3.2 DEPENDENCY ANALYSIS 

Conflicts that can prevent a fault from being detected at a particular expansion 

ratio arise when a fault requires a set of scan cells to have certain values, but the scan 

cells cannot be loaded with those values because some of the scan cells depend on the 

same free-variable.  This type of conflict does not arise in serial (uncompressed) mode 

because in that case each scan cell depends on a unique free-variable. 
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There are two types of dependencies that both must be present in order to have a 

conflict.  One is that detecting a fault must structurally depend on two scan cells, and the 

other is that the two scan cells must depend on the same free-variable. This is a necessary 

but not sufficient condition for a conflict.  The dependency analysis proposed here is 

based on minimizing the number of potential conflicts by trying to minimize the number 

of scan cell pairs that have both structural and free-variable dependency present.  A novel 

cost function is used which takes into account not only the existence of dependency, but 

also the degree of dependency.  The cost function is then used as a greedy heuristic to 

guide the selection of which scan chains to concatenate. 
 

Linear Equations for Scan Cells 
 

SC1 = X1 ⊕ X2 SC3 = X3 
SC2 = X2 ⊕ X3 SC4 = X3 
 

Degree of Free-Variable Overlap 
 

F1,2 = 1/3                     F1,3 = F1,4 = 0 
F2,3 = F2,4 = 1/2           F3,4 = 1 

Figure 3.2:  Example of Calculating Degree of Free-variable Overlap 

For a continuous-flow linear decompressor, each scan cell depends on a linear 

combination of the free-variables on the tester.  Illinois scan is a degenerate case where 

each scan cell depends on a single free-variable.  In the proposed cost function, the 

degree of free-variable dependency is measured by the number of free-variables the linear 

equations for two scan cells on two different scan chains have in common divided by the 

total number of distinct free-variables present across both of their linear equations.  

Consider the example shown in Figure 3.2.  Scan cells SC1 and SC2 have one free-

variable in common (X2) and they have a total of three distinct free-variables present 

across both of their linear equations (X1, X2, X3), hence the degree of free-variable 

overlap is computed as 1/3.  The maximum amount of free-variable overlap possible is 1 
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which occurs when two scan cells will always have the same value.  For Illinois scan, 

free-variable overlap will always be either 0 or 1 since every scan cells depends on only a 

single free-variable.  However, for linear decompressors that contain XOR gates, the 

free-variable overlap can be a fraction.  The higher the free-variable overlap is, the less 

flexibility there is to independently control the value of two scan cells. 

The second part of the cost function is structural dependency.  The degree of 

structural dependency is measured by looking at logic cone overlap. A one-time 

backwards trace from endpoints consisting of all primary outputs and the functional data 

input of all scan cells is performed, and then all of the scan cells driving the data cones of 

these endpoints are identified. Then a one-time record can be created to use with the cost 

function algorithm that keeps track of the number of times a given scan cell is in a logic 

cone with another scan cell. This one-time cone analysis is relatively quick to perform. 

The dependency cost function for a pair of scan chains is computed as follows: 
 

Cost for Pair of Scan Chains = ∑ (Fij
e * Sij

k) 
                                                      i,j 

where Fij is the degree of free-variable overlap and Sij is the amount of logic cone 

overlap between scan cell i in one scan chain and scan cell j in the other scan chain. 

These numbers are multiplied together so that if either value is zero, then the cost is zero 

since there is no chance for a conflict.  The variables e and k are added as tuning 

parameters to adjust the relative weighting of the two parts of the cost function to 

optimize the results for different circuits and different test compression schemes. These 

values can be calibrated for a particular test compression scheme.  In Figure 3.3, the 

compression ratio that was obtained for different values of e and k were plotted for 

Design A (which is one of the circuits used in the experimental results reported in Sec. 

3.4). Here it can be seen that the compression ratio varied some with different values of e 



and k but the results tended to be better where e was greater than or equal to 1 and k was 

less than or equal to 1. This held true for all three test cases over the three compression 

schemes that were used. The peak in Design A was 12.4X compression for the 2-input 

XOR combinational only decompressor. 
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Figure 3.3: Plot of Compression for Design A using Different Values of e and k 

3.3 USING DEPENDENCY COST FUNCTION 

The cost function can be used to build a new expansion ratio by selecting which 

pairs of scan chains to concatenate using a greedy procedure.  The first task is to find the 

two scan chains that have the highest dependency cost when compared with each other. 

To eliminate their effect on each other, they are concatenated to form one scan chain. For 

the initial highest cost scan chain pair, the second scan chain is just added to the end of 

the first scan chain. Then, the next highest cost scan chain pair is found. For this pair, and 

all subsequent pairs, both orders (one scan chain before the other and vise-versa) are 

considered. The cost function is applied for both orderings against each of the previously 
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concatenated scan chains pairs for the new expansion ratio. The costs for both orders are 

summed up and compared. The order resulting in the lowest cost is selected. This 

continues until all scan chains of the previous expansion ratio have been concatenated. 

This procedure is repeated for each new expansion ratio.  

3.4 EXPERIMENTAL RESULTS 

To demonstrate the viability of the proposed methodology, experiments were 

performed on three industrial designs. Table 3.1 shows the design details, including the 

number of scan cells and stuck-at faults in each design.  The table also includes the 

number of full serial ATPG patterns required for complete coverage of the detectable 

faults. The three designs chosen range from a small mixed-signal chip with 4,019 scan 

cells up to a larger mostly digital chip with 30,776 scan cells. All of the pattern count 

results presented in this chapter, including the ones in Table 3.1, were generated using a 

commercially available ATPG tool configured to use a high merge value to maximize 

dynamic pattern compaction and a limit for the minimum number of faults detected per 

pattern ranging from one to three. 

Table 3.1:  Design Details 

Design Scan 
Cells Faults Full Serial 

Pattern Count 
Design A 4019 147,118 347 
Design B 13557 696,514 633 
Design C 30776 1,417,145 2743 

 

3.4.1 Compression Ratio Results 

Table 3.2 shows the compression results for the designs listed in Table 3.1. The 

designs are indicated in the first column, and the initial number of scan chains inserted 

into the design are listed in the third column. Three types of decompression schemes 
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were tested, and they are noted in column two. The first type is the Illinois, or broadcast, 

scan decompressor [Hamzaoglu 99], and the second type is purely combinational 

decompression, using a single 2-input XOR gate at the beginning of every scan chain. 

The third type is the limited dependence sequential linear decompressor proposed in 

[Dutta 06] that uses two “tester slice registers” and a 2-input XOR gate at the beginning 

of every scan chain. For each decompressor type, eight external tester channels were 

expanded to fill the scan chains.  

Column four shows the results for a single expansion ratio and a single 

configuration of the logic driving the scan chains. Any faults not detected with this 

configuration are detected with top-off vectors in serial mode.  Column five shows the 

results for a single expansion ratio and 4 configurations, where the logic driving the scan 

chains in each configuration is different. In this case, the ATPG is run on each 

configuration until it can’t detect any more faults. The leftover faults are passed on to the 

next configuration until all configurations have been used; then, top-off serial patterns are 

generated for any faults that still have not been detected. Columns six and seven both use 

a single fixed configuration, but use multiple expansion ratios. The difference between 

the two columns is that the technique represented by column six generates its second, and 

subsequent, expansion ratios, and the associated scan chains, by simply concatenating 

adjacent scan chains, whereas the method reported in column seven uses the dependency 

analysis procedure described in Sections 3.2 and 3.3 to determine which scan chain pairs 

are joined together to form the new expansion ratios.

As shown by the results in Table 3.2, in every case, for all three designs, going 

from a decompressor that uses a single expansion ratio with a single configuration to one 

that uses multiple expansion ratios (even one that uses a simple method for forming the 

follow-on expansion ratios) with a single configuration shows a significant improvement 
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in test data volume compression. Also, using the simply created multiple expansion ratios 

was at least equal to, but most often significantly better than, using a single expansion 

ratio with multiple configurations. Additionally, as shown in the comparison of columns 

six and seven, the compression ratio for multiple expansion ratios created by dependency 

analysis was always greater, and usually, significantly greater, than the compression ratio 

resulting from the use of multiple expansion ratios, where the follow-on expansion ratios 

were created in a simple greedy fashion.  

Table 3.2:  Test Compression Results 

Compression Ratio D 
e 
s 
i 
g 
n 

Decomp 
Type 

Num 
of 

Scan 
Chains 

1 Expan 
Ratio, 

1 Config 

1 Expan 
Ratio, 

4 Config 

4 Expan 
Ratios, 

1 Config

4 Expan 
Ratios, 
Depend 

Analysis, 
1 Config 

Illinois 768 1.1 2.0 2.7 4.6 
xor2 comb 768 1.7 1.9 4.5 12.4 
xor2, 2reg 768 2.4 2.5 7.8 13.1 

Illinois 1024 1.2 1.6 5.7 6.4 
xor2 comb 1024 1.6 1.7 2.9 10.3 

A 

xor2, 2reg 1024 1.9 2.9 2.9 14.8 
Illinois 768 1.6 3.7 8.5 15.0 

xor2 comb 768 7.4 7.6 14.9 21.9 
xor2, 2reg 768 11.8 16.5 23.5 26.6 

Illinois 1024 1.5 2.2 9.8 16.1 
xor2 comb 1024 5.5 7.0 8.8 17.3 

B 

xor2, 2reg 1024 13.3 20.3 26.9 28.2 
Illinois 768 12.4 27.5 36.2 36.4 

xor2 comb 768 25.2 24.9 33.0 46.0 
xor2, 2reg 768 25.0 45.8 46.3 49.8 

Illinois 1024 17.0 31.6 29.0 33.7 
xor2 comb 1024 23.5 31.6 34.8 48.0 

C 

xor2, 2reg 1024 25.9 27.9 30.3 54.5 
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3.4.2 Pattern Count Results 

Tables 3.3 and 3.4 show some of the pattern count data results for Designs A and 

C. The first column shows the number of expansion ratios and configurations used for 

each experiment. The second column enumerates the configuration or expansion ratio for 

each reported pattern count. Columns 3, 4, and 5 show the number of ATPG patterns 

generated for three decompressor schemes. In all cases, the first expansion ratio (or 

configuration) has the most number of patterns, and each subsequent ATPG run with a 

new expansion ratio (or configuration) typically generates fewer and fewer patterns. The 

last run is always the full serial top-off run, and, depending on how many faults are left to 

detect, the pattern count will vary. 

As can be seen in the pattern count results, the ATPG engine has a hard time 

benefiting from the cheaper first and second expansion ratios (or configuration) when 

using the Illinois scan decompression scheme. This is primarily due to the constraints it 

imposes on the ATPG engine, namely the increased free-variable dependencies, when 

compared to the two other compression schemes that use XOR gates. Likewise, the 

pattern count results for the 2-input XOR combinational decompressor scheme indicate 

more constraints on the ATPG tool than the 2-input XOR limited dependence sequential 

linear decompression scheme, which detects most of its faults with the first two 

expansion ratios (or configurations) and needs fewer full serial top-off vectors than the 

other two decompressor types.  
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Table 3.3: Design A Pattern Count Results 

 Pattern Count 

Decompressor Type Illinois xor2 
comb 

xor2, 
2 reg 

Num. of Scan chains 768 768 768 

1st Expan. Ratio 450 973 1220 1 Ratio, 
1 Config Serial Top-off 301 194 124 

1st Config. 450 973 1220 

2nd Config. 457 205 75 

3rd Config. 215 78 34 

4th Config. 290 25 3 

1 Ratio, 
4 Configs 

Serial Top-off 160 166 120 

1st Expan. Ratio 450 973 1220 

2nd Expan. Ratio 300 218 205 

3rd Expan. Ratio 307 93 8 

4th Expan. Ratio 309 179 153 

4 Expan. 
Ratios, 

1 Config 

Serial Top-off 74 39 4 

1st Expan. Ratio 450 973 1220 

2nd Expan. Ratio 586 485 244 

3rd Expan. Ratio 274 104 5 

4th Expan. Ratio 241 10 1 

4 Expan. 
Ratios, 

w/Depend. 
Ana., 

1 Config 

Serial Top-off 22 1 0 
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Table 3.4: Design C Pattern Count Results 

 Pattern Count 

Decompressor Type Illinois xor2 
comb 

xor2, 
2 reg 

Num. of Scan chains 1024 1024 1024 

1st Expan. Ratio 5029 5312 5139 1 Ratio, 
1 Config 

Serial Top-off 121 74 62 

1st Config. 5029 5312 5139 

2nd Config. 450 94 136 

3rd Config. 157 9 18 

4th Config. 39 3 4 

1 Ratio, 
4 Configs 

Serial Top-off 41 43 53 

1st Expan. Ratio 5029 5312 5139 

2nd Expan. Ratio 324 93 111 

3rd Expan. Ratio 132 18 19 

4th Expan. Ratio 24 124 13 

4 Expan. 
Ratios, 

1 Config 

Serial Top-off 43 26 43 

1st Expan. Ratio 5029 5312 5139 

2nd Expan. Ratio 248 182 123 

3rd Expan. Ratio 136 73 57 

4th Expan. Ratio 137 17 6 

4 Expan. 
Ratios, 

w/Depend. 
Ana., 

1 Config 

Serial Top-off 24 8 2 
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Chapter 4:  Increasing Output Compaction in Presence of Unknowns 
using an X-Canceling MISR with Deterministic Observation 

The use of a test compression technique like the one presented in the previous 

chapter is a great way to reduce the test data volume necessary to test large industrial 

circuits, especially those requiring patterns to test for delay faults. Most test compression 

schemes consist of three major parts: an input decompressor, the scan chains themselves, 

and an output compactor used to compact the output response data coming from the 

outputs of the scan chains. All test compression schemes have to be able to deal with the 

many sources of unknowns (or X values) that commonly arise during ATPG or else the 

output of the response compactor could become corrupt or the performance severely 

degraded. As mentioned in a previous chapter, there are a number of ways to deal with 

unknown values. One such approach is the X-canceling MISR that was proposed in 

[Touba 07] which is based on providing very high probabilistic error coverage by 

canceling out X’s in MISR signatures.  The error coverage can be made arbitrarily high 

and match that of using a conventional MISR to compact output responses without X’s.  

This approach is highly efficient when the percentage of X’s is low (e.g., 1% or less).  It 

becomes less efficient for larger percentages of X’s.  This chapter investigates two 

approaches for handling larger percentages of X’s using an X-canceling MISR, which 

were published in [Putman 08a].  The first is based on deterministically observing scan 

cells, and the second is based on using a hybrid approach that combines X-masking with 

an X-canceling MISR.  

The first approach is a new methodology for using the X-canceling MISR 

architecture which is based on deterministically observing scan cells.  It is effective for 

larger percentages of X’s in the output response and can provide greater amounts of 
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compression than probabilistic error detection.  It can cancel out all X’s and 

deterministically provide observation of any subset of non-X values.  By having the 

automatic test pattern generator (ATPG) procedure record the subset of scan cells that 

must be observed to detect the necessary faults for a particular test pattern, the proposed 

method can then be used to deterministically observe those scan cells.  By so doing, it can 

preserve the fault coverage of a test set in the presence of any distribution of X’s. 

The second approach described in this chapter combines X-masking with an X-

canceling MISR.  The benefit of this hybrid approach is that the X-masking hardware can 

target only the easy to mask X’s and can let the rest of the X’s go through to the X-

canceling MISR to be canceled there.  This added flexibility allows for much greater 

compression of the masking control data without loss of fault coverage.  One particular 

masking technique is proposed which can exploit the added flexibility. 

4.1. OVERVIEW OF X-CANCELING MISR 

This section gives an overview of an X-canceling MISR and describes the new 

idea of how to use it for deterministic observation. Consider the output response that has 

been captured in the scan chains after applying a test vector.  Let the value in each scan 

cell be represented by a symbol (as illustrated in Figure 4.1).  Symbolic simulation can be 

performed to obtain the final state of the MISR in terms of the symbols after the output 

response has been shifted in to the MISR.  Each bit of the MISR will be equal to a linear 

combination of the scan cells.  This is shown in Figure 4.1 where, for example, the final 

value of the top bit of the MISR will be equal to X1 ⊕  O3 ⊕  D8 ⊕  O13. 

Symbolic simulation is accomplished by shifting bits from the scan chains into the 

MISR, which is simultaneously clocked, after all of the MISR registers (i.e., flip-flops) 

have been reset to the value zero. If the top register of the MISR in Figure 4.1 is M1, and 

the bottom register is M6, then after the first clock cycle, M1 = X1 ⊕  M2 = X1 ⊕  0 = 



X1, M2 = O2 ⊕  M3 ⊕  M1 = O2, and M3 = O3 ⊕  M1 ⊕  M4 = X2. After the second 

clock cycle, M3 = O9 ⊕  M1 ⊕  M4= O9 ⊕  X1 ⊕  X2, M2 = D8 ⊕  M1 ⊕  M3= D8 ⊕  

X1 ⊕  O3, and M1 = X3  ⊕  M2 = X3  ⊕  O2. After the third, and final, clock cycle, 

which shifts the last bit of the scan chains into the MISR, M2 = O14 ⊕  M1 ⊕  M3 = O14 

⊕  X3  ⊕  O2 ⊕  O9 ⊕  X1 ⊕  X2 , and M1 = O13  ⊕  M2 = O13  ⊕  D8 ⊕  X1 ⊕  O3. 

The rest of the MISR bits can be calculated in the same manner. 

 In Figure 4.1, assume each symbol Xi has an X value and each symbol Di and Oi 

has a non-X value.  Moreover, assume each symbol Di corresponds to a scan cell that 

needs to be observed to ensure detection of the necessary faults for this particular test 

vector.  In [Touba 07], only the X dependence was considered and all non-X values were 

observed probabilistically.  In this work, the D dependence is also taken into 

consideration to ensure that the all D’s are deterministically observed. 
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Figure 4.1:  Example of Symbolic Simulation of MISR 



Without loss of generality, assume all the Oi values in the output response are 0 

so that each MISR bit is now simply equal to the linear combination of the X and D 

values.  The X and D dependence of the MISR bits in this case are as shown in Figure 

4.2.  The linear equations for each MISR bit can be represented as a matrix where each 

row corresponds to a MISR bit and each column corresponds to an X or D.  Each entry in 

the matrix is a 1 if the MISR bit corresponding to the row depends on the X or D 

corresponding to the column.  This is illustrated in Figure 4.2.  For example, in Figure 

4.2, the second row of the matrix corresponds to M2, and the 1’s in the first three 

columns indicate dependence on X1, X2, and X3, respectively. 
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Figure 4.2:  Linear Equations for MISR in Figure 4.1 
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Figure 4.3:  Gauss-Jordan Reduction of MISR Equations 
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Gauss-Jordan elimination [Cullen 97] can be performed on the matrix in Figure 

4.2.  Gauss-Jordan elimination involves performing rows operations that transform a set 

of columns into an identity matrix.  Figure 4.3 shows the matrix in Figure 4.2 after 

Gauss-Jordan elimination has been performed.  As was shown in [Touba 07], as long as 

the number of bits in the MISR is larger than the number of X’s compacted in the MISR, 

it is always possible to obtain rows after Gauss-Jordan elimination that have no 

dependence on the X’s.  In Figure 4.3, it can be seen that the last two rows have no 

dependence on the X’s.  Looking at the last row, for example, if MISR bits M3, M4, and 

M5 are XORed together, all the X’s cancel out and the resulting value will have no 

dependence on the X’s.  This value can be compared with its fault-free value to detect 

errors in the non-X values that it depends on.  Any combination of MISR bits can be 

XORed together using a programmable XOR as shown in Figure 4.4.  Since each XOR 

combination of MISR bits will depend on roughly half of the non-X values, it was shown 

in [Touba 07] that checking q such combinations of MISR bits would give an error 

coverage approximately equal to 1-2-q.  By simply checking a sufficient number of X-

canceled combinations of MISR bits, a high probabilistic error coverage could be 

obtained.  For example, by checking 7 X-canceled combinations, over 99% error 

coverage can be obtained.  This works great when the percentage of X’s is around 1% or 

less.  However, it becomes less efficient for larger percentages of X’s. 

The idea in this chapter is that rather than checking a larger number of 

combinations to ensure a high probabilistic error coverage of all non-X values, a 

deterministic procedure could be used to ensure that the necessary to observe values (i.e., 

the D’s) are checked in a small number of combinations.  Since checking each 

combination using the architecture in Figure 4.4 requires m bits be supplied by the tester 

where m is the number of bits in the MISR, if the number of combinations that need to be 
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checked can be reduced, then the data stored on the tester can be reduced resulting in 

greater test data compression. 

To observe the D’s deterministically, it is necessary to include them in the 

dependency matrix as is done in Figure 4.2.  Then when Gauss-Jordan elimination is 

performed, it not only processes the X columns, but also the D columns so that there is a 

single 1 in every row and column as shown in Figure 4.3.  The number of X’s and D’s 

compacted should be limited so that it is always possible to obtain such a matrix after 

Gauss-Jordan elimination.  Generally that means that each MISR signature can compact 

up to a total number of X’s plus D’s equal to m, the size of the MISR, so that the number 

of columns does not exceed the number of rows in the dependency matrix.  After Gauss-

Jordan elimination, the rows that depend only on the D’s (i.e., not on the X’s) are all 

XORed together to form one MISR bit combination that depends on all the D’s.  In the 

example in Figure 4.3, this means that the last two rows are XORed together resulting in 

the MISR bit combination equal to: 
 

(M1⊕ M3⊕ M5) ⊕ (M3⊕ M4⊕ M5) = M1⊕ M4 
 

The MISR bit combination M1⊕ M4 will not depend on any X’s, but will depend on all 

the D’s.  This can be seen by looking back at Figure 4.1, and computing: 
 

M1⊕ M4  = (X1⊕ O3⊕ D8⊕ O13)⊕ (X1⊕ O6⊕ O11⊕ D16) 

                          = O3⊕ O6⊕ D8⊕ O11⊕ O13⊕ D16  
 

As long as the number of X’s plus the number of D’s compacted by the MISR is less than 

or equal to m, and the Gauss-Jordan elimination produces a single 1 in every row and 

column, it is always possible to find a MISR bit combination that will depend on all the 

D’s. 



Checking a MISR bit combination that depends on all the D’s still does not ensure 

that all errors in the D’s will be detected.  For example, if an even number of D’s have 

errors, the errors will cancel out in the MISR bit combination and not be detected.  So it 

is still necessary to check more than one combination.  So then the question becomes 

what is the advantage of deterministically considering the D’s versus just using 

probabilistic error coverage as in [Touba 07].  When using just a single large MISR, there 

may not be much advantage to doing this.  However, as will be shown in the next section, 

if the large MISR is replaced by multiple smaller MISRs, then deterministically 

considering the D’s can provide a significant advantage over probabilistic error coverage 

for equivalent aggregate MISR sizes.  One specific scheme is described in Section 4.3 

that uses a total of 16 MISRs each of size 16 bits with deterministic consideration of the 

D’s, and it is shown to provide almost a factor of 3 better compression in comparison to 

using a single MISR of size 256 with probabilistic error coverage.  

 

M
I
S
R

&

&

&

XOR

m-bit Selection Reg.

Scan Chain

Phase
Shifter

Scan Chain

Scan Chain

m-bit

X-Canceled
Combination

 

Figure 4.4:  X-Canceling MISR 
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4.2 USING MULTIPLE MISRS 

As was shown in the previous section, even with deterministic consideration of 

the D’s, it is not sufficient to observe only one MISR bit combination because an even 

number of errors may cancel out.  Assuming all error combinations are equally likely, 

then the error coverage for the D’s would only be 50%.  To reduce the probability of 

error canceling, it is necessary to observe a larger number of MISR bit combinations.  

However, if only a single large m-bit MISR is used, then checking each combination 

requires m bits to be stored on the tester.  If two combinations are checked where each 

combination depends on 50% of the D’s, then the error coverage for the D’s would be 

75% (the probability that there is an even number of errors in each combination is 0.5, so 

the probability that both have even errors is 0.25).   So with a single m-bit MISR, 

obtaining 75% coverage of the D’s requires 2m bits be stored on the tester.  Now consider 

replacing the single m-bit MISR with two m/2-bit MISRs each of which compact half of 

the scan chains.  For each of the two m/2-bit MISRs, a combination of MISR bits can be 

found using the procedure described in Section 4.1 such that it depends on all the D’s 

captured by that MISR.  If half the D’s propagate to each MISR, then by checking one 

MISR bit combination for each of the m/2-bit MISRs, the same error coverage for the D’s 

(i.e., 75%) can be obtained as checking two MISR bit combinations of the m-bit MISR.  

However, checking each of the combinations for the m/2-bit MISRs requires only m/2 

bits, so in this case 75% coverage of the D’s is obtained with storing only m bits on the 

tester which is a factor of 2 improvement. 

There are two drawbacks to using the two m/2-bit versus using one m-bit MISR: 

1. The compaction must stop when either of the two MISRs captures a total number 

of X’s plus D’s equal to m/2.  If the X’s and D’s are exactly evenly distributed 

between the two m/2-bit MISRs, then this would still happen at the same point as 
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when a single m-bit MISR would capture a total number of X’s plus D’s equal to 

m.  However, in reality, it is unlikely that the X’s and D’s would be exactly evenly 

distributed, so in general one of the m/2-bit MISRs would fill up sooner than the 

other and thus the total number of X’s plus D’s compacted for each signature with 

two m/2-bit MISRs would be less than it would for a single m-bit MISR. 

2. If the D’s are not evenly distributed between the two m/2-bit MISRs, then the 

error coverage will be lower than for a single m-bit MISR. 

One approach to mitigate both of these drawbacks would be to use two pairs of 

m/2-bit MISRs (4 MISRs altogether) in the following way.  Divide the scan chains into 

four evenly sized groups G1, G2, G3, and G4.  Have one MISR capture from G1 and G2 

and another MISR capture from G3 and G4.  Then for the other pair of MISRs, have one 

capture from G1 and G3 and the other from G2 and G4.  For each signature, there is now a 

choice of using one or the other pair of MISRs.  If one pair of MISR is highly skewed in 

the distribution of X’s or D’s, then the other pair can be used.  This helps to smooth out 

the distributions so that the performance of the m/2-bit MISRs in terms of error coverage 

and number of scan slices compacted per signature will not significantly lag that of an m-

bit MISR while still enjoying a factor of 2 reduction in storage requirements on the tester.  

The cost of using two pairs of m/2-bit MISRs versus only a single pair is of course the 

additional overhead of adding more MISRs plus one extra bit needs to be stored on the 

tester per signature to dynamically select which pair of MISRs to use for each signature. 

This approach of replacing an m-bit MISR with two pairs of m/2-bit MISRs can 

be used recursively.  Each of the four m/2-bit MISR could be replaced by two pairs of 

m/4-bit MISRs.  The total number of MISRs would now be 16.  A single signature in the 

m-bit MISR is now replaced with signatures from 4 of the m/4-bit MISRs.  This would 

give an error coverage for the D’s close to that of checking 4 combinations in the m-bit 



 52

MISR which is (1-2-4 = 93.75%), and a reduction in tester storage of almost a factor of 4.  

Note that now 3 bits must be stored on the tester per signature to select which pairs of 

m/4-bit MISRs are used. 

4.3 MULTIPLE MISR DESIGN EXAMPLE 

Using this approach of splitting a larger MISR into multiple smaller MISRs as 

described in Section 4.2, one particular design example is described here. 

Consider the design example shown in Figure 4.5.  A single 64-bit MISR is 

replaced with 16 MISRs each of size 16.  The 16-bit MISRs compact output response 

data scan slice by scan slice until a point is reached where compacting an additional slice 

would make it no longer possible to solve for all the D’s using signatures from 4 of the 

MISRs. At this point, 4 of the MISR signatures are processed.  Gauss-Jordan reduction is 

performed on the linear equations for those MISRs as described in Section 4.1.  In order 

to ensure high error coverage of the D’s, two linear combinations are checked for each 

MISR signature.  Each of the two linear combinations per signature are formed by 

XORing together half of the rows in the Gauss-Jordan reduced matrix that depend only 

on D’s.  This evenly divides the D’s between the two combinations.  The end result is 

that 8 linear combinations are checked (two combinations for each of the 4 MISRs).  

Every D is included in exactly one of the linearly dependent combinations.  The best case 

is if the D’s are evenly distributed among all 4 MISRs.  In that case, the error coverage 

for the D’s where all error combinations are equally likely would be approximately 1-2-8 

= 99.6%.  All odd errors in the D’s would be guaranteed to be detected since at least one 

of the 8 combinations must have an odd number of errors.  The error coverage for all 

other non-X bits would be 1-2-2=75%.  In general, the error coverage would be slightly 

lower due to variance in the distribution of D’s. Experiments indicate the average error 

coverage for the D’s is greater than 98% and as high as 99.5%. 
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Figure 4.5:  16 X-Canceling MISRs Each of Size 16-Bits Compacting Scan Chains 
Divided Evenly into 8 Groups 

The storage requirements for using a single 64-bit MISR checking 8 combinations 

would be (8*64) = 512 bits per signature, and each signature could compact a total of 64 

X’s plus D’s.  So the cost is 512/64=8 bits of storage per X and per D.  Going to a 256-bit 

MISR would also still require 8 bits per X and per D.  The probabilistic approach in 

[Touba 07] would require 8 bits of storage per X (it doesn’t depend on D’s) for 99.6% 

error coverage, so it would actually be better.  Now compare this to using the multiple 
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MISR design in Figure 4.5.  For the multiple MISR design, each signature can compact 

64 X’s plus D’s, and requires generating 2 linear combinations of four 16-bit MISRs 

where each linear combination requires 3-bits to select which MISR and 16-bits to select 

the combination.  So the storage requirement per signature as shown in the figure is 

4*(16+16+3) = 140 bits. The cost is 140/64 =2.19 bits of storage per X and per D.  

Consider a test set with 1% X’s and 2% D’s, in this case the method in [Touba 07] would 

require around 8*1%=8% whereas the proposed method would require around 

(2.19)(1%+2%) =6.57%.  However, now consider a design with 3% X’s and 2% D’s, in 

this case the method in [Touba 07] would require around 8*3%=24% whereas the 

proposed method would require around (2.19)(3%+2%)=10.95%.  So the bottom line is 

that for low percentages of X’s, the method in [Touba 07] is very efficient.  However, for 

designs with larger percentages of X’s, the proposed multiple MISR method is much 

more efficient.  

4.4  COMBINING X-MASKING AND X-CANCELING 

To further improve the output compression achieved by an X-canceling MISR on 

designs with larger numbers of X’s, a hybrid approach that combines X-masking with an 

X-canceling MISR can be used.  X-masking circuitry is added between the outputs of the 

scan chains and the inputs to the X-canceling MISR.  The purpose of the X-masking 

circuitry, as well as the ensuing methodology, is to mask as many X’s as possible with the 

smallest amount of mask and control data, such that the overall amount of data stored on 

the ATE used to mask all of the X’s is less than it would have been if the X-canceling 

MISR was used by itself.  

The key advantage of using X-masking plus X-canceling versus conventional X-

masking only approaches that is exploited here is that the same mask can be reused for 
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many scan slices since it is not necessary to mask all X’s.  This is taken advantage of by 

using the X-masking architecture proposed in Figure 4.6. 

For m scan chains, the architecture in Figure 4.6 consists of a control signal, an m-

bit masking register, an interval counter, and two logic gates per internal scan chain for a 

total of 2m logic gates. The control signal is used to determine whether or not to apply the 

mask on a per scan slice basis. If the control signal is a ‘1’, then the mask is applied. If 

the control signal is a ‘0’, then the mask data itself is blocked and cannot affect the scan 

output response data. The mask register holds the mask data, which can be applied to the 

current scan slice. If the control signal is a ‘1’, and a given mask data bit is also a ‘1’, 

then the corresponding output response data bit is masked and forced to be a ‘1’. A ‘0’ in 

the mask data means no masking will occur on the corresponding output response data bit 

even if the mask control signal is ‘1’. 

The interval counter counts down the number of shift cycles (i.e., scan slices) the 

current mask can be applied to before a new mask is loaded. A constant value 

representing that number of scan slices is loaded into the interval counter’s control logic 

one time at the beginning of the scan test. Every time the interval counter hits zero, 

including when it is reset at the beginning of the scan test, a new mask is loaded into the 

mask register, and the interval counter is loaded with its preprogrammed value. If there 

are m internal scan chains requiring m bits of mask data and b tester channels, then it will 

take m/b clock cycles to fully load the mask data at the beginning of each interval. 

The goal of creating each mask is to make it applicable to as many adjacent scan 

slices as possible and mask as many X’s in those scan slices as possible, without masking 

out any of the D’s for which observation must be ensured. Also, it is desirable to 

minimize the number of non-X values that are masked as they may be useful for detecting 

unmodeled faults.  
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Figure 4.6: Proposed X-Masking Architecture for Use with X-Canceling MISR 

The mask is created by first determining the locations of the D and X bits for each 

scan slice. Next, an interval of n number of scan slices is chosen to be processed for each 

new mask. Then an optimal mask is created for each interval by determining which scan 

slices should not be masked, as well as which scan slice bit position should be masked. 

The algorithm for creating all of the masks for the entire pattern set, along with an 

example illustrated in Figure 4.7, is as follows: 

1. Select the next interval of n scan slices to process. In the example in Figure 

4.7, the interval contains five scan slices (shown as rows numbered 1 to 5). 

2. All mask bits corresponding to scan chains in the current interval that contain 

X’s and no D’s are set to ‘1’ indicating that those scan chains will be masked. 

In Figure 4.7, scan chain 6 is the only scan chain that this applies to, so it’s 

mask bit is set to a ‘1’. 
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3. For each scan chain containing both X’s and D’s, the only way to mask the 

scan chain is if the mask control bit for the scan slices containing the D’s is set 

to 0.  Setting the mask control bit for a scan slice to 0 prevents masking any 
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X’s in that scan slice.  A benefit function can be computed as the number of 

X’s that can be masked in the scan chain minus the number of X’s that cannot 

be masked for each of the scan slices containing D’s for which the mask 

control bit would need to be set to 0.  For example, for scan chain 4, it has 

three X’s and one D.  The one D resides in scan slice 2 which contains one X.  

So the benefit function for scan chain 4 would be 3-1=2.  The scan chain with 

largest positive benefit function is selected first.  It’s mask bit is set to ‘1’ and 

the mask control bit for each scan slice containing a D in that scan chain is set 

to ‘0’.  This is repeated in a greedy fashion until no more scan chains exist 

whose benefit function is positive.  In the example in Figure 4.7, there are two 

scan chains that have both X’s and D’s, namely scan chains 4 and 5.  Their 

initial benefit functions are 2 and 0 respectively.  So only scan chain 4 has its 

mask bit set to ‘1’ and the mask control bit for scan slice 2 is set to ‘0’ to 

prevent masking the D in scan chain 4. 

4. When the greedy mask selection procedure in step 3 completes, then all the 

beneficial scan chain mask bits have been set to ‘1’ and all the necessary mask 

control bits have been set to ‘0’.  The procedure can now move to the next 

interval of n scan slices. 

 

For the example output response in Figure 4.7, the algorithm only masks scan 

chains 4 and 6 and disables masking of scan slice 2.  All but two of the X’s are masked.  

The resulting masked output response data (which is shown in Figure 4.7b) is fed into the 

X-canceling MISR. 
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Figure 4.7: (a) Example of Mask Data for Output Response Interval; (b) Output Response 
after Masking 

By being able to reuse a carefully created mask for multiple scan slices, without 

masking any D’s and masking out a large percentage of X’s from the output response 

data, the proposed X-masking approach, when combined with a downstream X-canceling 

MISR, can provide a significant improvement in output response data compaction, 

especially in the presence of a large number of unknowns. 

4.5 EXPERIMENTAL RESULTS 

Experiments were performed using the design in Figure 4.5 with 16 X-canceling 

MISRs each of size 16 for output streams with different percentages of X’s and D’s. The 

results are shown in Table 4.1.  The first column shows the percentage of X’s in the 

output stream. The remaining columns show the various compressions achieved for 

different percentages of D’s corresponding to the different X percentages. Experimental 

results substantiate that the number of bits stored on the tester is approximately 2.19 bits 
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for each X or D, as described in Section 4.3. Thus, the amount of compression reduces as 

the number of X’s plus D’s increases. 

To obtain higher compression, X-masking can be combined with X-canceling as 

described in Section 4.4.  Experiments were performed on 3 industrial designs from 

Cirrus Logic.  SynTest’s ATPG tool was used to generate the tests and report a scan cell 

that each necessary fault propagated an error to.  These scan cells were marked as D’s in 

the output response.  Table 4.2 reports the results.  The second and third column shows 

the percentage of X’s and D’s present in the corresponding designs. Experiments were 

performed for 3 different numbers of scan chains which are shown in the fourth column. 

The output response of all the three designs was compacted with and without using the X-

masking before X-canceling, and the results are tabulated. As shown in the fifth column, 

a large percentage of X’s are masked from all the designs using the X-masking technique 

discussed in Section 4.4. The last three columns show the compression ratio achieved and 

the percentage improvement when using X-masking prior to X-canceling as compared to 

X-canceling alone.  All the control and masking data needed to support the X-masking (as 

described in Section 4.4) is factored into the compression numbers. 

Design B has the smallest number of X’s.  As the number of X’s get smaller, the 

control data for X-masking starts to dominate the cost and this is seen from the minimum 

percentage improvement for Design B as compared to the other two designs. 

Furthermore, this dominance is exacerbated by the fact that although more X’s are able to 

be masked out for smaller numbers of scan chains, much more control data is required 

and hence there is an even smaller percentage improvement. 

Design C has the largest number of X’s. Here, as the number of X’s increases, the 

ratio of the amount of control data to the number of X’s masked gets reduced since a 

larger number of X’s results in a larger number of easy to mask X’s. The overall result is 
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a larger percentage improvement when comparing the compression of the X-canceling 

alone versus using X-masking combined with X-canceling. 

Table 4.1: Compression for Different Percentages of X’s and D’s 

% of D's % of X's 
1% 2% 4% 6% 

1% 21.3x 14.5x 9.0x 6.6x 
3% 11.0x 9.0x 6.6x 5.3x 
5% 7.6x 6.6x 5.3x 4.5x 
8% 5.3x 4.8x 4.2x 3.7x 

10% 4.5x 4.2x 3.7x 3.3x 
 

Table 4.2: Results for Combining X-Masking and X-Canceling 

Design % 
X’s 

% 
D’s 

Scan 
Chains 

Percent X’s 
Masked using 

X-Masking 

Compression 
X-Canceling 

Alone 

Compression  
X-Masking 

and 
X-Canceling 

Percentage 
Improvement 

A 5.37% 0.89% 
64 

128 
256 

83% 
81% 
78% 

5.9x 
6.5x 
6.6x 

14.3x 
15.7x 
15.9x 

142.4% 
141.5% 
140.9% 

B 2.58% 0.63% 
64 

128 
256 

83% 
75% 
71% 

9.1x 
10.7x 
11.2x 

21.0x 
22.3x 
23.6x 

130.8% 
108.4% 
110.7% 

C 8.33% 0.75% 
64 

128 
256 

83% 
78% 
77% 

4.4x 
4.8x 
5.0x 

11.6x 
12.2x 
12.7x 

163.6% 
154.2% 
154.0% 
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Chapter 5:  Using Reiterative LFSR-Based X-Masking to Increase 
Output Compression in Presence of Unknowns 

The previous chapter presented two approaches (an X-canceling MISR by itself 

and an X-canceling MISR combined with a very basic X-masking technique) for handling 

unknowns in the output response data to avoid corrupting any data needed for fault 

detection, and to avoid severely downgrading the performance of the output response 

compactor, and thus the overall test compression scheme. This chapter is focused more 

on improving X-masking techniques used to deal with X’s in the output response data, 

and presents two new approaches, published in [Putman 08b], for X-masking based on 

reiterative LFSR encoded masks, where both techniques take advantage of the data 

correlation in the output response data by reusing masks for multiple scan slices. The 

goals of both approaches are: 1) Mask all X’s at the input to the compactor. 2) Allow all 

specified bits, i.e., response bits that are required by the ATPG tool to be observed, to 

propagate unmasked through the masking logic so that all faults have the opportunity to 

be detected. 3) Remain ATPG, pattern, and compactor independent. 4) Maximize output 

compression. 

The first approach, called Variable Reiterative X-Masking, identifies masks that 

can be used for varying numbers of scan slices, and then creates those masks with an 

LFSR to further reduce the amount of mask data needed to be stored on the ATE. The 

second approach described in this chapter combines fixed-interval reiterative LFSR X-

masking with conventional LFSR X-masking. The fixed-interval technique is used to 

create masks that are then used for a fixed number of scan slices.  This masks the 

majority of the X’s, but none of the specified bits required for fault detection.  The idea 

behind this hybrid approach is for the reiterative X-masking logic to cheaply mask all of 



the easy to mask X’s, and the conventional LFSR X-masking logic to handle the rest of 

the X’s that didn’t get masked. The approach works particularly well as the numbers of 

X’s becomes large. 

5.1 RELATED WORK 

As previously mentioned, a high level of test data compression, specifically 

output data compression, can be achieved in the presence of all known values. Once 

unknown values (i.e., X’s) are introduced, then the amount of output data compression is 

reduced, since the output compactors have to deal with these X’s in order to enable the 

detection of all detectable faults. The amount of output compression is given by the 

following formula: 

Total Scan Output Bits from the Scan Chains

ATE Response Data + Mask Data + Control Data
Comp. Ratio =

 

In general, the output response data is highly compressible, but the amount of 

compression depends on the percentage of different types of bits that the data contains. 

The output response data from a typical scan test pattern contains three types of bits: D, 

S, and X. The first type of bits, D bits, are also sometimes referred to as specified bits. 

Each one of these bits contains a value that is required to be observed for the detection of 

one or more faults.  In a typical scan test pattern set, the average number of D bits, over 

all of the patterns, is less than 5%. The second type of bits, S bits, contains known values, 

either a logic 1 or a logic 0; however, they are not required for the detection of modeled 

faults. The third type, X bits, or unknowns, can vary in percentage based on the given 

design of the CUT. 

Classic X-masking, such as described in [Chickermane 04], handles X’s by 

reusing masks for a large number of scan slices, which when combined with one or more 

bits of control data per scan slice can selectively mask chosen scan chains on a per scan 
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slice basis. The advantage to this type of technique is that the amount of mask data is 

keep to a minimum; however the downside is that a number of non-X values get masked 

as well. This means that new patterns have to be created to compensate for the undetected 

faults, thus increasing pattern count and the amount of stimulus and response data stored 

on the ATE, which in turn reduces the amount of output data compression as indicated by 

the formula above. 

Conventional state-of-the-art LFSR X-masking, similar to that described in 

[Naruse 03], creates a mask for every scan slice to ensure a very high mask resolution, 

such that all X’s in each scan slice get masked, and all D’s remain unmasked. In order for 

this technique to work, the mask bit corresponding to each X needs to be set to ‘1,’ 

indicating that this bit is to be masked, and the mask bit corresponding to each D needs to 

be set to ‘0,’ indicating that this bit should not be masked. An example hardware 

implementation of this technique is shown in Figure 5.1. In this implementation, a MISR 

is used as the compactor, and an LFSR is used as the decompressor, which not only 

drives the scan chains, but also creates the mask data via extra outputs from the phase 

shifter. Since the typical output scan slice does not contain a high percentage of D’s or 

X’s, then the amount of compressed mask data stored on the ATE, which is fed to the 

LFSR in order to create the entire mask, may be small. The amount of compressed mask 

data stored on the ATE for each scan slice is on the order of D + X bits. While using this 

technique does help to lower the amount of mask data, the ATE still has to store enough 

mask data to create a mask for every slice, and, thus, the amount of output compression is 

reduced. 

5.2 VARIABLE REITERATIVE X-MASKING 

The first approach presented in this chapter, Variable Reiterative LFSR X-

Masking, uses the idea of applying a mask that is applicable for a number of scan slices, 



taken from classic X-masking, with the added constraint that none of the D’s can be 

masked. Then, in order to keep the cost of storing the mask data for a given mask small, a 

reseedable LFSR is used to encode just the X and D bits (similar to what is done for 

conventional LFSR X-masking). This technique works by finding a mask that is usable 

for a varying number of adjacent scan slices such that all of the X’s are masked, and all of 

the D’s are left unblocked and allowed to propagate to the inputs of the compactor. 
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Figure 5.1: Conventional LFSR X-Masking Architecture 

One hardware implementation for this approach is shown in Figure 5.2. Here, for 

m scan chains, the reiterative X-masking logic consists of an m-bit masking register, an i-

bit interval counter, and m OR gates. The existing decompressor, which is used to 

generate specified bits for the scan chains, also generates the mask and interval bits to be 

loaded into the mask register every i clock cycles. In order to maintain the correct data in 

the scan chains, the scan chains are not clocked while the mask register is being loaded.  
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Figure 5.2: Variable Reiterative LFSR X-Masking Architecture 

Once the mask register is loaded, it then contains the information about which bits 

are masked and which bits are not masked. The interval counter contains the number of 

scan slices that the current mask is applied to. While the interval counter is counting 

down, the mask register holds its state. Once the interval counter reaches zero, then a new 

mask loaded into the mask register, and a new interval is loaded into the interval counter. 

The overall goal of creating each mask is to mask all of the X’s in as many 

adjacent scan slices as possible without masking out any of the D’s for which observation 

must be ensured. The algorithm for creating all of the masks for a given pattern set is as 

follows: 

1. First determine the location of the D and X bits for each scan slice. 
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2. Start with the first scan slice at the beginning of the current interval, and 

create a mask for it by first setting each mask bit to ‘1’ for all bit positions of 

the scan slice that are X’s, indicating that these positions will be masked. 

Next, set each mask bit to ‘0’ for all bit positions of the scan slice with D’s 

(i.e., specified bits), indicating that these positions will not be masked.  In the 

example shown in Figure 5.3a, for scan slice 1, bit position 6 has an X, so the 

mask bit for that position would be ‘1’. Bit positions 1 and 2 are D’s, so the 

mask bits for those positions would be ‘0’s.  

3. Increase the interval by one and add to the current mask by setting the mask 

bits as described in step 1, if necessary. In Figure 5.3a, for scan slice 2, bit 

position 5 has a D in it, so the mask bit for that position is set to ‘0’. Bit 

position 4 is set to ‘1’. 

4. Repeat step 3 until at least one mask bit position has a conflict. Once that 

happens, set the end of the current interval to the previous scan slice, and 

make the current scan slice the beginning of a new interval. Then proceed to 

step 2. For the example in Figure 5.3a, when adding scan slice 5 to the interval 

containing scan slices 1-4, an X shows up in bit positions 2 and 5, indicating 

that those positions need to be masked; however, in the previous scan slices, 

those bit positions were set to ‘0’ (i.e., “not masked”), so there is a conflict. 

For that reason, scan slice 4 is set to be the end of the current interval (the 

resulting mask is shown as M1), and scan slice 5 is set to be the first scan slice 

in the next interval. The resulting mask representing the second interval (scan 

slices 5-7) is shown as M2. The ‘?’ characters in masks M1 and M2 represent 

bits whose value will be determined by the LFSR once the final masks are 



encoded. Figure 5.3b shows the resulting output response data after all 

masking has been performed. 

As demonstrated in this example, by being able to reuse masks for multiple 

adjacent scan slices and encoding the mask data, the amount of mask data needed to be 

stored on the ATE can be reduced significantly, thus improving the amount of output data 

compression. 
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Figure 5.3: Variable Reiterative LFSR X-Masking Example 

5.3 HYBRID X-MASKING APPROACH 

Another approach that improves upon the output compression achieved by using 

conventional LFSR X-masking alone, especially for designs with larger numbers of X’s, 

is a hybrid approach that combines fixed-interval reiterative X-masking with conventional 
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LFSR X-masking. For this approach, the fixed-interval reiterative X-masking logic is 

added between the output of the scan chains and the input of the conventional LFSR X-

masking logic. The purpose of the reiterative X-masking hardware, as well as the ensuing 

methodology, is to mask as many X’s as possible with the smallest amount of mask and 

control data, such that the total amount of data stored on the tester (ATE) is less than the 

amount that would have been stored if conventional LFSR X-masking were used alone. 

The primary advantage of this type of hybrid approach is that the reiterative X-

masking logic can be used to mask all of the easy to mask X’s by reusing masks for many 

scan slices, since not all X’s have to be masked. The one implementation of this approach 

is shown in Figure 5.4. 
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Figure 5.4: Hybrid X-Masking Architecture 
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For the purposes of this chapter, the LFSR and phase shifter used to generate the 

mask bits are separate from the decompressor used to drive the scan chains. Here, for m 

scan chains, the hardware implementation of this approach consists of an m-bit masking 

register, an i-bit interval counter, 2m OR gates, and an LFSR sized to be smax+20, where 

smax ≤ m. This LFSR is used primarily to generate the mask for each slice necessary for 

the conventional LFSR X-masking part of this approach, but is also used to generate the 

mask bits to be loaded into the mask register for reiterative X-masking part of the 

approach. As demonstrated in [Könemann 91], in order to generate the specified bits (or 

in this case the required ‘do’ and ‘do not’ mask bits) with a high degree of probability, 

the length of the LFSR should be at least smax+20. Since the reiterative X-masking part of 

this hybrid approach uses a fixed interval, the interval counter is loaded one time at the 

beginning of the test straight from the b tester channels and should take no more than i/b 

clock cycles. Every i clock cycles, the LFSR generates a reiterative mask that gets loaded 

into the mask register. The loading of the mask register is controlled by the interval 

counter. Once the interval counter reaches zero, then a new mask is loaded into the mask 

register, and the interval counter is returned to its preprogrammed value. 

Each mask for the reiterative X-Masking part of this approach is created by first 

determining the locations of the D and X bits for each scan slice. Then, for each interval 

of i scan slices, an optimal mask is created determining which bit positions of the scan 

slices should and should not be masked. The algorithm for creating all of the reiterative 

masks for a given pattern set is as follows: 

1. Select the first interval of i scan slices to process. The example in Figure 5.5a 

shows five scan slices (numbered 1 to 5). 

2. All mask bits corresponding to scan chains in the current interval that contain 

one or more D’s (regardless of X’s present in those scan chains) are set to ‘0,’ 
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indicating that those bit positions (i.e., scan chains) will not be masked for the 

current interval to help ensure that all faults are detected. In the example 

shown in Figure 5.5a, the mask bits for scan bit positions 1, 4, and 5 are set to 

‘0.’ 

3. All mask bits corresponding to scan chains in the current interval that contain 

only X’s are set to ‘1,’ indicating that those bit positions will be masked. In 

the example shown in Figure 5.5a, the mask bits for scan bit positions 2, 3, 

and 6 are set to ‘1.’ 

4. After all of the beneficial scan chain mask bits have been set to ‘1’ and all the 

necessary mask bits for fault detection have been set to ‘0,’ then the procedure 

can move to the next interval of i scan chains. Figure 5.5a shows the resulting 

mask for scan slices 1 to 5. The ‘?’ characters in the mask represent bits 

whose value will be determined by the LFSR once the final masks are 

encoded. Figure 5.5b shows the resulting output response data for the example 

in Figure 5.5a after fixed-interval reiterative X-masking has been applied. 

The size of the interval determines the overall effectiveness of this hybrid 

approach. As the interval gets smaller, the number of X’s masked increases, but the 

amount of mask data also increases as well. As the interval gets larger, the opposite 

occurs. The optimal interval is somewhere in the middle and is somewhat dependent on 

the CUT and the pattern set generated for it. Since the interval is completely 

programmable, and only loaded one-time at the beginning of the pattern set, the interval 

can be re-determined anytime the pattern set changes. For the purpose of determining the 

optimal interval for a given pattern set, a cost function was employed that calculates the 

cost of using a given interval on a given pattern set and adds it to a solid estimate of the 

additional cost of the mask data needed for the downstream conventional LFSR X-



masking logic to mask all of the leftover X’s that were not masked by the reiterative X-

masking logic. The equations for calculating the total cost for a given interval are: 
 
 

Reiterative X-Masking Cost = Total Mask Data +Interval Counter Size 
 

Total Cost = Reiterative X-Masking Cost + Conventional X-masking on Leftover X’s 
 

Then, once the lowest cost interval (i.e., the optimal interval) is determined 

through a number of simulations, the final simulation can be performed that determines 

the improvement of the hybrid approach over the conventional LFSR X-masking 

approach by itself. 
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Figure 5.5: Fixed-Interval Reiterative X-Masking Example 
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5.4 EXPERIMENTAL RESULTS 

Experiments were performed on three industrial designs using the X-masking 

schemes shown in Figures 5.2 and 5.4. SynTest’s ATPG tool was used to generate the 

patterns and report one scan cell for each observable fault. These scan cells were marked 

as D’s in the output response, which was then processed by each approach’s algorithm. 

Table 5.1 reports the results. 

The first column in Table 1 designates the design for each row of results. NOTE: 

Designs A2 and B2 are modified versions of designs A and B with X-generators added 

randomly. These were added to see what the effect of large numbers of X’s would be on 

the two proposed approaches. The second column shows the percentage of X’s present in 

each design. Results were collected for three different numbers of scan chains, shown in 

the third column, for each design. The fourth column shows the compression ratio for the 

output response data for conventional LFSR X-masking by itself. The fifth column shows 

the compression ratio results for the Variable Reiterative LFSR X-masking approach by 

itself. The seventh column reports the results for the hybrid X-masking approach, which 

combines the fixed-interval reiterative LFSR X-masking approach with conventional 

LFSR X-masking. The sixth column reports the amount of X’s masked for the fixed-

interval reiterative part of the hybrid X-masking approach, which, in general, remained in 

the 80% range for the optimal interval. In the few cases where the number of X’s masked 

by the reiterative part of the hybrid approach dropped below 80%, it was necessary to 

increase the size of the interval in order to reduce the amount of mask data so that the 

overall amount of output compression for the combined approach was maximized. 
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Table 5.1: Results for the Different X-Masking Techniques 

Fixed Interval Reiterative 
Design Percent 

X's 
Scan 

Chains 

Compression 
Conventional
X-Masking 

Alone 

Compression
Variable 

Reiterative 
Alone 

Percent 
X’s 

Masked 

Compression 
w/ 

Conventional
  64 66.3x 185.9x 83.9% 86.1x 

A 0.7% 128 66.3x 183.4x 84.6% 85.4x 
  256 66.5x 185.5x 77.2% 88.1x 
  64 49.0x 98.3x 86.4% 69.5x 

B 1.2% 128 49.0x 101.3x 85.5% 69.1x 
  256 48.9x 98.7x 69.3% 68.8x 
  64 31.2x 52.6x 79.9% 55.0x 

C 2.5% 128 31.4x 52.2 75.4% 54.9x 
  256 31.7x 51.5x 75.1% 58.4x 
  64 16.0x 29.1x 85.6% 37.9x 

B2 5.4% 128 16.0x 28.3x 85.8% 39.0x 
  256 16.1x 26.6x 83.9% 38.0x 
  64 11.0x 19.7x 84.6% 32.9x 

A2 8.3% 128 11.1x 18.7x 85.1% 33.0x 
  256 11.1x 17.1x 84.5% 32.4x 

For all three techniques, including the conventional LFSR X-masking technique 

by itself, the amount of compression increased as the number of X’s decreased. The 

results for the Variable Reiterative X-masking technique show an improvement over the 

conventional technique across all numbers of X’s ranging from a 79% improvement for 

8% X’s to 180% improvement for .7% X’s.  The hybrid approach also shows an 

improvement over all ranges of X’s ranging from a 200% improvement for 8% X’s to a 

30% improvement for .7% X’s. As evidenced by the results, the Variable Reiterative 

LFSR X-masking approach works especially well for smaller numbers of X’s, and the 

hybrid approach works best with larger numbers of X’s. 
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Chapter 6:  Conclusions and Future Research 

6.1 CONCLUSIONS 

The continual miniaturization and advancement of technology has led to the need 

for new fault models, such as the delay fault models, and ways to efficiently test for those 

fault models to ensure that all of the defects in the product can be targeted and tested 

efficiently and cost effectively. In Chapter 2 a new technique was presented for testing 

for small delay defects that uses standard transition delay ATPG along with timing 

information gathered from standard static timing analysis of a given design. It was shown 

that by grouping patterns that test paths with similar slack values and adjusting the timing 

of those patterns, all the small delay defects could be caught that are relative to the size of 

the user-specified bin width. Additionally, it was shown on industrial designs that the test 

coverage and pattern count for the proposed technique were similar to that of regular 

transition delay ATPG on the same fault set and that, to a point, the pattern count doesn’t 

increase unreasonably as the number of bins is increased. It was also shown that by using 

this flow and technique other paths besides those within a given clock domain can be 

easily targeted and tested, and that if the faults are grouped (e.g., by clock domain), then 

a greater visibility into the test coverage of that group can be achieved. 

Along with the new fault models for the smaller technologies comes an increase 

in design complexity and integration (i.e., higher gate count). This increased gate count 

along with the need for additional patterns to test the new fault models has led to a very 

large increase in test data volume. In order to reduce manufacturing costs, new test 

compression techniques are needed to cope with this increase in test data. In Chapter 3, a 

test compression technique is presented that demonstrates that by detecting faults with a 

higher than normal expansion ratio, and then using progressively smaller ones, the 



 75

amount of compression can be significantly improved when compared with conventional 

approaches that use a single expansion ratio with one or more configurations. 

Furthermore, it also shows that by exploiting the flexibility of choosing how the scan 

chains are concatenated by using a dependency analysis procedure that takes into account 

structural dependencies among the scan chains as well as free-variable dependencies in 

the logic driving the scan chains, the detection of faults is significantly improved, as is 

the overall test compression. 

While improving the amount of test compression from the input (decompressor) 

side is extremely important, that is only half of the equation when it comes to increasing 

the overall amount of test compression that can be achieved by a complete test 

compression scheme. The other half of the equation is the test compression performance 

of the output response compactor in the presence of X’s, which can come from a number 

of sources including delay fault testing patterns which incorporate timing information as 

part of their ATPG algorithms. Chapter 4 showed how an X-canceling MISR with 

deterministic observation can be used to achieve greater compression for higher 

percentages of X’s than using an X-canceling MISR with probabilistic observation.  It 

was shown that by dividing a large X-canceling MISR into multiple smaller X-canceling 

MISRs, the number of bits required to process each signature could be reduced while still 

observing the necessary to observe bits (i.e., the D’s). It was also shown that a hybrid 

approach combining X-masking with an X-canceling MISR can significantly increase the 

amount of compression even further.  Large numbers of X’s can be masked at low cost by 

focusing only on the easy to mask X’s (where the mask data can be reused across many 

scan slices) and leaving the rest of the X’s to be handled by the X-canceling MISR. 

X-masking can be a powerful tool used to handle X’s (unknowns) in the output 

response data. A given X-masking technique can be used by itself to mask or block all of 
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the X’s in the output response data before that data is processed by an output response 

compactor such as a MISR, or it can be combined with other techniques.  Chapter 5 

improved upon the X-masking first explored in Chapter 4 and demonstrated that using 

reiterative LFSR X-masking, where masks are reused for multiple scan slices, can provide 

significant increases of output compression over using conventional LFSR X-masking 

alone. It was also shown that using Variable Reiterative LFSR X-masking to mask all of 

the X’s and none of the D’s can significantly increase the amount of compression for 

smaller numbers of X’s. Likewise, it was shown that the hybrid approach, combining the 

fixed-interval reiterative LFSR X-masking approach with conventional LFSR X-masking, 

significantly increased the amount of compression for larger numbers of X’s. This 

resulted from the fact that larger numbers of X’s can be masked at a minimum cost, since 

the technique is focused on reusing a mask for many slices, masking the easy to mask 

X’s, while allowing the remaining X’s to be masked by the downstream conventional 

LFSR X-masking circuitry. 

6.2 FUTURE RESEARCH 

Current delay fault testing methodologies, while being thoroughly researched, still 

have many short comings. Even with new timing-aware algorithms such as the one 

presented here, small delay defects are still difficult to test due to timing hazards, clock 

speed resolution issues, and the general inability to sensitize the critical paths. All of 

these problem areas would be good topics for future research. Delay fault testing may 

even require a complete rethinking of the delay fault models themselves, the testing 

methodology, and the testability structures to enable the proper testing for timing related 

defects.  

For test compression there can still be research and improvements done in the 

ATPG algorithm area. The use of test compression methodologies is very commonplace 
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now, and as such, the ATPG algorithm should be designed in such a way that the test 

compression and its controls are an integral part of the ATPG algorithms, as opposed to 

the opposite extreme of just post processing and compressing the patterns after they have 

been generated. While some work has already been done in this area, there is still a need 

for even more sophisticated algorithms, especially ones that are timing-aware that can be 

used for delay fault testing. 

Along with the need for more research in the area of test compression comes the 

need for more research on how to handle unknowns in the output response data since X’s 

can degrade not only the performance of the output response compactor but also the 

overall performance of the complete test compression scheme. Specific topics of future 

research, especially for designs with larger percentages of X’s, could include analyzing 

scan patterns and implementing hardware to take advantage of data correlation between 

patterns (i.e., scan loads) and not just between adjacent scan slices. Another area of 

research could involve further investigating the use of multiple MISRs for X-canceling to 

minimize both the control data and the probability of error canceling while also 

minimizing area overhead. 
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