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Summary

The work presented in this thesis is based on the assumption that modern computer
technologies are already potentially pervasive: CPUs are embedded in any sort of de-
vice; RAM and storage memory of a modern PDA is comparable to those of a ten years
ago Unix workstation; Wi-Fi, GPRS, UMTS are leveraging the development of the wire-
less Internet. Nevertheless, computing is not pervasive because we do not have a clear
conceptual model of the pervasive computer and we have not tools, methodologies, and
middleware to write and to seamlessly deliver at once services over a multitude of hetero-
geneous devices and different delivery contexts. Our thesis addresses these issues starting
from the analysis of forces in a pervasive computing environment: user mobility, user pro-
file, user position, and device profile. The conceptual model, or metaphor, we use to drive
our work is to consider the environment as surrounded by a multitude of services and
objects and devices as the communicating gates between the real world and the virtual
dimension of pervasive computing around us. Our thesis is thus built upon three main
“pillars”. The first pillar is an domain-object-driven methodology which allows developer
to abstract from low level details of the final delivery platform, and provides the user with
the ability to access services in a multi-channel way. The rationale is that domain objects
are self-contained pieces of software able to represent data and to compute functions and
procedures. Our approach fills the gap between users and domain objects building an
appropriate user interface which is both adapted to the domain object and to the end

user device. As example, we present how to design, implement and deliver an electronic
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mail application over various platforms.

The second pillar of this thesis analyzes in more details the forces that make direct
object manipulation inadequate in a pervasive context. These forces are the user profile,
the device profile, the context of use, and the combinatorial explosion of domain objects.
From the analysis of the electronic mail application presented as example, we notice that
according to the end user device, or according to particular circumstances during the
access to the service (for instance if the user access the service by the interactive TV
while he is having his breakfast) some functionalities are not compulsory and do not fit
an adequate task sequence. So we decided to make task models explicit in the design
of a service and to integrate the capability to automatically generate user interfaces for
domain objects with the formal definition of task models adapted to the final delivery
context.

Finally, the third pillar of our thesis is about the lifecycle of services in a pervasive
computing environment. Our solutions are based upon an existing framework, the Jini
connection technology, and enrich this framework with new services and architectures for
the deployment and discovery of services, for the user session management, and for the

management of offline agents.
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List of Abbreviations

API: Application Programming Interface. An interface defining methods/function
signatures that allows a client code to invoke functionalities on another piece of
code. The client has normally no access to the underlying implementation of the
invoked functionalities. An API builds an abstraction that new programs can use

to develop and extend existing programs.

CORBA: Common Object Request Broker Architecture. Distributed architecture
where object communication is mediated by a system called broker. It allows to
extend the object oriented paradigm to distributed system and in multi-platform

environments.

EJB: Enterprise Java Beans. A multi-tier architecure for enterprise applications
based on Java. Applications are deployed in servers which provide system services

such as security and transaction management.
HCI: Human Computer Interaction.

HTTP: Hyper Text Transfer Protocol[3] It is the protocol designed and imple-
mented in the early days of the Web which specifies requests and transmission of

HTML documents between a Web client and a Web server.

IDE: Integrated Development Environment. A program aimed at developers which
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integrates a suite of tools such as code editors, build tools, repository access, de-

bugging mode, library management, online documentation, class browsers and so

forth. Examples of IDEs are: Eclipse, IDEA, Netbeans.

J2ME: Java 2 Micro Edition. The Java platform for devices with small footprint.
It comprises a subset of the standard Java API and a new API for user interfaces,

network protocols, and application lifecycle.

MORE: Multi-channel Object REnderer. It is the system that automatically gen-
erates user interfaces for domain objects both adapted to the current platform and

to the domain object currently viewed by the user.

PLANES. Prototyping LANguage for Embedded Systems. A simple task models
definition tool used to generate user interface code for J2ME applications. The core
of PLANES has been extended to be integrated with MORE for the multi-channel

generation of user interfaces over multiple platforms.

POTS: Plain Old Telephony System. A traditional wired phone line that uses
analogic signal transmission between the user phone and the network exchange,
differently from the modern ISDN which is a digital subscriber line with two 64Kbps

channels for voice and data communications.

RMI: Remote Method Interface. The mechanism used in the Java Virtual Ma-
chine to implement an object oriented remote procedure system. Differently from

CORBA, both clients and servers must be written in Java.

SMS: Short Message Service. A relaying service for text based messages of maxi-

mum 160 characters availble in GSM networks.

WAP: Wireless Application Protocol. A protocol stack developed by mobile phone

vendors to deliver minimalist Web services to mobile phones.



o WIMP: Windows Icons Mouse Pointing. Abbreviation used in HCI literature to

indicate a diffuse paradigm for graphical user interfaces
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Introduction

The most profound technologies are those that disappear. They weave them-
selves into the fabric of everyday life until they are indistinguishable from

it.[71]

0.1 Mobile, Personalized and Location-Based Ser-
vices

Hitherto, personal computing has been confined in a unique paradigm of interaction: the
user sitting in front of his screen eventually connected to the Internet by means of a
cable. The invention of laptop/palmtop computers and the development of wireless data
connections remove some technological constraints and leverage the use of computers in
domains different from the traditional office productivity such as business and leisure
on-the-road.

Nevertheless, hardware and network technologies are not sufficient for computing to
scale up to a new level of full interoperability of devices, programs, and data. There is the
need for organization, system architectures, and metaphors in order to make computing

aware of the user profile, mobility, and user location.



0.1.1 Personalization

Personalization enables the system to provide the right information at the right time
both in synchronous manner - i.e. when the user is connected and browsing between
services - and in asynchronous manner, i.e. some agents keep searching any relevant data

while the user is disconnected.

INFORMATION | |
PERSONALIZATION. [~

Profile. I

Figure 1: Information and device Ul personalization process

The personalization process (Figure 1) is a two steps process. First, it integrates
information from sources as diverse as localization technologies, user models, and GIS
systems. Then, the personalized information must be presented in such a way that the
human computer interacion is the easiest for the user. Thus, the personalization process

must be followed by a device-adaptation process based on the device-profile of the user

terminal.



User terminals may differ considerably from each other: some of them can load and
run mobile code from the network, other can be programmed to communicate with online
services exchanging data but not code, and many of them cannot be programmed but
can access to information by means of pre-installed micro-browser or via voice-interfaces.

A wide variety of applications can better serve users if they adapt to user wants
and needs. The key to enable the adaptation and personalization of services are the
user models. User models can be successfully applied in recommendation systems [57],

adaptive information retrieval systems [6] and systems for coaching/teaching users.

0.1.2 Mobility

In a pervasive computing environment the user will continuously switch from connected
to disconnected states and may use a wide variety of heterogeneous devices. The mobility
of users implies that services and information systems should be available from a number
of different channels. The same information should be accessible from a Web page,
from a WAP site or from an Interactive Voice Responder (IVR) machine. Besides, a
given channel can provide many interaction modalities. For instance, a Windows-Icons-
Mouse-Pointing (WIMP) desktop application can greatly improve usability by providing
text-to-speech and a voice recognizer system for text dictation.

With respect to these implications, a service supporting mobility of users should
be designed in a way such that the following principle will stand: design once, move
anywhere. Nevertheless, multi-modality and multi-channel access are only the first step
toward the result. In fact, even though a service is available for any device, the user can
feel the interaction with the system rather uncomfortable. This occurs when the network
is too slow, scarcely reliable and disconnections frequently occur. Moreover, some tasks
can take long before their completion and waiting on-line for the results is useless and
expensive. In such a situation the user experiences the system as a hostile environment

to work with.



To improve user-system interaction, one should be able to interact directly with the
service by means of an appropriate user interface in synchronous manner and to obtain
immediately a result. On the other hand, the user would appreciate the possibility to
schedule some kind of work, i.e. a search on the web, and to retrieve the results of such
a job in a later time. The latter is an asynchronous way to interact with the service
in which the user engages one or more agents to perform some tasks while the user is

off-line.

0.1.3 User Position

The user position is an important parameter in computing. In fact, this parameter can
be used to provide the right information at the right moment by location aware systems
[52]. The precision required may vary according to the objectives. In fact, if we are
designing an agent aimed to search cultural events such as concerts or football matches,
it is important to screen out all events that will not be held in the city where the user
is. So the precision required is at city-level. But if the agent task is to notify the user
whenever his position is nearby a monument or a museum the precision required should

be about 100 meters.

0.2 TUbiquitous Computing at PARC

Marc Weiser is the author of the seminal paper The computer of 21st century [71] and is
worldwide considered as the father of Ubiquitous Computing. According to his definition
Ubiquitous Computing is the third wave in computing after the main-frame era and the
invention of the personal computer.

The main purpose of Ubiquitous Computing is to go beyond the way people have
used computers till now. Today, a personal computer is basically a box which completely

absorbs attention distracting the user from the surrounding environment. If one thinks
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of the computer as a tool to accomplish a given job, most of the time is spent trying to
using the tool rather than solving the problem.

On the other hand, a “profound” technology is one that does something useful with-
out drawing user’s attention too much. In terms of metaphors, people currently think of
personal computers as boxes containing a desktop. Such a metaphor is probably inad-
equate for computers of the future, and new metaphors should be devised. Weiser says
that a good tool is often invisible [70], not in a physical meaning, but in the sense that it
does not draw user’s attention letting people focus on the problem. An example of such
a tool are the eyeglasses, one use them to look around and not to look at the eyeglasses.

The Ubiquitous Computing era is still to come, but today technology has probably
the means to realize what only ten years ago appeared to be visions of a science fiction
writer. Today, most people use a computer at home and another at work, computers are
easier to use and not only for experts as in the past, moreover beside personal comput-
ers, most people own palm size computers, laptop computer and programmable cellular
phones. The problem here is that all these devices need a minimal set of configuration,
data need to be kept synchronized among several devices, batteries need to be recharged,
and different devices need to interact with each other through a large number of pos-
sible interfaces. The desktop metaphor still resists and we have many mini-desktop to
administrate. Once again, the tools we use draw part of our energies and of our atten-
tion, the more is complex the technology the larger is the amount of time we spend to
dominate such a complexity: this is not a “pervasive technology”, but rather a “invasive
technology”.

According to [71] the Ubiquitous computer must have three characteristics:

e pervasiveness, it must be composed by a big number of hardware and software
elements cooperating each other and small enough to be embedded in every day

objects or in the human body;



e mobility, users must be able to move when using the computer, thus some elements

of the Ubiquitous computer must move with the user;

e invisibility, the computer need to be invisible in order to draw our attention as less

as possible.

Of course, pioneers researcher in Ubiquitous Computing were at PARC: Weiser and
his colleagues. Their implementation consisted in a set of applications and devices to
be used in work group environments. They built small palm sized computers to be used
instead of notes and post-it, tablet computers to be used instead of paper and notebook,
and board computers to be used instead of traditional writing boards (Figure 2). The
device was ‘in a infrared network. Their results was more or less satisfactory, they got a

certain degree of pervasiveness, a certain degree of invisibility and mobility.

0.3 Metaphor: Devices are Portals

A device is a portal into an application/data space, not a repository of custom
software managed by the user. An application is a means by which a user
performs a task, not a piece of software that is written to exploit a device’s

capabilities. [2]

Computer technology is already a pervasive technology: processors, memories, displays
and communication networks are massively deployed around us. Twenty years ago the
only CPU in our house was probably the one inside our Commodore 64 or Sinclair
Spectrum. Today one is likely to use a PC at home and one at office, a laptop or/and a
PDA, a mobile phone with Java and so forth. Besides, domestic appliances have evolved:
washing machines have embedded processors, the interactive digital TV is a new channel
to access on-line services, a photo camera can build a Web site in its internal memory

card, and so forth. There is rather a lack of ubiquity in software applications: a processor
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Figure 2: Tablet, board, and palm devices built at PARC
(Pictures from http://www.ubiq.com/hypertext/weiser/UbiHome.html).



is dedicated to a specific goal, and the whole set of computers around us do not perform
as one personal, ubiquitous and inter-operable computing environment. In other words,
there is a lack of organization and synergy.

It is desirable to evolve from an environment where dozens of computers around
us have their own small computing context, to an environment where all computing
devices are simply gates to a shared computing space (Figure 3). Interactions with
computers, where computers are no longer boxes but gates to a pervasive computation,
can be both explicit: the user sends a command and waits for feedback; and implicit,
input/output devices disseminated in the real world gather information about our habits
by means of sensors and such information are used to infer new behaviors and new tasks
to accomplish. One must no longer think of computers as computing devices containing
data and programs, but rather as part of an environment where users live and move
around.

The old hype slogan “The Net is the Computer”[60] could be rewritten as “The
World is the Computer”. Thus, the Ubiquitous computer components, such as software
and hardware, must follow users in move. Actual computing devices will simply become
temporary hosts for whole or parts of Ubiquitous applications. The end user must be
allowed to start a given task in a device and seamlessly migrate its work to another
as soon he finds more serviceable to change. Thus, applications must be available from
several channels such as web browsers, mobile phones and old Plain Old Telephone System
(POTS) via voice interaction.

Applications enhance physical surroundings giving the user the perception to move
in an empowered environment: the computing environment is the user’s information-
enhanced physical surroundings, not a virtual space that exists to store and run software
[2]. So, virtual spaces can coincide with physical spaces.

According to this vision, phones, printers, and sensors become simply applications

and services available from any device the user wants to use like a terminal. Moreover,



the surroundings can provide more powerful terminals to access ambient applications -
for instance, a broadband-wired connection instead of a wireless narrow-band one. Thus,
terminals should be considered as any other services: they are subject to discovery and
their availability should be notified whenever the task carried out with the actual device
requires them. These requirements emphasize, among the others, the concept of position
and the techniques to get the user position inside and outside buildings: Ubiquitous

computers must know where they are [71].



(A)

DEVICE

DEVICE
USER
ENVIRONMENT
1\ | |
DEVICE
USE
ENVIRONMENT

Figure 3: (A) Computing devices today: devices contain data and programs. (B) Devices
in computing-pervaded environment are gates to another dimension: the dimension of
computing where software objects live and are accessed through devices in the gate
metaphor.
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0.4 Challenges

Building applications in computing-pervaded environments requires efforts at various

levels [56]:

e wireless connectivity as indispensable support to obtain the mobility;

e network protocols able to handle user mobility seamlessly, the actual IP and TCP
were implemented for a network model in which nodes were always connected and

they could be inadequate to handle billions of mobile elements;

e mobile code and interactive elements able to adapt themselves to the device. Port-
ing user interfaces code from a platform to another is hard, there are problems
related both to the physical capabilities of devices (the presence of a keyboard and
a mouse, screen size etc.) and to computational capabilities (yet there is no means

to get code that can run on any device, even if it is written in Java);

0.5 Structure and Contribution of this Thesis

This thesis is built on three pillars addressing three main issues:
e how to provide user interfaces enabling users to manipulate objects from any device?

e how to provide a means to synchronize and constrain the interactions between a

user and many objcets?

e how to deliver services to the “gates” of the pervasive space?

e Chapter 1 addresses multi-channel delivery from the viewpoint of user interfaces.
First, it describes an object-driven methodology for the design of application ob-

jects that allows programmers to disregard low-level details about the delivery of
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application to the end-users. The chapter proceeds with the details of the MORE

framework which supports this methodology then we describe step-by-step the im-

plementation of an example application and its deployment on different platforms:

more precisely from a desktop computer to a voice browser?;

e Chapter 2 addresses the limits in object-driven interaction in the context of per-
vasive computing, then it proposes solutions to go beyond such limits enabling
constrained interactions with many objects to perform a specific task. PLANES

implements a framework to do so and an example is presented.

e Chapter 3 focus is on service life-cycle. It contains an analysis of deployment, dis-
covery and delivery issues. Then architectures to address these issues are presented:
the deployment architecture deals with how a new service becomes available in the
environment; discovery deals with how users can locate services; finally, delivery

deals with how services become accessible from the end user device.

e Chapter 4 describes how the results of this work have been inserted in larger re-
search project called E-Mate, whose objective is the realization of a framework for
the design, deployment and delivery of services which are platform independent,
geo-referenced and user-tailored. This chapter sketches four applications used as
test beds of the whole architecture: a ubiquitous travel assistant (Section 4.1), a
mobile lesson management and deployment system (Section 4.2), a crisis manage-
ment system (Section 4.4), and finally an investor decision support system called

MKTS (Section 4.5).

e Chapter 5 compares our results to related works on Ubiquitous Computing, in-

teraction models and design methodologies for pervasive computing;

2The term woice browser includes a range of systems which allow a voice-based interaction such as
Interactive Voice Responders (IVR), answering machines, and VoiceXML enabled browsers
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e Chapter 6 closes this work sketching promising future research directions.

0.5.1 Topics Beyond the Scope of this Dissertation

This work covers only few of the challenges reported in Section 0.4. Thus, all software,
methods and solutions proposed here assume the availability of appropriate bandwidth,
appropriate network protocols and appropriate distributed systems and frameworks for

the construction of network distributed applications.

This work does not try to introduce new metaphors for blurring computers in the
background and get them “invisible” to the user. This work only tries to implement
the metaphor “device are portals” described in Section0.3 The focus of this work is on
explicit user-computer interaction and not on unconscious interaction where user needs
are anticipated by collecting data and inferencing habits. This research topic is investi-
gated and addressed in other research Vprojects, for instance in Intelligent Habitats [49]

at Sherbrooke University.

This work does not deal with issues related to security of data, privacy of users, and

ergonomics and usability of produced systems.

0.5.2 Code Contribution

The main code contributions related to this thesis are:

¢ MORE: a multi-channel Object REnderer system which generates views for Java
objects allowing direct method invocation and object manipulation in several plat-
forms such as Java Swing, Web pages, WAP pages, Voice XML browsers and J2ME

phones.
e PLANES: a graphical tool and a language specification for task models definition.
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e Libraries for shared data structures, service lookup, and application life-cycle man-

agement in application servers.
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Chapter 1

Domain Objects and User Interfaces

Nowadays information systems have to spread on a wide variety of devices. Networks
have enabled their deployment on very heterogeneous devices. Thus the design and
implementation of interactive software in a platform neutral way have become a central
concern. The application should be deployable in any device even those unknown at
design time. The main issue is then how to generate user interfaces at runtime adapted
to the end user device. Our solution relies on an object-driven design of fhe application
domain based on some coding conventions. The reflective capabilities of the language
are used to retrieve, from the code, any relevant information useful to build on-the-fly a
user interface for objects of the application domain. Thus, one needs to focus only on
the business logic while the user interface will be generated when needed.

As users are freed from technology concerns, designers should be able to design soft-
ware abstracting from any technology details and to focus only on application domain
concepts and their relations.

Some frameworks address general aspects of distributed applications development
but none addresses aspects specific to pervasive computing environments. For instance,
the Enterprise Java Beans (EJB) framework [63] aims to build applications by compos-

ing reusable. software components which share a common runtime environment called
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“application server”. The EJB architecture faces the management of transactions and
provides data persistency. Although EJB have proven their efficiency in the development
of back-end systems for many commercial Web applications, they do not address the
issues related to mobility of users and adaptation to the end user device.

In general programmers must still deal with the details of the final delivery of their
applications. Current Integrated Development Environments (IDE) aim to build appli-
cations whose delivery context is known a priori. For example, IBM Visual Age makes
available a number of tools such as Java libraries, user interface visual composition, and
stubs generation for Remote Method Invocation [59], but it assumes that the deployment
will take place in a desktop environment or in a enterprise server. IDEs like Visual Age
have not been devised for the development of applications for the J2ME profile, so the
programmer must not use classes unloadable in small devices.

Although Java is aimed to be a platform-independent language the number of devices
able to host a Java Virtual Machine is really small. Therefore, the slogan “Write once
run anywhere” seems too optimistic, fails in its literal intent, and is meaningful only for
classes of devices: an application written for the Java Standard Edition (J2SE) can be
executed on Windows2K, Linux, or MacOS but cannot run on a palm-top or on a mobile
phone. Thus, there is a need for languages and environments for device independent
application development.

If we look under the hood of a software application we can notice that some parts such
as the data/object model and the functions can be considered device neutral, while other
parts such as the user interface are strictly device dependent. Abstracting the design
from the device means allowing developers to focus solely on the device neutral part
of the whole, spending the minimum effort for device dependent details. This chapter
shows how to free the programmer from issues related to user interfaces for applications
delivered in heterogeneous devices. The main idea is to extract information from the

code of the application and to generate a user interface according to the device used.
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In Section 1.1 we present the rationale of our approach, in Section 1.2 we show how
reflection is useful for interacting with domain objects, in Section 1.3 we show, with some
examples, how to write domain objects and the resulting user interfaces, and finally in
Section 1.4 we describe the details of domain objects introspection and multi-channel

user interface rendering.

1.1 An Object-Driven Approach

Objects are building blocks able to react and therefore to interact. Thus, if a system pro-
vides a viewing/controlling mechanism to automatically fill the gap between the users and
the application objects allowing the direct interaction between them, and if this bridge
is implemented for any type of terminal used by the user, then we can put in practice a
design based solely on the definition of domain related objects and their relations.

Our first contribution is the definition of an object-driven approach for developing
interactive applications in a platform-independent and device-independent manner. In
Section 1.3 and Section 1.4 the details of such a mechanism and how it is implemented
in Java are described.

The rationale behind this approach [8] is based upon the following considerations: any
application refers to a set of domain object classes. Further on in the text, such objects are
called “models”, borrowing the naming from the object oriented design pattern Observer
[24] based on the “Model View Control” [37] architecture. Examples of models for an
application in the tourism domain are: person, address, calendar, travel, event, etc.
Among these classes there are several relations such as: which addresses are relevant to
a given person; an event is something which happens in a given place and at a given
moment; an appointment is a subclass of event which involves two or more persons and

so forth. In the object oriented paradigm any object is an instance of a given class’

IThe concept of class has been introduced by Simula [16] and reimplemented by Smalltalk [35],
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Objects are reactive entities which are activated whenever their methods are invoked.
The reaction of an activated object is to produce a result object and, as a side effect, to

change its internal state.

1.2 Interacting with Objects

In real world, interacting with an unknown object requires us to perform an inspection
using our senses. This may be also true for software objects instantiated and running in
a computer process.

Our goal is to allow users to interact with the domain objects which are in general
not known beforehand. Thus, it is necessary to explore the domain objects in order to
understand how they are done and what they can do for the user. Then, a user interface
must be provided to allow users to manipulate and interact with such domain objects.

Objects are units of code loaded and running in the context of a computer program.
If such a program wants to inspect how objects are made and wants to interact with

their methods, then the program must be a reflective system.

1.2.1 Reflection in Programming Languages

A reflective system is a system which incorporates a self-representation. This self-

representation makes it possible for the system to answer questions about itself and

and expresses the behavior of a set of objects which share the same semantics operating on the same
attributes.

A class defines the internal structure and the behavior of its instances. The internal structure is
defined by their instance variables and by their instance methods. Not all object oriented languages
are built around the concept of class. In some languages such as ACT1 [39] and ThingLab [5] new
objects are created cloning existing individuals and classes are not a language construct but only the
result of grouping objects with similar characteristics. Further on, it is assumed for simplicity that an
object-oriented language is a language where classes are a construct and where the concept of data type
is uniformed to the concept of class. Notice that this last statement is not true for many languages.
For instance, in Java or C4++ data of type int are not instances of any class. To address this lack of
uniformity, the Java API provides the class Integer which is a wrapper for a data of type int. Similar
wrapper classes are available for other primitive types.
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support actions on itself [40]. In other words, it performs a computation on a program.
The definition above does not assume a particular programming paradigm: reflec-
tive systems can be written in procedure-oriented, function-oriented, or rule-oriented
languages. Nonetheless, object-oriented languages have been a rich? field of experimen-
tation for reflective systems. Smalltalk80 [26] introduced the concept of meta-class and
the unification of the concept of class and object: any class is an instance of a given
meta-class, in this case meta-classes are the core of the self-representation for reflective
systems. They allow the self-analysis of a system and any dynamic self-modification.
Further improvements towards complete reflection in programming languages are
achieved in PLASMA [58], and OBJVLISP[14] where any element of the language is
an object: classes, meta-classes, methods, variables and messages are all objects. This

helps to remove boundaries between reflective code and application code.

1.2.2 Exploiting Reflection

The runtime generation of a graphical user interface can be described as follows: a class
unknown at compile time, is loaded and instantiated. This instance is the object with
whom the user wants to interact. Another object in this system performs an inspection
of the first object in order to extract all the information relevant to the interaction: the
names of the fields, the names of the methods, the type of the fields and the signature
of the methods. Among other things, a third object which is the graphical user interface
is instantiated by virtue of the information gathered from the object inspection.

The first object is the model, the second one acts as inspector and the third is the
view (Figure 4). The system is reflective according to the definition because it collects
information on itself, more precisely on a part of it, and performs some actions according

to this information.

2Lisp has been the privileged language to experiment reflection however.
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REFLECTIVE SYSTEM

Figure 4: A reflective system used to inspect domain objects and generate a graphical
user interface

1.2.3 Class Structure Requirements

It is not possible to generate an effective user interface for an arbitrary object without a
set of rules and naming conventions. Rules and naming conventions [28] are the grammar
and the syntax for a system to gather a minimal amount of information from an object.
For instance, it can be inferred that an object encapsulates a field called balance of
type Number by observing that the object has a method Number getBalance(). This is
a straightforward consequence of a naming convention followed by both who writes the
class and who inspects the code.

Many languages are provided with tools for the easy introspection of the running
code. This thesis refers in all cases, unless declared differently, to the Java programming
language. Although Java was not the first language to implement reflective tools, nor its
reflective capabilities are the most interesting or the most developed, Java is the language
choosen for the implementation of the code related to this thesis.

The reasons for the choice of Java can be summarized as follows:

e general relevance reasons
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availability of best commercial and open source development environment
availability of testing and project management tools

huge availability of open source libraries for a large range of problems
code portability in different operating systems

excellent documentation

unified framework for application development

better performances if compared to fully interpreted languages such as Smalltalk i

Python [64], et al.

e reasons relevant to distributed systems and pervasive computing

availability of a remote methods invocation (RMI) model

availability of a connection technology for the discovery, lookup and deploy-

ment of objects in a network (JINT)
availability of XML parsers and other XML related libraries

availability of Java Virtual Machine for small and embedded devices (J2ME)

and personal digital assistants (Personal Java)

mobility of the code which allows objects to be serialized and deserialized in
different running virtual machines with remote class loading performed via

HTTP
robust and scalable security model based on policies

interface to legacy and non Java system via Java Native Interface (JNI).

In Java, the state of an object is the set of values of its instance variables that are

normally encapsulated in the object and therefore not accessible. Nevertheless, such

variables may cften be accessed by means of specific access methods, called “accessors”,
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when such methods exist. Accordin to naming conventions, accessors have the form:
xtype getX()and void setX(xtype newX). The former returns the actual value of the
variable x of type xtype, the latter assigns newX as new value for this variable. In some
cases, a variable can be accessed even if no accessors are provided. Moreover, acccess
to instance variables may also be precisely controlled: in a Java class, a variable can be
declared with private access, and therefore accessible only from the object code; with
package protected access, which extends the access to any class belonging to the same
package; with protected access, which extends the previous access to any other object
whose class is a subclass; and finally with public access, which is extended to any other
object. Further on, it is assumed that an object has a variable x if there exists an accessor
getX() which returns a xtype object, and that a variable x is writable if there exists an
accessor setX(xtype newX). From a client-code point of view it is not relevant whether
the result of getX() is the value of a real variable or it is computed on the fly. In both

cases, for the client code it is the value of an internal property of the object.

1.2.4 Reflection in Java

The Java Reflection API is a part of the core definition of Java. It implements the

following functionalities for reflective code:
e construct new class instances and new arrays;
e access and modify fields of objects and classes;
e invoke methods on objects and classes;
e access and modify elements of arréys;

Such functionalities are exploited in sophisticated applications that need to discover
at runtime methods and fields of an object. Among these applications, there are object

inspectors, interpreters and class browsers. The Java Reflection API is affected by some
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important limitations. In fact, although classes such as Class, Field, Constructor,
Array, Method and Modifier are defined to manipulate the metalevel concepts, the
metalevel is not modifiable by user code. The only metaclass is the class Class which is

declared final and thus cannot be extended.

public final class Class
extends Object

implements Serializable

public Object invoke(Object obj,
Object[] args)
throws IllegalAccessException,
IllegalArgumentException,

InvocationTargetException

Given that neither Class nor Method can be extended, the user code cannot change
the core method invocation mechanism. In other words, the Java Reflection API allows
user code to inspect and to use dynamic invocation but it does not allow to modify the
default implementation of such mechanisms. The reasons behind this design are related
to security.

The constraints in Java reflection described here have no serious impact on the im-
plementation of the code related to this dissertation. The simple “passive” reflection is

sufficient for our requirements.

1.2.5 The Javabeans API

The Java Development Kit includes a library called the “Javabeans API”[28]. A Javabean

is a class which conforms against a given set of rules and naming conventions but, apart
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from that, it is a simple user-defined class and it does not extend any special-purpose
system class.

The Javabean framework has beed devised to define classes that can be manipulated
by automatic tools, for instance, builder tools that compose Javabeans at design-time
and runtime environments for Javabeans instances.

An automatic builder tool is able to infer from a Javabean code field names, field
types, method signatures, and the events fired by the bean. In this way, a builder
tool can generate the code of an application by the composition of a certain number of
Javabeans.

Thus on the one hand, the Javabeans API allows systems to be flexible enough to
gather information about the intimate structure of running object instances in order to
invoke methods, read/write fields, and to listen to events; on the other hand, the Jav-
abeans API allows programmers to specify additional information for reflective systems
by means of special purpose classes called BeanInfo(s).

For instance, if one wants a precise enumeration order of methods for a given class,
then the bean developer can implement a Beanlnfo class where the enumeration of meth-
ods is explicitely coded and not dependent to the actual implementation of the Java
Virtual Machine.

The code related to this dissertation largely exploits the reflective capabilities of
the Java programming language and of the Javabeans API for the implementation of a
reflective system for the automatic generation of user interfaces called MORE (Multi-

platform Object REnderer).
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1.3 Overview of the Automatic User Interface Gen-
eration

MORE builds on-the-fly a graphical user interface for any given object. Widgets such as
text fields, radio buttons, and more sophisticated controls, are deployed as placeholders
for the data they refer to: strings, numbers, boolean and more complex data types like
object arrays and collections. Complex models are viewed as composite graphical objects
and the rendering process is applied recursively till atomic interactors are obtained. The
process of inspecting composite models to generate a graphical user interface can be

summarized by the algorithm described in the Figure 5.

Render (Domain Object) --> View

Create a container for the actual platform
//e.g. a JFrame in Java Swing toolkit.
//e.g. a Web page in HTML

//e.g. a form in J2ME

For each '"displayable" field of the model object:
Look-up for a run-time editor for the field.
If found: add the editor to the container. ’
Else: add a link (e.g. a hypertext link, a button, etc. )
to the field

For each method of the object:
Add a trigger, e.g. a button, to execute the
corresponding method.
Return the container

Figure 5: The skeleton of rendering algorithm implemented in MORE.

A run-time editor is a component aimed to write/read the value of an object field. For
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instance, if our model contains a field of type java.lang.String, the above algorithm
looks up a run-time editor for such a type, that will likely be a text field graphic compo-
nent. To foster the development of new applications, MORE provides run-time editors for
main basic Java types: java.lang.String, java.util.Number, java.lang.Boolean,
and java.util.Calendar. Besides, it provides run-time editors for composite types like
java.util.Collection, and java.lang.Object[]. For those types, the editor allow
users to select, display, modify, remove, and add elements to the collection or to the object
array. Finally, during the development of multi-media and geo-referenced applications
[4], emerged the need for some new Java types: Situated and MultimediaResource.
Situated is a Java interface that provides information about the physical position of
an object either in a Cartesian format (latitude and longitude) or in a topological format
(city, street, number, etc.). A Situated[] component is displayed as a map centered on
the barycentre® of the array, in which the user can zoom in, zoom out, select an object
and display it in a separate view. The MultimediaResource type is basically a wrapper

to a multimedia file; supported types are JPEG, GIF, MP3, wav, and mpeg.

1.3.1 Example 1: A Trivial Calculator Machine

To provide a better grasp of how generating a user onterface on-the-fly for a given object,
we use a trivial calculator machine as illustration. The calculator is implemented in Java
and it is able to perform basic numerical operations (Figure 6).

The following code snippet computes 5*6 using this object:

TrivialCalc c=new TrivialCalc();
c.setA(new Double(5.0));
c.setB(new Double(6.0));

Double result=c.multiplication();

3The barycentre of the points defined by geographic coordinates
(laty,lony), (latg, long), ..., (laty, lony,).
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In general, a human programmer easily figures out how to use a given object by the
structure of its code. Similarly, a reflective system which loads a TrivialCalc instance,
infers the existence of two numerical fields, A and B, and of two operations sum and
multiplication, since Javabeans coding conventions are respected. After this simple
analysis, it is possible to build a user interface for inserting numerical values and for
invoking operations. Figure 7 shows the graphical user interface generated on-the-fly for

a PC.
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package crs4d.more.testobjects;

public class TrivialCalc {
Double a=new Double(0.0);
Double b=new Double(0.0);

public Double getA() {
return a;

}

public void setA(Double a) {
this.a = a;

}

public Double getB() {
return b;

¥

public void setB(Double b) {
this.b = b;
}

public Double sum(){
return new Double(a.doubleValue() + b.doubleValue());
}

public Double multiplication(){
return new Double(a.doubleValue() * b.doubleValue());

+

public String toString() {
return "I’m a trivial calc";

X

Figure 6: Java code for the TrivialCalc example
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Figure 7: Graphical user interface generated on-the-fly for a TrivialCalc object with Java
Swing widgets.
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1.3.2 Coding Rules and Legacy Systems

The TrivialCalc code (Figure 6) is not the most intuitive that a programmer could

write. In fact, a client program would expect methods with parameters:

TrivialCalc c=new TrivialCalc(); // (1)

Double result=c.multiplication(5,6); //(2)

Furthermore, the parameters makes the internal registers A and B inside the object
useless. Then in this case, instantiation (1) is also useless, and in fact a waste of space.
The code could be redesigned to be fully procedural and class methods used instead of

instance methods:
Double result=TrivialCalc.multiplication(5,6);

From the code above one can raise the question whether or not it is possible to
generate a user interface from the sole knowledge of the signature of a static method
with parameters. The answer is yes for a code as simple as the example. But more in
general, given arbitrary legacy code written with no naming conventions, no fixed idioms,
and no style rules, is it possible to write a reflective system able to provide the user with
a proper user interface in order to effectively interact with the code?” We do not answer
this, but we suppose that the cost of implementing such a system would be really big*.
On the other hand, a more pragmatic approach is to rule code-writing with few simple
guidelines. The resulting code becomes easily interactive in a reflective system with only
a reasonable burden put on programmers’ shoulders.

The rules MORE is relying on are the following:

4There are some commercial products which provide a semi-automatic integration of legacy systems
such as IHC [33]. In most cases the integration of legacy system is a manual task which requires the
design and implementation of a middleware to wrap the legacy system to be incorporated in a Web
based service architecture.
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o If a field X is expected to be visible to the user then write an read accessor

public getX()

e If a field X is expected to be writable by the user then write a write accessor

public setX(XType x)

e If a method is expected to be directly invoked by the user then the method must

Dbe public and without parameters

The last rule sets a strong constraint, but the example of TrivialCalc shows that the
state of an object can be used instead of parameters to perform the computation. If we
remove the last rule, at the moment of the invocation of a method the system should ask
the user to insert the parameter values. This task is quite simple for strings or numerical
values but could be more complicated for object references.

As final consideration, legacy code could be wrapped inside a well-written code in

order to become directly manipulable by the user.

1.3.3 Example 2: The Pocket Calculator

The TrivialCalc (Figure 1.3.1) does not fit the usual mental model of pocket calculators.
We can easily write a class Calc (Appendix A) which is a closer metaphor for real world
pocket calculators. It contains a field display of type String, ten methods (one for
each digit) which append the corresponding digit to the display, one method for each
operator, and one to show the result.

The class Calc is not a user interface, but rather a model for which it is possible
to attach a view generated in an automatic manner by a rendering mechanism. This
model of calculator performs the same interactions as real world calculators does, with
no use of graphical components and thus, implementing the interactions with platform

independent code. Figure 8 shows the pocket calculator in various platforms.
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Figure 8: Three views automatically generated by the object renderer from the calculator
machine model. From left to right: a Swing view, an HTML view, a WAP view.

The client program using a Calc instance to compute the sum 34 + 33 would be as

follows:

Calc c=new Calc();

c..3_0);
c._4_0;
c.sum();
8._3_(J3
c..3_0);
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c.result();

String result=c.getOperand();

It is like a macro where any single instruction corresponds to an action on the actual

user interface.

1.3.4 Delivery Architecture

Application delivery is a fundamental aspect in the life cycle of a software application.
The complete description of deployment, discovery, lookup and delivery of software ob-
jects in a pervasive computing environment is detailed in Chapter 3. In this section only
the delivery concepts strongly related to the automatic generation of user interfaces are
introduced.

At this stage, we make a rough classification of devices according to the respective
location of models and views. The architectur