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Abstract: There are several ubiquitous kinematic structures that are used in industrial robots, with
the most prominent being a six-axis angular structure. However, researchers are experimenting
with task-based mechanism synthesis that could provide higher efficiency with custom optimized
manipulators. Many studies have focused on finding the most efficient optimization algorithm for
task-based robot manipulators. These manipulators, however, are usually optimized from simple
modular joints and links, without exploring more elaborate modules. Here, we show that link
modules defined by small numbers of parameters have better performance than more complicated
ones. We compare four different manipulator link types, namely basic predefined links with fixed
dimensions, straight links that can be optimized for different lengths, rounded links, and links
with a curvature defined by a Hermite spline. Manipulators are then built from these modules
using a genetic algorithm and are optimized for three different tasks. The results demonstrate that
manipulators built from simple links not only converge faster, which is expected given the fewer
optimized parameters, but also converge on lower cost values.

Keywords: evolutionary robotics; manipulator optimization; modular robot; curved manipula-
tor links

1. Introduction

The most common serial manipulator design in the industry benefits from its so-called
angular structure with 6 degrees of freedom, which can easily reach the surrounding areas
and achieve multiple different poses. However, this universal kinematic structure has a
disadvantage in that when such robots are deployed in densely built workplaces, they can
collide either with obstacles or themselves. Custom manipulator designs can overcome
this problem, as best shown in the work by Brandstoetter [1], where he presented a robotic
manipulator with a task-desired kinematic structure.

Evolutionary robotics (ER) is often used to create custom robots or their components,
such as the morphology, kinematics, or controllers. It is a set of evolutionary techniques
used for the development of robotic systems, as stated by Nolfi [2] in his book, which
delivered the theoretical basics for this topic. ER strategies were described in a survey by
Back [3] and in a newer paper by Li [4]. ER is often used to synthesize robot controllers
for a specific behavior [5] or multiple behaviors [6]. One of the use cases for evolutionary
robotics is in determining the kinematics required for a robot to optimally perform a task
or a set of tasks. The reason for the usage of optimization algorithms is that the synthesis
of the kinematic structure of a manipulator is a rather complicated task if an analytical
approach is used. One of the recent achievements in terms of analytical manipulator
synthesis was the synthesis of three-revolute spatial chain by Hauenstein to allow five
poses [7]. Evolutionary robotics can provide satisfying results nowadays, allowing more
degrees of freedom and more poses (or even entire trajectories).

The optimization problem is often carried out on kinematic structures built from pre-
defined modules. Hornby [8] was one of the first that demonstrated the possible application
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of evolutionary robotics in practical engineering work by evolving a design for walking
robots. More of these examples can be found in the survey by Alattas [9]. The research
on the evolution of manipulators built from adaptive modules to perform desired tasks
was started by Han [10], who determined the optimal robot configuration and the length
of links between modules. Chocron [11] also found the optimal kinematic structure for
the modules that he defined. Another solution was presented by Valsamos et al. [12,13],
who presented a more developed approach with so-called pseudo-joints, which with the
use of a genetic algorithm (GA) attempts to find the kinematic structure with the best
manipulability. Their outcomes were later verified by Katrantzis [14] in an experiment
with a real manipulator.

It is important to note that the use of a genetic algorithm is not the only possible ap-
proach to solve the presented issue. Patel [15] used a simulated annealing algorithm, while
Ha [16] addressed the issue using a heuristic-guided tree search algorithm. Whitman [17]
and Dogra [18] applied a deterministic quasi-Newton algorithm to find the local minimum
of a cost function.

The complexity of the modules from which a robot is constructed determines the
optimization difficulty. In this context, the complexity of a module can be thought of as a
number of parameters describing one module and the variety of shapes it can achieve. Liu
et al. [19] showed that changing the number and position of connecting faces in a module
influences the evolvability of a modular robot. In another study [20], Moreno and Faina
used the same robotic modules to show how changing the length of modules affects the
resulting robot structures and performance.

The performance of an open-chain manipulator can be improved for a specific task
by optimizing the Denawit–Hartenberg (DH) [21] parameters. Ceccarelli optimized the
DH parameters of a 3R manipulator for a specific workspace geometry [22]. Singla [23]
presented a method for synthesizing serial redundant manipulators by optimizing their
DH parameters in an environment with obstacles. Previously studies that have used
DH parameters to optimize task-specific manipulators have generally been limited to
predefined modules or straight modules with variable lengths. Brandstöter [1] presented a
concept of a modular robot with a general kinematic structure and curved links. Unlike
these previous studies, we investigate and compare configurable straight and curved links
in a single set of motion tasks.

The purpose of this study is to demonstrate how the complexity of modules affects
the overall robot kinematics optimization results. We demonstrate this by optimizing a
manipulator built from link modules with different complexities for three different tasks.
Furthermore, we use two different cost functions and compare how the results differ. First,
the simulation of the manipulator, the joints, and the different types of links are described.
Then, the optimization process and tasks are described and the results are presented.

2. Materials and Methods

In this study, we tested the performance of different mechanism links for task-specific
manipulator optimization.

In this study, we used a genetic algorithm (GA) implemented in .NET C# combined
with a simulation implemented in CoppeliaSim [24], whereby the GA takes care of the
optimization and the simulation provides a way to evaluate the individuals proposed by
the GA and calculates their cost value.

2.1. The Manipulator

The algorithm uses links, joints, and an end-effector to build a serial manipulator for
evaluation. The manipulator always starts with a link, while the placement of links and
joints alternates so that there are never two links or two joints connected to each other. The
end-effector is connected to the last link or joint. An example of a manipulator built by the
algorithm is shown in Figure 1.
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Table 1. Joint module physical parameters. 

Parameter PR 70 PR 90 PW 70 (axis1, axis2) 
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Figure 1. Example of a manipulator with links, joints, and an end-effector.

2.2. Manipulator Joints

Since we focused on the manipulator links in this paper, we limited the selection of
joints to three different modules. All manipulators were built only from those three joint
modules (Table 1). We selected joint modules manufactured by Schunk (production models
PR70, PR90 and PW70) and created corresponding models (matching in size, weight, inertia,
and torque) in CoppeliaSim (Figure 2). For simplicity, only rotational joints were considered.
Two of the joint modules contained a single rotational joint and one was a double joint
module. The modules can be reused an unlimited number of times, i.e., all joints in a
manipulator can be instances of one joint. The joints were implemented in the genetic
algorithm as genes comprising three parameters: joint type (ID), orientation between
previous link and the joint (ora), and orientation between the joint and the subsequent joint
(orb). It is possible to connect the modules using four different orientations, hence the four
orientation values separated by 90◦. Ranges of the joint parameters are shown in Table 2.

Table 1. Joint module physical parameters.

Parameter PR 70 PR 90 PW 70 (axis1, axis2)

Maximal torque 46 Nm 145 Nm 24 Nm, 4 Nm
Weight 1.7 kg 3.6 kg 1.8 kg

Maximal current 8 A 12 A 8 A, 6.5 A
Flange size 70 mm 90 mm 70 mm

Type ID (in the program) 0 1 2
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Figure 2. Schunk joint modules: (a) PR 70; (b) PR 90; (c) PW 70. The simulated counterparts: (d) PR
70; (e) PR 90; (f) PW 70.

Table 2. Joint module parameters used for optimization.

Parameter Range (Limits for Optimization)

ID {0, 1, 2}
ora {0, π/2, π, 3π/2}
orb {0, π/2, π, 3π/2}

2.3. Manipulator Links

The links of the manipulator were the main focus of this study. There were four
different types of links used in this study. Each type of manipulator link is defined by the
different parameters listed in Table 3. Each parameter is an integer and is passed to the
simulator at initiation. Figure 3 shows the comparison of all link types.
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Table 3. Link parameters.

Modular Link Type Parameter/Parameters Range (Limits for
Optimization)

Basic ID {0, 12}
Linear Length (L) {35, 500} [mm]

Rounded Circumferential length (L) {35, 500} [mm]
Turn radius (R) {10, 500} [mm]

Turn direction angle (α) {0, 180} [deg]
Hermite spline Normal 1 (n1) {1, 300} [mm]

End X (px) {−500, 500} [mm]
End Y (py) {−500, 500} [mm]
End Z (pz) {−500, 500} [mm]
Bend (γ) {−90, 90} [deg]
Twist (β) {−90, 90} [deg]

Normal 2 (n2) {1, 300} [mm]
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Figure 3. Types of links: (a) basic; (b) linear; (c) rounded; (d) Hermite spline.

Each link type is built differently. The basic link type is a simple straight link, which
is selected from a set of predefined links (Figure 4). The only thing defining which link
module to use is a single parameter ID. One of the modules (ID 5) is shaped at 90 degrees
to allow for more variability in solutions. Since the joint modules have two available flange
sizes (70 and 90 mm), the modules are prepared to end with 70 and 90 mm flanges on one
or both sides. Parameters corresponding to the IDs are listed in Table 4.
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Table 4. Parameters of the basic links.

Link ID 1 2 3 4 5 6 7 8 9 10 11 12

Flange size
[mm] 70 70 70 70 70 90,70 90,70 90,70 90 90 90 90

Length [mm] 35 70 140 210 70 45 90 180 45 90 180 270

The linear link type is a straight link of variable length. In this case, there is also only
one parameter describing the link module. However, instead of selecting a link with a
predefined length, the link is generated according to the length parameter.

The rounded link type is defined by three parameters and has a semicircular shape.
This type of link module allows for bends and twists in the links; as such, the joint axes do
not have to be orthogonal and unconventional kinematic structures can be achieved.

The Hermite link type is built using a Hermite spline [25]. This allows for even more
control over the shape of the link than the other types and should be better suited to avoid
self-collisions. The drawback of this type of link is that it is described by 7 parameters, and
thus makes the problem computationally demanding for optimization algorithms.

Flange sizes for linear, rounded, and Hermite links are not prepared in advance, as in
the case of basic links. Instead, the thickness of the generated link object in the simulation
is adjusted accordingly based on the flange size.

These four types of manipulator links extend the commonly used straight links to
include rounded and curved links. They also highlight the differences between predefined
straight links and straight links with variable length.

2.4. Optimization

The genetic algorithm creates a population of chromosomes. Each chromosome
describes one manipulator structure. The chromosome combines links and joints, starting
with a link module. Then, the population is simulated. Before each simulation, the
chromosome is parsed into CoppeliaSim and a manipulator is built. The simulation starts
and measurements are performed for the position and orientation of the end-effector,
collisions between modules, and the torque in every joint. These values are used to
calculate the cost function, which is the input to our genetic algorithm. After simulating
every chromosome in the population, the algorithm sorts the chromosomes according to
their calculated cost, performs crossover and mutation, and creates a new generation of
chromosomes for testing.

2.4.1. Genetic Algorithm

The optimization algorithm is a basic genetic algorithm with single crossover and
mutation operators. We chose to implement a rather simple GA [26], since we were not
interested in the performance of the GA itself but rather how the complexity and flexibility
of various links perform under the same conditions.

The GA is set to run on a population of 25 chromosomes for 150 generations, while
keeping 3 chromosomes in an elite class. The chromosomes or potential solution candidates
are selected from the population based off their fitness, or in this case their cost score. They
are then subject to crossover and mutation to produce another generation of solutions until
the algorithm reaches the maximum generation count. The genetic algorithm is run ten
times for each link module type and each trajectory. We then look at the best results from
each run and the median of the best results for all runs and compare them.

2.4.2. Crossover and Mutation

Crossover and mutation are genetic operators that are used to create a new generation
of chromosomes (potential solutions for the specified problem). The crossover creates
a new child chromosome from parent chromosomes by splitting the parents into parts
and assembling the parts to produce a new offspring. The mutation introduces new
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genetic information into the chromosomes by randomly changing some of their genes. The
chromosomes are comprised of link genes and joint genes. We used a single crossover,
with the position of the cut located between the genes. Figure 5 shows a chromosome for a
manipulator with 3 degrees of freedom built from rounded links (3 parameters per link),
with a highlighted crossover point.
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Each link type is implemented in a similar fashion. When the link gene is selected
for mutation, it increases or decreases its parameters by a random number. The random
number is selected from a range, which is 1/10 of the range for the parameter (Figure 6).
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During the mutation of a chromosome, there is a random chance for a gene to be
completely deleted or a new gene to be inserted into the chromosome. This allows the
algorithm to change the number of degrees of freedom of the manipulator.

2.4.3. Cost Functions

In this article, we describe tests with two different cost functions: cost1 and cost2
Value cost1 is defined as a weighted sum of the end-effector position, orientation errors,
and manipulator collisions (Equation (1)). Function for cost2 is adapted from the cost1 and
torque measurements are added (Equation (2)). The weights are handpicked so as to put
the members of the equation into the same range:

cos t1 = col + εpos ·wpos + εori ·wori (1)

where col is a measure of collisions, εpos is the sum of positional errors, εori are the errors
in orientation, wpos is weight of the position part of the cost function, and wori is weight of
the orientation part:

cos t2 = cos t1 + Tsum ·wT (2)

where cost1 is calculated according to Equation (1), the Tsum is a sum of torque measure-
ments for each joint during the simulation, and wT is the weight of the torque part of
the equation.

The detection and measurement of collisions, positions, and orientation errors and
torques are described in the following chapters.

2.4.4. Detecting Collisions

To increase the number of viable solutions, we checked for collisions between indi-
vidual parts of the manipulator. The script for checking collisions was implemented in
CoppeliaSim and uses a built-in function that checks for collisions between two objects.
This function takes two objects in the simulation scene as parameters and returns a true
result if there is a collision between them, i.e., the two parts are overlapping. In this way
we detected collisions between all objects and incremented a collision count each time two
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objects collided (Figure 7). The script returns a value marked as “col”. This collision check
is done at each simulation step (50 ms). Therefore, if some parts collided for only a short
amount of time, the resulting “col” value will be a smaller number.
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The objects that form the manipulator are allowed to pass through one another and
their collisions are measured. Disabling dynamic interactions between objects helps to
avoid local minima during optimization.

The collisions are counted inside the script in CoppeliaSim and the result is parsed to
the C# program at the end of the simulation. A potential hurdle in this method could be
the indifference between two parts touching or directly passing through one another.

2.4.5. Position and Orientation Errors

The end-effector of the manipulator has a coordinate system (CS) placed inside the
gripper. There is a target CS that moves along the task trajectory during the simulation.
Inverse kinematics in CoppeliaSim are set up so that the CS of gripper follows the target
CS. Depending on the simulated manipulator, the inverse kinematics are either able or
unable to converge to the target CS and errors in position and orientation may occur.
The errors are measured at each simulation step and summed according to the following
Equations (3) and (4):

εpos =
n

∑
i=0

(
|xef − xtar|+

∣∣yef − ytar

∣∣+ |zef − ztar|
)

(3)

εori =
n

∑
i=0

(|αrel|+ |βrel|+ |γrel|) (4)

where i is a simulation step; n is a total number of simulation steps; xef, yef, and zef
are coordinates of the end-effector; xtar, ytar, and ztar are coordinates of the target; αrel,
βrel, and γrel stand for the relative orientations between the end-effector and the target
coordinate frames.

2.4.6. Torque Measurements

The torque on each joint is measured at every simulation step and the results are
summed (Equation (5)). This torque sum is then used to calculate cost2. Measuring the
torque as a sum of all joint torques should make the algorithm prefer lighter manipulators
with lower energy consumption:

Tsum =
n

∑
i=0

k

∑
j=0
|T|j (5)

where i is a simulation step, n is the total number of simulation steps, j is a joint, k is the
total number of joints in a manipulator, and Tj is a torque measurement for joint j.
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2.4.7. Tasks

We tested the algorithm on three different tasks. In all three cases, the robots’ base was
positioned at the origin of the coordinate system. Each task is described by a trajectory that
is placed approximately 0.5 m in the direction of the X axis. The trajectories are defined
as 6D curves, e.g., each point on the curve has 3 positional degrees of freedom (DOF) and
3 DOF in orientation. Task 1 (Figure 8) is a trajectory formed by a curve of the fourth
degree called trifolium. This curve was used by Brandstöter [27] to optimize positional
error on a modular manipulator. The curve lies in the horizontal plane and the orientation
does not change throughout the whole trajectory. Task 2 (Figure 9) simulates a welding
task, where the end tool of the robot needs to traverse a rounded trajectory with changing
orientation. The trajectory is in the vertical plane, with the normal oriented towards the
robot base. In this case, the orientation changes in one axis along the whole trajectory.
Task 3 (Figure 10) was created to provide the manipulators with a difficult trajectory. It
is formed by connecting several curves together. It curves in all directions and passes
above and below the robots’ base. The horizontal axis in the orientation plot is a position
parameter, which goes from 0 to 1 and corresponds to the start and end of the trajectory.
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In real applications, in addition to the position and orientation, the description of a
task would also include other motion data, such as the motion type, speed, and zones. In
our simulations, we simplified the tasks to have a constant speed of 0.25 m/s. The points
on the trajectory have no specified zones for corner paths or defined position accuracies.
The generated robot attempts to follow the path as precisely as possible and the position
and orientation errors are measured.
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Figure 10. Task 3: (a) position; (b) orientation.

3. Results

The optimization procedure was run ten times for all combinations of the 3 trajectories,
4 link types, and 2 fitness functions. In total, 240 runs of the genetic algorithm were
performed. Each run took approximately 2 h on a mid-range PC (Intel® i7-7700HQ, 16 GM
ram, Nvidia GTX 1060), so we had to divide the work across several computers and
multiple days.

The stochastic nature of the genetic algorithms can be seen in Figure 11. The algorithm
almost never finds the same configuration. It is, however, rather consistent in getting to
the same fitness values. In this case, the manipulators with linear links perform with the
lowest cost values.
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Figure 11. All runs for trajectory task 1 and cost function cost1: with (a) basic links; (b) linear links; (c) rounded links;
(d) Hermite spline links.

All 40 runs in Figure 11 are for task 1 and cost1. Putting the two together in one plot
for comparison would result in an overcrowded graph; therefore, rather than showing
them side-by-side as in Figure 11, we took the median values and presented them as
single plots, as in Figures 12–14. The dispersion is shown as an area between the 25th and
75th percentile.

With all tasks and cost functions, we saw better performance with simpler links (basic,
linear, and rounded) and worse performance with the Hermite spline links. The differences
between basic, linear and rounded links were task-dependent. Linear links performed
well during task 1, however basic links were able to achieve lower cost values in the more
geometrically complex task 3.

Slower convergence of Hermite spline links can be expected, since they are described
with more parameters, which dramatically increases the search space. They are more
adaptable, therefore they should be able to achieve better cost values across a longer run.
To test this hypothesis, we selected task 2 and increased the number of generations from
100 to 1000. Figure 15 shows the results of this test.
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Figure 15. Results for a longer run of Hermite spline links for task 2 and function cost1.

As is visible from Figure 15, even a 10x increase in generations did not produce
manipulators with cost values low enough to be comparable to our previous test. One
run of the algorithm with 1000 generations takes about 22 h, which makes any practical
use difficult.

To inspect how significantly different each link type performs during the different
tasks, we performed a one-way ANOVA analysis on the results of each GA run. Figure 16
shows mean estimates and comparison intervals at a significance level of 0.05. In the graphs,
if the lines overlap vertically, the link types did not perform with significant difference.
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Figure 16. ANOVA results. The links with lowest cost value are shown in blue, links that are not
significantly different from the best one are shown in gray, and links that are significantly different
are shown in red: (a) task 1, cost1; (b) task 2, cost1; (c) task 3, cost1; (d) task 1, cost2; (e) task 2, cost2;
(f) task 3, cost2.

The best manipulators for each link type optimized with function cost2 are shown in
Figures 17–19.

It is apparent from the resulting structures that Hermite spline links occupy a larger
volume, which might bring additional disadvantages. Additional tests with obstacles in
the workspace might provide evidence that more adaptable links, such as Hermite spline
links, can adapt to more complex environments. We considered optimizing manipulators
with obstacles in the workplace to be outside of the scope of this article, however it is
something we are planning to work on in the future.
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4. Discussion

We implemented a method to test the performance of a genetic algorithm in terms of
optimizing a manipulator with various mechanical links. Four different types of mechanical
links located between the manipulator joints were implemented. The performance of the
genetic algorithm was tested with various tasks and two cost functions.

We observed that optimizing a manipulator with a simple (basic, linear, or rounded)
link type led to better results in all of our tests. The Hermite spline links underperformed
even after a 10-fold increase in evaluations. It is possible that the increased search space
caused by more parameters creates a combinatorial explosion and that increasing the gener-
ation count 10 times is not enough. There also could be certain fundamental disadvantages
of spline-shaped links between joints. Further investigations with different types of splines
could confirm this phenomenon.

When comparing the differences between the simpler types of joints, we observed that
both rounded and linear links performed better than the basic links in task 1. However,
in task 3, the linear links performed significantly better than linear or rounded links,
depending on the used cost function. This could mean that the right choice of link type
is task-specific or that basic links perform better on tasks with unchanging orientation of
the end-effector. During task 2, the base, linear, and rounded links showed no statistically
significant differences.

Including torque in the cost function did not have a significant effect on the results.
This could be caused by the combined cost function, which was defined as a weighted sum
of all of its parts. A multiobjective optimization method might be more effective in showing
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how much the torque measurements affect the results. This was considered outside the
scope of this article, since we wanted to compare different types of links.

When examining the resulting kinematic structures for each task, we noticed that the
solutions for task 1 with basic links resulted in more degrees of freedom. This could be
caused by the distance between the trajectory and the robot base in combination with the
length of the predefined links. Optimization produced manipulators with more DOF, and
consequently a greater number of smaller links instead of longer links. The other types of
links that were length-adjustable resulted in 3 or 4 DOF with longer links.

Overall, the simplicity of the genotype seems to be a significant factor when optimizing
a manipulator for a specific task. Assembling the manipulator with curved links does not
seem to provide any significant advantage, although we think that there still might be
certain advantages in using curved links if a different optimization algorithm is used and
there are obstacles in the environment.

5. Conclusions

In this work, we implemented a method to optimize and measure the performance of
various mechanical links of an open-chain manipulator in task-specific conditions. Four
different types of mechanical links connecting joints of the manipulator were implemented.
These links included simple predefined links and links of variable length and curvature.
The links were the basis for task-specific manipulators, which were optimized for three
different tasks with varying levels of geometrical complexity.

Our initial assumption that the links with more configurable parameters would be
able to better adapt to the task trajectory was disproven by the conducted tests. The simpler
links were able to achieve significantly better performance in every task than the more
complex Hermite spline links. The different simple links (either predefined basic links,
linear links with adjustable length, or rounded links with adjustable length and curvature)
generally showed similar performance, with notable differences depending on a given task.
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