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AVERAGE CASE COMPLEXITY ANALYSIS OF

THE RETE MULTI-PATTERN M'ATCH.ALGORITHM

Luc ALBERT! and FRANGOIS FAGES?

Abstract. The RETE multi-pattern match algorithm [For 82] is an efficient method for comparing
a large collection of patterns to a large collection of objects. It finds all the combinations of objects
which match with a conjunction of patterns. This algorithm is widely used to improve the run-time
performance of rule-based expert systems. In this paper we employ generating functions theory in
order to perform a precise average case complexity analysis of RETE algorithm. Our results are first
established under a “simple” random term model, and later extended to take into account different
frequency coefficients for symbols in a way that can closely model real-life applications.

ANALYSE EN MOYENNE DE L’ALGORITHME RETE
DE SEMI-UNIFICATION MULTI-MOTIFS

Résumé. L’algorithme RETE de semi-unification multi-motifs est un algorithme efficace pour com-
parer un grand nombre de motifs avec un grand nombre d’objets. Il produit toutes les combinaisons
d’objets qui s’unifient avec une conjonction de motifs. Cet algorithme est trés utilisé pour améliorer
les performances des systémes experts & base de régles. Dans cet article, nous employons la théorie
des séries génératrices afin de déterminer un coiit en moyenne précis de l'algorithme RETE. Nous
établissons tout d’abord des résultats avec un modéle de termes aléatoires, puis nous étendons ce
modéle afin de prendre en compte les différentes fréquences d ’apparition des symboles de fagon &
modéliser fidélement les applications réelles.
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1. INTRODUCTION

The RETE pattern match algorithm [Forg 79] [Forg 82] has been introduced by C. Forgy in the
line of his work on production systems [Forg 81]. Production systems, or more generally rule-based
systems, are widely used in Artificial Intelligence for modelling intelligent behaviour [LNR 87} and
building expert systems [HWL 83].

In an expert system the knowledge needed to solve the problem is represented in a declar-
ative form and is separated from the inference engine that exploits that knowledge. . Descriptive
knowledge on the objects that have to be modelled can be encoded using object-oriented program-
ming paradigms [SBM 83|, while deductive knowledge involved in problem solving is most likely
represented using rule-oriented programming paradigms.

In a rule-based system each rule represents an independent piece of knowledge. Rules can
express actions to take in a given situation or represent logical implications allowing to build
deductions. Unlike statements in a traditional program, rule actions do not explicitly invoke other
rules. Instead they modify the set of objects and logical assertions, having as effect to modify the
set of satisfied rules. In this way rule-based computation is data-driven. The most time consuming
process in a rule-based system is the pattern match phase that consists in maintaining the set of
satisfied rules among changes in the data base. This computation can represent more than 90 %
of the overall computation time in an application.

RETE algorithm is an efficient method for computing the set of satisfied rules incrementally
at each rule execution. The incremental computation is justified in expert systems applications by
the fact that the execution of a rule affects a relatively small number of objects in comparaison to
the total number of objects. Therefore most of the previous pattern matching work remains valid.
RETE algorithm realizes a total indexing of the data base according to rule conditions. Conditions
common to several rules are shared in such a way that several rules can be found to be satisfied
by testing only once some patterns. This feature marks a significant difference with compilation
techniques used in other rule-based languages, such as Prolog for instance [War 85].

With RETE algorithm the worst case complexity for computing the set of satisfied rules is
linear as a function of the number of rules, and polynomial in the number of objects (with degree
being the maximum number of conditions in a rule) [For 79]. In the best case the time complexity
is a constant. Between these extremes the sensitivity of pattern matching time to the size of the
data base' is highly dependent on rule characteristics.

There are many motivations in searching for a finer model of computation and an average case
complexity analysis of RETE algorithm. First, RETE algorithm admits many variants and optimiza-
tions, concerning the representation of local memories [For 79], the sharing of conditions [Gha 87),
the computation of joins [Mir 87], the total compilation principle [Fag 86], the parallelization of
the algorithm [Gupt 84], etc... An average case complexity analysis can be used to evaluate these
optimizations and propose new ones based on the statistical model. Second, run-time performance
prediction is a necessity for the development of real-time expert systems [WGF 86|, [SF 88]. A
mathematical model of run-time requirements can be used to extrapolate from the run-time per-
formance of a prototype the performances of the expert system in real size, and define the range of
its applicability in terms of number of objects that can be treated at a given time. Third, a math-
ematical model can be used also to conceive significant benchmarks in order to compare several
implementations according to the relevant characteristic parameters of a knowledge base [GF 83].

In this paper we present an average case complexity analysis of RETE algorithm. To our
knowledge, it is the first time that is analysed in a rigorous and complete way this kind of algorithm

in use in Al. Moreover, the mathematical methods developed in this article are not only interesting
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.. for the results they provide. The average case complexity analysis under the model of simple

“+"families and the weighted model introduce mathematical methods of independent interest;

We restrict ourselves to the model of term trees (or expression trees) for representing objects
and assertions, and terms with variables for representing patterns. In this way only equality tests
are considered. In section 2, we present first the RETE algorithm in this framework. Then in
section 3, we introduce generating functions theory that is employed to analyse the average case
complexity of algorithms. We obtain a result under the simple family model (3.4). In section 4,
we present results obtained by considering different frequency coefficients for symbols. Lastly in
section 5 we extend the results by taking into account negation.

2. THE RETE MULTI-PATTERN MATCH ALGORITHM

In the sequel the production systems we shall consider are composed of a fixed set, denoted by RB
(for Rule Base), of if-then rules called productions, and a changing set of facts, called the Working
Memory and denoted by WM. Facts are formalized as term trees formed on a finite alphabet F
of function symbols given with their arity. Constants are symbols of arity 0. For instance, given
symbols f of arity 2, g of arity 1 and a constant a, one can form the following terms :

e, (9 a), (faa), (f(ga)a) etc ... The set of term trees is denoted by T(F). The Working Memory
is formalized as a tuple of such terms. ‘

The if-part of a rule (its left-hand side) is a conjonction of patterns, represented as a tuple
{(P1,...,Pn). A pattern is a term tree that can contain variables. Variables are denoted by z,y,...,
they are taken from an enumerable set of variables V. The set of terms formed on F and V is
denoted by T(F,V). Patterns are partial descriptions of facts. A fact t matches a pattern P if one
can find a substitution of pattern’s variables, o : V — T(F), such that ot = P. For example the
substitution of z by a in pattern (f (¢ z) z) matches the term (f (g a) a).

We say that the left-hand side of a rule (Py, ..., P,) is instanciated (or that the rule is satisfied)
when there exists a tuple of facts (1 ...,t,) with t; € WM, called the instance, and a substitution o
such that 0 P; = t;. We remark that since a pattern in a rule can match several facts in the working
memory, a rule can be instanciated in multiple ways. The then-part of a rule (its right-hand side)
is a sequence of actions that can have for effect to add or suppress a fact in (from) the working
memory. :

The cycle of inference consists in three steps:

- maich the patterns with the facts in the working memory in order to determine the set
of satisfied rules (called the conflict set);

- select one rule ’s instance in the conflict set;

- ezecute the actions of the rule.

In RETE algorithm the pattern matching step is not separated from the execution step. Instead
it occurs at each modification in the working memory, that is at initialisation time when facts are
entered, and then at each assertion or retraction during execution steps. Since the RETE multi-
pattern match algorithm is solely concerned with the left-hand sides of rules, from now on we shall
identify rules to their left-hand sides. Rules are compiled in a discrimination network. At run-time
when an assertion or a retraction is done, it is processed in the network from the root. If the fact
matches a pattern it is memorized in (or removed from) the network. If other memorized facts can
lointly satisfy a rule, the instance is added to (or suppressed from) the conflict set. In this way
both rules and facts are represented in the network.



Two types of tests are distinguished in rule left-hand sides:

- mono-pattern tests are tests concerning solely the fact which matches the pattern. They
test the equality of symbols inside the fact and the pattern, or inside the fact only. The later case
arises when a variable has several occurrences in the same pattern. ’

- multi-pattern tests are tests involving subterms of two or more facts. They correspond
to different occurrences of the same variable in different patterns.

In RETE pattern-match algorithm, mono-pattern tests are executed first, then multi-pattern
tests are executed at each join with memorized facts to verify consistent binding of variables across
multiple patterns in a rule ’s left-hand side. Consequently the network is formed of two parts (see
figure 1). '

The initial part is a tree composed of mono-pattern tests, called the discrimination tree. We
define the i-pattern of a node 1 as the pattern corresponding to the tests cumulated on the path
from the root, called the i-branch. The root-pattern is a variable, i.e. a non-selective pattern (it
matches any fact). The i-pattern of the leaves of the discrimination tree are all the patterns which
appear in the rule left-hand sides, upto variable renaming. Several successors to a node correspond
to several branches to follow (by backtracking). At run-time one fact typically reaches several
leaves which correspond to different matching patterns.

The second part is a graph composed of binary joins between the leaves of the initial part. In
these nodes, i-patterns are tuples of patterns (P, ..., P;), in which the sharing of variables between
patterns is determined by the multi-pattern tests. Outputs are in a one-to-one correspondence with
the rules. s-pattern of output nodes are the left-hand sides of the rules upto variable renaming.
They are reached at run-time with the instances of the rules.

root

/\

mono-pattern

AN

P P Pr
multi-patterns 4
. tests
"Ry R, Ry,

FIGURE 1 t: a RETE-graph

At run-time when a tuple reaches a join node, it is memorized in a local memory, and the
memory of the opposite input of the join node is searched in order to find a compatible tuple
according to the multi-pattern tests (see figure 2). In many implementations the right input of a
join node is restricted to be a leaf of the initial tree (not the output of a join node) as in figure 2 and
3, that eliminates a possibility of optimization consisting in grouping together the most selective
patterns together.

The time complexity of the computation of the output of a join node is quadratic in the size
of its input memories. In the worst case the size of the leaves of the initial tree is proportional
to the size of the working memory |W M|. Therefore in the worst case the time complexity of

+ m is the number of different patterns in rule left-hand sides, and n is the total number of rules
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s-pattern (Py,...,P,) J-pattern P,
memory element (ty,...,t,) memory element ,,.,

JOIN node k
- multi-patterns tests

k-pattern (Py,...,P,,Ppyi1)
mem. elt. (ty,...,t5,t,41)

Join node for pattern P,; in a left-hand side of the form Py, ... »PrsPosg1,...
FIGURE 2

the computation of the conflict set is a polynomial in function of |W M|, with degree being the
maximum number of patterns in a rule.

Hashing techniques can be used to reduce the complexity of the search in local memories, by
exploiting all equality tests in a join in order to hash the input memories. In the same way if
inequality predicates are to be considered, the local memories can be organized in search trees.

Negation of patterns has not been considered yet. A negated pattern expresses the non-
existence of a fact matching the pattern. Negated patterns are treated in RETE algorithm by
adding a second type of join nodes. In these nodes the local memory on the left input stores
with each tuple the number of elements in the right memory (the negated elements) which are
compatibles according to the multi-pattern tests (see figure 3). When a counter gets to zero (resp.
one) the left tuple is propagated in the network in assert (resp. retract) mode. The existential
quantifier can be treated in a symmetrical way. In fact it is possible to generalize RETE algorithm
in order to accept in the left-hand sides of rules any first order logic formula with an arbitrary
degree of imbrication of quantifiers.

s-pattern (Py,...,P,) J-pattern P, ,
memory element c,(t3,.. .,t,) memory element ¢,
NOT node k

multi-patterns tests

k-pattern (P, ..., P,,~Pny1)
mem. elt. (¢1,...,t,)

Join node for pattern —P,,; in a left-hand side of the form Py,...,P,,=Ppy,,...
FIGURE 3 ¢

3. THE COST OF THE ALGORITHM

In this section, we derive the average cost of RETE algorithm and the evaluation of the average

1 : mdan ~ - R
size of datg in the nodes of the RETE network.

t c is the counter of facts t,.,, which satisfy the multi-pattern tests with t;,...,t,
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3.1 THE SIMPLE FAMILY MODEL

In the simple family model we consider the usual tree structure of terms. The patterns are therefore
considered as trees with leaves that can be variables. In [SF 83] [Stey 84] it has been proved that
the average cost to unify a pattern of size p to a term of size n is constant. In the case of RETE
algorithm we have to consider the semi-unification with a conjunction of patterns.

As we said, the Working Memory is represented by any tuple of such terms, and that is called
a forest. We will thus evaluate in this section the average number of these terms or I-tuples of terms
that match at a node of the RETE network. In order to find the average time of determination of
the Conflict Set, we will use as measure the number of multi-patterns tests made at a join node.

We shall now detail the representation of data. We have chosen to represent terms under the
form of trees constructed from a family F of finite cardinal of symbols with fixed arities (constants
are symbols with arity 0): it is the formalism of simple family (See [Stey 84] [Fla 85] [FS 86}).

Example : Considering the following rules that express simplifications of mathematical expression:
PlusOz : (Goal simplify N) (Ezpression NO + X) — ...

Minuszz: (Goal simplify N) (Ezpression N X — X)— ...

(capitalized letters stand for variables)
we can represent all the distinct condition patterns with

Goal Expression Expression
/ /7 I\ / 1\
simplify N N 0 + X N X - X

and it leads to the following RETE network:

ROOT |
[] = Goal [¢] = Expression
[1] = simplify o [2) = 4] 1 =o
8] =- 8 = +
‘o [o ' ol
| |
Ms anzz Plluso::

FIGURE 4 : RETE graph

We denote the nodes of the trees by a sequence of integers (for example [m.n] denotes the n**
leftmost son of the m** leftmost son of the root of the tree).
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Let a, denote the number of terms of size n belonging to a simple family (the size of a term
is the number of nodes it is made of). We associate to the simple family the generating function:

Az) = Z an2" = Z P

n>0 tET(F)

with [t| the size of ¢t and T'(F) the set of terms built with the symbols of F. The use of gener-
ating function is very effective, many operations on combinatorial objects can be systematically
transposed to equations on generating functions (cartesian product, union ...) (See [Fla 87)).

Example : Consider the simple family of binary trees. It has two symbols: a constant —c— and a
symbol with arity 2: — e — (think of “cons” in Lisp). We can perform the computation of A(z) by
case analysis on terms:

A(z) = ZZM + Z 2l tal

t=¢ t=t, .tz

Since Itl-tZI =1+ itll + |tz|:

Al2)=z+=2 E Z Zitalgltal — Z(1+A(z)2)

HET(F)t,€T(F)

In the general case, if ¢ is the number of symbols with arity k in F and ®(X) the polynomial

&(X) = Z cxX* (with p the greatest arity among the symbols) then the generating function A(z2)
k=0
verify the functional equation:

A(2) = 28(A(2))

This classical combinatorial result expresses a systematic transposition of the structure of
terms to the functional equation of the generating function. One can find a proof of this result in
[SF 83] and in [MM 78]. We shall assume about ® that:

~ ek > 0 with k > 2, i.e. there exists a function symbol of arity > 2.

- and there exists no ¥(X) polynomial and d integer d > 2 such that &(X) = ¥(X9)
(H.C.F condition). This condition implies the existénce of one unique solution 7 to the fundamental
equation: ®(r) = 7®'(), 7 real and positive. This hypothesis is verified as soon as there is in F an
unary symbol. Nevertheless, the existence of such a d is not embarrassing, the following calculations
are identical. d appears as a multiplicative factor in some results but disappears as soon as it is an
average calculation (See [Stey 84]), therefore the main results are unchanged.

3.2 EXACT COMBINATORIAL FORMULAE

We consider that the RETE algorithm takes as input any given Working Memory and we shall
determine the average quantity of terms or of I-tuple of terms (i.e. a list of / terms) that match at a
node ¢ of the RETE network. We are doing an average calculation over all the possible input-Working
Memory.

In this subsection, we shall obtain exact combinatorial expressions of which we shall give in
subsection 3.3 a simpliﬁed expression using asymptotic analysis over the size of the input-Working
Memory. We shall consider a forest of &k terms of total size n {i.c. n is the sum of the sizes of terms
composing the Working Memory). The generating function of a forest of k terms of a simple family
determineed by A(z) is given by:

F(z) = A(2)*

6



Thus [2"]A(z)* represents the uumber of forests of size n with k elements.

For a node ¢ of the discrimination tree, we define: B*(z) = ¥, 5o bt 2™ with &}, the number
of terms of size m that match at the node ¢ of the discrimination tree.

For a node ¢ of the join network that outputs a list of /-tuples that partially instanciates a
left-hand side of a rule, we define: B*(z) =3, ., b, 2™ with b}, the number of I-tuples of size m
that match this ¢ join node. -

For a node ¢ of the discrimination tree, we call i-branch of the discrimination tree, the test
branch of the tree that goes from the root to ¢ included. It determines thus the i-pattern and we
denote:

' - h; the height of the node ¢ in the discrimination tree (h(root) = 0)
- w, the arity of the symbol of the famlly F which is tested at the node &
- E‘ =root Vi
- z_, = number of j-tuple (5 > 2) of identical variables tested from the root to 1 included
- Xi= EJ x.;
- Yi=2,0- 1):: = number of equality tests between two variables that have to be
done for the - pattern

We thus find on the i-branch Y; test nodes testing the equality of two variables of the i-pattern
and P; = h;~Y; nodes testing a non variable-symbol of the i-pattern. We can pose P; = |{—pattern|
and we have £); — h; + 1 variable leaves in the s-pattern.

We can now determine B*(z):

THEOREM 1 : The generating function of the terms which match at a node s of the discrimination

tree is:
0;—hi+1

B'(z) = zF H A5 (29)

with z3 = Q; — h; + 1 — X; that represents the number of distinct variables in the i-pattern.

B

Example : Let us consider the following condition-pattern:

/l\
/\ /l\
/\ A
T T X T

FIGURE 5§

in which we have represented variables with capital letters and indicated the symbols of F' only
with their arity (bold-faced numbers).



In this example the tests of the i-branch are:

( [I(s.e. root) = 3
[1] =2
8]=3
J 1.2]=2

3. = [2]
3.3]=2
[1.2.1] = [1.2.2]
[3.3.1] = [1.1]
 [3.3.2] = [1.2.1]

We have indicated the nodes of the pattern with the previous numbering . Thus we get:
hi =9z} = 1;25 = 2;25 =1 next z¥ are null
X.'=3;Y.'=4;n.'=12 and P,'=5

Therefore the generating function of the terms that match with this pattern is:

B'(z) = zA(2) A(2%)%A(2%)

PROOF OF THE THEOREM: We have B'(z) = °, . 2/*! with T: the set of terms matching at i.

Let t € T; . We have .
Qi—hi+1 z5
1

=1 k=

t;; stands for one of the subtrees which are j-times duplicated in ¢.

Thus
Qi—hit1 [ %5
Bi(z) = E 2t = 2 Pr H (H Zz,'n,,.])

teTy =1 N k=1 t;x

Since ¢ is arbitrary, all the ¢; i are arbitrary and therefore we have:

) Qi—hi+1 [ ) ni‘hi'l'l ..
B'(z)=z" ] (H(Zaﬂ’*'))w”' [1 4%¢) =

J=1 k=1 teT =1

Remark : Hence B"°°(z) = A(z).

Let us consider now a node i of the join network. & outputs lists of I-tuples. For a given ¢
we thus know the ! patterns which match each of the components of the output-I-tuples (without
considering the tests on similar variables between the different patterns).L; stands for this set of
l-patterns. Then, let us denote:

- '{J' = E‘PELS }_> P
- ;= Lpeb.- 1,
- b= EPEL.' hP

- forj>1,z% = (EPGLi a:f,) +cj



where c represents a correcting term from the appearance of identical variables between the -
pattems If we consider the global set of all the variables of the different l-patterns, z repreaents
still the number of j-tuples of identical variables in this set. We determine thus ea.sxly the cj in
function of the similar variables tested at the node ¢ and we have: ¢ < 0and V 5 > 2, cj- 2 0

because the join increase a priori the number of identical va.rlables
From this, we prove in the same way as previously:

THEOREM 2 : The generating function of the I-tuples of terms which match at node ¢ in the join

network is:
Q;—hi+l

Bi(z) = zF II A% i(27)

From this, let us deduce now b‘ & which stands for the average number of terms or of /-tuples
of terms which match at ¢ consxdermg as input of the RETE algorithm any forest of k terms with
total size n.

THEOREM 3 : For a node i of the discrimination tree, the average number of terms which match
at 1 is: .
i) | P 1)
mk [27] A(z)*

Witbv{:k-{—ﬂ;—h;—Xi andfor 3> 2, y}:z

jt

PROOF : The basic idea is to split the generating function A(2) in: A(z) = B'(2) + C*(z) with
C%(z) the “rest function” i.e. the generating function of all the terms which don’t match with the
i-pattern. Then we shall mark the matching at ¢ elements with the variable u and note:

A(z,u) = uB*(z) + C'(2) = A(2) + (v~ 1)B'(2)

Thus f} , , = [uP2z"](A(2, u))* represents the number of forests of size n with k terms among which
there is exactly p terms matching at node 1.

Therefore b' 18 the quotient of Ep—o P f:l,p,k (= E:=o p f,‘;,p' k) by the total number of forests of
size n with k terms, thus:

Z pf',,,,

mE T [emAl2)"

We have (A(z,u))* = Yo 5 kuP2" hence

2 (Alew)) = Y fipupet 1

P

hence

a
5; (A(z’ u)k)

-2 (o)

u=1

Therefore
—_ 1% (A6 |y
m* [z7)A(2)"

9



And-

..g; (A(z,u)k) = kA(Z, U)k-lg'; (A(z,u)) _

u=1 =1

= kA(2)*"1B'(z)
And the Theorem is established. =

THEOREM 4 : With the previous notations for a node ¢ of the join network, the average number
of I-tuples of terms which match at 1 is:

e kl[zlk"‘n—ﬁ]ni};;heﬂ Au;'.(zj)
nk [zzk'-ln]A(z)zkl

with vi = I(k' ~ 1)+ z} andforj> 2, v} =z

]

5

PROOF : A forest of size n with k terms f yields to k! I-tuples of elements of f. Among these
I-tuples we have got to determine the ones which match at i. If these are uniformly distributed in
the k!-lists of any I-tuples, considering that f yields to an k'-list of l-tuples of arbitrary terms of
total size Ik*~1n, we obtain the Theorem with the same reasoning as before. =

Notice that the results we obtain are expressed as a function of the characteristics of the RETE
network that is considered as a fixed data. These results will thus enable an optimization of the
creation of the RETE network.

Those exact results can be studied using the Lagrange inversion theorem but they lead to
expressions that are hard to use (multinomial coefficient ...). In order to express them simply we
shall derive an asymptotic expansion with respect to k and n.

3.3 ASYMPTOTIC EVALUATION

To derive simple expressions, we make use of singularity analysis methods. We estimate the value
of integrals with complex analysis methods (saddle-point method). We consider a Working Memory
of size n with k terms as a given data of the algorithm. Thus we consider that k and n are both
increasing.

According to previous section, we have to evaluate coefficients such as: [2"] [];_; A" 3 (27). We

shall first evaluate [2"]A*(z), then we will prove how one can deduce the expression of b} ,.
Let a* = [2”]A*(z). By Cauchy’s theorem this quantity can be expressed as the following integral

1 dz
k_ 1 k
&n = 2i7r,/r (4(2) )z"+1

where the contour I' lies inside the domain of analycity of A and simply encircles the origin. In
order to get an equivalent of this integral when k and n tend both to infinity, we will use the saddle
point method (See [dB 58] and [Henr 74]). Before that, we shall find a relationship between n and
k in simple families. With classical combinatorial methods, we obtain the following result:

THEOREM 5 : Given n, the average number of trees k,, in a forest of size n is:
A
_ ) ()
(2] (=4esy)

10
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Let us repeat the notations which will be used in the following:
PROPOSITION: Let us consider a simple famzly We denote A(z) its generatmg function, 5 -a8 we .

bave seen before it verifies

A(z) = z<I>(A(z))

We note r the smallest positive root of the equation
<I>(X) = X<I>"(X) :

(uniqueness being guaranteed by HCD condjtzon ) a.nd p= 1'/ <I>('r) is the radxus of convergence of 4
A(z) . We have 0 <p<1andr=A(p). . .

With these notations, we have in the neighbourhood of z = p (See [MM 78))

B o ,' A(2) — ;‘fg; (1 _§> £_+ (1 —;)+0((1 _E)i) e

From which it follows

THEOREM 6 : Considering a forest of terms of this simple family. The average number k,, of
terms in a forest of fixed size n is:

1) Ifr<1

2) Ifr=1

e EReeolR)

3 Hr>1 Jw<p/ Aw)=1(w=2(1)"") et

) e O)

The size of terms is approximatively constant in implementations t.e. k,, is proportional to n.
Thus the third case fits well on reality. With regard to theory it is the case where ®(0) the number
of constants is large (it is thus easy to verify that the constant of proportionality between k and n
in this case is < 1).

We shall now evaluate aX in the three following cases:

) k=a+p/nandr <1
2) k=A/n+pandr=1
3) k=An+C+p/nandr>1

11



(For more details on the following calculations, see [Alb 87], or [SF 83] where a similar evaluation
is developed in the case where k < \/n/log® n).
Let us succinctly explain the principles of the calculations. We have

k _ _1_/ K 02
a, = U r (A(z) )zn+1

We shall perform a change of variable making y = A(z) the independent variable. With the
functional equation, a¥ becomes:

= [ 2 W(1-v5 Y ) 7t

with C the image of T under 2. C can be taken as an arbitrary contour around O inside the domain
of analicity of ®. We shall use the saddle point method. In the first and the second case, we shall
choose as contour of integration the following circle:

C = {z/lsl =1}

This choice is motivated by the fact that in these cases 7 is a saddle-point of the “main” part of
the integrand as n gets large, namely, of (2(y)/y)""1.

In the third case, we will choose as saddle-point o the smallest real positive root of the funda-
mental equation:

y®'(y) = (1 - 4)2(y)

Then, the basic idea of the calculation is to split this integral into two parts:

aﬁ=/=/ +/ =L +1
g o1 c2

where C1 = {z/|z| = 7 and —¢ < Arg(z) < €} and C2 = C/C1 taking € = log n®/\/n. This choice
is made so that on the one hand the integral along C2 is negligible being exponentially small, and
on the other hand € is small enough so that local expansions on the integrands can be performed
to estimate the integral along C1. ' , h

From these calculations we obtain the following Theorems:

THEOREM 7 :  With k, = a(1+O(%)) (case where r < 1):

ay = [2"](A(2)")

-t oeo()




'THEOREM 9 : With k, = An+C+Cj(%), r > 1, we have:

= (50 A5 2) e 00(2)

with o the smallest positive root of the equation

y®'(y) = (1- 4)2(y)

With these results, choosing the case closest to rea.hty, we are now able to perform the evalua-
tion of the denominator of previous expression of b . For the numerator we will use the following
lemma that comes from the previous calculations:

LEMMA : Let p be the radius of convergence of A(z). If g(z) is analytic in the neighbourhood of
p then, in the three previous cases, we have:

["[{4*(2)g(2)} = 9(p) [2"]4%(2)

The radius of convergence of A(z7) is p';'. Asp <1, we get p = min {p} sy J 2 1}, hence

" [T 4% (%) = I] 4% () (=474 (=)

J=1 322
Then, the calculations are almost immediate and we obtain the Theorem:

t us consider a forest of size n with k terms with

(‘ '6'((')l n(1 +O(—r)) (case where r > 1), we have:

- for a node ¢ of the discrimination tree:

ma(-o(3)
: n
2 k=¥ g hit1
. BYAR 2N aissicl) chitl
with I'I.—E(l— @(1))( 3() ’1;_[2 A%i(p?)
- for a node ¢ of the join network:

’ hl Y‘
. _ 1 @'(1 (1+'5‘ér;” ) Oi—hi+l y
with I, = 5(1 (1) ) ( () ) ( ’|=|2 A" (p%)

with o the smallest positive root of the equation
oy 1 <I>’(1)
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: We can now define a matching-rate o, at a node i of the RETE network which expresses the
probability for a term or a [-tuple of terms to match at a node ¢ of the RETE network. We get
easily the following result:

THEOREM 11 : - For a node s of the RETE network, the matching-rate is

' hi-Y;
= (ZCHN T T )
¥n = 3(0) .
=2
| represents for a node s of the join network the number of components of the output-tuples and
for a node i of the discrimination tree we pose | = 1.
(For the sake of the presentation, we shall keep this notation for the following results).

Remark : Notice that: ,
0+ 5)
<1

®(e) T
and therefore II; dicreases rapidly with h;.

3.4 RESULTS OF THE SIMPLE FAMILY MODEL

We can now evaluate the average cost of the RETE algorithm, given an arbitrary Working Memory
and a fixed RETE network. We shall estimate the average time needed by the RETE algorithm to
produce the Conflict Set from a given input-Working Memory. We determine the average number
of multi-patterns tests realized at the join nodes (this is as we previously said the main part of the
total time cost). Let us denote /; the number of components of the output-tuples at a join node ¢
and f; the number of multi-patterns tests performed at ¢ considering only one l;-input-tuple. The
average number of tests performed at ¢ is the average number of l;-tuples tested at ¢ multiplied by
Bi. To obtain the average number of l;-tuples that inputs at ¢ we just have to consider that at ¢

no test is performed (i.e. Vj , c;- = 0) and evaluate the so modified b:f, 4+ Let us denote Iin% this
quantity (notice that this quantity is precisely equal to bity X bi2, where i1 and 12 design the two
nodes inputs of 1).

Then, we can propose

et~ K > Allink=K ) Ai(llalln)n” (1)
t josn—nd % join—nd
with K an implementation constant.
Of course asymptotically with respect to n, we get the main part of this expression keeping
only the nodes with the larger ;.

Remark : By hashing local memories according to equality tests at the join nodes, the average
number of semi-unifications performed at a join node ¢ is only the number of output-tuples i.e.

b;'"k. Thus in the above formula we just have to replace II] by II;.

From this result, that can be made fully precise on any case, we can @ posteriori assume Forgy’s
hypotheses (See [Forg 79]). Thus if we assume that the number of condition-patterns per left-hand
gide is in the Rule Base constant equal to ¢, the previous result becomes:

IRB| [RB|
costyw M| =~ KA°|WM|C E ﬁjH; = KA""WMIG E ﬂ,-H,-lnjz
=1 =1

14



with 51 and 72 denoting the two inputs of the last join node 5 of the Ry rule.

And we find the same type of relation proposed by Forgy: a linear cost as a function of the number
of rules and a polynomial cost as a function of the size of the Working Memory |W M| (we have
determined the time needed by the RETE algorithm with an input of [W M| modification terms,
Forgy found a cost in [WM|°~! because he considered only one modification term as input).

4. WEIGHTED MODEL

4.1 INTRODUCTION

The model studied in the last section considers a uniform distribution over all trees of the same
size n. In order to get an even more likely modelling, we shall consider a model taking into account
the fact that for many applications certain symbols are more frequent than others. Thus we present
here a probabilistic model called the branching model (See [FSS]).

Let F be a set of functional symbols, each with an arity. The corresponding set of terms T is
defined in the usual way. Let w be a weight function that assigns to each symbol f € F a non
negative real number w[f]. Then that weight is extended multiplicatively to trees. If t is a tree, its

weight w(t] is defined as
’ ' wit] = H w(f]

fet
where the product is extended to all node symbols of t. We wish to use a probabilistic model for
the symbols, then '
> wlfl=1

JEF
Those weighted model are of interest for several reasons. By construction, they are likely to
represent real-life situations better than the uniform models. Those models are also natural from
a mathematical point of view since they are equivalent to assuming that the trees are generated
by a branching process with a conditioning by the size n of the result. We still can associate with
(F,w) a structural polynom: ®;(y) = 3 ;cp wl fly® U], Then the generating function A;(z) =
> ier w(t]2!! still similarly verify: A;(z) = 2®3(A1(z)). With this model B*(z) becomes:

THEOREM 12 : For a node 1 of the RETE network, we have:

Qi—h;+1 ‘
: X vy, o
Bi(z)=wzF [ A7 ()
Jj=1
with W the weight of the i-pattern i.e. for a node ¢ of the discrimination tree W = []:c;_pat w{f]
and for a node ¢ of the join network, since the i-pattern is a l;-tuple of patterns, we pose W; =
) W, with W, the weight of the j** component of the i-pattern,

=1
anJ:i with A;(2) that verify

Ai(z) = 2@(A;(2)) with  ®5(y) = ij[f]yan‘[f]
F

We prove this Theorem with the same reasoning as before. We introduce the A;(2) generating
functions from the appearance in the calculations of such series: 3, 4 w?[t]2? el (= A;(2%)).
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From this we deduce:

THEOREM 13 : For a node s of the RETE network, with the weighted model the average number
of terms which match at ¢ is:

— KW, n-n]n Qi—hitl qv; i(2)
bk = P A(z)lk'

There will be two cases for the following asymptotic evaluation:
all the A4;(z) have distinct radius of convergence p; < 1 (and ;) that can be determined by the

3
same way as before. Either p1= min{p HEW - 1} and the results will be similar to the uniform

model,orAm# 1/ pi p mm{p H 7 2 1}. In this case the evaluation of the denominator of b‘
is of course unchanged but for the numerator the series with the minimal radius of convergence 1s

m"‘ (2™) and the asymptotic evaluation will thus use the Theorem 7.
4.2 RESULTS WITH THE WEIGHTED MODEL

We obtain:

THEOREM 14 : With the weighted model, let us consider a forest of size n with k terms with
;1 ®1(1) 1 _ 1
kn_i(l m n{140 ;—2- =An(14+0 -n—z

we have:

1
- ifpy=min{p] , §2 1)
- for a node 1 of the discrimination tree:

£renn(so(2)

&

- for a node s of the join network:

i, =nn(140(%))
) (mﬁ“Ah(p';)

=2

—_ pREY “hitl
and the matching-rat al, =~ W,'( ) A
g-rate (pl(d) H ) (pl)

=3

with in the two cases I, = W; Al(

3
- H3m#£1/pR = min{p] , 52 1}
- for a node s of the discrimination tree:

— 1
o)
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- for a node § of the join network:

- 1
b:,,k = Mi,n (1 + 0 (;‘—2-))

with in the two cases

--—h.+l P t-1,1
W MBp, (1) A =B 0
M..n_' ] H A ( m) 2n P (T )P T 4, \/;
exceptm'

241 _ % 1—-A 1A tnt
i ®Y(0) + A(l1 - A) (a
2@1 (0 ) 2 @1 (0’ )
All the constants in these expressions can be fully precised on an example. We know all the constants
depending on the characteristics of the RETE network and on the characteristics of the weight model

(w, ®;...). And we have: 7, the smallest positive root of ®;(y) = y®}(y), that yields to the p;
{p; = Q_:r(iﬁf 3'777)’ and o the smallest positive root of the equatlon y®'(y) = (1 - A)2(y),

and A; (p,,.) the limit of the sequence uo = A(0) = 0 and up4y = p,,.Q ;(un) (which converges
geometncally) All these values are easy to determine with assistance of a symbolic manipulation
program such as MAPLE program (See [MAPLE 85]). Therefore the user of these results does
not need to actually manipulate formal series, our results are given under the form of ready-to-use
formulae.

For the average case analysis of the RETE algorithm, in the first case, the weighted model only
introduce a multiplication factor of W; in the II;. Thus the result with this modification is the
same as in the uniform model. In the second case, which to our mind is only a theoretical case, the

total semi-unification cost is the sum for all the node 1 of the join network of the 4;bf; ,.

5. THE NEGATION

We can easily extend the previous calculation to a model taking into account the negation. More
precisely, we can consider the negation of condition-patterns in the left-hand;side of the rules and
non-equality tests between variables too.

As a matter of fact, the average number of terms matching with the following pattern (in
which the X, ’s stand for the variable leaves of the pattern and HEAD denotes the non variable
part of the pattern)

HEAD[X;,...,=X;,...,X;,...,X,]
is equal to the average number of terms matching with H EAD[X;,.. cy*y ooy %,.. ., Xp] minus
the average number of terms matching with HEAD[X,,...,X;,...,X;,...,X,] (with » a don’t
care symbol t.e. each time a new variable distinct from all the Xk and previous x), and we know
these two quantities. Let us consider now the negation of a condition-pattern or of a tuple of
condition-patterns. _

For a node 1 (see figure 6), we know the matching-rate of the node k a* and the matching-rate

of the node j o. The matching rate of the pattern ~(P;,..., P,) is 1 — ak and thus the matching
rate of the node 1 corresponding to the i-pattern (Qy,...,Qm,(Pi,...,Py)) is Z\:T,', =ah(l- ;E)
And the matching rates of the join nodes that are under this node ¢ (s.e. that can be reached from

i) are modified in the same way: we determine their usual matching rate forgetting the existence
of the tuple of patterns -~(P,..., P,) and we multiply this result to obtain the real matching rate

by the coefficient (1 — ak).
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J-pattern (Qy,...,Qm) k-pattern (P,...,P,)

memory element ¢, (¢1,...,qm) memory element (p1,...,pn)
NOT node ¢

s'-pa.ttern (Q1, vee ,Qm,'ﬂ(Pl, e ,P,,_))
mem. elt. (¢1,...,qm)

FIGURE 6
6. CONCLUSION

Considering an uniform distribution law of symbols inside facts and patterns the average case
complexity of Rete algorithm is given by formula (1) in section 3.4. Formula (1) gives the average
cost for computing with Rete algorithm the set of satisfied rules from the set of initial facts and a
fixed set of rules. This result is given in function of the average sizes of local memories in the RETE
network. These quantities are formulated in theorem 10 and can be computed from the parameters
of any particular Rule Base and Working Memory (especially by a symbolic manipulation program
such as Maple or Macsyma).

Considering a weight function that assigns to each symbol its frequency of occurrence inside
a fact or a pattern, theorem 14 gives an estimation of the size of the local memories in join nodes,
and of the probability for a term to be memorized in a given node. From these values we derive
. the average cost of the RETE algorithm. Here again these quantities can be computed given the
parameters of any particular Rule Base and Working Memory. These theoretical results will be
confronted to experimentation (similar experimentations in the case of the Lisp language have been
done by Clark, see [Clark 79]).

Negation has been studied in section 5. More work is needed to take into account other
predicates (such as arithmetic inequality), or arbitrary tests. As it has been mentioned in the
text in the case of the hashing of local memories, the formulae we obtained can be adapted to
many variants of RETE algorithm. The point is that generating functions theory is a very general
framework to conduct the complexity analysis of algorithms, and the model we developed in this
paper'is interesting as a piece of a more genei{al modelling of symbolic computation, and by itself
for the combinatorial theorems we proved in order to make calculations.
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