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Abstract— This paper provides the specification and definition 

of a system capable of reading pollution inside the cabin of an 

automobile and shows the measurements to all passengers. 

Requirements elicitation, system requirements analysis, system 

architectural design, software requirements analysis, software 

architectural design, software detailed design and unit 

construction phases from the automotive Spice process reference 

model will be explained in detail and some examples will be shown. 

This paper can function as a guide to define and specify a system 

using different methodologies between these phases. The system 

design proposed here can be a starting point for future 

applications related to automobile pollution measurements, for 

example, reading environmental pollution and monitoring 

automobile emissions. 
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I. INTRODUCTION 

 Nowadays, humanity is facing environmental and health 
threats due to air pollution. According to the World Health 
Organization, an estimated 4.2 million deaths per year 
worldwide are caused by air pollution [1]. 

Automobiles produce 60% to 70% of air pollution in the world 
[2], hence, the automobile industry is a major contributor. 
Several nations are pressing this industry to seek less polluting 
processes and products by creating regulations to reduce 
emissions from industrial sources, emissions from vehicles and 
engines through new stringent emission standards and cleaner-
burning gasoline [3].   

This paper proposes that the starting point to reduce air pollution 
is by making people aware of its impact. The main purpose of 
this project is to design a system capable of reading pollution 
inside the cabin of an automobile and making it visible to all 
passengers.  

The processes requirements elicitation, system requirement 
analysis, system architectural design, software requirements 
analysis, software architectural design, software detailed design, 
and unit construction from the Automotive SPICE process 
reference model were performed and illustrated in this paper; 
examples and tips for the development of each phase are 
provided as well as details on the system proposed for the 
solution of the air pollution threat. 

II. METHODOLOGY 

 The Automotive Spice process reference model was 
developed to fulfill the specific needs of the automotive industry 
and it complies with the requirements of ISO/IEC 33004. [4] 
The reference model SPICE group processes into three process 
categories: primary life cycle processes, organizational life 
cycle processes and supporting life cycle processes [4]. 

Fig. 1 shows the different processes categories and every 
process which conform it. 

 

Fig. 1. Automotive SPICE process reference model, 2015-07-16 [4] 



For the specification and definition of this system, processes 
SYS.1, SYS.2, SYS.3, SWE.1, SWE.2, and SWE.3 from the 
primary life cycle processes were followed.  

A. SYS.1 Requirements elicitation 

BDD (Behavior-Driven Development) method was selected 

to clearly understand stakeholder expectations. BDD aims to 

close the gap between technical understanding and stakeholder 

expectations through writing use case scenarios that are 

understandable to all involved. According to BDD, to write use 

case scenarios a natural language and a “Give-When-Then” 

structure shall be used, besides it should be focused on 

describing the behaviors of the system [5]. 

An example from some of the use cases for this system are as 

follows: 

 

1. Given the sensor is inside the cabin of an automobile 

When the automobile is switched on 

Then ensure the sensor is powered on  

And ensure air pollution is measured by the sensor  

 

2. Given the automobile can move  

When the sensor performed a reading  

Then ensure GPS coordinates are bound and stored with the 

readings captured by the sensor 

 

3. Given the system does not contain a screen 

When the user wants to see the readings 

Then ensure communication through Bluetooth is available 

And ensure the sensor can be paired with the user’s cellphone 

And ensure the user can see the readings from the sensor 

through a Bluetooth terminal on the cellphone 

 

Once all the use cases were documented, a revision with 

stakeholders was performed to acquire feedback. Multiple 

iterations occurred before receiving approval and continue with 

following processes. 

 

B. SYS.2 System requirements analysis 

To define system requirements, an overall understanding of 

expectations, constraints and physical/functional interfaces 

must be accomplished. 

Requirements were written following the Expanded Guidance 

for NASA Systems Engineering [6], which states that 

requirements should be defined in acceptable “shall” 

expressions and must contain only one shall per statement. Each 

requirement shall be validated.  

For this system, every system requirement was validated using 

the following questions proposed on the Expanded Guidance 

for NASA Systems Engineering: 

 

• Are the requirements written correctly? 

• Are the requirements technically correct? 

• Do the requirements satisfy stakeholders? 

• Are the requirements feasible? 

• Are the requirements verifiable? 

• Are the requirements redundant or over-specified? 

Systems requirements provide a complete description and 

constraints on how the system shall react to a specific situation, 

as well as it also mentions what kind of communication 

protocols will be implemented to meet customer expectations 

and the assigned budget. System requirements mention what 

hardware elements will be used to generate the expected 

solution and it also delimits the boundaries for the software. 

 

C. SYS.3 System architectural design 

To create the system architecture a boundary diagram was 

created. Boundary diagrams show all the elements that interact 

within the system including their interfaces. 

 

Fig. 2 shows all the elements that are part of the system and 

the interaction between them. A satisfactory system 

architecture shall consider all elements that interact with the 

system, internal and external. Issues at the integration, testing, 

and validation phases could be avoided by considering all 

elements that interact within the system. 

 

 

Fig. 2. System Architecture, Boundary Diagram 

D. SWE.1 Software requirements analysis 

Once system requirements and system architecture are 

completed, software requirements can be defined. Every system 

requirement shall be traced to at least one software requirement 

and software requirements shall consider and cover all the 

system architecture too. Software requirements and software 

architecture could be created at the same time to gain a better 

understanding of how the software modules will be distributed. 

What elements do the software need to cover all the 

functionality expected by the system? It is the question software 

requirements and software architecture shall response. 

Creating sequence diagrams based on use case scenarios, 

system requirements and system architecture clarifies which 

software modules will be needed. 

Fig. 3 shows an example of a sequence diagram created for the 

definition of the system. Software requirements were created 

having into consideration SOLID principles of object-oriented 

programming. 

 



 

Fig. 3. Sequence Diagram – Sending Stored Data 

 

Grouping software requirements into functionalities or modules 

become easier to read, understand and implement, therefore, 

software requirements were written by grouping requirements 

into modules, where each module has one and only one 

responsibility. 

 

In addition to software requirements, a traceability record shall 

be created and documented in a way that a software requirement 

can be traced back to a system requirement and can be found in 

the system architecture, hence, software requirements shall also 

be traced to all software elements. Traceability must be possible 

backward as well as frontwards. 

 

To facilitate software test specifications, software requirements 

were categorized into functional and non-functional 

requirements. 

 

E. SWE.2 Software architectural design 

AUTOSAR classic platform architecture was selected to 

define software architecture. AUTOSAR is a worldwide 

collaboration of multiple companies from the software, 

automotive, and semiconductor industry. Standardization of 

functional interfaces and basic functions are the primary goal 

[7]. 

All the elements in the software, the interaction between them, 

and the way they are located into different layers are shown by 

the software architecture. The software architecture for this 

system is shown in Fig. 4 

 

 

Fig. 4. Software Architecture using AUTOSAR layers 

F. SWE.3 Software detailed design and unit construction 

 Software requirements, architecture and sequence diagrams 
shall be considered to create the software detailed design. 

The functionality of an interface from a module can be visually 
represented by activity diagrams. Software detailed design could 
be documented by activity diagrams of each interface from 
every module. 

Defining component interfaces shall be made by following the 
scope of each module defined on the software requirements and 
architecture. An interface shall do only one thing according to 
the SOLID principles. 

Figure 5 shows an activity diagram for the interface called 
monitor of the module or component named DATA_COM.   

 

Fig. 5. Activity Diagram – Monitor interface from DATA_COM module 

Unit construction of modules was developed after the creation 
of activity diagrams for each interface on every module. 

An example of traceability can be seen in the implementation of 
the module DATA_COM. Justification of the activity diagram 
of Figure 5 can be traced to the sequence diagram of Fig. 3. 



III. CONCLUSION 

 Air pollution is one of the causes of biggest threats 
nowadays like global warming and health issues. By the 
implementation of this system, the population would start being 
aware of this “invisible” issue by making it visible. Also, this 
work can be used as a guide to specify and define any type of 
system involving software and as a starting point for 
applications related to automobile pollution measurements. 
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