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Abstract

A legacy system is an information system that significantly resists evolution. Through

a migration, these systems can be moved to a more modernized environment without

having to be redeveloped. OutSystems is a software company with a platform to develop

and maintain applications using abstraction to increase productivity.

In October 2019, OutSystems launched a new paradigm to allow developers to build

reactive web applications. Because of this, the applications implemented in the old web

paradigm turned into legacy systems. The OutSystems’ approach to this problem was a

manual migration. However, it discards a considerable part of the effort previously made

on the legacy system. A well-founded case study took place and allowed us to classify the

UI as the most prioritized feature, but coincidently, the major bottleneck in migrations.

So, this project had the following objectives: (1) The design and implementation of

an automatic migration approach capable of converting UI elements to accelerate the

manual migration; (2) The integration of the developed tool in the OutSystems platform.

To transform the OutSystems paradigm’s elements, model-driven transformation

rules must be set to receive the source UI elements and produce the target equivalent

implementation in the new paradigm (each according to their model). However, the trans-

formations may not be straightforward, and a set of elements may need to be migrated

to a different implementation due to Reactive Web’s best practices. Via the creation and

search of UI patterns, it is possible to make special transformations for such scenarios.

As a result, a migration approach was developed, allowing for the migration of UI

(and other) elements. To complement this objective, the developed tool was integrated

into the OutSystems platform with an easy to use interaction. Performance and usability

tests proved the necessity and impact the final result had on the migration problem.

This dissertation’s objectives were fully met and even exceeded, accelerating the man-

ual migration by providing an automatic UI conversion. This provided a quality increase

in the existing process and results, giving OutSystems and its users the possibility of

evolving their applications with considerable less effort and investment.

Keywords: Legacy Systems, Migration, Model-Driven Engineering, Model Transforma-

tions, Pattern Search, UI, OutSystems, OutSystems Reactive Web.
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Resumo

Um sistema legado é um sistema de informação que resiste à evolução. Através de uma

migração, estes sistemas podem ser movidos para um ambiente modernizado sem necessi-

tar de re-implementação. A OutSystems é uma empresa de software com uma plataforma

para desenvolver e manter aplicações usando abstracção para aumentar a produtividade.

Em Outubro de 2019, a OutSystems lançou um novo paradigma para desenvolver

aplicações reactive web. Assim, as aplicações implementadas no antigo paradigma web
tornaram-se sistemas legados. A abordagem da OutSystems ao problema foi uma migra-

ção manual, no entanto, esta abordagem desconsidera uma parte significativa do investi-

mento feito no sistema legado. Uma análise permitiu classificar a UI como a característica

mais priorizada, mas também como o maior obstáculo em migrações.

Assim, este projecto tem como objectivos: (1) O desenho e implementação de uma

migração automática capaz de converter os elementos de UI para acelerar a migração

manual; (2) A integração da ferramenta desenvolvida na plataforma da OutSystems.

Para transformar os elementos dos paradigmas OutSystems, transformações de mo-

delos têm de ser definidas para receber os elementos UI e produzir a implementação

equivalente no novo paradigma (de acordo com o seu modelo). No entanto, as transfor-

mações podem não ser lineares, e um conjunto de elementos pode necessitar de uma

migração para uma implementação diferente devido ao Reactive Web. Com a definição e

procura de padrões de UI, é possível fazer transformações especiais para esses cenários.

Como resultado, a migração foi desenvolvida, permitindo a conversão de elementos de

UI (e não só). Para complementar, a ferramenta desenvolvida foi integrada na plataforma

da OutSystems com uma interacção de fácil uso. Testes de desempenho e usabilidade

provaram a necessidade e impacto da ferramenta no contexto da migração manual.

Os objectivos desta dissertação foram completados na totalidade, acelerando a migra-

ção manual com a automação da migração de UI. Isto traz um aumento da qualidade no

processo existente e nos seus resultados, dando à OutSystems e aos seus utilizadores a

possibilidade de evoluírem as suas aplicações com um esforço e investimento menores.

Palavras-chave: Sistema Legado, Migração, Engenharia de Modelos, Transformações de

Modelos, Procura de Padrões, UI, OutSystems, OutSystems Reactive Web.
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1
Introduction

This thesis and the related project were developed in a collaboration between Faculdade

de Ciências e Tecnologia from NOVA University and OutSystems. In this chapter, we will

explain the context, motivation, objectives, and key contributions of the thesis.

1.1 Context

Low-Code platforms have increased their popularity in the last few years. Being a mar-

ket leader [86], OutSystems keeps on researching and investing to enrich its product - a

platform that contains a development environment that allows developers to create and

maintain web and mobile applications. These applications are scalable, secure and most

of the implementation and deployment details are abstracted by the platform and Out-

Systems visual programming language, providing an easy, fast, and safer way to develop

applications.

However, this need to change and improve the product to meet market demands re-

sults in multiple paradigms (e.g. Traditional Web and Reactive Web, denominations to

specify different types of development paradigms in the OutSystems platform) and ver-

sions (the platform is now on version 11). In October 2019, OutSystems announced a

new paradigm available on its platform which allows developers to build reactive applica-

tions. It was named Reactive Web and was built to take advantage of modern web features,

presenting multiple differences to the previous paradigm to develop Web Applications

(Traditional Web). Because of this, OutSystems was confronted with a challenge: 63%

of its applications were implemented in the old Web paradigm, how could they benefit

from the new paradigm’s evolution and capabilities?

Legacy Information Systems can be defined as “any information system that signif-

icantly resists modification and evolution” [10]. So, organizations want to move these

1



CHAPTER 1. INTRODUCTION

systems to be easily maintained and adapted to new business requirements, all while re-

taining the existing functionalities. The process of moving these systems without having

to completely redevelop them is the essence of a Legacy System Migration [9].

Migration is a type of system modernization and consists of moving a system from

out-of-date languages or platforms to a more modernized environment [70]. A common

method to this type of modernization is a manual migration, which involves rewriting

legacy applications [82]. On the other hand, the automation of some of the migration

processes can typically be achieved through automated reverse engineering tools [82].

In this context, Model-Driven Engineering introduces models that capture designs at

a higher level of abstraction that conform to an appropriate metamodel. So, during the

migration of a system, it is frequent to use model-driven transformations to identify the

right abstractions to represent high-level requirements and design encoded in the legacy

system and desired in the target system.

Since the models and domain-specific languages vary between the OutSystems devel-

opment paradigms, a migration initiative becomes a complex process. To perform it, the

legacy and modernized systems must be understood, interpreted, and manipulated to

allow for the necessary transformations.

1.2 Motivation

The new Web paradigm presents multiple advantages when compared to the old runtime

(Traditional Web), such as asynchronous data fetching and other advantages listed in

section 2.1.3.5. Thus, it is normal for the clients and developers who use the platform

to want to have their systems implemented in the modern web. This makes a migration

necessary to transform the paradigm in which a product is implemented, as is the case of

a conversion from Traditional Web to Reactive Web. A migration can save a considerable

amount of time and money when compared to writing a new system and can help to

avoid the creation of new bugs [82].

The initial approach to this problem was a manual migration. Such a process starts

by analyzing the legacy code to understand its functionalities, which are then used to

identify business processes carried out by the system. After the initial analysis, the

business processes are implemented in the new system. However, it may be difficult for

the migration product to contain the same business logic as the legacy system.

Nonetheless, fully manual migration is a type of migration that uses modern architec-

ture and tools but discards a considerable part of the effort previously made on the legacy

system. If it proves to be possible to automate some part of the process, while maintain-

ing quality standards, a migration is facilitated, allowing more systems to evolve more

rapidly, thus making the ecosystem less dependant on the legacy technologies.

The automation of certain aspects of the migrations grants developers more time to

focus on the aspects that can manually improve the efficiency of the migrated system.
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Hence, given the growth of information technologies and the surpassing need for migra-

tion tools and frameworks, providing such automation is of the uttermost priority for any

community continuously changing. This is the case of OutSystems.

A case study allowed us to classify the User Interface (UI) as the feature on which

clients invest the most, making it the most difficult and time-consuming part of the man-

ual migration. It was possible to understand that, faced with the possibility of migrating,

developers usually do not want to change the UI (unlike the logic, which has to be com-

pletely changed). Thus, the most prioritized feature is coincidently the major bottleneck

in migrations (needing the most investment), but also the one where least human deci-

sions are required.

Since OutSystems intends to remove the complexity of creating and maintaining

applications, the same goal must be taken upon when evolving them. Identified as the

major obstacle, the automation of the UI migration could constitute a great motivation

for users to migrate their existing legacy applications.

1.3 Objectives

The main goal for this dissertation was to develop a solution to accelerate the migration of

an application or module created with the Traditional Web development paradigm to the

Reactive Web paradigm. The solution intended consisted of designing and implementing

an automatic migration approach capable of converting UI elements to complement the

manual migration.

As another objective, it was expected that the approach allowed to migrate a different

granularity of elements, from single elements to big components, to grant the user the

choice on what to migrate. Also, the developed approach should allow for the creation

and search of UI patterns, thus making the migration result according to the Reactive

Web’s best practices.

Parallel to those first objectives, a migration of this type requires for its information

and metrics to be communicated to the user.

As a final goal, the possibility of integrating the developed tool in the OutSystems

platform (specifically, on the Integrated Development Environment (IDE), the Service

Studio) with an easy to use interaction would be of great importance.

1.4 Key Contributions

As a final result of this thesis, a migration approach capable of automatically migrating

the UI of a Traditional Web application (screens, web blocks, or individual widgets) to

the Reactive Web paradigm was designed and developed as a migration tool. This tool

meets every defined goal and is integrated into the OutSystems platform with a simple

to use interaction. Also, progress was made beyond the objectives initially set, with the

migration of elements besides the UI, as well as a thorough case study and evaluation.

3



CHAPTER 1. INTRODUCTION

Additionally, patterns and auxiliary structures were implemented to better abstract,

search, and manipulate UI model elements. This brought multiple possibilities, some of

which can be used in future scenarios.

This work opens a new chapter in migrating applications from different paradigms in

OutSystems by automating the major obstacle in the manual migration of web applica-

tions. This brings value for OutSystems and its community, as it facilitates the migration

of 57 105 applications, with a sum of 1 018 475 screens and web blocks. Also, it con-

tributes to a Return Of Investment (ROI) to all of the developers and customers interested

in using the Reactive Web paradigm by taking advantage of the formerly produced efforts

in other paradigms. Not only that, but the applications in question become a step closer

to using state-of-the-art technology and modern web features, hence, also impacting their

final users.

Outside of OutSystems, the developed algorithms and techniques are adaptable to

other models abstracting UI development and manipulation. Thus, the theoretical work

contributes to advances on the subject of low-code/visual programming migrations state-

of-the-art.

1.5 Structure

The remainder of this dissertation report is structured as follows:

• Chapter 2 - Background: The research performed regarding the dissertation fun-

damental concepts, being those the OutSystems platform and paradigms, Legacy

Systems, Migrations, Model Driven Engineering, Pattern Search and Communicated

Information.

• Chapter 3 - Related Work: Methodologies and approaches related to Migration

inside OutSystems, Migration outside of OutSystems, Model-Driven Engineering,

and Search algorithms. Also, a small discussion on how these are related to the

context of the dissertation.

• Chapter 4 - Case Study and Initial Considerations: An analysis of the problem faced

and possible options to define the course of this dissertation.

• Chapter 5 - Implementation: The implementation and integration of the developed

migration approach. It details the necessary preprocessing and structures, imple-

mented algorithms, presentation of the migration information, and integration in

the OutSystems’ platform.

• Chapter 6 - Evaluation: Conducted experiments to test the dissertation results and

respective results.

• Chapter 7 - Conclusions: A brief overview of this dissertation and final result, as

well as an identification of possible future works.
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Background

2.1 OutSystems Overview

OutSystems is a software company with a platform built to create web and mobile appli-

cations with low-code (visual modeling in a graphical interface), which can be called a

visual programming language [66]. The OutSystems Platform intends to improve perfor-

mance, speed, scalability, security, storage, and other aspects of developed web applica-

tions through a high-level abstraction. This frees developers from the main complexities

of designing, developing, and sending an application to production by supplying them

the necessary tools and resources to facilitate these aspects and increase productivity [58].

2.1.1 OutSystems Architecture

The OutSystems Platform is divided into 2 different Environments connected over Web

Services:

• Development Environment

The combination of two complementary products: Service Studio (environment to

build web and mobile OutSystems applications) and Integration Studio (environ-

ment to integrate existing third-party systems or other components).

• Platform Server

Service with the system features to generate, compile and publish native C# or Java

Web Applications (or even native Android or iOS applications for mobile).

The main components of the OutSystems platform and Platform architecture are

depicted in Figure 2.1.
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Figure 2.1: OutSystems Platform Architecture [61]

2.1.1.1 Service Studio

Service Studio (figure 2.2) is an IDE that provides the tools and components necessary

to create, build and change web and mobile applications through visual modeling in a

drag and drop graphical interface. It can be used to delineate the Business Processes, the

application UI, the Data Layer (including Databases), Logic, Integrated REST and SOAP

Web Services, and Security concerns of the chosen application.

OutSystems ensures through Service Studio a “full reference-checking and self-healing

that works behind the scenes to ensure that changes will not impact existing applications”

[61]. When a publication of a web application occurs, the application model is saved as

an eXtensible Markup Language (XML) document and sent to the Platform Server [61].

2.1.1.2 Integration Studio

Integration Studio is an environment where, according to [61]: components can be created

to integrate with existing third-party Systems, Microservices, and Databases, and also,

developers can extend OutSystems with customized code.

Developers use Visual Studio to code integration components and, once those compo-

nents are deployed to the Integration Studio, they can be reused by all of the OutSystems

applications [61]. Also, using Visual Studio, one can use existing .NET Libraries and

when publishing a component, the development environment compiles it with a standard

.NET compiler. The generated DLLs are sent to the Platform Server [61].
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Figure 2.2: Action development in Service Studio

2.1.1.3 Platform Server

The Platform Server is responsible for the steps to generate, optimize, compile, and deploy

OutSystems applications in native .NET or Java Web [61]. This is done using specialized

services such as:

• Code generator: This component takes the application modeled in the IDE and

generates native .NET code. Applications are optimized for performance, security,

and run on top of standard technology [61].

• Deployment services: These services deploy the generated .NET application to a

standard web application server. It ensures that an application is consistently in-

stalled on each front-end of the server farm [61].

• Application services: These services manage the execution of scheduled batch jobs

and provide asynchronous logging services to store events (such as errors), audits,

and performance metrics [61].

Platform Server generates versions for the application model and completes a depen-

dency analysis to check other applications affected by the changes.

2.1.1.4 High level Components

A Web or Mobile application in OutSystems is a set of numerous modules, and a solution

is a set of numerous applications. A module can be an eSpace or an Extension.

An eSpace is a module where an application is created and screens, logic, and entities

are developed using the OutSystems visual language. An Extension is code written in

.NET or Java that can be used to extend the functionality of OutSystems applications.

So, as previously mentioned, a solution is composed of a set of modules and extensions,

as well as the relations between them. In other words, the content of the environment
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(including eSpaces developed and extensions used), when structured and related among

itself, defines a solution.

2.1.2 OutSystems Development

OutSystems languages lets developers develop and build actions (Logic), screens (UI) and

processes [59]. In this chapter, only the interfaces and the logic will be addressed due to

the scope of this dissertation and the resulting project.

In OutSystems, the application logic is implemented through Actions. This means

that custom actions can be created and used when programming in OutSystems [59].

There are three types of actions:

• OutSystems built-in actions: Actions defined by the platform that cannot be modi-

fied or inspected (can be used in action flows, such as Entity Actions, System Actions,

or Role Actions) [59].

• Custom actions: Actions that can be created to define business rules, fetch data

from the database, run integrations with external systems, and other operations

[59].

• Actions to handle System Events: Actions that run at specific moments of the appli-

cation life cycle, such as when a web session starts or a mobile app resumes. It is

possible to design the flow of these actions according to business rules [59].

The OutSystems UI Framework is the base of all user interfaces and provides UI

patterns for Web and Mobile applications with built-in responsive screen templates. It

also allows the developer to create customized templates with which it is possible to

create a Style Guide, that defines all the patterns and styles for building the applications

of a user [59]. Some of the elements of OutSystems UI are columns, cards, dropdowns,

notifications, search, videos, bottom bars, and a variety of widgets [65].

Figure 2.3 represents the UI Architecture and the figure 2.4 shows the UI development

of an application in Service Studio.

Figure 2.3: OutSystems UI Architecture [59]
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Figure 2.4: OutSystems UI development in Service Studio

2.1.3 OutSystems Application Development Paradigms

When developing an OutSystems application, the development paradigm may be chosen

according to the application. Besides, it is possible to structure the application into

several modules, each implementing a specific concept [59].

The existing paradigms are Reactive Web, Mobile (used to create Phone and Tablet

Applications), Traditional Web, and Service, and all of them have their particular user

processes, UI flows, Screens, and Blocks. So, depending on the paradigm, different actions

and even UI can be used (some elements present in a paradigm may not be present in

others). The preferred paradigm is chosen when creating a new application in Service

Studio, as seen in figure 2.5.

Web applications and Mobile applications have different programming models. In this

chapter, we will highlight the paradigms of Web Development (Traditional and Reactive)

as the ones included in the scope of this dissertation.

2.1.3.1 Mobile

A Mobile application is a native app shell, developed using Apache Cordova [27], that

wraps a Web Application developed using the OutSystems visual programming language

[59]. When the application is built adopting this paradigm, the User Experience (UX) is

optimized for mobile devices and can access their resources and features using plugins.

Besides, it can also work offline and have data-caching features using local storage. The

developed code is cross-platform and runs on all of the supported mobile platforms (iOS

and Android) [59].

2.1.3.2 Service

Services can be used to abstract specific business concepts or business-agnostic services

that extend the framework. In a Service module, the elements which compose the core
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Figure 2.5: Choosing the paradigm of an application in Service Studio

services can be defined (e.g. the service logic, integrations (SOAP, REST and SAP), and

database entities) and later be exposed as functionalities to other applications, following

a service-oriented architecture [59].

2.1.3.3 Traditional Web

Traditional Web is an earlier type of OutSystems application centered on server-side de-

velopment [59]. This paradigm allows a developer to do Full-stack Web development and

build a web application from the ground up. This type of application is based on request-

response interactions between the user and the server. The user uses the browser and

communicates with web servers using the HTTP protocol. The server response contains

the requested resource (as an HTML page with references to CSS and JavaScript elements)

[56].

A Web application can have one or more modules of type: Web Responsive, Web

Blank, Service, or Extension. Modules are where developers create the data model, define

business logic and build web pages, and they can share elements with other modules

(producer and consumer modules, of the same or different applications) [56].

In this paradigm, the server is responsible for logic and database operations. Also, it

is characterized by explicit server-side rendering.

2.1.3.4 Reactive Web

In OutSystems, the Reactive Web is a fairly recent paradigm with the goal of building

applications with a responsive interface (adjusts the layout depending on device type and

screen size) running in the browser, displaying a user experience adapted to all kinds of

devices and screen sizes. It concedes the developer the ability to interact with the device’s
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features and capabilities by extending the application code using HTML5 and JavaScript.

This new type of application is mostly used for displaying a high volume of data, such

as dashboards and tables, and it is crucial when targeting web desktops and responsive

applications [59].

According to [57], the Reactive Web paradigm brings value to the built applications

due to the following (new) features:

• Asynchronous data fetching

• Reactive client-side UI rendering and client-side logic

• Only data that is being used is sent to the browser or device, dramatically reducing

the payload when fetching data

• Patterns optimized for the client-first development paradigm, now introduced in

Web Applications developed through the OutSystems Platform

• Reusability of components between the Mobile and Reactive web applications

• New OutSystems UI framework (customizable screen templates and UI patterns)

All of these features result in better performance by revisiting the way data is handled,

better UX/UI, and a state-of-the-art framework with a language constantly adapted to

the modern frontend architectures [62].

The applications built with Reactive Web can be any kind of application, but those

particularly reliant on data-intensive interactions and with dynamic interface patterns

are the ones who can benefit the most from the technology [62].

2.1.3.5 Differences Between Traditional and Reactive Web in OutSystems

There are some elements that were commonly used in the Traditional Web that are not

available in Reactive Web Applications [64]. One of those is the Ajax Refresh, which

in Traditional Web refreshes parts of the interface. This element disappeared since the

UI elements in Reactive applications refresh automatically on data change. Another

difference is the Preparation, a dedicated server-side action that loads initial data for

screens, which does not exist in the client-side Reactive interface (to promote data fetching

optimization according to the application). Other differences can be seen in elements

such as the Entry node, Notify, Exception Handler, and Session Variable (a server-side

feature of the Traditional Web paradigm to store session information that can be accessed

across the application, replaced by Client Variables in Reactive Web)[64]. Not only that,

but many UI elements have considerable differences regarding their implementation in

the Web paradigms. In some cases, the elements of a paradigm may not even exist in the

other paradigm.
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Apart from the differences, some practices were improved in Reactive, namely the

appearance of Client Actions (reducing custom JavaScript), optimized data fetching, the

use of libraries for a solid architecture, and the introduction of client-side validation [64].

To take advantage of these improvements, a developer can build new applications

using the Reactive Web paradigm. However, the applications implemented before the

Reactive Web Applications release in the OutSystems platform could benefit from using

the new features available (mentioned in section 2.1.3.4), so, to make use of the reactive

value, a migration is necessary. Consequently, the differences in the paradigms’ imple-

mentation will have to be taken into account when migrating a Traditional Web UI to a

Reactive Web application.

2.2 Legacy Systems Overview

Legacy Information Systems are the foundation of an organization’s information flow and

the main vehicle for consolidating business information. This type of systems are mission-

critical, and a disruption in their factors would result in a serious impact on business [8].

A Legacy System can also be defined as “any information system that significantly resists

modification and evolution” [10].

More and more, organizations want to move their legacy systems to new environments

due to their appealing features, such as loose coupling, abstraction of underlying logic,

agility, flexibility, reusability, autonomy, statelessness, discoverability, and reduced costs

[2]. This lets information systems be easily maintained and adapted to new business re-

quirements but retain the functionality of existing systems without having to completely

redevelop them. This is the essence of Legacy System Migration [9].

In the context of this dissertation, the Traditional Web paradigm will be considered

the Legacy System.

2.3 Migration Overview

Migration is a type of Information System modernization and consists of moving a system

from out-of-date languages or platforms to a more modernized environment which allows

the system to be easier to maintain and fit current business demands [70]. As migration

includes a large scope of processes, a definition for it can be:

Migration is the passage of a current operating environment of a system to another

usually better, and can range from single systems to multiple systems or applications.

The transition can be to new hardware or software or both, ensuring continuity of

operations. [80]

According to Chithralekha et al. [29], migration can be a combination of Language

or Code migration, Operating System migration, Data migration, UI migration, Architec-

ture migration, System Software and Hardware migration or migration of any of these
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individually [31]. It can be executed automatically, semi-automatically, or manually.

2.3.1 Phases of a Migration

To migrate a system, it takes a process that incorporates multiple steps or phases detailed

by D. O’Sullivan et al. in their work [9] and by J. Hage et al. [40]. These are:

1. Legacy System Understanding

For a migration to succeed it is important to understand the functionality of the

legacy system and its interaction with the domain [9]. Multiple techniques can be

used, for instance, reverse engineering, program understanding, and architectural

recovery. This is usually done with aid to tool support [40].

2. Target System Understanding

The indicated phase portrays the target environment for the system and consists of

tasks such as defining the principal components/functionalities of the environment,

specific technologies and standards to be used, and search the state of the targeted

system and availability of existing identical services to reuse [40].

3. Evolution feasibility determination

Taking into account the previous steps, the feasibility of evolution has to be deter-

mined. The feasibility estimation is achieved at a technical, economic, and organi-

zational level. The code complexity in technical evaluation and evaluation of the

ROI regarding economical feasibility can be included in the estimation [40].

4. Implementation

A target system is developed according to a requirements specification based on the

previous phases with the goal of having the same functionality as the legacy sys-

tem [9]. Using various approaches supported by different tools (such as wrapping,

program slicing, concept slicing, graph transformation, code translation, model-

driven program transformation, screen scraping, code query technology, and graph

transformation) the legacy code can be extracted/used as services [40].

5. Deployment & Provisioning

The last phase is concerned with services deployment and management after the

extraction of the legacy code. After the extraction, services are deployed in the

service infrastructure of the new system [40].

2.3.2 Migration compared to other modernization techniques

Modernization is a set of modifications with the goal of improving legacy systems, some-

times involving system restructuring, functional enhancements, and the implementation

of new features [17]. This process is used when a legacy system needs a bigger change
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than the one provided through maintenance, to increase its value and adapt to modern

technology.

Other types of information system modernization are:

• Redevelopment/Replacement, which involves rewriting the legacy application from

the ground up. Redevelopment is a technique successful in producing the desired

result, however, it is usually costly in terms of time, money, and effort. This is

because redevelopment does not leverage the legacy system’s investment [82]. This

approach is pertinent when another type of modernization is not cost-effective or

even possible (when the system is undocumented, outdated, or not extensible) [18].

To sum up, "replacement is basically building a system from scratch and is very

resource intensive"[17].

• Wrapping, which consists of gluing useful legacy code with wrapper code to embody

it into a new modern system. This technique consists of determining the relevant

legacy code (typically through automated reverse engineering tools), extracting it,

and building a new component using it. Much of this work can be automated, and

the complicated part deals with the extraction and decoupling of applicable code, as

well as the production of an interface to wrap it [82]. All in all, "wrapping consists

of surrounding the legacy system with a software layer that hides the unwanted

complexity of the old system and exports a modern interface"[18][17].

Compared to the other techniques, E. Stehle et al. [82] considered migration to be the

direction of all of the other techniques, but in its core a variation of the wrapping method-

ology. In other words, a migration is a combination of different phases of wrapping and

redevelopment in different quantities, using as support reengineering techniques.

2.3.3 Migration approaches

The process of migrating a system can be approached in many different ways. D. O’Sullivan

et al. conducted a detailed study in [9] where they described multiple data-intense mi-

gration approaches which could be classified as:

• Gateway Migration Approaches

According to [29], Gateway Migration approaches are approaches that make use of

gateways to successfully deliver the migration. Gateways are required for concur-

rent access to the legacy and target system, allowing interoperation between the

two heterogeneous information systems.

– Examples: Database First Approach, Database Last Approach, Composite

Database Approach, and Chicken Little Strategy.

• Non-Gateway Migration Approaches
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The Non-Gateway approaches are gateway free techniques that do not adopt a gate-

way for the migration of legacy systems [29]. The suitability of each approach and

respective techniques differs for different legacy systems and target systems.

– Examples: Big Bang Approach and Butterfly Method

A Gateway is a software module between components to mediate between them [10].

The approaches will be detailed in the Related Work of this dissertation (chapter 3).

2.4 Model-Driven Engineering

Model-Driven Engineering (MDE), can be defined as:

The unification of initiatives that aim to improve software development by em-

ploying high-level, domain-specific models in the implementation, integration, main-

tenance, and testing of software systems. [85] [6]

During the migration of a system, it is common to use model-driven transformations

to identify the right abstractions to represent high-level requirements and design en-

coded in the legacy system and desired in the target system. Specifically, MDE introduces

models that capture designs at a higher level of abstraction. After that, developers rep-

resent designs using models that conform to an appropriate metamodel, which are then

automatically transformed into implementations [85].

2.4.1 Modeling

2.4.1.1 Model

As stated by [25], the simplification of a system with a planned goal can be considered

a model. In other words, a model is an abstraction of a system that exists or is intended

to exist at a certain point in the future. From the software engineering perspective, a

model is a fabrication specified in a modeling language, which describes a system (real

or language-based) and allows predictions or inferences to be made [45]. Being a set of

statements about a system under study, the model is the system’s reduced representation

and highlights the properties concerning a particular perspective [72]. In some cases, it

replaces the need to consider the original system directly.

It was reported by Stachowiak, that for a model to be identified and distinguished

from other types of artifacts, it must meet the following criteria [49]: (1) Mapping criteria:

There is an object or original phenomenon of the system represented or mapped in the

model; (2) Reduction criteria: Not all the features of the original are depicted in the

model, hence, the model is a simplified version of the original; (3) Pragmatism criteria:

The model should be able to replace the original for certain purposes, making it useful.
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2.4.1.2 Metamodel

A metamodel is a model of models [45], or a model of a modeling language [25]. This

concept is many times used without a strong definition or in a very simple way, as is the

case of the OMG’s definition that states: “a metamodel is a model of models” 1.

Some authors went further and gave the following definitions: a metamodel is a

definition of a language to express a model [43]; a metamodel is a model of a language

of models [26]; a metamodel is a specification model where each system specified is a

model expressed in a modeling language [71]. According to Favre and NGuyen [26], the

relation between a model and a metamodel relies on the fact that "a model must conform

to a metamodel". The figure Figure 2.6, adapted from [43], depicts the relations between

a system, model, metamodel and language.

Figure 2.6: Metamodels, Models and Language Defintions [43]

2.4.2 Modeling language

A modeling language allows someone to express the statements in models of some class

of System Under Study (SUS) [71], i. e. a model is an element of a modeling language.

Besides, a modeling language is defined by a metamodel and comprises all the possible

models consistent with such metamodel.

We can classify a modeling language as general-purpose (GPML) or domain-specific

(modeling) language (DS(M)L) [52][69][23][34]. A GPML is a language distinguished by

a larger number of generic constructs, which facilitates a broader and widespread use in

various application fields. A DS(M)L tends to use few constructs or definitions that are

closer to their application domain. The Domain-Specific Languages (DSLs) are expressed

1OMG: Object Management Group – MDA (Model Driven Architecture) available at
http://www.omg.org/mda/
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using domain concepts, so they have the following benefits: A DSL allows a solution to be

expressed at the problem domain’s level of abstraction, so it is usually easier to domain

experts to understand, validate, modify, and often even develop DSL programs [23][34];

Programs using DSLs are concise and can be reused for different processes, making them

enhance productivity, reliability, maintainability, and portability [23][34]; This type of

languages also provides the possibility to validate and optimize at the domain level [23].

As for downsides, DSLs have an associated cost to learn, implement, and maintain [52].

2.4.3 Model Transformations

According to S. Sendall and W. Kozaczynski [73], to guarantee the overall consistency

of models related to each other, a significant amount of work is required. A model trans-

formation is a set of automated processes that take one or more models as input and

produce one or more target models as output, by following a set of transformation rules.

This automation reduces the effort of activities like reverse engineering, view generation,

application of patterns, and refactoring [73].

To execute a model transformation, one must have a deep knowledge of the abstract

syntax (commonly defined with a metamodel) and concrete syntax of the source and target

models. The kind of transformations from a model to a different model is called model-

to-model (M2M) [32] and are deployed as software. So, like other types of software, they

need to be analyzed, designed, implemented, and tested, requiring engineering processes,

notations, methods, and tools [32].

Regarding implementation, model-to-model transformations can be defined for var-

ious purposes and with specific modeling paradigms through common languages, such

as the standard programming languages, but also through specialized model transforma-

tion languages [83]. A model transformation has as input a source model and as output a

target model, where both models conform to their meta-model. The meta-model of the

source and target models can be the same, or different, making the transformation endoge-

nous or exogenous, respectively. Thus, a transformation is specified at the meta-model

level [83].

A transformation is generated automatically and is carried out on any source model

that conforms to the source meta-model. This makes the source model, the target model,

and the transformation specification models in itself, conforming to their respective meta-

model [83].

Figure 2.7 illustrates the process around model transformations (adapted from [83]).

T. Kühne, E. Syriani and others [44] considered modeling a transformation language

(including its semantics) a substantial initial investment. However, the authors also

considered such investment worthwhile due to "the prospect to more easily experiment

with language features, customize them for certain purposes, and allow transformations

to be reasoned about and/or modified". To create the transformation language’s mapping

procedure, rule-based transformations need to be modeled.
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Figure 2.7: Model transformation. [83]

The specification to define the transformation language and mapping rules rely on

other languages, namely the input and output language. These languages on the ends

of the transformations define the pattern specifications for the left-hand side (LHS) and

right-hand side (RHS) languages. Thus, only the well-formed input and output specifica-

tions on both sides can be involved in a transformation [44].

A rule is a declarative construct that specifies what can be transformed and into

what [83]. It is made of pre-condition (determines the applicability of a rule) and post-

condition (what is found after the rule was applied) patterns. These conditions are de-

scribed through the left-hand side (LHS) and righthand side (RHS), respectively, where

the LHS must be found in the input model to apply the rule, and the RHS must be found

in the output after the rule is applied [83].

2.5 Pattern Recognition

OutSystems UIs are composed of multiple widgets, which can be grouped as Web Blocks,

menus, and other complex elements. Also, the bindings between the UI elements and the

data and actions vary from application to application. This means that, while some wid-

gets can be read from a Traditional Web application and recreated directly in a Reactive

Web application, other widgets cannot. Also, some widgets and types of data fetch/bind-

ing are supported in one paradigm but not the other. This creates different scenarios in

a migration, including some where widgets and bindings must be read as patterns with

certain functionality, which have to be replicated on the product of the migration.

To sum up, in a migration there may be cases where it is better to identify what

to migrate, not by looking at the elements, but by looking at the patterns they belong

to. This is a common approach in model migrations using the concept of MDE [85],
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as also explained in sections 2.4.3 and 3.3.3, but also in other types of migrations [87].

Not only that, but this technique is appropriate for the OutSystems platform due to the

incompatibilities between paradigms and their models (listed in this section and section

2.1.3.5).

2.5.1 Pattern Search

"Pattern matching is a basic problem in computer science and it occurs naturally as part

of data processing, information retrieval, speech recognition, vision for two-dimensional

image recognition and computational biology"[53].

Pattern matching consists of comparing tokens with the parts of a pattern to check

and locate similarities. If the matching tolerates small differences between the objects

and the pattern, it is called pattern recognition and consists of the automated recognition

of patterns and regularities in data.

The UI in OutSystems will be the focus of this dissertation (section 4.1), so, to search

the patterns, the algorithm will have to take into account the structure of the interface.

Since the UI is structured and connected in the Widget Tree (present in Figure 2.4), the

background and related work analysis will focus on graph pattern search and, more

specifically, on tree pattern search.

2.5.2 Graph Pattern Search

Graph Pattern Matching, or Graph Pattern Search, is typically defined in terms of sub-

graph isomorphism, making it an NP-complete problem [24]. Besides the subgraph

isomorphism problem (where matches are evaluated based on the graph structure, Graph

Pattern search can also be used to discover matches similar (but not the same) to complex

patterns [28].

According to [28], Graph Pattern search objective is to find matches in a graph for a

specified pattern. A formal specification is as follows:

1. A graph G = (V ,E), composed of a set of vertices V and a set of edges E. Each e ∈ E
is a pair (vi ,vj ) where vi ,vj ∈ V . The vertices and/or edges of G may be typed and/or

attributed.

2. A pattern graph (or pattern query) P = (VP ,EP ), which specifies the structural and

semantic requirements that a subgraph of G must satisfy in order to match the

pattern P .

The objective is to discover the set M of subgraphs of G equal to the pattern P . A graph

G′ = (V ′ ,E′) is a subgraph of G if and only if V ′ ⊆ V and E′ ⊆ E. Problem formulations

often require that P represents a single connected graph and, hence, that m ∈M is also

connected [28]. A graph is connected if there is some path between every pair of its

vertices.
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The algorithms to search graphs can be classified as approximate (with polynomial

complexity but are not guaranteed to find a correct solution), inexact, and exact (both

find correct answers and consequently have exponential worst-case complexity) [76].

2.5.3 Tree Pattern Search

Tree Pattern Search is similar to Graph Pattern Search. In this scenario, there is a match

between a pattern tree P and a tree T at node v if there exists a one-to-one map between

the nodes of P into the nodes of T such that: (1) the root of P maps to v; (2) if x maps to y

and x is not a leaf, then x and y have equal degrees and the ith child of x maps to the ith

child of y; (3) if x maps to y, then x and y have the same labels [42]. This is a description

of an exact match.

A tree is a data structure that can be either binary or non-binary, so, the type of search

algorithm and approach depends on the type of tree. Equivalent to the graph search, the

algorithms to search trees can be classified as exact or inexact. Inexact matches can have

some flexibility in the sense that some of the nodes are not relevant to determine whether

the tree and the pattern are a match (there may be some differences between some nodes).

According to [36], in pursuance of extracting useful information from tree-structured

data, it is necessary to extract tree patterns that are common to that data.

2.6 Communicated Information

The result of an automatic migration between paradigms is a process where multiple

conversions are made, some more direct than others. So, there is always the possibility

of the final product needing a manual quality assurance or, in the worst-case scenario,

some components were unable to be transformed or produced an undesired conversion.

Therefore, during or after the migration tool execution, the transformations completed or

in need of manual operations (or verifications) must be documented and presented to the

user. Consequently, to register and present such documentation, the program will need

to communicate some sort of information.

As reported by W. Shang et al. [75], "system administrators and developers typically

rely on the software system’s Communicated Information (CI), consisting of the major

system activities (e.g. events) and their associated contexts (e.g. a timestamp) to under-

stand the high-level field behavior of large systems and to diagnose and repair bugs". So,

it is the developers’ role to choose which information is important to the system operation

and analysis [75]. A typical technique to display CI is logging.

2.6.1 Metrics

As stated in [81], "Logs, metrics, and traces are often known as the three pillars of observ-

ability". Metrics are a way of depicting the data measured using numerical values. This
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data is usually gathered over intervals of time [81] and can take distinct representations

such as counters or gauges [38].

2.6.2 Logging

Logging records useful information during system execution. The information is used for

maintaining the system, bug-fixing, detecting anomalies, and transferring knowledge [39].

Logs are strings of text containing considerably more data than metrics, and generally

require parsing to get useful information without a human reading them [38].

Logging statements (also called execution logs) consist of a textual part to detail the

context, a variable part to give further information, and a "log verbosity level"[39].

Thus, logs are advantageous to help engineers and programmers called to diagnose

and solve issues during or after production run, as well as understanding the operations

and overall program performance [54]. This type of feedback is essential in a migration

between distinct paradigms as is the case of this dissertation’s objective, to enable a higher

understanding of the process result, and manual verification of the results and problems

encountered. Not only that, but due to the differences between paradigms and their

models, migration logs are a practical way of communicating to the user which elements

and relations were not possible to migrate, or had to suffer significant changes to be

transformed into elements of the new paradigm.

While metric storage is inexpensive, storing logs can be costly since it is frequent to

generate large quantities worth of data per day [38]. So, the observability of the migration

process (metrics and mostly logging) may bring an expected, but a small penalty to the

tool’s execution time.

2.6.3 Traces

A trace is a representation of a set of events related to each other and it shows the end-to-

end flow of requests through a distributed system. Another way of defining traces is as

a representation of logs, where "the data structure of traces looks almost like that of an

event log"[81].

Tracing helps a software engineer to monitor the sequence of distributed events (dif-

ferent services involved) and the complex interactions characteristic of a microservice

architecture [38]. Traces are also used to present the work done at each layer, all while

preserving causality [81].
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3
Related Work

3.1 OutSystems Migration

In 2017 OutSystems released the Mobile paradigm (which allowed developers to build

applications for mobile phones and tablets) and the Modern Web became a trending

theme inside the company. The new way of designing and building applications with

a better performance brought up the idea of a possible migration between paradigms.

Such possibility turned into an initiative to study the possibilities, advantages, risks,

and obstacles to a migration path. Some approaches were investigated and most of the

problems were identified but, in the end, it was considered a migration would not be

worth the investment at the time. So, the selected path was maintaining the old runtime

(Traditional Web) and not investing in a Migration for the reasons detailed below in

section 3.1.1.

As previously mentioned, the release of Reactive Web made the migration possibility

relevant again, since many of the applications built using the Traditional Web could bene-

fit from a Reactive Web implementation. Thus, a manual migration initiative was started

by OutSystems to migrate the applications which would have a high ROI if converted to

the Reactive Web paradigm.

To provide the necessary context, in this chapter we will detail the 2017 proof of

concept, the current manual migration initiative, and how an automatic partial migration

could accelerate the manual work.

3.1.1 Previous Work

The steps taken in the proof of concept made in 2017 concerning a migration possibil-

ity were: Identifying the differences between runtimes (at the time, only Mobile and

Traditional Web existed), identifying problematic migration scenarios, estimating the
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percentage of modules where a migration would be possible, identifying high-level mi-

gration approaches in the OutSystems context and an estimation of the migration costs

and learning times. All of these topics will be detailed in this chapter, and so will the

final decision of not following through with the project and the reasons for it.

Regarding the differences between the paradigms (Mobile and Traditional Web) at the

time, most of them were similar to the differences mentioned in section 2.1.3.5 between

the Traditional and Reactive Web. Some problematic scenarios were identified, such as

modules with server-side functions in UI, which comprised 45% of the modules at the

time, and modules using unescaped expressions, which were more than 51% at the time.

Also, 53% of modules had Session Variables, that were not supported in mobile. Since

the models had considerably different lifecycles, a big part of the migration could not be

automated or even completed.

In the course of the proof of concept migration, several paths were identified and

evaluated, including a Migration Tool, a Migration Tool with added Migration friendly

features (adding new elements to the Traditional Web to prepare applications for mi-

gration), keeping the Old Runtime (another denomination for Traditional Web), and not

providing a migration tool, thus simply discontinuing the Old Runtime (forcing clients

to reimplement their applications in Modern Web).

At the time, only 11% of the modules could be migrated (with the approach taken,

which consisted of migrating a part of the module automatically and another part manu-

ally). Besides, the different lifecycles made it very hard to migrate the UI. This culminated

in the conclusions that the time spent migrating an application was unacceptable and

there was no visible ROI in migrating an application in 2017 (as the result presented a

worse performance, worse user experience, possible bugs, and security risks). The final

decision was to keep the Old Runtime (Traditional Web) and support it alongside the

Modern Web (Mobile and Reactive Web).

So, in the past three years, both the Traditional Web and Mobile and Reactive Web

models have coexisted, with the platform supporting the different models and its run-

times simultaneously. That approach had an impact on Development, Maintenance, and

Support costs.

3.1.2 Manual Migration Initiative

In October 2019 the Reactive Web was released. This brought multiple changes in Out-

Systems and the possibility to build web applications according to more state-of-the-art

technologies and architectures. Thus, the migration subject became relevant again.

However the significant changes between Traditional and Reactive made it difficult to

provide an automatic tool in time to meet the customers’ demand when the Reactive Web

was launched. The goal of this thesis is to provide such a tool, but in this chapter, we will

focus on the manual migration initiative that was a consequence of the high demand by

the OutSystems’ clients.
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The manual migration initiative comprises a series of steps to guide developers on

how to manually transition an application implemented in the Traditional Web to an

equivalent implementation in Reactive Web. The effort might be significant, depending

on the size and complexity of the applications, especially in the UI, as it is the most de-

tailed aspect in the majority of OutSystems applications [64]. Despite that, this might

be a good opportunity for the developers to rethink and change some aspects of the ap-

plications, for instance, the user experience and interface (UX/UI), and the data fetching

operations. Besides, there are applications in which the OutSystems best practices were

not followed during the development, and the opportunity could be harnessed to change

the implementation according to those practices [60].

There are many differences between the Web paradigms, mentioned in section 2.1.3.5.

Those differences and the type and characteristics of the applications can change the

stages of the manual migration [64]. The common steps in projects of this type, however,

as stated in the OutSystems official support documentation [64] are:

1. Refactor the app to centralize the server calls

Preparatory work before the migration, involves inspecting the logic for server

calls and optimizing them by grouping them into a common logic (Traditional

applications render most of the UI on the server-side, so the server calls bound to

UI were not an issue. This is not true for Reactive apps, where forcing UI to wait

for a response from the server makes an app appear slow).

2. Recreate the Screens using new widgets and OutSystems UI

Reactive applications use the new UI framework (OutSystems UI), which is not

compatible with the OutSystems Web UI or Silk UI (previous UI libraries). The

developer then needs to recreate the Screens in new modules with new widgets and

patterns, adapting existing user experience to the new UI.

3. Update the front-end logic

This step amounts to focusing on the logic that now runs in the client-side, adapting

all the bindings and data fetching to make sure no information is exposed on the

client-side.

4. Fix the performance warnings

The application must have all of the performance warnings in Service Studio (gen-

erated by the migration) fixed to guarantee a smooth and correct user experience.

There are a few accelerators to help speed up the migration of Traditional Web Appli-

cations [64]. Some of the accelerators consist of Copying and Pasting Server Actions and

Entities (to Server or Client actions in Reactive Web), Copying and Pasting Aggregates

(SQL nodes in OutSystems) from Traditional to Reactive Web, creating screens based on

Scaffolding and Copying the Preparation and Pasting it as a Data Action.
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Scaffolding patterns in OutSystems [63] are a way of accelerating the creation of

screens, logic, and functionalities using only a few clicks or drag and drop. These patterns

are mostly used to create screens with Create, Update, Retrieve, and Delete (CRUD)

functionalities based on an entity. With scaffolding, a user can create, for example, a

screen with a list of objects and another screen with the details of an object (or a screen to

create a new object) simply by dragging the entity to the MainFlow (a UI flow to manage

the interactions of the screens). The created screens can be further customized by the

user after its creation. Figure 3.1 shows a screen created with a Scaffolding pattern by

simply dragging a sample data Product entity to the MainFlow.

Figure 3.1: Screen created via Scaffolding patterns

In [64] we can find the documentation on how to manually migrate most of the mod-

ule elements. However, while the logic, session variables, UI flows, processes, roles,

and themes are all relatively accessible to migrate manually due to accelerators, the UI

elements such as Web Blocks, menus, and widgets are not so facilitated.

3.1.3 Automatic Migration

The 2017 migration proof of concept came to show that the risk and cost of a full auto-

matic migration would be too high and that a blind migration would present a worse

result than the original product. Not only that, but some components of an application

may be worth redeveloping to fully extract the Reactive Web paradigm capabilities.

If we also consider the fact that the manual migration initiative has been a success,

with considerable adherence from OutSystems clients, one could question the value of

an automatic migration, especially considering all the accelerators already available. So,

after a thorough analysis of the problem, it was possible to conclude that the focus of this

project should not be an automatic alternative to the manual migration, but an automation
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or an accelerator to complement the manual migration initiative. In section 4.1, we will

explain the focus of the project (what to automate) and its discovery.

3.2 Migration Approaches

There can be many types of legacy systems, so, different systems might require different

migration approaches (according to the architectures, features, and resources). Bisbal et

al. conducted a survey and described different data-intense migration approaches (that

prioritize the migration of databases) existent at the time [9]. The study considered:

• Database First Approach or Forward Migration Approach

The data is migrated before the rest and the application logic and interfaces are

migrated gradually. During the redevelopment of the application and interfaces,

the Legacy System can access the data environment of target systems through a

forward gateway, making it possible for both systems to operate in parallel.

• Database Last Approach

The application is incrementally migrated, and only after that, is the database

migrated. A reverse gateway is responsible for the mapping between the target

database schema and the Legacy System database.

• Composite Database Approach

Both the data and application are gradually migrated, and the development can be

incremental. Data integrity of the Database Management Systems (DBMS) can be

guaranteed by a transaction co-coordinator. Forward and reverse gateways can be

used.

• Chicken Little Strategy

This approach is similar to the composite database approach except for the function-

ality and placement of gateways. Like the previous approach, Forward and Reverse

gateways can be used. Besides, Legacy and Target systems can work simultaneously

during the migration, and the operating system is a composite of target and legacy

information systems using gateways.

• Big Bang Approach

The Legacy System is redeveloped from scratch in the new environment, with new

architecture, tools, and database.

• Butterfly Methodology

This approach does not use gateways, so the target system is not operational during

the process. The major focus of the migration is on legacy data migration in a

mission-critical environment.
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Ganesan et al. [29] presented a table with a summary and comparison of the advan-

tages and disadvantages of each of the aforementioned approaches. It can be consulted

in appendix I (table I.1).

3.2.1 SOA (Service Oriented Architecture) Migration Approaches

In Service-Oriented Architecture (SOA) migrations, the intended enterprise model de-

fines the business needs of the target design, which is determined by services and their

interactions [90]. Some of the approaches utilized (and mentioned in [29]) are:

SMART(Service MigrAtion and Reuse Technique)

SMART is a technique to analyze legacy components and their potential of being

reused as services to perform a legacy migration [78]. It can also be defined as a set of

processes to help decide the utility of exposing legacy systems as services in a service-

oriented architecture.

Sneed’s Approach

Sneed developed an approach [79] (integrating legacy software into a service-oriented

architecture) and showed how legacy can be reused in building web services. The contri-

bution consisted of a method capable of wrapping legacy code behind an XML shell to be

offered as web services to external sources.

MASHUP (MigrAtion to Service Harmonization compUting Platform technology)

The combination of content from multiple sources into an integrated experience is

called “mashup” technology. Based on that, Cetin et al. proposed the MASHUP migration

technique [13], which focuses on behavioral and architectural aspects of the migration. It

has the following six stages: MODEL (Modeling of target enterprise business), ANALYZE

(Analysis of the legacy systems and infrastructure), MAP & IDENTIFY (Mapping business

requirements to system components and services identification), DESIGN (Designing a

concrete MASHUP architecture with domain-specific kits), DEFINE (Defining Service

Level Agreement) and IMPLEMENT & DEPLOY (Implementation and deployment of

services).

SOMA (Service Oriented Modeling and Analysis)

SOMA was defined as a process to integrate systems by analyzing legacy applica-

tions to better understand the use of services in a service-oriented architecture [3]. It

also breaks the business functions of each application to identify potential services to

use in the new architecture to complete business goals. Besides, problematic areas are

discovered and areas where new services need to be built are signaled.

Two-View Approach

Razavian and Lago [68] described approaches using two views to analyze and cate-

gorize them: knowledge and activity. They presented a migration reference to select an

approach among the existent or to develop a new migration approach.
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3.2.2 Cloud Migration Approaches

In Cloud migrations, it is possible to access a set of shared resources such as networks,

servers, and storage. By migrating Legacy to Cloud systems, the paradigm is changed at

a business and technical level [88]. In the work of Jamshidi et al. [37] a systematic review

of cloud migration takes place, characterizing 23 selected studies. The unexplored areas

of cloud migration were identified (research determining applicability in an industrial

context and lack of tools for migration execution, among others). This was done by

synthesizing collected data and the results of classification and comparison are shown

through tables and visual diagrams.

As a migration to Cloud services leads away from the scope of this project, only some

names of the different approaches mentioned in [37] and [29] will be indicated: Cloud Mi-

gration approach (CloudMIG), SOA Migration Adoption and Reuse Technique (SMART)

decision framework, Reuse and Migration of legacy application to Interoperable Cloud

Services (REMICS) and Advanced Software-based Service provisioning and Migration of

Legacy Software (ARTIST).

3.3 Model-Driven Engineering

Model-Driven Engineering (MDE) is widespread and adopted by multiple industries with

a successful approach. However, it is still considered by some a niche technology [89].

Despite its increase in popularity with languages like Unified Modeling Language (UML),

it is still not used as much as Java, C#, or other popular programming languages [55].

According to [55], the areas in which the advances in MDE have been considerable

comprise model analysis, model transformations, model-based verifications and valida-

tion, and modeling languages. MDE has helped to address some software engineering

problems, namely with foundational theories, tool support, and empirical evidence in the

abovementioned areas [55].

These advances made MDE somewhat widespread and used in many different ways.

However, the companies who better applied MDE tended to develop or use languages

specifically created for their domains (instead of using general-purpose languages such

as UML). The data collected in [89] shows that developing small DSLs is popular for

limited, well-understood domains. It is perceived that significant time and effort must be

spent in developing models, when in reality the applications of domain modeling can be

swift and agile, using DSLs and associated generators [89].

It was a surprise to see that, as proved by a study found in [89], state-of-the-art mod-

eling techniques and tools, such as UML, are generally not used by designers. Besides,

when used, the designers used it selectively and informally. This can be explained by

the conclusion that these techniques and tools present a poor performance when eval-

uating the support offered to software development activities [89]. In the investigation

performed, there was not a consensus on modeling languages or tools, with more than 40
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modeling languages and 100 tools listed as “regularly used”.

Mussbacher et al. [55] published a survey in 2014 with information and details re-

garding MDE adherence and related work accomplished in the past 20 years. The paper

also details a prediction for the future of this technology, lists the strengths of MDE, and

contains an overview of the key developments of the MDE community. Additionally,

it summarises the problems found in the technology, and the authors suggest the four

major challenges for MDE: Cross-Disciplinary Model Fusion, Personal Model Experience,

Flexible Model Integration, and Resemblance Modeling (From Models to Role Models).

3.3.1 Modeling languages

It was previously stated that a modeling language can either be a general-purpose (GPML)

or domain-specific modeling language (DSML).

General Purpose Modeling Languages are somewhat more prominent in the research

and industrial areas. Additionally, the use of modeling has increased to a point where

modeling standards have appeared [55].

As examples of GPMLs, in the work in [69], UML and Systems Modeling Language

(SysML) are mentioned as some of the most popular, that provide large sets of constructs

and notations used for documenting and specifying software systems, or for system en-

gineering. UML is used for modeling software systems at multiple abstraction levels,

with the multiple viewpoints provided which include class, object, sequence, use cases,

state machine, component diagrams, among others [69]. SysML, on the other hand, is a

dialect of UML 2 and is defined as a UML 2 Profile. It supports the specification, analysis,

design, verification, and validation of a broad range of systems and systems-of-systems.

For the past few years, UML has been the de facto standard for object-oriented modeling

[55]. Another popular general-purpose language is Business Process Model and Notation

(BPMN), suitable for modeling business systems from a dynamic perspective and mostly

at an independent computational abstraction level. BPMN provides the following view-

points: process, collaboration, choreography, and conversation diagrams [69]. Besides

the ones listed, there are other languages commonly used, like the Object Constraint

Language (OCL).

Domain-specific modeling languages (DSMLs), when compared to GPMLs, comprise

a smaller set of concepts and notations and are closer to the application domain. This

type of languages is relevant to the OutSystems modeling techniques as detailed in sec-

tion 3.3.2. Outside of OutSystems, XIS-Mobile and DSL3S languages are examples of

DSMLs. XIS-Mobile is a DSML for mobile applications implemented using a cross-

platform methodology, used for modeling through the definition as a UML profile and

providing the viewpoints that follow: domain, business entities, architectural, use cases,

navigation space, and interaction space views (or diagrams) [69]. DSL3S, on the other

hand, is used for spatial stimulation in Geographic Information Systems by providing the

following viewpoints to platform-independent models: simulation, scenario, animat, and
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animat interactions views [69].

In [55], a couple of frameworks that support DSML development are listed: Amongst

others, MOF, EMF, VisualStudio, JetBrains/MPS, GME, Epsilon, and Xtext.

3.3.2 Modeling in OutSystems

The OutSystems Platform is a visual model-driven development and delivery platform

used via its IDE, the Service Studio. Via a set of integrated DSLs, the platform allows a

user to build web and mobile applications. The DSLs are visual modeling languages to

develop multiple aspects of a system with a high abstraction level [33] and can be used to

implement all the aspects of an application. This includes the design and implementation

of user interfaces, database models, business logic, integration with external services, as

well as other features [48]. As a consequence, these languages help to hide low-level

details and remove the complexity of creating, publishing, and maintaining applications

from the user side [33]. Since every aspect is built with a (type-safe) domain-specific

language, an OutSystems model can be described as consisting of many interdependent

submodels.

Models and Metamodel

In memory, an OutSystems model is represented as a graph of C# objects (for example,

when the model is being edited in the Service Studio or being processed by the compiler).

The graph’s entry point is an instance of the class ESpace. These models are saved and

transported as binary XML files where the XML representation is a serialization of the

objects’ graph [48].

According to [48], OutSystems models have an associated meta-model definition

saved separately from the model. So, a particular version of a platform component has

an associated meta-model version to help it load the models. Using the meta-model

definition, the set of C# classes can be generated and are responsible for serializing and

de-serializing a model to/from an XML file, among other things.

The OutSystems language meta-model is also represented as an XML file, where

for each class its children and properties are detailed. To do a parallel, properties are

equivalent to attributes, and children are equivalent to aggregation relations in UML

terminology, as stated by Lourenço et al. [48]. Nonetheless, the meta-model is used by

the Service Studio and the compiler as C# classes generated from the meta-model, instead

of its XML form. The classes present in the meta-model can serve as types of properties

and collections in other classes.

The model classes generated by the meta-model include the multiple predefined be-

haviors, for example, the code to copy, paste, load, save, and verify [33]. Since the meta-

model is used as input to generate the model classes, new languages can be defined as

well as their meta-models. The languages depend on a set of non-generated classes like

the class Type (for types) and the ModelObject class, used as the base class for all model
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Listing 3.1: Metamodel for Actions
1 <MetaModel xmlns:xsi="http://www.w3.org/2001/XMLSchema−instance"
2 xmlns:xsd="http://www.w3.org/2001/XMLSchema"
3 xsi:schemaLocation="http://www.outsystems.com/MetaModel.xsd">
4

5 <Class name="ESpace">
6 <Property name="Name" type="Text" />
7 <Child name="Actions" type="Action" />
8 </Class>
9 <Class name="Action">
10 <Property name="Name" type="Text" />
11 <Child name="InputParameters" type="InputParameter" />
12 <Child name="Nodes" type="ActionNode" />
13 </Class>
14 <Class name="InputParameter" >
15 <Property name="Name" type="Text" />
16 <Property name="Type" type="Type" />
17 <Property name="IsMandatory" type="Bool" />
18 </Class>
19 <Class name="ActionNode">
20 <Property name="Target" type ="ActionNode" />
21 </Class>
22 <Class name="Start" base="ActionNode" />
23 <Class name="End" base="ActionNode" />
24 <Class name="Execute" base="ActionNode">
25 <Property name="Action" type="Action" />
26 <Child name="Arguments" type="Argument" />
27 </Class>
28 <Class name="Argument" verifyDependencies="Parameter.IsMandatory, Parameter.Type">
29 <Property name="Parameter" type="InputParameter" />
30 <Property name="Value" type="Expression" isOptional="true" />
31 </Class>
32 </MetaModel>

classes [48]. An example for the OutSystems metamodel definition for Actions can be

found in Listing 3.1.

3.3.3 Model Transformations

Model transformations specify the dynamic semantics, execution, analysis, code synthe-

sization, optimization, composition, and evolution of models. So, model transformations

are a key part of MDE [83].

There are two main types of model transformations studied in MDE: model-to-text

transformations (M2T) and model-to-model transformations (M2M) [69]. Model-to-text

transformations generate or produce software artifacts like source code, text, and XML

files from models. One of the techniques to do this is code generation, and Czarnecki

[22] and others discussed multiple solutions to do so. Model-to-model transformations

transform models into other models closer to the solution domain, and the transforma-

tions are specified via a language, whether a programming language or a specific model

transformation language [69].
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The tools used to perform model transformations can offer users one or more of three

different architectural approaches for defining transformations: Direct model manipula-

tion, Intermediate representation, and Transformation language support [73]. One of the

benefits of the direct model manipulation approach is the fact that the language used to

access and modify the model can be a general-purpose language such as Visual Basic or

Java [73], facilitating the task to developers inexperienced in MDE.

Besides general-purpose programming languages, which are seldom used to specify

transformations, there are M2M transformation languages specially tailored for the task

of transforming models [32]. In that respect, multiple model transformation languages

exist, each with its purpose and modeling paradigm. Some examples of these languages

are QVT1, Acceleo2, ATL3 and VIATRA4 [69][83][55]. Also, some approaches use UML

object diagrams to represent each rule’s pre-conditions, post-conditions, and notations to

represent rule control flow [32].

In many cases, a transformation is detailed as a set of patterns and, when these pat-

terns are present in the model, a transformation can be applied. In other words, a pattern

is the fundamental unit of a transformation [83]. Input and output languages of a trans-

formation establish the pattern specifications, such as the specification language, that

"should not be generic to fit all possible input and output languages, but specifically

tailored to the input and output languages involved"[83].

3.3.4 Migration model-based Approach

Using the concepts of Model-Driven Engineering (Sections 2.4 and 3.3), software reengi-

neering to recover the architecture of legacy systems, and model transformations (Sec-

tions 2.4.3 and 3.3.3) there is a prominent framework model called Horseshoe Model

[1][68]. This same framework is comprised of a series of steps represented in figure 3.2

that implemented in a simplified matter, the process in figure 2.7.

This technique uses three levels: the code level, the model level, and the conceptual

level. It consists of representing different levels of abstraction by different models, which

provide the foundation for further reverse engineering, enterprise modeling, forward

engineering, and legacy migration activities [90].

3.4 Search Alghorithms

As previously mentioned, a pattern is the fundamental unit of a transformation. However,

the patterns must be searched in the models to be migrated. Many search algorithms

have been proposed throughout the years to increase the quality of search operations on

structured information. Considering the scope of this project and the OutSystems UI

1http://www.omg.org/spec/QVT/
2http://www.eclipse.org/acceleo/
3http://www.eclipse.org/atl/
4http://www.eclipse.org/viatra/
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Figure 3.2: Migration Horseshoe [90]

structure, the related work concerning pattern search will focus on graph search and tree

search.

Conte et al. [19] and Charaf et al. [21] conducted surveys on graph search and tree

search, so we will start by analyzing the algorithms presented by them.

3.4.1 Graph Search Alghorithms

One of the most popular graph search algorithms is Ullmann’s algorithm [84], which

undertakes the problems of graph isomorphism, subgraph isomorphism, and monomor-

phism. The graph isomorphism problem aims to determine if two finite graphs are

isomorphic (there is a bijection between their vertex sets). Due to the OutSystems UI

being structured as a graph (more specifically, a tree), we want to find an isomorphic

match to the patterns to be searched (also structured as trees). In order to prune un-

productive matches, Ullman proposed a refinement procedure, that works on a matrix

of possible future matched node pairs to remove those not consistent with the current

partial matching [19]. Ghahraman et al. [30] worked on the so-called netgraph obtained

from the Cartesian product of the nodes of two graphs being matched to prune the search

space [19]. Cordella et al. [20] presented a more recent heuristic for both isomorphism

and subgraph isomorphism based on the analysis of the sets of nodes adjacent to the ones

already considered in the partial mapping [19]. Larrosa and Valiente [46] reformulated

graph isomorphism as a Constraint Satisfaction Problem (CSP) in order to apply to graph

matching some CSP heuristics [19].

Another algorithm is Nauty, developed by McKay in 1981 [51], that only covers the

isomorphism problem, and is regarded by some authors as the fastest isomorphism al-

gorithm available [19]. Messmer and Bunke [12] presented an algorithm to deal with
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isomorphism and subgraph isomorphism by using a preprocessing phase to build a de-

cision tree from the graph library and matching an input graph against it [19]. Shearer

et al. [77] proposed an optimization for the case of a sequence of input graphs that are

changing slowly over time, and Lazarescu et al. [47] proposed the use of decision trees

for speeding up the matching against a large library of graphs [19].

There are many algorithms that produce approximations instead of exact solutions

(where not all nodes are a match), called inexact matching or error-correcting algorithms,

as they enable matching despite noise or errors in data [28]. Such a particular type of

algorithms may be useful to identify UI patterns while ignoring user customization of

certain widgets in OutSystems applications.

3.4.2 Tree Search Alghorithms

The problem of searching and matching a pattern in a tree can be defined in several ways.

We will start by analyzing the algorithms that address the subtree isomorphism problem.

The Näive Algorithm is based on determining that two trees are isomorphic if and only if

one of them can be transformed into the other by permuting child nodes at any node [21].

This can be extended to the subtree isomorphism problem by using the basic algorithm

presented by Matula [50] and Chung [15] and improved by Shamir and Tsur [74].

Another way of defining the problem at hand is to address the tree inclusion problem:

Given a tree T and a pattern tree P , the objective is to locate the smallest subtree of T that

contains P , in a way that P is equal to T ′, which is obtained by deleting nodes of T [21].

This problem was proved to be NP-hard by Kilpelainen and Manila [41], but they also

detailed an algorithm to solve tree inclusion problem on ordered trees in polynomial time,

which was later improved by Chen [14]. Bille and Gortz [7] later presented an algorithm

with linear space bounds by creating data structures on tree T where certain operations

called set procedures are executed [21].

This all leads to pattern matching algorithms, which solve the problem of matching a

pattern P (or a set of patterns P1, ..., Pn) containing nodes that are labeled. Hoffmann and

O’Donnell [35] provided a bottom-up algorithm and a top-down method to reduce tree

matching to a string matching problem [21]. This was done by including a preprocessing

phase before the matching phase. In the analysis made in [21], the algorithm with the best

performance in tree pattern matching was the one provided by Cole, Hariharan, Indyk

[16]. Ramesh and Ramakrishnan [67] also detailed an algorithm to perform pattern

matching in nonlinear patterns.

All of the time complexities of the algorithms mentioned can be found in [21].

3.5 Discussion

In this section, we will discuss which of the abovementioned related work will contribute

to the implementation of this thesis. The contributions of the 2017 Proof of Concept and
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OutSystems Manual Migration initiative to this project were considered in section 3.1.3.

Regarding the data-intensive migration approaches, if one were to be chosen, it would

be the Butterfly Methodology approach since the legacy system (Traditional Web ap-

plication) must remain operable throughout migration and there is no need to execute

interoperations between the two systems (having no need for gateways and its complex-

ities). However, this methodology focuses on data migration and develops the target

system in an entirely separate process, which is not the objective of this dissertation and

project. On the other hand, the SOA migration techniques mentioned in section 3.2.1,

when working on the target system side, define services and interactions, also a different

objective than the one of this dissertation. However, some define strategies for analyzing

the legacy system, and that theoretical knowledge can be of use for this project, namely

the one used in the MASHUP approach and its six stages (but instead of defining and

designing services, we will have to define the elements in the new paradigm, the Reactive

Web). This is also true for the SMART approach.

The Two-View approach can be used to select and define the path between the different

possibilities. This work also helped to shed light on the topic of migrations and led to the

Horseshoe Model, a combination of migration and model engineering operations.

The related work on Cloud Migration approaches was merely to gather information

on the topic of migrations, but the techniques analyzed lead away from the project, so

none of them will be pursued.

One of the most important topics covered in this chapter, the Model-Driven Engineer-

ing study is a key part of the decisions made in the requirements gathering, implemen-

tation, and integration phases of this project. The fundaments approached concerning

model-driven engineering and model transformations guided the course of the disserta-

tion and respective proof of concept. Much of the theoretical and practical knowledge, for

example, regarding transformation rules, direct model manipulation, and the concept of

transformations as a set of patterns, were used to understand the processes and applied

when developing the final tool. Not only that, but due to the OutSystems models im-

plementation, the migration can not be separated from modeling techniques and model

manipulation.

The Horseshoe Model, presented in section 3.3.4, is an example of a possible result

when model-driven engineering and migration concepts are combined. So, due to the

correlation of these areas to the OutSystems paradigms (both the Web and Reactive)

and their models, a variation of this methodology contributed to the foundation of the

migration tool implementation steps.

About the search algorithms priorly mentioned, since an OutSystems widget tree

(which is how the UI is structured) has multiple types of widgets, each with its attributes,

the various algorithms were used as examples to better understand how to cover the

OutSystems model and build an algorithm optimized for searching UI components in the

platform.

Besides the ones above, the search algorithm present in [36] was also analyzed. This
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last algorithm, besides being more recent, considers the possibility of ignoring certain sub-

trees while searching the tree, which is particularly relevant in the OutSystems platform,

to allow the detection of patterns despite the customization made by the developers.

Last but not least, the communicated information, specifically logging and metrics,

was a key part of the study of possible migration features. The fundaments presented in

section 2.6 allowed the integration of logs and metrics in the tool development, which

gave the user further feedback and details when a migration occurs.
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4
Case Study and Initial Considerations

This chapter comprises the requirements gathering, necessary to define the scope of the

project, the possible migration approaches analyzed for the project implementation, and

the stakeholder panel composition and its influence during this dissertation. Also, it

introduces the initial proposal for the solution that was implemented.

4.1 Requirements Gathering

As formerly mentioned, a migration can be a process with a considerable scope depending

on the migrated system. So, to better understand the OutSystems migration problem and

initiative, an initial requirements gathering analysis had to take place. The objective

of this study was to contextualize the migration and both paradigms (Traditional and

Reactive Web), understanding the difficulties and finding the scope of the automatic

migration and how it would be related to the manual migration initiative specified in

section 3.1.2.

This problem discovery and understanding were done by analyzing the platform,

understanding the community interest, and interviewing multiple people associated with

OutSystems and the transition to Modern Web.

4.1.1 Platform Analysis and Community Interest

At the beginning of the thesis and its project, we performed a platform analysis to better

define the paradigms and their differences (Section 2.1.3). Besides the analysis on the

OutSystems resources, the opportunity was seized to observe the community interest in

the new paradigm and in transitioning applications from Traditional Web to Reactive

Web.
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4.1.2 Interviews

The main breakthrough in the problem discovery was achieved through interviews. The

study present in [68] concluded that in "industrial practice, however, knowledge is also

transferred by person-to-person communication", and in fact, the migration subject was

a common conversation topic between OutSystems employees and developers.

Thus, the scope of an automatic migration correlated to the manual migration could

not be defined without the knowledge gathered by the people involved with the product.

4.1.2.1 Product Management

The first interviews were with 2 Product Managers. One of them is involved in the

Manual Migration initiative (with the role of talking to clients to give them some context,

explaining the advantages of migrating to Reactive Web and explain to them how to

migrate). The other was the Product Manager involved in the 2017 Migration Proof of

Concept and is now a Product Manager in the Development Experience area.

Both shared the opinion that the major difficulty felt while manually migrating was the

UI, which comprised Widgets, new components, and CSS already made in the Traditional

Web Application. They also considered that a blind and completely automatic migration

would result in a worse product than the original application, or as an alternative, in an

impossible initiative.

So, for them, having to reduce the automatic migration scope to a component feature,

would lead to prioritizing the UI migration with a tool that made it possible in the plat-

form. If possible, migrating the simpler aggregates present in the Preparation, in order

to keep the widget bindings, would also bring great value to the final product.

4.1.2.2 Customer Office

The next interview was with a Technical Lead responsible for a manual migration of a

client application from Traditional Web to Reactive Web. Besides, he also made multiple

migrations from external systems to OutSystems.

In the interviewee’s opinion, the aspects that would be more helpful if automated/ac-

celerated are: The UI (more specifically, the page structure and the components which its

transformation is known and direct, such as a Menu, the Main content, the Login Info,

etc.), the CSS, the Server Actions, and the Preparation of Traditional Web applications.

Having to focus on only one aspect, the Technical Lead considered that to bring a

larger ROI, a scope would have to be defined where the standard and customized UI were

separated, and the effort was concentrated on automatically migrating the standard UI.

4.1.2.3 Demo Team

The interview that followed was with a member of the Demo Team (the team responsible

to build example applications so that the Sales personnel can show the possibilities of
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the OutSystems platform to interested clients). The person interviewed was involved in

a migration of a very customized demo application from Traditional to Reactive Web.

The work of migrating the UI was somewhat tedious, as all the components had

to be reimplemented. Contrary to the logic and actions, which can be interesting to

reimplement using the new paradigm and have accelerators, the UI was supposed to be

as similar to the original as possible but had to be reimplemented from scratch.

In this interview, the option of selecting an Interface component and choosing to

migrate it (such as a Widget, a Menu, a Popup, etc.) was identified as the priority of an

automatic migration.

4.1.2.4 Artificial Inteligence (AI) team

Two AI members were also interviewed, as they were responsible for migrating two

applications from Traditional Web to Reactive Web. Those applications were products of

the AI team.

The feedback from the interviews was similar to the other collected. However, for

them, it would be helpful to automatically migrate JavaScript to client actions and the

Preparation to an implementation with equivalent effect.

4.1.2.5 Developers

After interviewing the people at OutSystems, to interpret and confirm the possible scope

of the problem, we interviewed 13 OutSystems developers. These people contributed

to a rich sample since they were of a variety of ages, with 85% being male and 15%

female developers. Their experience with the OutSystems platform ranged from one and

a half years to fifteen years: 1 developer with fifteen years of experience, 6 developers

with between five and ten years of experience, and 6 developers with between one and

a half and five years of experience. The average experience of the developers with the

OutSystems platform was of 5.77 years, and most of them were learning Reactive Web

for the first time.

The general opinion was that the transition to reactive is simple, so a manual mi-

gration is also relatively smooth. However, without an automatic migration of the Web

Blocks, it cannot be expected of a client to migrate a perfectly working application with

lots of customization, since that is the aspect where the larger investment in terms of

money and time was made. Thus, to the developers, the focus of this project should be

the UI in a way that the logic and actions can be manually migrated to take advantage of

the Reactive paradigm.

When asked if they would be willing to migrate a working application to Reactive

Web, the interviewees answered the following: 30.8% indicated they would migrate right

now; 30.8% indicated they would not migrate; 30.8% indicated they would migrate but

not at the moment (without further automation and accelerators); 7.6% preferred not to

answer. The focus of this project is developing a tool that convinces the 30.8% of the
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interviewed who are undecided to migrate, and maybe make the 30.8% that would not

migrate, consider to do so. In other words, of the developers not interested in migrating

their legacy applications right now, half would be interested, and another half would

consider.

When asked what they thought should be the focus of an automatic migration to assist

in the manual migration, the answers were: 12 developers chose the UI, 4 developers

chose the Preparation, and 1 developer chose the CSS. This was an open answer question

and the developers could give multiple answers.

4.1.3 Summary

Based on the analysis conducted and the interviews, the UI (Widgets and Web Blocks) is

the feature which brings the most advantages and gains when automatically migrated,

for the following reasons: To start, the interfaces are one of the few features that do not

have accelerators in the manual migration. Besides, this is one of the features in which

clients invest the most and, when migrating, developers usually do not want to change

much of it. Not only that, but all of the other features are worth re-implementing to take

advantage of the Reactive Web paradigm. This is confirmed by all of the data gathered.

These conclusions are obtainable when considering the automatic migration as a com-

plement to the manual migration, instead of a parallel project. Thus, it was possible to

understand the problem and scope of this thesis, as well as strongly define its require-

ments and objectives.

4.2 Migration Approaches

As previously mentioned in section 2.5, OutSystems application and its interfaces are

composed of multiple widgets that can be grouped in different ways. When a grouping

of widgets can be found in multiple applications and screens from different OutSystems’

developers and factories, they constitute OutSystems UI developing patterns. In certain

cases, the implementation of a UI pattern may differ from paradigm to paradigm, for

example, with different widgets, UI components, or properties. To improve the migration

and the suitability of the final product regarding the Reactive Web paradigm (due to

incompatibilities between paradigms and their models), the migrated elements should

be identified (and consequently, migrated) as patterns whenever necessary.

Nonetheless, not every widget (UI element) will be integrated within a pattern, as it

can be simply recreated as an equivalent element. Besides, sometimes when we choose to

migrate an identified pattern, we need first to migrate a predecessor widget in its widget

tree (e.g. if the pattern is inside a Container widget). So, despite in some cases it being

better to identify what to migrate as patterns, a migration could never rely solely on that,

and the widgets should also be identified and migrated by themselves when they do not

belong to any pattern.
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4.2.1 Elementary Migration

Following the reasoning above, the solution should be able to migrate all of the OutSys-

tems UI widgets from the Traditional Web application to the Reactive Web application.

Not only would this increase the solution’s coverage, but at the same time would prevent

the interruption of a widget tree migration with multiple patterns only because one or

more widgets part of the subtree could not be migrated. This is exemplified in figure 4.1,

where the pattern can only be migrated after the root node (its parent).

Figure 4.1: Tree structure example.

Furthermore, a pattern can be more than a set of widgets in the same widget tree, it

can depend on the widgets’ bindings and variables. So it is possible for a developer to

want to migrate a screen or widget tree without any pattern. To achieve the thesis’ objec-

tive which consisted of complementing the manual migration through the automation of

the UI migration, the UI elements should be migrated whether or not they constitute a

pattern. Thus, we could conclude that an elementary migration functionality was neces-

sary notwithstanding the advantages and applicability of the pattern-driven migration to

the OutSystems UI structure.

To enable such migration approach, every widget from a Traditional Web application

must have a mapping to an equivalent implementation in the Reactive Web paradigm.

This mapping can range from a simple creation of a similar widget to a transformation

where the widget’s functionalities and interface are replicated through other widgets.

Since some widgets exist in both paradigms (and have representations in the respective

models), those can be simply recreated and its variables assigned the same values when-

ever possible (e.g. the Button widget seen in figures 5.11 and 5.12), but some widgets

were discontinued or their functionalities are implemented through other widgets (such

as the Edit Record widget depicted in figure 4.2), which comprise more complex trans-

formations. This needs to be taken into account in the migration through elementary

mapping. For more information on the migration approach, the reader can consult the

section detailing the transformations (5.2.4).
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Figure 4.2: Edit Record Widget in Tradtitional Web widget tree.

4.2.2 Pattern Driven Migration

In some scenarios, it may be advantageous to perform a Pattern Driven Migration due

to the differences between paradigms and their respective widgets, such as the fact that

some widgets and types of data fetch/binding are supported in one paradigm but not the

other.

As an example, we can look at a pattern created for the case where a Label widget

references an Input widget, as observed in figure 4.3. Since the Label references the Input

object, if the widgets were to be migrated individually, when the Label was migrated

there would be no Input widget to set as the variable value. By migrating this specific

combination of widgets as a pattern, it is possible to first migrate the Input widget, save

its value, and then migrate the Label and assign that value to the property "Input Widget".

(a) Traditional Web Label and Input widgets
in widget tree

(b) Traditional Web Label widget properties

Figure 4.3: Label and Input widgets pattern

There are other reasons to back up the pattern-driven migration necessity. OutSys-

tems applications may use UI libraries with UI pattens to facilitate the implementation

of certain functionalities and easier deployment of applications for the developers. Some

of these libraries are the OutSystems UI or the Rich Widgets, which have UI elements

implemented in the Traditional Web paradigm and can be used on Traditional Web appli-

cations. However, the same libraries do not exist in Reactive Web applications or, when

they exist, contain different elements. The new runtime’s applications have their libraries
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and due to the different paradigms’ models, the libraries from Traditional Web cannot be

used in Reactive Web applications and the other way around.

The UI patterns available on the libraries are used in many applications (e.g. Input

Calendar), and some are instantiated in as many applications as (if not more than) some

widgets. Be that as it may, these elements are normally used under certain circumstances

and their usage may be associated with other widgets, composing patterns common in

many OutSystems Traditional Web applications. Not only that, but an element from

the Rich Widgets library (from the Traditional Web paradigm) may have an equivalent

implementation in the OutSystems UI library from the Reactive Web paradigm. However,

another widget from the OutSystems UI library from the Traditional Web paradigm may

not have an equivalent implementation in the Reactive Web paradigm. Some of the

Traditional Web widgets from the Rich Widgets library are displayed in figure 4.4.

Figure 4.4: Rich Widgets

To summarise, different library elements from the old runtime may have different

implementations in the new runtime and its libraries. These differences rely on multiple

factors including the widgets they are associated with and their properties’ values. The

elements, their values, and the widgets they are associated with may constitute different

patterns.

So, despite the need to support an individual mapping and migration of each widget,

common combinations of widgets, data fetch/bindings and UI libraries’ elements must

be identified as patterns and migrated accordingly. The product of such migration should

result in an equivalent implementation or one that results in a similar functionality with

an overall similar aspect and experience (due to the objective of this thesis - the migration

of the applications’ interfaces between paradigms).

4.2.3 Mixed Approach

Based on the conclusions of the previous sections, a complete migration tool responsible

for the migration of the UI between paradigms must comprise both an elementary and a

pattern-driven migration. The type of migration will depend on the migrated elements

and its relations and bindings, which means that in a particular widget tree or subtree,
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both the different types of migrations may be appropriate for different widgets, therefore

they should not be mutually exclusive.

To integrate the different approaches in the algorithm and final tool, a preprocessing is

needed to transform the widget tree (present on the screen of an OutSystems application)

into an appropriate structure. In this structure, patterns can be searched, identified, and

bound to the widgets that must be migrated through an individual mapping. Then, it

becomes possible to identify what to migrate with each approach without excluding the

other and maintaining the tree hierarchy.

The solution, as well as the preprocessing phase and necessary structures and objects,

will be detailed in chapter 5.

4.3 Stakeholders panel

Throughout the entirety of this dissertation, meetings were held regularly with what can

be called a stakeholders panel. A stakeholder is, by definition, a person involved in a

particular project due to their interest in it.

Therefore, in this project, the stakeholders were a group of OutSystems’ employees

interested in the project and whose contribution is valuable to the decisions made dur-

ing the course of the requirements gathering, implementation, and validation phases.

The stakeholders comprise multiple experts in different areas, each providing a distinct

view on the migration problem, and the positions they occupy inside the company are:

(1) Head of Advanced Development in Customer Office (Global Professional Service);

(2) Principal Product Manager, UX/UI & Product (Software Automation); (3) Principal

Product Designer in Engineering (Product Design); (4) Manager, SW Engineering in En-

gineering (Quality Ownership Team); (5) Lead Software Engineer in Engineering (App

Runtime Team); (6) Manager, SW Engineering in Engineering (Target App Fit Team); (7)

Lead Program Manager in Engineering (R&D Management).

Besides the positions they occupy, some of which are heavily involved with the manual

migration initiative, they also contribute with their experience and valuable knowledge

of the platform, respectively: (1) Expert on development using the OutSystems platform,

responsible for training developers in both Web paradigms, and in charge of guiding

developers on how to migrate their applications from Traditional to Reactive Web; (2)

Product Manager of the Manual Migration Initiative and supervisor of clients’ migration

to Reactive Web paradigm; (3) Also responsible for supervising the clients’ migration

to Reactive Web paradigm and expert on UI differences between paradigms; (4) Quality

expert inside OutSystems and extensive Migration experience in other companies and

contexts (e.g. migration from Oracle Forms to .NET platforms); (5) Responsible for de-

veloping part of Reactive Web and expert on app runtime of Reactive Web; (6) Involved

in the 2017’ proof of concept and manager of Reactive Web development team; (7) Re-

sponsible for establishing relations between academic institutions and OutSystems, and

emphasing the academic value of the project.
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To sum up, this project had as stakeholders people involved in the multiple branches

of the migration to the new paradigm, a person with extensive experience in migrations,

a person involved in the 2017’ attempt to a migration, a software Engineer expert on Re-

active Web development, and a manager understanding of the academic value of certain

approaches. Thus, it is possible to say that, during this project, we were accompanied by

a panel of experts, responsible for giving valuable feedback and validate the feasibility of

some of the decisions taken.

4.4 Solution’s Requirements and Considerations

The solution which resulted from this dissertation is able to, through the OutSystems

Traditional Web applicational model, automatically identify UI patterns and elements.

After that, the solution is also capable of migrating the patterns and elements to the

OutSystems Reactive applicational model, in a way to replicate the original UI aspect

with corresponding functionality.

To perform a migration, a set of structures were created to integrate pattern objects

in the OutSystems screens’ widget tree, as well as perform a preprocessing to find such

patterns among the identified widgets. Consequently, reverse engineering is applied

to execute the necessary preprocessing, where the UI widgets are encoded in a suitable

structure.

This, as well as the migration transformations, requires a model interpretation and

transformations. Hence, MDE (section 2.4) and model transformations (section 2.4.3)

concepts were combined to migration fundaments (section 2.3) to manipulate the Out-

Systems’ model (section 3.3.2). The Horseshoe Model approach mentioned in 3.3.4 was

used as an example in an initial approach.

The models’ manipulation was done via direct model manipulation (explained in

section 3.3.3) using C#, the same language used to generate, operate, and instantiate the

OutSystems models and meta-models (section 3.3.2).

The implemented tool provides the user the possibility to migrate the selected wid-

gets and elements, but also to migrate an entire screen or web block. The migration

in question is logged and its metrics measured and presented to the user. As an addi-

tional achievement, it was interesting to observe the impact that the migration of screen

elements besides UI components had on the UI migration.

After the implementation phase, the impact of the tool and respective algorithms

were measured to understand how it changes the migration problem (section 6.4.2). This

was done by analyzing the coverage of the tool regarding Traditional Web widgets, run-

ning queries in all of the OutSystems clients’ accounts and respective applications (with

their consent), doing a performance comparison between the automated and manual UI

migration, and gathering user feedback.
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5
Implementation

This chapter describes the UI’s automatic migration development, starting with its re-

quirements and culminating in the implementation. We will present the structures and

auxiliary objects used to provide the necessary abstractions, and also the algorithms re-

sponsible for performing the different parts of the migration. As proof of concept, the

combination of all of the algorithms will be presented as the developed automation ap-

proach.

The implementation will be executed through model manipulation using C#/.NET

to operate and transform the OutSystems’ model objects which are also represented as a

graph of C# objects. By using C# classes, it is also possible to serialize and de-serialize a

model to/from an XML file, enabling the execution of the necessary reverse engineering

and transformations.

5.1 Preprocessing and Auxiliary Structures

According to the approach analysis in section 4.2, the migration algorithm must be capa-

ble of performing multiple migration approaches depending on the widgets and patterns

defined. Thus, before the migration per se, the patterns must be searched in the original

widget tree (with OutSystems UI elements) and the widgets must be replaced by a pat-

tern node. This node can be linked to the nodes representing other widgets, providing an

abstraction of the elements composing the pattern.

This requires a preprocessing phase and, since the OutSystems widget tree cannot

support nodes besides widgets and there is no way to define patterns within the platform,

additional structures are required to provide the necessary operations and abstractions.

The goal was to devise and implement structures capable of storing the Traditional Web

model objects’ information, while allowing for patterns to be encoded and connected to
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those objects.

5.1.1 Initial Widget Tree

To start the migration, the user must select a widget tree (detailed in section 5.6). This

widget tree is an objects’ graph from the OutSystems Traditional Web models’ objects,

represented by instances of a set of C# classes mentioned in section 3.3.2.

The selection is done by choosing a widget (the graph’s entry point that will be the

root, and its subtree will be the descendants) or by selecting a screen and its widget tree

will be the selected tree (with the root as the entry point). This will be explored in section

5.6. However, the tree’s selection does not influence the algorithms’ performances since,

in the worst-case scenario, all the widgets are covered (when there are no patterns and

the migration is done at an elementary level). Figure 5.1 depicts 3 examples of widget

trees from OutSystems Traditional Web Applications.

Figure 5.1: Widget Tree examples

The selected widget tree, which corresponds to the OutSystems UI elements tree, is

comprised of a set of objects of the type Web Widgets and all of its descendants. This

means that a widget in the tree has, as children, some properties besides its child widgets,

requiring some complexity to navigate the widget elements. As an example, the Table

Record widget has as children in the widget tree the following objects: Text Resources,

the Header Row, the Data Row, its Source Record List, the Message to present in case

there are no elements, the Line Count property, and the Start Index property. Out of all

of these children, only the Header Row and the Data Row are children widgets (the rest
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are properties and values associated with the widget). Nonetheless, all of the children are

C# objects instancing OutSystems Traditional Web model elements.

Besides, the widget tree can only store nodes which are OutSystems elements (defined

in the model), so it becomes impossible to, after finding the patterns, store them in the

tree and connect them to other nodes. These patterns are a necessary component of this

project and we must be able to integrate them in a tree. This requires the implementation

of nodes capable of representing the patterns and elementary widgets (not every widget

will belong to a pattern) without changing the behavior and structure of the original

widget tree (the UI structure and elements must be migrated with as much similarity to

the original widgets and structure as possible).

So, the widget tree contains all of the widgets but also other properties that, despite

being necessary to the migration, add an unnecessary complexity layer to the widget

tree navigation and pattern search. Not only that, but patterns cannot be represented as

objects inserted in that same tree. As a solution, we opted by defining new structures,

including a special tree capable of representing the widgets (model objects) as nodes, but

also the pattern nodes (objects necessary for the migration but not represented in the

model), as well as connecting these two types of nodes.

5.1.2 Abstracted Tree

As a solution to the widget tree’s problems, a new structure was created to provide a

representation of the widget tree capable of searching, storing, and connecting patterns

to the nodes representing widgets. Also, this new structure provides an abstraction of the

widget tree, reducing the accidental (and unnecessary) complexity when browsing and

traversing it. We will call it Abstracted Tree.

Thus, as stated in the name, the Abstracted Tree is a data structure shaped like a tree,

representing the hierarchic relations of the OutSystems UI widgets created in a Screen

or Web Block. Its nodes can be of two types: Regular Tree Nodes and Pattern Nodes.

Figure 5.2b shows an Abstracted tree corresponding to the widget tree seen in figure

5.2a without the pattern nodes. Figure 5.2c, shows the same Abstracted tree but with the

patterns defined and bound to the rest of the tree nodes (which represent widgets).

This tree saves the root, the number of nodes belonging to the tree, and the logs

documenting the tree migration. The abstracted tree may encompass two types of nodes:

• Tree node

A type of node to encode a regular widget from an OutSystems Traditional Web

screen. It has the following data: the widget associated and its properties, the parent

tree node, the children tree nodes, the tree where it is inserted, and an ID to identify

the widget conversion in the migration logs.

• Pattern node
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A type of node that extends the tree node to encode a pattern (a set of elements

combined in a certain way, as explained in section 5.1.3). It contains the same data

as a Tree Node, and also the nodes abstracted by the pattern, as well as the pattern

type (which contains the methods necessary to search, connect and migrate the

pattern).

Both these types of nodes are implemented using C#, the language used to perform

the direct model manipulation (since the already existing objects are also represented

using this language, hence facilitating the manipulation and operations with the existent

objects).

Using these two types of nodes and additional data, it is possible to create an ab-

stracted tree that can represent OutSystems UI widgets and patterns found. This pro-

vides a way to easily navigate, and consequently migrate the widget tree, now abstracted.

Additionally, some widgets not pertinent to the migration are not represented by the ab-

stracted tree but its value is not lost (as an example, there are many types of Placeholder

widgets, some that need to be represented in the abstracted tree, and others that do not

- e.g. those used to store the children of a widget). The purpose and application of the

abstracted tree will be further detailed in the section detailing the solution (5.1.3.2).

5.1.3 Patterns

When migrating a widget tree, the simplest way to perform the conversions is to transform

a Traditional Web widget (UI element) into the equivalent Reactive Web implementation.

However, the importance of identifying known structures and combinations of UI ele-

ments and migrating them as a whole was previously explained in chapter 4.

Therefore, a different way was proposed and consists of migrating the UI elements by

searching and recreating them as known patterns in the new paradigm according to its

best practices. This helps the migration approach accomplishing the best implementation

in accordance with the Reactive Web guidelines, as the objective is to automate the best

possible migration, and not simply reconstructing the widgets. This process consists of

defining the patterns as C# classes and performing a search for instances of those classes

in the abstracted tree.

Be that as it may, before explaining the functioning of the pattern definition and

search, we ought to examine when and why the patterns should be used.

5.1.3.1 Patterns Motivations

Thus, a pattern needs to be defined and searched in the abstracted tree, and there are

multiple reasons to support that. Some of which are:

• The individual migration (simply recreating the widgets in the Reactive Web appli-

cation) would not produce a result according to the Reactive Web paradigm’s best

practices.
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(a) Widget tree

(b) Abstracted tree

(c) Abstracted tree with patterns

Figure 5.2: Widget Tree representations

• The widget being migrated is from a library that does not exist in the Reactive Web

paradigm (e.g. the library’s widgets are now implemented as regular widgets).

• The widget migrated must be used differently in a Reactive Web application. This

is the case where the usage of the widget has changed and is now implemented, for

example, as a child of another widget, or it has different properties and/or values.

• Two widgets of the old paradigm being migrated are merged into a Reactive Web

widget. If the functionality of two widgets of the Traditional Web paradigm is im-

plemented by a single widget in the new paradigm, the properties of those widgets

will have to be converted to replicate the UI components.

• Other specific situations. E.g. a Traditional Web widget’s property which relates to

a sibling widget is implemented in a sibling widget in the Reactive Web paradigm.

To define these particular scenarios where the patterns present a better way to perform

a migration, an analysis of the different paradigms was made. The scenarios were detailed

alongside some of the people responsible for developing the new paradigm, as well as
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people in direct contact with multiple clients performing manual migrations (some of

which mentioned in sections 4.1.2 and 4.3).

To illustrate this and prove the viability and application of these patterns, many were

defined and some were implemented in the migration tool as a proof of concept.

5.1.3.2 Solution

A pattern is defined by its type, which contains the methods to search it, insert it in

the abstracted tree (abstracting the tree nodes that compose it), and migrating it. Each

type corresponds to a pattern and has to be defined by an internal OutSystems’ Software

Engineer with knowledge of the migration tool and the pattern to be created. This is

necessary to enable the operations of the models’ objects using direct model engineering

and manipulation.

When a pattern type is created, 3 things must be set as functions:

• How is the pattern searched?

This function receives a node (model object) and can access its parent (and other

ascendant nodes), its children and respective subtree, and different properties to

verify if the node belongs to this pattern type. If, for example, the pattern depends

on whether a widget has a property with a certain value, and that value corresponds

to the key of a sibling widget, that is checked in this function. If and only if the

pattern is matched to this node and associated values, the next function is called

and the result returns true. Detailed in section 5.2.2.

• How is the pattern represented in the abstracted tree?

When a pattern type has a match, changes must be done in the abstracted tree to

abstract the nodes constituting the pattern. This function is called in that eventual-

ity, and performs a set of changes in the abstracted tree: creates a pattern node with

the necessary data (such as the nodes to be abstracted), removes the nodes to be

abstracted from the abstracted tree, and inserts the pattern node in the abstracted

tree making the necessary rewiring of the nodes’ connections. Detailed in section

5.2.3.

• How is the pattern migrated?

When migrating a pattern instance, it may contain multiple widgets with important

properties. To migrate these, the conversion may use the individual migration

functions, while adding extra operations and complexity to the migration (variables

setting, new widgets creation, etc.). Detailed in section 5.2.4.

By defining the first function (responsible for returning whether or not the node and

associated values are a match for the pattern type), it is possible to loosen or tighten its

requirements at will. In other words, the matching can be as restricted as the developer
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of the pattern wants, since it is possible to change the function to increase the correlation

needed to return a match. As an example, a pattern can be a match simply if the node is

a container and has a child link widget. Or, as an alternative, to return a match the link

widget needs to have a property with a certain value, or even a sibling widget detailed in

the function. This is specified by the pattern type used and allows the developer to create

different patterns with different levels of granularity.

Additionally, the definition of a pattern type is done separated from the migration

tool implementation, with that type being searched and migrated. In fact, the migration

tool does not need to be changed every time a pattern is added or removed from the search

algorithm. This is possible using a file containing which pattern types will be used in

the current migration process and using reflection in the tool implementation to develop

the search for the types listed. These reflection-based calls of the pattern types guarantee

that there is no need to modify the tool code due to changes in the list of patterns to be

migrated.

After the first function identifies a match for the pattern type, the second function

is responsible for representing the pattern in the abstracted tree. For that to happen,

an instance of the pattern type is created as a pattern node object and associated with

the pattern type. So, as stated in 5.1.2, an instance of the pattern has the nodes it ab-

stracts, and since it is associated with the pattern type, it can use the type’s migration

function (third function) to perform the necessary conversions (model transformations)

using the pattern node’s saved data. Besides, the pattern node contains the abstracted

node’s subtree and consequently, its children. Not only that, but a pattern node can have

as an abstracted node another pattern node, allowing for patterns to be nested (stored

inside other patterns), which lets the program support the structuring and organization

of complex patterns. Other metadata is stored inside the pattern to be later used in the

migration logging (section 5.4.1).

These details and specification of both the pattern types and pattern instances (rep-

resented as pattern nodes which are C# objects that can be manipulated using the same

language), capacitates the pattern usage and makes it a rich and useful functionality of

the migration.

5.1.3.3 Examples

A UI pattern can be as simple or as complex as we want. To sum up what was previ-

ously explained, patterns are used to migrate certain sets of Traditional Web widgets

with relations among them which, if migrated via a direct transformation, would not

present a result conforming to Reactive Web best practices. In section 5.1.3.1, the multi-

ple motives that support the patterns’ implementation and migration were detailed, and

to better illustrate what the patterns are (and when they are needed) some examples will

be presented.

An example of a pattern, perhaps the most elementary, is the combination of an Input
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widget and a Button widget used for search. This can be used for multiple purposes,

like searching elements in a table given a string. As depicted in figure 5.3a, in the

Traditional Web paradigm, the user writes something in the input and clicks the search

button to search the elements based on the keyword inserted, which refreshes the screen

accordingly. In the Reactive Web paradigm, there is no need for a Search button, due to

its rendering based on React. When the user writes something on the input, the necessary

screen elements are rendered according to the keyword inserted, and each time the user

changes the string, the elements are rendered automatically (without the need to click

a button, as seen in figure 5.3c). So, if migrated directly as implemented, the migration

would create an input and button widget, but according to Reactive Web best practices,

the same functionality should be implemented with an Interaction/Search widget, with

an Input child widget (figure 5.3).

(a) Input and Button widgets in Traditional
Web application

(b) Input and Button widgets in Traditional
Web widget tree

(c) Search widget with Input in Reactive
Web application

(d) Search widget with Input in Reactive
Web widget tree

Figure 5.3: Differences in Search widgets implementation between paradigms

Another example of widgets that may constitute a pattern is a set of widgets of type

Radio Button. In the Traditional Web paradigm, the Radio Button widget has a property

where the associated variable is specified (a Radio Button alters the value of a certain

variable). In that paradigm, a widget tree can have multiple Radio Buttons in different

positions, each with their variable, and changing the variable’s value when interacted

with (figure 5.4a and 5.4b). In Reactive Web, however, there is a change in the widget’s

behavior and implementation. In this paradigm, the Radio Button widget does not have

a property to specify the associated variable, but instead, all of the Radio Buttons related

to a certain variable are inside a Radio Button Group, which has a property to specify the

variable (figure 5.4c and 5.4d). If migrated directly, each Radio Button would be migrated

to the new paradigm as an individual widget. Nonetheless, its variable property would

not be able to be migrated. Hence, according to the Reactive Web paradigm, a pattern

can be defined and searched, allowing for all of the occurrences of a Radio Button with

the same variable to be migrated as a pattern, and into a Radio Button group with the
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same variable specified as a property.

(a) Radio Button widgets across the Tradi-
tional Web widget tree

(b) Variable values in the different Radio
Button widgets

(c) Radio Button widgets grouped inside a
Radio Button Group in the Reactive Web
widget tree

(d) Radio Button Group’s variable value

Figure 5.4: Differences in Radio Button implementation between paradigms

In section 5.1.3.1, the scenario where the functionalities of two widgets are imple-

mented by a single widget in the new Paradigm was referred to as a motivation for

creating a pattern. This is the case of a table Counter and Navigation. In Traditional

Web, a Table widget could have associated two types of widgets: a Counter widget and a

Navigation widget (figure 5.5a). These widgets were part of a UI library and extended the

functionalities of a table to facilitate its interaction, understanding, and navigation. In

Reactive Web, the functionality of these two widgets is implemented by a single widget:

the Pagination widget from a UI library (figure 5.5c). Thus, if migrated individually, it

would not be possible to migrate the Counter and Navigation widgets. However, as a

pattern, one can find the set of elements containing the Table, the Counter, and Navi-

gation widgets, and migrate them as a pattern. This results in the implementation of

the Pagination widget, its relation to the migrated Table widget, and the mapping of the

properties from the Counter and Navigation to the properties of the Pagination Widget.

5.1.3.4 Potential

The theoretical work regarding the patterns and its possibilities allows us to consider its

potential beyond what was presented so far. In the patterns’ motivation section (5.1.3.1),
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(a) Table, Counter and Navigation in Tradi-
tional Web widget tree

(b) Table, Counter and Navigation in Tradi-
tional Web application

(c) Table and Pagination in Reactive Web ap-
plication

(d) Table and Pagination in Reactive Web
widget tree

Figure 5.5: Differences in Table and Pagination implementation between paradigms

the cases presented were common to all of the Traditional Web applications, regardless

of the client. However, since the patterns’ search uses an external file and reflection

(the implementation does not use the patterns’ definition directly, but instead creates

the pattern types when present in the file), different patterns can be defined separated

from the migration tool and later searched and migrated. This provides the opportunity

to define different patterns for specific cases where a recurring structure is identified,

and an associated pattern is created and used by the migration tool. As an example, if

a client wants to migrate complex applications where there is a recurring UI elements’

combination, that can be defined as a pattern to further automate the migration. This

can be used in multiple situations, such as if the objective is to represent a combination

of elements in a distinct manner than the result of the individual migration, or if that

same combination cannot be migrated to the Reactive Web paradigm with an element-by-

element approach.

Another possible usage of patterns besides the standard use cases, is the opportunity

to implement more than one pattern type for the same pattern, with different levels of

demand for there to be a match (more property values compared, more widgets com-

pared, etc.). This could be useful in a scenario where different levels of matching to a

pattern could produce different results in the migration, with certain automatic migration

decisions varying accordingly.

Also, despite not being implemented in the proof of concept, the possibility of giving

the developer using the tool, the possibility to choose how the migration is conducted

when a pattern is found in some widgets (individually or via pattern-driven migration)
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was studied. This could be done when a pattern type matches to a certain node or set of

nodes, by giving the developer the choice to abstract the nodes composing the pattern

or deciding to keep representing the widgets as individual objects (in the first function,

giving the user the choice whether or not the second function is called). In case the user

chooses to use the pattern-driven migration when there is a match, an instance of the

pattern is created as a pattern node. Otherwise, the tree nodes representing widgets are

maintained in the widget tree and migrated sequentially. As previously mentioned, the

tool as it is does not support this functionality, but the algorithms are prepared to easily

integrate it into future works.

5.2 Alghorithms

The tool consists of a set of algorithms responsible for the different segments of the

migration. In this section, we will detail those algorithms and their operations step by

step. To better understand how it works, it is advised the reading of section 5.1, which

explains the functioning of the auxiliary structures used to perform the procedures.

In general terms, the migration is comprised of the following steps (some of which

depicted in figure 5.6), implemented as algorithms:

1. Tree Abstraction

2. Pattern Type Search

a) Pattern Instance Creation

b) Pattern Instance Insertion

3. Model Transformations

a) Direct Transformations

b) Pattern Driven Transformations

4. Communicating the migration information

Step 2 is repeated for every pattern type indicated in the file previously mentioned,

and steps 2a) and 2b) only execute when there is a match in 2. The migration (step 3)

is performed for every node of the migrated tree, but only one of the steps 3a) or 3b) is

executed for a certain node (they are alternatives depending on the node type). Step 4

consists of printing the information gathered during the algorithms’ execution, such as

performance metrics and operations’ logs (what was successfully migrated, what was not,

what is there left to check/manually fix, and why).

Figure 5.6 shows a diagram with the different processes that constitute the migration,

as well as the initial and final state. The UI objects are in-memory representations of

the OutSystems UI models which are accessible as a graph of C# objects when editing

an app in Service Studio. The migration (and all of its phases) will be responsible for

transforming the OutSystems Traditional Web UI Objects in Reactive Web Objects that

represent the Reactive Web Models (and conform to the OutSystems Meta-Models). The
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diagrams corresponding to the steps represented as boxes will be detailed in the next

sections.

Figure 5.6: Overview of the migration architecture and its different processes.

Bellow, every step will be detailed to give the reader the knowledge to understand

the tool’s behavior. The algorithms’ breakdown will not include the widget tree selection

(that will be analyzed in section 5.6), instead, it will start by assuming the widget tree has

already been selected and we have the root node.

5.2.1 Tree Abstraction

The tree abstraction algorithm receives as an input a Web Widget object from OutSystems’

UI. From that object, it is possible to access the widget tree by navigating the widgets’

children of type AbstractWidget from the OutSystems Traditional Web model. As for-

merly mentioned, these objects in memory are all represented as C# class instances, so

the same language is used to access and manipulate the models.

The algorithm’s objective is, for every widget of the selected tree, to create a Tree Node

in the abstracted tree containing the following data: the widget object (to later access its

properties and values), its parent tree node, its children tree nodes, the tree object where

it is inserted, and an ID. When created, a tree node needs to be given its parent node, but

the children can be created later and added to the node. Thus, to create every node of the

abstracted tree, the widget tree is covered using pre-order traversal. This is because when

creating a tree node from a widget, the tree node representing its parent has to be created

and inserted in the abstracted tree. The algorithm presents a recursive behavior, where

a node is created from a widget, and the function is called for its children. Figure 5.2

depicts a widget tree represented in an OutSystems application and the corresponding

abstracted tree.
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It was formerly stated that the OutSystems widget tree contains multiple values be-

sides the widgets (Web Widgets and all of its descendants, which can be properties and

values). So, the objective is to have the nodes only representing the widgets from a Tradi-

tional Web widget tree, making the abstracted tree easier to navigate and search. Through

reverse engineering, the necessary values are extracted from the widgets and saved to

later be encoded in the abstracted tree. When the abstracted tree is created, the nodes

corresponding to the widgets are also created and store, for each widget, its value, its

parent, its children, and its properties, among other values.

Alghorithm 1 details the tree abstraction process.

Algorithm 1: Tree Abstraction Alghorithm
Input :A Widget widget and a Tree Node parent

1 Process AbstractTree(widget, parent):

2 node← new TreeNode(widget, parent, tree);

3 if parent , null then
4 parent.addChild(node);

5 foreach descendant in widget.DirectChildren WHERE descendant.type is
ABSTRACTWIDGET) do

6 Call AbstractT ree(descendant,node);

5.2.2 Pattern Type Search

The pattern search consists of looking for occurrences of a set of pattern types in the

abstracted tree. These pattern types were detailed in section 5.1.3 and their functions

will be used to search and migrate the pattern instances.

The pattern types to be searched are listed in an auxiliary file and are searched by the

order they are listed in. This is important since the search order can influence the patterns

found, for example, by searching more general patterns before more restricted patterns.

Also, some patterns have other patterns nested and only match when those are in the

tree, which affects the order in which the patterns are searched. To illustrate this need to

order the patterns correctly, we can look at the case where we have two pattern types, one

where it returns a match if a container node has as children an input widget and a label

(1), and another where a container node has as children an input widget, a label and an

expression widget (2). If there are two occurrences of the pattern (2) and one occurrence

of the pattern (1) - without the expression widget - we want to identify those scenarios.

However, if the types in the file are ordered so that pattern (1) is searched before pattern

(2), we will have three matches for (1) and no match for (2). This is depicted in figures

5.7 and 5.8.

So, following the order of types listed in the file, an object corresponding to the pattern

type is created for every pattern and it is searched in the abstracted tree. The creation of
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Figure 5.7: Example of an abstracted tree

Figure 5.8: Abstracted tree with patterns varying according to the pattern search order

the object is implemented using a reflection-based call using the Activator1 class from

the .NET C# language, where the pattern type name is inferred from the string in the file.

When created, the instances of a pattern type are searched using the function detailed in

section 5.1.3.2. Algorithm 2 depicts the Pattern Types creation and search.

The search for a pattern type is implemented by a match function and searches it in

every node of the tree using a post-order traversal. This means that before searching the

pattern type in a node, the pattern type is searched in its children. This is because when a

pattern is found, the nodes that are part of it are removed from the tree (and so are their

subtrees) and a pattern node is inserted. So, if a pattern occurs in a node and one of its

descendants, it is better to first find the pattern in the descendant node before removing

the node and its subtree from the abstracted tree and inserting a pattern node. Thus,

the match function from the pattern type is called for the root, but for every node, the

function searches the pattern in its descendants before searching in it. Ergo, every node

ends up covered by the function.

The pattern match function for the pattern containing an Input and Label widgets

related to one another can be seen in algorithm 3. A function of this type is implemented

for each pattern built, to make it possible to search it in the abstracted tree.

1Available at https://docs.microsoft.com/en-us/dotnet/api/system.activator
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When a pattern type has a match in a node, an instance of that pattern is created and

inserted in the widget tree as a pattern node, which will be detailed in the coming up

section. After a pattern type is created, searched and all of its instances are inserted in

the widget tree, the next pattern type follows: the next line of the file is read and the

process is repeated for the next pattern type.

Bellow, in figure 5.9, a diagram illustrates the processes of abstracting the widget tree,

and searching, creating, and inserting the patterns.

Algorithm 2: General Pattern Type Search Alghorithm
Input :The Abstracted Tree t representing the tree and a list of patterns lp

indicating which patterns to search

1 Procedure PatternTypeSearch(t, lp):

2 foreach p in lp do
3 patternT ype← T ype.GetT ype(p);
4 pattern← Activator.CreateInstance(patternT ype);

5 if pattern is instace of PatternMigrator then
6 Call pattern.Match(t.root));

5.2.3 Pattern Creation and Insertion

This operation is made after the pattern type is matched to a specific set of nodes and

its properties. It is implemented by the object representing the pattern type instance

and behaves accordingly, making the necessary transformations to remove the nodes and

abstract them as a pattern node.

Thus, after the pattern type finds a match for the pattern in a set of nodes, a function

responsible for creating the pattern instance is called. Each pattern type has a different

implementation for that function depending on the nodes that make up the pattern and

necessary transformations. The function has the following steps:

1. The nodes’ information is obtained

This function receives as parameters the nodes to be abstracted. The first step is to

obtain the tree object they belong to, as well as the parent of every node, to perform

the next operation.

2. A new pattern node is created

An instance of the pattern is created receiving as arguments the tree, a tree node

to be its parent, the associated pattern type, and a name. The tree will be used to

store the migration logs and children nodes, and the node received will be set as

the pattern node’s parent node. Concerning the pattern type, it is stored inside the

pattern node with the purpose that the node is correlated with a migration function

characteristic of the pattern type.
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Algorithm 3: Match function for Label and Input pattern
Result: true if the tree node matches the pattern type, false otherwise
Input :The Tree Node node representing the tree node where the pattern is

searched

1 Function Match(node):

2 foreach child in node.children do
3 Call Match(child);

4 widget← node.widget;

5 if widget , null AND widget.type is LABEL then
6 if node.parent , null then
7 inputSiblings← new List;
8 foreach sibling in n.parent.children do
9 if widget.type is INPUT then

10 inputSiblings.add(sibling);

11 foreach s in inputSiblings do
12 input← s.widget;
13 ref s← input.Ref erers;

14 if refs.contains(x) WHERE x.parent.key = widget.key then
15 Call insertP atternNode(node,s);
16 return true;

17 return false;

3. The nodes are stored inside the pattern

The nodes that are now represented by the pattern (the UI web widgets that com-

pose the pattern), are saved inside the pattern in a structure with an associated

ID. The nodes’ values (correlated widgets) will be crucial when migrating the pat-

tern, seeing that the values and properties will be necessary to create the equivalent

implementations in the new paradigm.

4. The nodes are removed from the tree

The nodes are removed since the pattern will be inserted in the tree. This is done in

the interest that the combination of nodes is represented and migrated as a pattern,

instead of as individual widgets. To remove the nodes, a function of its parents is

called to remove the nodes (its children). This way, the next time the abstracted tree

is covered, these nodes will not be covered since they are not any nodes’ children.

However, they will maintain their values and previous relations saved in the pattern

node.

5. The tree connections are altered
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After having the pattern node created, it is inserted in the tree as a child of a node

(typically, the parent of one of the abstracted, and now removed, nodes). Further-

more, some of the children of the abstracted nodes may be kept in the tree and not

abstracted. For this to happen, these children must be linked as children of the new

pattern that now abstracts its original parent. The linking is done by setting the

pattern node as its parent, and the nodes as children of the pattern.

After these steps are repeated for every pattern (with each node in the abstracted tree

searched for each pattern type), the abstracted tree contains the pattern nodes abstracting

the removed tree nodes. A simple example of this process is detailed in algorithm 4,

which is called in algorithm 3 when there is a match.

Algorithm 4: Pattern Creation and Insertion for Label and Input pattern
Input :The Tree Node label representing the node abstracting the label widget

and the Tree Node input representing the node abstracting the input
widget

1 Process InserPatternNode(label, input):

2 parent← label.parent;
3 tree← label.tree;

4 patternNode← new PatternNode(”Label&Input”,parent,Migrator, tree);
5 parent.addChild(patternNode);

6 patternNode.encodeSpecialNode(”Label”, label);
7 patternNode.encodeSpecialNode(”Input”, input);

8 parent.removeChild(label);
9 parent.removeChild(input);

Figure 5.9 shows the different steps involved in the tree abstraction, pattern search,

and pattern creation (and insertion) in the widget tree. The elements selection will be

approached in section 5.6.

Figure 5.9: Tree Abstraction and Pattern Search processes.
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5.2.4 Transformations

Succeeding the tree abstraction and pattern search (and subsequential insertion), the

transformations can be applied to the abstracted widget tree elements.

The migration will proceed using the following approach: the process will be executed

for the tree root node, where a function is responsible for identifying the node type and

content, and calling the specific function responsible for migrating it. After the migration

of the node to the tree in the new paradigm, the function responsible for identifying a

node will be called for the (migrated) node’s children with a placeholder of the (migrated)

node as the target parent. Figure 5.10 shows a diagram to illustrate such process.

Figure 5.10: Transformations architecture

Depending on the node, the transformation for a Reactive Web element can differ in

many aspects. Essentially, there are two types of transformations: Direct transformations,

called for tree nodes representing a widget, and Pattern-Driven transformations, called

for pattern nodes. These categories of transformations will be detailed in the coming up

sections.

The transformations, both direct and pattern-driven, follow transformation specifi-

cations conforming to the OutSystems meta-models. These transformations are imple-

mented in C# since this was the language chosen to perform the model manipulations

due to the nature of the OutSystems objects when being processed/edited. To create an

equivalent implementation of a widget or element, a process of reverse engineering is

necessary where the property values are extracted and its values will be attributed to

66



5.2. ALGHORITHMS

the properties of the equivalent implementation (with or without changes). After that,

forward engineering will be used to create the equivalent implementation, which highly

depends on the node type and content.

5.2.4.1 Direct Transformations

The direct transformations are the transformations called for tree nodes representing

Traditional Web widgets. These transformations are called direct because for a certain

widget as input, the output is the Reactive Web equivalent implementation. This process

includes the steps:

1. Identifying the Traditional Web widget in the tree node.

The first step in the migration of a node is the identification of the associated Web

Widget (since different widgets are migrated differently). When that information

is retrieved using the widget type, the program calls the function responsible for

migrating the widget, which receives the node and where to migrate the widget to

(its Reactive Web parent).

2. Creating an equivalent implementation in the Reactive Web application.

In a widget’s migration function, the Web Widget’s type is identified and an equiv-

alent implementation (both in aspect and functionality) is created on the target of

the migration (its parent, a Reactive Web object received as a parameter). The im-

plementation can vary from a single widget to a set of widgets (when, for example,

a similar widget does not exist in the Reactive Web paradigm).

3. Extracting the properties and values of the original Traditional Web widget.

This is a process of reverse engineering where the widget’s properties and CSS

values are obtained to be later replicated. Since every widget has different properties

and CSS attributes, each function must be suited to extract the necessary widget

information.

4. Assigning values to the Reactive Web widget’s properties

With the objective of migrating both the functionality and visual appearance of

the original widget, it is not enough to create a similar widget in the Reactive Web

application, its properties and values must also replicate the original widget. To do

so, we must use the values extracted in the previous steps and assign them using

objects called Descriptors (defined in the OutSystems meta-models and models)

which allow the function to change and assign the desired values.

5. The current node’s children (whether a tree or pattern nodes) are migrated

After migrating a node and respective widget, the algorithm presents a recursive

behavior and calls the general migration function (step 1) for each children node
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with the respective parent (e.g. a placeholder of the node) as a parameter. This

makes the reconstruction of the widget tree possible.

So, in other words, step 1 is a general function responsible for receiving the tree node

and calling the specific function responsible for migrating it. Steps 2 to 5 compose the

algorithm to migrate a widget saved in the node covered at the moment. The process is

repeated until the entirety of the tree is migrated.

The functions responsible for migrating the widgets are suited for each widget and

receive as parameter the tree node to be migrated and the parent of the new Widget

(created in the migration). The extracting and assigning of property values are performed

in this function and uses the previously mentioned objects called Descriptors. These

objects are defined in the OutSystems models and provide operations to alter some of the

properties and values of a widget (one Descriptor for each widget type). This is one of

the reasons to make a migration function for each widget type: to know which Descriptor

to use. This makes the migration functions conform to the OutSystems meta-models.

Algorithm 5 shows the function responsible for migrating a Link Widget abstracted in a

tree node.

The majority of the Traditional Web widgets have a corresponding implementation

in the Reactive Web paradigm. A simple example is the button widget, which is imple-

mented in both paradigms, and where a migration consists of creating a Reactive Web

button and migrating the properties and CSS values. However, the different paradigms

may have differences in the implementation of the widgets, as is the case of the button

widget: In the Traditional Web paradigm, the button has an associated text as a property,

but in the Reactive Web, the button must have a child widget of type text or expression

to represent the button text. Small differences happen in almost every widget and must

be taken into account during the migration. Figures 5.11 and 5.12 show the details of the

button widget in the different paradigms.

However, some Traditional Web widgets do not exist in the Reactive Web paradigm.

This may happen for one of many reasons: the widget was discontinued, the widget’s

functionality is now implemented by another widget, the widget has no use in Reactive

Web applications, etc. So, to perform the best possible migration, the process varies to

better replicate the widget’s aspect and functionalities. Examples of this occurrence are:

The Traditional Web widget Input Password is now implemented by the Input widget in

Reactive Web paradigm, by selecting the input type; the Show Record widget does not

exist in the Reactive Web paradigm, so it must be implemented using HTML tags; the Edit

Record widget, like the previous example, does not exist in the Reactive Web paradigm,

and it must be implemented using a Form widget with HTML tags. These examples, along

with other specific cases, make the migration result in the implementation of certain

widgets with different elements to replicate the aspect and functionality. However, the

aspect may end up slightly different than the original widget. Some of these occurrences

can be observed in figures 5.13 and 5.14.
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Algorithm 5: Migration function for node representing Link Widget
Result: Reactive Web Widget representing the migrated Traditional Web Widget
Input :The Tree Node node representing the Link widget and a Reactive Web

widget parent representing the migration target (the parent of the
migrated widget)

1 Function MigrateLink(node, parent):

2 oldLink← node.W idget as LINK ;
3 newLink←WidgetFactory.CreateW idget(parent,LINK);
4 descriptor← newLink.Descriptor;

5 Call MapExtendedP roperties(oldLink,newLink);

6 if oldLink.Name , null then
7 newLink.Name← oldLink.Name;

8 if oldLink.Style , null then
9 descriptor.setStyle(newLink,oldLink.Style);

10 descriptor.setHeight(newLink,oldLink.Height);
11 descriptor.setW idth(newLink,oldLink.W idth);

12 if oldLink.T itle , null then
13 titleP roperty← new ExtendedProperty(newLink);
14 titleP roperty.AttributeName← ”T itle”;
15 titleP roperty.V alue← oldLink.T itle.DisplayName

16 if oldLink.Enabled , null then
17 newLink.Enabled← oldLink.Enabled.V alue;

18 if oldLink.V isible , null then
19 newLink.V isible← oldLink.V isible.V alue;

20 if oldLink.OnClick.Conf irmationMessage , null then
21 newLink.Conf irmationMessage←

oldLink.OnClick.Conf irmationMessage.V alue;

22 textChild← newLink.GetDescendantsOf T ype(T EXT ).Single();
23 textChild.Delete()

24 foreach child in node.Children do
25 Call Migrate(child,newLink.P laceholders.First().AsAbstractObject());

26 return newLink.AsAbstractObject();
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(a) Button in UI ed-
itor

(b) Button in wid-
get tree

(c) Button widget properties

Figure 5.11: Button Widget in Traditional Web application

(a) Button in UI ed-
itor

(b) Button in wid-
get tree

(c) Button widget properties

Figure 5.12: Button Widget in Reactive Web application
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(a) Input Password implementation in Tra-
ditional Web widget tree

(b) Input Password implementation in Tra-
ditional Web and its properties

(c) Input Password implementation in Reac-
tive Web widget tree

(d) Input Password implementation in Reac-
tive Web and its properties

Figure 5.13: Differences in Input Password implementation between paradigms

Due to all of these differences (in properties and style values), as well as the widget’s

possible inexistence in the new paradigm, each widget has a specific algorithm where the

migration to the Reactive Web paradigm is executed.

5.2.4.2 Pattern-Driven Transformations

The pattern-driven transformations are the transformations called for pattern nodes rep-

resenting a pattern (a set of widgets and the relations amongst them). Unlike the direct

transformations, these do not follow a set of steps, but instead, vary depending on the

pattern instance to be migrated. In this type of conversion, the input is a node abstracting

one or more Traditional Web widgets and the output is a set of Reactive Web widgets, with

the same functionality and overall aspect, but following the paradigm’s best practices.

The algorithm responsible for migrating a pattern node uses the patterns type’s migra-

tion function mentioned in 5.1.3.2, and each pattern has a different migration algorithm.

However, despite not existing a "migration formula" for every pattern like on the direct

transformations, some common operations can be identified in all of the pattern conver-

sion functions. These are:

• Identifying the pattern node type

• Obtaining the stored values of the abstracted widgets

• Creating the equivalent implementation of the pattern to be migrated

• Assigning property values according to the pattern node’s elements

71



CHAPTER 5. IMPLEMENTATION

(a) Show Record implementation in Tradi-
tional Web UI editor

(b) Show Record implementation in Tradi-
tional Web widget tree

(c) Show Record implementation in Reactive
Web UI editor

(d) Show Record implementation in Reac-
tive Web widget tree

Figure 5.14: Differences in Show Record implementation between paradigms
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A migration function for a pattern is detailed in its pattern type and receives as

parameters the pattern node (representing an instance of the pattern in the widget tree)

and the parent of the new Widgets. Once again, the assignment of property values uses

the so-called Descriptors, making the pattern-driven transformations conform to the

OutSystems meta-models. Besides, some of the direct transformation functions may be

called in this process to migrate a certain widget abstracted by the pattern. After that,

its children are migrated, but since a pattern transformation can create multiple widgets,

the migration function must detail which of them will be the parent of the children to be

migrated.

As seen in figure 5.2, a pattern encodes the relevant nodes (abstracting relevant wid-

gets). From these nodes, its subtrees can be obtained and their descendants migrated,

whether in the pattern migration function, or a direct transformation function called in

the process.

Comparing to the direct transformations, creating the patterns’ equivalent implemen-

tations in the Reactive Web paradigm is not as linear. This somewhat hinders the mapping

of the properties and CSS values, since the properties and values of the original widgets

may not exist in the target widgets (exemplified by the examples in section 5.1.3.3). So,

the migration function defined in the pattern type must be as specific and precise as

possible, defining the mapping of each property to its target property or attribute. In the

eventuality of two very similar sets of widgets (which would be classified as the same pat-

tern) having their properties mapped differently, two different patterns must be created

and implemented accordingly, so as to maintain the strict property mapping representa-

tive of these structures. Algorithm 6 details the migration of the pattern seen in figure

5.3.

The precise transformations and mapping of the patterns migration function removes

one of the obstacles faced in the direct transformations: when a Traditional Web widget

did not have an equivalent implementation in the Reactive Web paradigm. That is the

main reason for the UI library widgets being migrated as a pattern (as most of them do not

have an equivalent implementation, so must be migrated with a clear and defined map-

ping between properties). In some cases, by implementing the Reactive Web equivalent,

the aspect may end up different than the original widget, as seen in figure 5.3.

5.3 Progress Beyond UI

After the tool implemented allowed the migration of any given widget tree, an effort was

made to identify how it could impact the migration problem. With the help of stakehold-

ers in direct contact with OutSystems’ clients interested in migrating applications from

Traditional Web to Reactive Web (section 4.3), it was possible to understand the follow-

ing: the majority of costumers would be interested in migrating entire screens along with

the possibility of migrating a widget tree. This would result in increasing the level of
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Algorithm 6: Migration function for pattern node of type Input & Button
Result: Reactive Web Widget representing the parent of the Reactive Web

Widgets corresponding to the migrated pattern instance
Input :The Pattern Node pattern representing the Input & Button Pattern node

and a Reactive Web widget parent representing the migration target (the
parent of the migrated widgets)

1 Function MigrateInputButtonPattern(node, parent):

2 oldInput← pattern.InputW idget;
3 oldButton← pattern.ButtonW idget;

4 newContainer←WidgetFactory.CreateW idget(parent,CONTAINER);
5 descriptor← newContainer.Descriptor;

6 search←WidgetFactory.CreateW idget(parent,WEBBLOCK);

7 if eSpace contains Library OutSystemsUI then
8 searchRef erence←OutSystemsUI.SEARCH ;
9 search.SourceWebBlock← searchRef erence;

10 if oldInput , null then
11 if oldInput.W idth , null then
12 descriptor.SetW idth(newContainer,oldInput.W idth);

13 if oldInput.MarginT op , null then
14 descriptor.SetMarginT op(newContainer,oldInput.MarginT op);

15 if oldInput.MarginLef t , null then
16 descriptor.SetMarginLef t(newContainer,oldInput.MarginLef t);

17 newInput←
search.GetDescendantW ithDescriptor(IInputW idgetDescriptor);

18 Call MapExtendedP roperties(oldInput,newInput);

19 if oldInput.Name , null then
20 newInput.Name← oldInput.Name;

21 newInput.Descriptor.SetInputT ype(newInput,Mappers.GetInputV alue(oldInput.T ype));

22 if oldInput.P rompt , null then
23 newInput.P rompt← oldInput.P rompt.DisplayName;

24 newInput.MaxLength← oldInput.MaxLength;

25 if oldInput.Mandatory , null then
26 newInput.Mandatory← oldInput.Mandatory.DisplayName;

27 if oldInput.Enabled , null then
28 newInput.Enabled← oldInput.Enabled.DisplayName;

29 newInput.Descriptor.SetCustomStyle(newInput,oldInput.CustomStyle;

30 if oldInput.V ariable , null then
31 newInput.V ariable← oldInput.V ariable.DisplayName;

32 return parent.AsAbstractObject();
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abstraction of the UI elements possible to migrate, from a widget tree (which contains

multiple widgets) to a screen (which may contain multiple widget trees).

Be that as it may, an OutSystems Traditional Web screen contains other objects besides

the widget trees, and those elements must be taken into account when migrating the

screen. The problems encountered when approaching a full-screen migration and its

respective solutions will be detailed below, culminating in the migration of more screen

objects besides the UI widgets.

5.3.1 Full Screen Migration

The migration of a full screen consists of converting the Screen object, and for each of its

widgets trees, migrate it to the new Screen in the Reactive Web paradigm. If, for example,

the screen uses a Web Block (a block with UI to be reused in multiple screens), such Web

Block also needs to be migrated along with the Screen.

So, as a solution, in the Reactive Web application, a new UI Flow is created and the

UI elements (Screen and its Web Blocks) are migrated into that new UI Flow. This is

exemplified in figure 5.15, where the MovieDetail Screen is migrated to the new UI Flow

and so are the Web Blocks it uses.

(a) UI Screens and Web Block in Traditional
Web application UI Flow

(b) Migrated Screens and Web Blocks to new
UI Flow in Reactive Web application

Figure 5.15: Migrated Screen in the different applications’ UI Flows

In its content, a Web Block is similar to a Screen despite being used differently: it

is used to group certain widgets to be reutilized in Screens or other Web Blocks. So, a

similar approach was followed, and it became possible to migrate full Web Blocks using

the migration tool developed. When a new Screen is migrated and has an element which

is an instance of a Web Block already migrated (individually or as part of a Screen), the

tool uses the migrated Web Block, instead of migrating it again.

The full-Screen migration removes the necessity of, when a user is interested in mi-

grating an entire screen, creating a new Screen and copying and pasting all of its UI

components. The same is valid for a Web Block migration.
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5.3.1.1 Problems Encountered

As formerly declared, a Screen contains more elements besides the widgets (UI elements),

and when these elements are not migrated, the bindings between them and the widgets

are broken, causing multiple errors in the migration result. These elements are:

• Input Parameters

The input parameters of a screen are sometimes used in Expressions and other

widgets with its values as properties. Without these parameters in the migrated

screen, some UI elements have their bindings broken, and its values cannot be

obtained, leading to errors in those widgets.

• Local Variables

The local variables of the screen, like the input parameters, are an intrinsic part

of the screen. As such, many UI widgets are bound to those variables and their

inexistence in the migrated screen can lead to some errors due to broken bindings.

• Aggregates in Preparation

The Preparation is a Data Action that takes place before the rendering of the as-

sociated Traditional Web screen. This Data Action is used to fetch the data to be

presented on the screen, as well as to do some necessary preprocessing and variables

assignment. In the Preparation, there are some nodes called Aggregates, respon-

sible for fetching the data from the database by abstracting SQL queries. Since

the Aggregates are not migrated, the database cannot be queried and multiple wid-

gets cannot obtain the necessary data, creating errors on multiple properties of UI

widgets. Figure 5.16 shows an error in an Expression widget due to the Aggregate

GetProductionPeople not being migrated with the Screen (the value represents an

Aggregate that does not exist).

Figure 5.16: Error in Expression widget due to Aggregate not existing.

So, a screen and its widgets are dependent on the abovementioned elements, causing

a poor migration experience when those are not migrated. Figure 5.17 shows the errors

caused by the broken bindings between the UI components (such as widgets and their

properties) and the screen elements not migrated.
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Figure 5.17: (41) Errors in a Screen where the Input Parameters, Local Variables, and
Aggregates from the Preparation were not migrated.

Hence, despite not being UI elements (the focus of this dissertation), we concluded

that the Screen UI migration would highly benefit from having the Input Parameters,

Local Variables, and Aggregates from the Preparation migrated.

Also, since the developed tool undertakes the automatic migration of a screen at a

time, a limitation in the screen bindings migration arose. This is because some properties

of widgets contain pointers to other screens, which, before such screens are migrated,

cannot be assigned (the properties must be assigned a reference to such screens, which

have not been migrated when the first screen is converted to the new paradigm). This can

be seen in appendix A. Although this problem could not be tackled (unlike the migration

of the abovementioned elements), this was already a step in manual migration. So, the

automatic migration did not complicate such a step, but was simply not able to automate

it.

5.3.2 Inputs and Variables Migration

To solve some of the previous errors, the automation of the migration of Input Parameters

and Local Variables was undertaken. As a result, when a Screen is migrated, so are

its Input Parameters and Local Variables, maintaining its designation and data types.

Figure 5.18 shows the original and the migrated screen with its Input Parameter and

Local Variable (with associated data).

A Local Variable can have as data type a standard value such as Text, Integer, and

Boolean. However, it can also have as data type an Entity and, in that case, the reference

for said Entity is imported to the Reactive Web application. This results in a database

migration since the used entities and its values can then be used in the Reactive Web
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(a) Screen in Traditional Web application
(b) Migrated Screen in Reactive Web appli-
cation

Figure 5.18: Migrated Screen result

application as exemplified in figure 5.19.

Figure 5.19: Entities migrated to the new paradigm as references.

5.3.3 Aggregates Migration

As already explained, Aggregates abstract SQL queries and represent database requests to

obtain data. However, unlike Input Parameters and Local Variables, these cannot simply

be transformed into Reactive Web Preparation Aggregates due to a significant difference

between paradigms: The Reactive Web Screens and Web Blocks do not have a Preparation

data action.

In the Reactive Web paradigm, the Screens (and Web Blocks) have what are called the

Screen (and Web Block) Aggregates, instead of having the Aggregates in the Preparation
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(which does not exist in this paradigm). A Screen Aggregate fetches the data before the

Screen is rendered and any preprocessing is done using data actions.

Thus, to correctly migrate the Aggregates from one paradigm to the other, the migra-

tion tool must convert the Preparation Aggregates from the Traditional Web paradigm in

Screen Aggregates from the Reactive Web paradigm. That is accomplished by manipulat-

ing the model objects (the Preparation Aggregates and Screen Aggregates conform to the

same meta-model objects), and an example of the result can be seen in figure 5.20.

(a) Aggregates in Preparation of a Tradi-
tional Web Screen

(b) Migrated Aggregates to Screen Aggre-
gates

Figure 5.20: Preparation Aggregates before and after being migrated (in the different Web
paradigms)

Like with the Input Parameters and Local Variables, the entities fetched by aggregates

are imported to the Reactive Web application as references.

5.3.4 References Repairing

However, migrating the Preparation Aggregates by itself does not solve a considerable

amount of errors caused by the broken bindings between widgets and Aggregates. As a

result of the implementation of the paradigms, the Aggregates values are referenced differ-

ently in the Traditional and Reactive Web applications. That leads to some of the widgets

not being able to obtain and use the migrated Aggregates, considering the properties’

values as they were in the previous paradigm.

In other words, the Aggregates’ usage in properties of Traditional Web widgets is

migrated to the properties of the Reactive Web widgets, where they should be used in a

distinct manner. This is a case of widgets like Forms, Show Records, List Records, and

others, which have a property named Source Record in Traditional Web, assigned to an
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Aggregate value. So, when other widgets want to reference the Form’s Aggregate (for

example), they can reference the Form’s Record instead of directly using the Aggregate

value as seen in figure 5.21. In Reactive Web, no widget has a Source Record property,

thus, if a widget wants to use a certain Aggregate, it must reference it directly as seen in

figure 5.22.

(a) Form widget in Traditional Web applica-
tion

(b) Aggregate reference in Input inside Tra-
ditional Web Form

Figure 5.21: Form and Input widget with Form Agreggate reference in Traditional Web
application

(a) Form widget in Reactive Web application
(b) Aggregate reference in Input inside Re-
active Web Form

Figure 5.22: Migrated Form and Input in Reactive Web application with correct reference

Considering this, the migrated references according to the old paradigm must be

changed to match the Reactive Web paradigm’s correct notation. To fix the reference

values, a mapping must be executed during the migration, where widgets which have

a source record, have its value and the source record value added to a collection. After

the migration, the screen’s widget trees are covered and for every widget, if an Aggregate

reference exists for another widget’s source record in the collection, the source record

value is obtained from that collection and referenced directly. In other words, for every

widget referencing another widgets’ source record, the referenced is fixed to use the

precise value of the Aggregate.

So, as an example, an Expression widget with value MovieForm.Record.Movie.IsAvailable
OnDVD becomes GetMovieById.List.Current.Movie.IsAvailableOnDVD.

5.4 Migration Information

Due to discrepancies between the Web paradigms and their respective models, some

parts of the migration may not be possible or may require manual verification. These
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transformations may be of elements, relations, or sets of elements and relations, as is the

case of the pattern-driven transformations. Not only that, but the migration is a complex

project, sometimes involving abstractions and operations across multiple Screens and

Web Blocks. Hence, the users would benefit from having information about the process

and transformations’ details documented and presented to them. This information is

presented via logs and metrics, and includes details not only about what was not possible

to transform, but also migration context, choices, and performance data.

However, this migration tool allows a developer to migrate different sets of elements

that can range from a widget tree with few elements in a copy-paste interaction (or even

one single widget), to an entire screen (see sections 5.3.1 and 5.6). So, depending on the

different use cases, there may not be a need to communicate the migration information to

the user, since the storage and presentation of such information can be costly (as explained

in section 2.6.2). As an example, in the scenario where the user copies a container with

an expression widget from a Traditional Web application and pastes it in a Reactive Web

application, a migration log and metrics would be adding unnecessary complexity and

cost to a simple operation. However, when a user chooses to migrate an entire screen, the

operations transform multiple elements and involve different processes and migration

choices, creating a scenario where the migration information is essential to the user.

So, taking into account the different use cases, it was possible to conclude that when

the user copies some widgets, a migration log and metrics are not necessary due to the goal

of such operation (quickly reutilize certain Traditional Web elements when implementing

a Reactive Web Screen). On the other hand, when a user migrates an entire screen,

the objective is to migrate that screen and all of its elements to a different paradigm,

making a migration log necessary to better understand the processes involved. To sum

up, information about the migration process will be presented whenever a user decides

to migrate an entire screen (or web block).

5.4.1 Migration Logs

One way of communicating the migration information is through execution logs, strings

of text with useful data recorded during system execution (see section 2.6.2). As previ-

ously stated, the decision was to present the migration information, such as the logs, when

a screen or web block is migrated. Via a textual representation, the following information

contextualizing and detailing the processes is provided:

1. Screen and eSpace identification

The original Screen and its eSpace are detailed, as well as the target eSpace (where

the screen will be migrated to)

2. Local Variables, Input Parameters, and Aggregates migrated

The migrated screen elements of these types are listed, and, in case any of its prop-

erties suffer any change, that is detailed. As an example, we have the Max Records

81



CHAPTER 5. IMPLEMENTATION

property in aggregates, which is not mandatory in Traditional Web aggregates but

is in Reactive Web aggregates. So, when an aggregate that does not have a Max
Records value assigned is migrated, the default value (advised by OutSystems) is

assigned by the migration tool, and that information is communicated to the user.

Exemplified in figure 5.23.

3. Screen Content identification

The migration information communicates the widget tree to be migrated (with every

widget having an assigned ID). This is done by printing the widget tree and the

total number of widgets.

4. Patterns found in widget tree

The instances of patterns types found in the widget tree are listed and the total

number of patterns is indicated. Exemplified in figure 5.24.

5. Migration Logs per se

The migration logs specify the migration of each tree node (whether a pattern or

a node representing a widget). In the specification of the migration operations of

an element, the conversion of its properties, CSS values, and attributes are detailed

and a success, failure, or warning symbol is presented. Whenever necessary, further

detail is provided (e.g. recommendations on how to proceed). Exemplified in figure

5.25.

6. References resolved

The references repairing detailed in the previous section is also presented to the

user for them to know what was changed in the migration. For each referenced

changed, the widget type is specified, as well as the old and new values.

Figure 5.23: Aggregates, Input Parameters and Local Variables migration logs example.

The information mentioned is stored during the migration process (and its multiple

phases) and presented after it is completed. In appendix A, a screen migration result is

detailed and its metrics can be consulted.
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Figure 5.24: Patterns found migration logs example.

Figure 5.25: Widget migration logs examples.

5.4.2 Migration Metrics

The migration is a complex set of processes and the log information can be quite lengthy.

To give the user a sum up of the migrated elements and other information (such as the

elapsed time), performance metrics (section 2.6.1) were used as an information summary.

These metrics present the following information about the migration of a screen (or

web block): the elapsed time (duration); the number of Aggregates migrated (from Prepa-

ration Aggregates to screen Aggregates); the number of Input Parameters migrated; the

number of Local Variables migrated; the total number of widgets in the screen; the num-

ber of widgets migrated; the total number of pattern instances identified; the number

of pattern instances migrated; the number of web blocks migrated to the Reactive Web

eSpace (used in the screen and not present in the new eSpace). With this data, the user

has an overview of what was migrated and how long it took. In case they need further

information, the migration logs detail the process in a more extensive approach.

Figure 5.26 exemplifies the performance metrics shown for a Screen migration.

Figure 5.26: Screen migration’s performance metrics example.
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5.5 Overview

So, the developed approach comprises the migration of a Traditional Web Screen, involv-

ing the migration of UI elements such as widgets, as well as other screen elements. To sum

up, using the developed tool (comprising the preprocessing, processes, and algorithms)

the following manual migration steps are now automated:

• The creation of a Screen in the Reactive Web application

• The migration of the Screen UI content (widgets)

• The migration of the Web Blocks present in the Screen

• The migration of Input Parameters and Local Variables

• The migration of the Preparation Aggregates to Screen Aggregates

• The new Screen content is covered to solve the broken references to the Aggregates

A diagram depicting the UI migration of a Traditional Web Screen and its multiple

processes may be found in figure 5.27, in which every process was detailed in the previous

sections. One example of a migration execution and result can be found in appendix A.

Figure 5.27: Screen migration processes and operations.

5.6 Integration in the OutSystems Platform

After the migration tool was developed, another goal of the dissertation was to integrate

it into the OutSystems platform to allow users to easily migrate their applications. In the
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previous sections, the migration process was extensively detailed, however, for something

to be migrated, the user must specify two things: what will be migrated, and where it

will be migrated to.

To specify these two inputs for the migration, the automatic migration purpose was

revisited, namely, the fact that its goal is to serve as an accelerator and provide some

automation to the manual migration (section 3.1.2). Taking into account that the manual

migration already has some accelerators, we noticed that those were mostly implemented

with a copy-paste approach (e.g. copying data actions from a Traditional Web application

and pasting them in a Reactive Web application). At first glance, a copy-paste interaction

seems to fit the migration tool: the copy allows the user to choose what to migrate, and

the paste lets them choose where to migrate.

That being said, to analyze what should be the approach when integrating this tool

in the platform, its use cases must also be considered, as different use cases may require

different integrations. The migration process, as it is, can support two purposes:

1. Migrate a set of widgets (defined by a selected widget tree)

2. Migrate an entire screen (with its variables, aggregates, and UI elements)

For the first use case (1.), the copy/paste interaction suits its demands, since it is a

scenario where the user has two screens (one implemented in each paradigm) and wants

to reutilize the content of the Traditional Web screen in the Reactive Web screen. This

gives the user a quick and effective way of choosing the elements of the screen they want

to migrate, and specify the precise target where they intend to migrate to.

On the other hand (use case 2.), when migrating a full screen, it must be given as

input and will be migrated to a UI flow in the Reactive Web Application. In this case,

the copy-paste interaction also allows the user to choose which screen or set of screens

to migrate (by selecting and copying them), as well as choosing the application where it

will be migrated to. To clearly identify which screens were migrated, they are inserted in

a specific UI flow in the target application.

So, a copy-paste interaction not only follows the interaction principles of the already

implemented accelerators on the manual migration, but also fits both scenarios of the

automatic migration. To sum up, it allows the user to choose what to migrate with a

simple to use interaction. So, when a set of widgets is copied from a Traditional Web

widget tree/screen and pasted in a Reactive Web widget tree/screen, the elements are

migrated and the conversion result is pasted (the original elements could not be pasted

as they do not conform to the target models). This can be seen in figure 5.28.

The same happens for a screen or set of screens: when copied from a Traditional Web

application and pasted in a Reactive Web application, the screen is migrated and the

conversion result is pasted (depicted in figure 5.29).

For this to work, the Service Studio (OutSystems’ platform) builtin behaviors had to

be modified. Now, when a user copies a Traditional Web widget or screen and pastes

85



CHAPTER 5. IMPLEMENTATION

Figure 5.28: Copy of widget from Traditional Web application and paste in Reactive Web
application.

Figure 5.29: Copy of screen from Traditional Web application and paste in Reactive Web
application’s UI Flow.

it in a Reactive Web application, the platform uses the migration tool to perform the

transformations and paste the migration result. Thus, it becomes possible to copy those

elements from the old paradigm and paste them in the new paradigm, something that

was unattainable before due to the differences in the paradigms’ models.
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6
Evaluation

Once the tool was developed, it was evaluated and tested with two analyses and two types

of tests, consisting of a total of four validations.

To understand its impact, the following analyses were performed: (1) A coverage

analysis, where the percentage of elements possible to migrate was estimated and sep-

arated into different categories; (2) Queries run in the OutSystems clients’ accounts, to

better quantify how many systems, applications, and elements can benefit from the im-

plemented automation.

After the analysis, the tool was tested in two different manners: (1) An average per-

formance comparison between the manual and the automatic UI migration; (2) Usability

tests carried out by users and evaluated using the System Usability Scale method.

6.1 Coverage Analysis

To better understand (and quantify) how much the tool helps a user in migrating an

application, its coverage had to be evaluated. So, data concerning the total number of UI

elements’ types (widgets’ types) in Traditional Web was gathered, as well as the number of

elements that can now be migrated automatically. Three sets of widgets were evaluated:

• Traditional Web Widgets - The widgets of the Traditional Web paradigm

• OutSystems UI Widgets - Widgets of a library implemented by OutSystems, which

contains more complex widgets to complement the Traditional Web paradigm and

provide additional functionalities

• Rich Widgets - Widgets of another library implemented by OutSystems, which are

commonly used in Traditional Web applications
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Figure 6.1 details the number of widgets possible to migrate per category. As depicted

in the figure, the standard widgets are all possible to migrate automatically, as well as the

majority of the OutSystems UI widgets. However, some widgets from both libraries are

not possible to migrate with the tool as it is.

A widgets’ migration can be more complex than other widgets’, for example, the

widgets belonging to libraries may not have an equivalent implementation in the new

paradigm. Due to the implementation consisting of a proof of concept and not the final

version of the tool, some widgets are not automatically migrated at the moment, and thus

were left for future work.
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Traditional Web Widgets OutSystems UI Widgets Rich Widgets

Possible to migrate Total

Figure 6.1: Total number of widgets and number of widgets possible to migrate by cate-
gory.

So, as coverage analysis, we can conclude that all of the standard widgets can be

migrated automatically. Regarding external libraries, those created and supported by

OutSystems have the majority of its elements migrated. This makes the tool very useful

and its impact significant, as proven in the succeeding sections.

6.2 Queries in OutSystems Accounts

Before knowing how the tool impacts the migration of the Traditional Web UI, it is im-

portant to quantify the need for this tool, as well as the impact it will have in production.

Hence, several metrics were gathered to better understand the differences in paradigms’

usage (to know how many Traditional Web applications will be benefit from the tool), as

well as the average complexity of such applications. These metrics were measured using

queries ran in OutSystems clients’ accounts with their consent.

The total number of OutSystems’ eSpaces is 132 117, of which 83 224 are Traditional

Web ESpaces (63%) and 9 638 are Reactive Web ESpaces (7%). So, the Traditional Web

ESpaces considerably outnumber the Reactive ESpaces, but it would be beneficial for both
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the users and OutSystems that the opposite happened. However, the manual migration is

a cumbersome process, thus discouraging the migration of said applications and keeping

the number of legacy systems undesirably high.

To see how many of these ESpaces could be impacted by the automatic migration, the

number of ESpaces with UI components was evaluated: 57 105 Traditional Web ESpaces

have UI components, as well as 8 073 Reactive Web ESpaces. Since the tool automates the

UI migration (which is the greatest bottleneck in a migration, as explained in section 4.1),

there are 57 105 applications which can greatly benefit from the provided automation.

However, the number of applications with UI by itself is not a clear indicator of how

many elements can be migrated automatically with the developed accelerator. In more

depth analysis, it was possible to obtain the following numbers:

• There are 528 875 Web Blocks in Traditional Web applications

• There are 489 600 Screens in Traditional Web applications

• There are 41 039 469 Traditional Web Widgets across all of the applications

• There are 1 195 711 Input Parameters across all of the Traditional Web Screens and

Web Blocks

• There are 1 173 538 Local Variables across all of the Traditional Web Screens and

Web Blocks

• There are 559 063 Preparation Aggregates across all of the Traditional Web Screens

and Web Blocks

All of the abovementioned elements can now be automatically migrated. If we look

at the Traditional Web widgets, some of them are fairly complex and can take a couple

of minutes to migrate manually (with the properties mapping and style setting), while

automatically, the migration is instantaneous. When analyzing the difference in a widget’s

migration, it is only a few minutes, but accumulated over forty-one million widgets, the

difference is tremendous. To illustrate such a difference, if a widget takes (on average) 3

minutes to manually migrate (including its properties and style), the developed tool may

save an accumulated amount of time equal to 123 118 407 minutes, or, in other words,

234.24 years. Considerable amounts of time saved can also be obtained for the Input

Parameters, Local Variables, and Preparation Aggregates.

Screens and Web Blocks have various elements such as Widgets, Input Parameters,

Local Variables, and Preparation Aggregates. So, the difference will be significant even

when migrating a single Screen or Web Block, and even more when migrating 489 600

and 528 875 of them, respectively. A performance comparison will be undertaken in

the next section, but before, other metrics were compiled to fundament such comparison.

The data regarding the average number of elements per screen and web block (which are

now possible to migrate) is detailed in table 6.1
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Traditional Web Widgets Input Parameters Variables Preparation Aggregates
Screen 83.82 2.44 2.4 1.14

Web Block 77.6 2.26 2.22 1.06

Table 6.1: Average number of elements per Traditional Web Screen and Web Block.

An also important data to understand the effort of migrating a Traditional Web ap-

plication is the average number of Screens and Web Blocks in it. This can be deducted

with the data already presented: on average, a Traditional Web application contains 8.57

Screens and 9.26 Web Blocks.

6.3 Performance Comparison

To test the automatic Screen and UI migration and its performance, we must take into ac-

count the previous (and current) migration methodology: the manual migration (section

3.1.2). So, the performance of both approaches was tested to understand the impact this

dissertation can have on the real-life complexity of migrating applications.

The initial comparison plan contemplated having users with at least one year of expe-

rience with the OutSystems’ platform migrating the same screen manually and using the

tool. Via this experiment, it would be possible to compare both performances, as well as

the usability of the automatic migration tool (developed in this dissertation’s context).

However, when the initial users began migrating the first screen, it became clear that

it would not be possible to perform the planned validation: After one hour, all three of

the users had migrated around 10% (between 9% and 11%) of the original screen. The

screen in question had 91 widgets, 3 Aggregates in the Preparation, 1 Input Parameter,

0 Local Variables, and 3 instances of Web Blocks that had to be migrated (one of them

containing 178 widgets). The same screen (as well as all of its elements and Web Blocks

used) was automatically migrated by the developed tool in 5.1 seconds.

So, a quick evaluation allowed us to understand that a manual migration of that

particular screen would take approximately 10 hours or more. Since such screen was not

highly complex (the number of widgets was around the average per screen according to

section 6.2), and the number of hours needed to finish the migration was incompatible

with the volunteers’ availability (also due to restrictions caused by COVID-19), a different

approach to the performance comparison was undertaken.

As an alternative, the following approach was considered: evaluating the effort re-

quired to manually migrate a screen or web block with the Advanced Development Team

and comparing its performance to the automatic UI migration. The Advanced Devel-

opment Team belongs to the Customer Office Department and is responsible not only

for migrating clients’ applications but also for instructing clients on how to manually

migrate according to OutSystems’ best practices. Hence, the team in question has exten-

sive experience in manual migrations, and those past migrations will be the data used to
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Duration Widgets Aggregates Input Params Local Variables Web Blocks
4.79 s 160 4 1 0 1
0.51 s 67 2 0 1 0
0.59 s 74 2 3 0 0
5.1 s 91 3 1 0 3
0.4 s 62 1 0 0 0

0.69 s 64 2 1 4 0
1.27 s 90 2 1 2 1
1.37 s 90 5 1 1 1
0.28 s 52 1 0 0 0
0.39 s 51 1 1 0 0

Table 6.2: Migration elapsed time (in seconds) and number of elements migrated for
different Screens

Duration Widgets Aggregates Input Params Local Variables Web Blocks
3.43 s 178 4 3 2 0
5.74 s 142 2 5 2 2
1.5 s 249 2 2 0 0

5.63 s 162 2 2 0 0
2.98 s 165 2 5 2 0

Table 6.3: Migration elapsed time (in seconds) and number of elements migrated for
different Web Blocks

evaluate the automatic migration performance.

According to the team and based on past manual migrations, the processes automated

by the tool in a screen migration (sections 5.5) would take from one to one and a half

working days if migrated manually. In other words, for an average screen, its manual

migration would take between 8 and 12 hours. As depicted in table 6.1, we can see the

average number of elements per Screen and Web Block, so it is possible to understand the

size of the average screen, for which we now have a manual migration time estimate.

Table 6.2 shows the execution times for the automatic migration of different screens,

as well as the number of Aggregates, Input Parameters, Local Variables, and Web Block

instances that needed to be migrated. Table 6.3 shows the same information for the

automatic migration of different Web Blocks.

As we can observe in tables 6.2 and 6.3, the automatic migration time of both a Screen

or Web Block takes merely seconds. Based on the experiments made using the automatic

migration tool (some depicted in the abovementioned tables), we can affirm that the

migration time is mostly influenced by the necessity of migrating web blocks to the new

paradigm (due to being used in the migrated screen/web block).

However, despite the small differences in elapsed time observed in different screens

and web blocks, the automatic migration process is considerably faster than the manual

migration. So, an average screen that would take between 8 and 12 hours to migrate,

now takes less than 10 seconds (the largest elapsed time recorded for a screen of average
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complexity, according to the data retrieved in section 6.2, was around 9.38 seconds).

Thus, while a screen is manually migrated, so can be between 2 880 and 4 320 screens

if automatically migrated using the developed tool (considering a migration time of 10

seconds).

Even if the automatic migration result produces an incomplete screen or web block,

the missing operations would also have to be undertaken in the manual migration. In

other words, even when the migration cannot be completed, it is significantly acceler-

ated (with some of the screen’s elements being migrated almost instantly). Thus, it is

possible to confirm that the developed tool produces a very efficient automation of the UI

migration, or, in the worst-case scenario, a valuable accelerator to the manual migration.

6.4 Usability Experiment

Usability is a measure of how the user interacts with a product and is assessed by taking

into account user performance, satisfaction, and acceptability [5].

To measure the developed system’s usability, an experiment was conducted with 21

users, of which 66.66% were male and 33.33% were female, between the ages of 20 and

53. These participants, their identity, and responses are to remain anonymous under the

protection of a verbal agreement made prior to the usability test.

All of the subjects had an engineering educational background and varying expertise

concerning the OutSystems’ platform. They can be separated into 3 groups: 7 users had

no experience with the OutSystems platform, 6 users had between one month and one

year of experience with the platform, and 8 users had more than one year of experience

with the platform. The differences in experience allowed the usability test to evaluate the

manual and automatic migration usage and results according to different perspectives.

The procedure took between 45 and 60 minutes, and consisted of the following steps:

1. The user performed a manual migration of a segment of a screen, where some

peculiarities and key scenarios of the manual migration could be experienced.

2. The user communicated his feedback and carried out the System Usability Scale

(SUS) test for the manual UI migration.

3. The user did an automatic migration of the same screen (in its entirety), using the

developed tool.

4. The user inspected the migration logs produced.

5. The user communicated his feedback and carried out the System Usability Scale

(SUS) test for the automatic UI migration.

The goal was for the users to experiment using both UI migration processes (manual

and automatic), and for the feedback to reflect not only the individual usabilities but also

how they compare to one another.
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Since the manual migration was executed before the automatic migration, a threat to

the validity of this experiment arises. When performing the manual migration, the user

may gain some context which later facilitates the automatic migration. Yet, the automatic

migration does not need the manual operations used in the manual migration, making the

learned operations irrelevant to the experiment, and only the minimal amount of context

gained regarding both paradigms can cause a small vulnerability in the SUS result.

Another threat to the experiment’s internal validity is the fact that subjects did not

migrate entire screens (due to their availability and COVID-19 restrictions), making

their experience influenced by the part of the screen migrated. To compensate for this

circumstance, different users migrated separate parts of distinct screens, to obtain a

sample representative of various types of screens.

6.4.1 SUS

The System Usability Scale (SUS) is a "simple, ten-item scale giving a global view of sub-

jective assessments of usability"[11]. For each question, the user indicates its agreement

or disagreement level on a five-point scale (1 representing "strongly disagree" and 5 rep-

resenting "strongly agree"). Figure 6.2 presents an interpretation for the SUS test score

obtained in [4].

Figure 6.2: Adjective ratings, acceptability scores, and school grading scales, in relation
to the average SUS score [4].

During the usability experiment, the participant answered the System Usability Scale

(SUS) test on two occasions to evaluate both the manual and the automatic migration us-

ability. Table 6.4 shows the mean answer per question for each migration approach. With

the scores obtained, the descriptive statistics for the different SUS tests were calculated

and can be seen in tables 6.5 and 6.6, as well as the boxplot in figure 6.3.

Through an analysis of the scores obtained for both approaches using in the table 6.2,

we can confidently claim that the obtained mean value of 94.29 presents an extremely

positive result and an improvement regarding the manual migration (which obtained a

mean value of 22.86). It is possible to observe, looking at the metrics in tables 6.5 and

6.6, that the manual migration score varies considerably according to the user, while the

automatic migration does not show a large difference between the tests’ results. This is

also seen in the boxplot in figure 6.3.
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Question
Manual Mig.
Mean Score

Automatic Mig.
Mean Score

1. I think that I would like to use this system frequently. 1.33 4.9
2. I found the system unnecessarily complex. 4.57 1.1
3. I thought the system was easy to use. 2.29 4.86
4. I think that I would need the support of a technical
person to be able to use this system.

4.05 1.43

5. I found the various functions in this system were
well integrated.

2 4.86

6. I thought there was too much inconsistency in
this system.

3.24 1.29

7. I would imagine that most people would learn to use
this system very quickly.

1.71 4.76

8. I found the system very cumbersome to use. 4.76 1.05
9. I felt very confident using the system. 2.52 4.62
10. I needed to learn a lot of things before I could get
going with this system.

4.1 1.43

Table 6.4: Mean SUS score for each UI migration approach per question.

N Mean Std. Dev. Skew. Kurt.
21 22.86 8.49 0.039 -1.274

Table 6.5: SUS descriptive statistics for the manual migration

N Mean Std. Dev. Skew. Kurt.
21 94.29 3.46 -0.168 -0.649

Table 6.6: SUS descriptive statistics for the developed tool

Figure 6.3: Boxplot for the SUS Score distribution.
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6.4.2 Results and Analysis

For the manual migration, the following feedback was gathered during the validation

experiment:

• The instinct of many users was to copy and paste elements, which is not possible in

the manual migration. Hence, they were forced to manually replicate each widget.

• When the mapping of a certain widget was not as linear, the inexperienced partic-

ipants had trouble migrating and understanding where to migrate each property

value. Only the users experienced in both paradigms performed what could be

classified as a smooth migration of these widgets.

• It was not uncommon for users to forget to verify if all of the properties of a certain

widget had been migrated, as well as its style values. Despite happening to all types

of users, it was proportional to their inexperience, and in some cases, the migration

result was a screen with a considerably different aspect than the original screen.

• Some participants showed frustration in not being able to take advantage of the

original Traditional Web Screen elements and classified the manual migration as

unworkable.

• Several users considered the repetitive work of the manual migration to be prone

to errors, struggling to make an application which they already had implemented

in the legacy paradigm.

• Mostly, the manual migration was considered cumbersome, difficult, and prone to

errors. As many users pointed out, it can be considered a reimplementation of the

screen, making it a lengthy process.

For the automatic migration, regarding both possible interactions (copy-paste of ele-

ments or an entire screen migration), the feedback was:

• With the copy-paste of elements, a performance increase was noticeable on the

overall result of a screen migration, both in its duration, as well as the quality of

the final result (correctly mapped elements and property values).

• By using the tool to perform a full screen (and web block) migration, the perfor-

mance increase was even more noticeable, with the screen being migrated almost

instantly.

• However, some users mentioned that in a full-screen migration, some sense of con-

trol was lost, mostly due to many processes being performed instantly and without

a manual interaction of the user. Be that as it may, when the same users analyzed

the migration logs, that concern partially disappeared.
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• 2 different users had problems navigating the logs. That being said, after a brief

technical explanation, the same users seemed to have no further problems in the

logs navigation.

• To sum up, the participants found the automatic migration very helpful and prac-

tical since it allowed them to take advantage of the Traditional Web Screen imple-

mentation. Furthermore, the process was classified as easy to use, convenient, and

expeditious, producing a better result in multiple scenarios.

These experiments allowed us to conclude that a considerable performance improve-

ment was achieved, both in speed and quality of the migration result. Nonetheless, some

work must be done to give the users a similar sense of control to the manual migration.

As for the usability, the SUS tests outcome presented a very satisfying result, reassuring

the necessity of further automation for the manual migration.

The progress achieved proved to be a big step in the right direction: moving forward

from the legacy paradigm with ease and comfort.
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7
Conclusions

In October 2019, OutSystems announced Reactive Web: a new paradigm to build reactive

web applications. It was built to take advantage of modern web features, presenting mul-

tiple differences to the previous paradigm to develop Web Applications (Traditional Web).

Because of this, OutSystems was confronted with a challenge: 63% of its applications

were implemented in the old Web paradigm, thus becoming legacy systems.

Legacy Information Systems can be defined as “any information system that signifi-

cantly resists modification and evolution” [10]. To solve this problem, migration is a type

of system modernization and consists of moving a system from out-of-date languages or

platforms to a more modernized environment [70].

The initial OutSystems’ approach to this problem was a manual migration, which

involves rewriting legacy applications [82]. However, this type of migration uses modern

architecture and tools but discards a considerable part of the effort previously made on

the legacy system.

The automation of certain parts of the migration, all while maintaining quality stan-

dards, facilitates it, allows more systems to evolve more rapidly, and thus makes the

ecosystem less dependant on the legacy technologies.

A well-founded case study took place with a platform and community analysis, as

well as interviews with both OutSystems’ employees and developers. It allowed us to

classify the UI as the most prioritized feature, but coincidently, the major bottleneck in

migrations (needing the most investment).

This dissertation and the related project had the following objectives:

• The design and development of an automatic migration approach capable of con-

verting UI elements to accelerate the manual migration.
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• The creation and search of UI patterns to make the migration result according to

the Reactive Web’s best practices.

• The integration of the developed tool in the OutSystems platform (IDE) with an

easy to use interaction.

The objectives were all fulfilled and in some cases, exceeded. A migration approach

was implemented, allowing for a user to automatically migrate different granularities of

UI components and when necessary, using predefined patterns to produce an upgraded

migration result. Such a migration approach was integrated into the OutSystems platform

with a copy-paste interaction, allowing the users to choose what and where to migrate.

Besides, beyond the UI, some of the logic, data requests, and variables were migrated

when used in migrated UI components. As a consequence of this migration, the patterns

and additional structures to better abstract, search, and manipulate UI model elements

were created and can constitute the foundation for future works.

The performed validation experiments, as well as the user feedback, prove that the

result of this dissertation is an accelerator for the manual migration. As an example, the

automatic migration can convert up to 4 320 screens of average size to the new paradigm,

all in the same time that an equivalent screen is migrated manually. There was a notice-

able performance increase on the overall result of a UI migration, both in its duration,

as well as the quality of the final result in multiple scenarios. Likewise, the migration

experience became considerably more positive and convenient, motivating users to use it

frequently when compared to the manual migration.

Accomplishing this automation impacts OutSystems and its community, as it may

accelerate the migration of 57 105 applications, with a sum of 1 018 475 screens and

web blocks. Also, it gives developers and customers interested in using the Reactive Web

paradigm, the power to take advantage of the formerly produced efforts in the previous

paradigm.

7.1 Contributions

This dissertation includes the contributions that follow:

• A set of techniques, algorithms, and associated structures to preprocess and abstract

UI model objects, which can be used to search and execute operations over sets of

elements that constitute predefined design patterns. Despite the target being the

OutSystems models, the developed algorithms and techniques are adaptable to

other models abstracting UI development and manipulation.

• A model-driven migration approach with source and target systems built using

different OutSystems web development paradigms. For the different migration

processes, the algorithms are capable of manipulating and transform the respective
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model objects and domain-specific languages. The approach is adequate to convert

not only UI elements of different sizes and complexities, but also variables and data

correlated to the transformed interfaces.

• Integration of the migration process in the OutSystems platform with an easy to use

interaction. This has the potential to allow for millions of objects to be migrated

automatically, hence paving the path for multiple applications to evolve into using

state-of-the-art technologies.

• Performance and usability tests for the manual migration process used for migrating

legacy OutSystems Web Applications, as well as for the developed process automa-

tion.

7.2 Future Work

The objectives set for the dissertation were met and in some cases, surpassed. However,

due to the complexity of the OutSystems model and the intricacies of migrations, there

are some possible aspects which could be covered in future works:

• The work implemented in this dissertation undertakes the automatic migration

of a screen at a time, causing a problem in the screens’ bindings. This is due to

some properties containing pointers to other screens, which, before such screens

are migrated, are not able to be assigned. A solution for this problem would be an

implementation of a command, that after the migration of all the screens, reassigns

the properties responsible for the navigation between them.

• With the patterns’ implementation as it is, the patterns must be defined internally

by OutSystems. Allowing for the patterns to be defined by the developers via some

sort of low-code interaction, would bring great value and help the patterns reach

their potential (mentioned in section 5.1.3.4).

• During the automatic migration, some decisions are automatically made by the

algorithms. Examples of these decisions are: migrating a set of widgets as a pattern

instead of individual widgets, converting certain properties into others, migrating

widgets that do not exist in the new paradigm to equivalent (but different) objects,

among others. However, there may exist some scenarios where the user does not

want for those decisions to happen, so, these choices should be optional and, when

intended, made by the users. Despite the developed algorithms already supporting

this interaction, an interface must be developed to give the users such capability.

• An automation of the logic migration between paradigms, expanding the scope of

OutSystems models and DSLs possible to migrate automatically. This automation of

the entire logic conversion to the new paradigm would provide further acceleration
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to the migration process. Also, as implemented for the UI, it would be important to

have an automation of the migration decisions to create the best result for the new

paradigm (e.g. the former server actions now have to be separated into client and

server actions).

• After the logic automatic migration, the abstraction level could be increased, al-

lowing for users to migrate entire applications. Even more, a case study could be

undertaken to approach the possibility of OutSystems migrating all of the applica-

tions, thus removing the usage of the legacy web paradigm.
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Migration Result

This appendix details the result of a Screen migration from a Traditional Web Application

to a Reactive Web Application.

A.1 Original Screen

The development of the original screen to be migrated has the visual appearance found

in figure A.1.

Figure A.1: Screen to be migrated.

The screen in question has one input parameter, one input variable, and five prepa-

ration aggregates. Besides, it contains two instances of two different web blocks. The
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migration will be executed by copying this screen and pasting it in the Reactive Web

application.

A.2 Migration Result

Depicted in figure A.2 is the result of the migration.

Figure A.2: Screen migration result.

As we can see, both the functionalities and aspects of the screen are migrated. Not

only that but so are its input parameter, local variable, and preparation aggregates. The

aggregates are migrated to screen aggregates. In the same figure it possible to observe

that 2 web blocks were migrated. The screen in question had two instances of web blocks:

one using the "Layout" web block, and another using the "Star Display" web block. These

blocks were migrated in order to be used in the migrated screen.

On top of the screen content, the data from the Traditional Web Application is im-

ported as a reference, as seen in figure A.3.

Nonetheless, it is noticeable that some parts of the migrated result appear signaled

with a red margin. This is because the automatic migration caused the appearance of 11

errors, which can be seen in figure A.4. These errors have 2 reasons to be:

• On Click errors

These errors are due to only this screen having been migrated, so the navigation to

other screens (to be migrated), was not set. To fix these errors, the user must migrate

the screens and assign the properties’ values (responsible for the navigation between

screens).
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Figure A.3: Screen data imported as reference.

• Role related errors

The roles in Traditional Web are defined and used in some properties. Since the

automation does not migrate those roles, it must be migrated manually.

However, these errors are steps that would have to be done in the manual migration

and which take only a few minutes. Thus, instead of having to manually migrate the

entire screen, a developer has only to solve the errors (which also had to be tackled in the

manual migration).

Figure A.4: Errors created by the automatic migration.

A.3 Migration Metrics

This section depicts the migration metrics of the screen and web blocks migrated. Due to

the magnitude of the migration logs generated, those will not be presented.
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Listing A.1: Screen Migration Metrics.
1 Duration: 2.15 seconds
2

3 Number of Aggregates migrated: 5
4 Number of Input Parameters migrated: 1
5 Number of Local Variables migrated: 1
6

7 Total number of Widgets: 77
8 Number of Widgets migrated: 77
9

10 Total number of Patterns identified: 4
11 Number of Patterns migrated: 4
12

13 Number of Web Blocks migrated to Reactive ESpace: 2

Listing A.2: "Layout" Web Block Migration Metrics.
1 Duration: 0.37 seconds
2

3 Number of Aggregates migrated: 0
4 Number of Input Parameters migrated: 0
5 Number of Local Variables migrated: 0
6

7 Total number of Widgets: 21
8 Number of Widgets migrated: 21
9

10 Total number of Patterns identified: 1
11 Number of Patterns migrated: 1
12

13 Number of Web Blocks migrated to Reactive ESpace: 0

Listing A.3: "Star Display" Web Block Migration Metrics.
1 Duration: 0.19 seconds
2

3 Number of Aggregates migrated: 0
4 Number of Input Parameters migrated: 2
5 Number of Local Variables migrated: 2
6

7 Total number of Widgets: 9
8 Number of Widgets migrated: 9
9

10 Total number of Patterns identified: 2
11 Number of Patterns migrated: 2
12

13 Number of Web Blocks migrated to Reactive ESpace: 0
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Comparison Of Migration Approaches

Table I.1, obtained in [29], expresses and compares the advantages and disadvantages of

each of the migration approaches mentioned in section 3.2.
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Table I.1: Comparison of migration approaches [29]

Approach Type Advantages Disadvantages

Database First
approach Gateway

- Reuse of legacy system is
possible
- Target system development
could be incremental
- Suitable for migration of
fully decomposable
systems

- The Information system is
not operational during data
migration
- Migration of data takes
significant time

Database Last
approach Gateway

- Reuse of legacy system is
possible
- Suitable for fully
decomposable systems
- Target system development
could be incremental

- The Information system is
not operational during data
migration
- Migration of data takes
significant time

Composite database
approach Gateway

- Reuse of legacy system is
possible
- Eliminates requirement for
a single large migration of
data as required in the above
two approaches
- Suitable for migration of
fully decomposable, semi
decomposable and non
decomposable systems

- Suffers from the overhead
of the Database First and
Database Last approaches
with added complexity
due to introduction of
co-coordinator

Chicken Little
Strategy Gateway

- Operational Information
System will be a composite
of target and legacy
information system
- Suitable for migration of
fully decomposable systems,
semi decomposable and non
decomposable systems

- Employs complex gateways
- Need for interoperation of
legacy and target systems
through gateways add
greater complexity to the
already existing complex
process

Big Bang
Methodologies Non-Gateway

- Improvement over the
existing legacy system is
possible as the development
is from scratch

- Huge cost is involved
- Takes longer development
time
- Legacy system reuse is
not possible

Butterfly
Methodology Non-Gateway

- No Gateways used
- Eliminates the need for
simultaneous access of both
legacy and target systems
- Testing can be carried out
against the already migrated
data
- Legacy system to be shut
only for minimal time

- Target system is not in
production while the system
is being migrated
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