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Chapter 1

Introduction

1.1 Problem Definition

With the increasing adoption of the Global Village phenomenon, the fundamental
aspects of economic systems have exponentially extended from the family, first to
the small village and the region, and then growing into the country and nation,
and finally to the entire world [20]. As such, over the last several centuries, many
businesses have become truly global. Historically, the ancient Silk Road exem-
plifies one of the first global supply chains in the world [45]. During the recent
centuries however, global supply chains have mainly focused on the basic needs
for agricultural goods and raw materials. The Industrial Revolution especially,
caused further extension of global trades, due to the increase in trade volume, as
well as in the capabilities of the sources (regions and nations) in producing their
products that finally resulted in the emergence of industrial networks. Over the
last decades, the industrial networks and distributed manufacturing got consider-
ably matured and now present themselves as potential solutions to facilitate the
fast changing requirements in market demands, i.e. the provision of flexibility
and agility [30].

In a nutshell, business globalization has now reached the point that mandates
increasing the integration of societies and the synergy in their economies and in-
dustries. Consequently, a growing trend has also emerged in service industries,
moving towards collaboration and cooperating through participation in networks.
In a broad sense collaboration means working together and networking by a group
of people and organizations that are closely connected. Although the notion of
network is addressed in many fields, such as in communications, social sciences,
computer science, biology, etc., the special relevance in the context of our research
work is the area of Collaborative Network (CN), and mostly pertinent to organi-
zations. A set of definitions addressing different kinds of collaborative networks
are addressed in [32]. For example, the Collaborative Networked Organization
(CNO) is defined as a structured form of organizations that follow a predefined set

7



8 Chapter 1. Introduction

of governance principles and rules, while the Ad-hoc Collaborations are defined as
those spontaneously formed, without any precise structure and predefined targets,
and that are not business oriented. There are also two specific forms of CNOs
closely applied in our research, namely: the long-term strategic networks and the
goal-oriented networks. One instance of the goal-oriented collaborative network
especially is called the Virtual Organization (VO), which is aimed at achieving
its members’ common business goals. The definition of a VO as adopted in our
research follows [31]:

“Virtual Organization (VO) is a dynamic and temporary form of collaborative net-
works, comprising a number of independent organizations that wish to share their
resources and skills to achieve its common mission/goal.”

One instance of the long-term strategic network especially is called the Vir-
tual organizations Breeding Environment (VBE), which is established with the
purpose of providing an environment and the conditions to support rapid config-
uration of the virtual organizations. The formal definition of a VBE as adopted
in our research follows [1]:

“VO Breeding environment (VBE) represents an association of organizations
and their related supporting institutions, adhering to a base long term cooper-
ation agreement, and adoption of common operating principles and infrastruc-
tures, with the main goal of increasing their preparedness towards rapid configu-
ration of temporary alliances for collaboration in potential Virtual Organizations.”

With rapid advances in ICT, nowadays collaborative networks are supported
by a large set of diverse tools, including broadband mobile computing and cloud
computing that further push early concepts of collaborative networks into much
wider and completely new territories. In many areas of production and services,
Small and Medium-sized Enterprises (SMEs) provide their business services on-
line. SMEs are increasingly interested in working together and establishing collab-
orative networks , through joining their skills, resources, abilities, and knowledge.
Usually a VO is established by SMEs to fulfill the following two purposes.

A first purpose for VO formation is to best target a specific emerged oppor-
tunity in the market or society, which either requires the combination of different
capabilities and resources provided by collaborating organizations, or simply re-
quiring the accumulation of their resources and/or capacities. The formation
process of a VO typically starts in a VBE, where the candidate SMEs are usu-
ally selected by the VO broker and invited to jointly accept the responsibility of
fulfilling the tasks needed to achieve the common goals of the VO.

A second purpose for VO formation is to support innovation. For instance, one
or more SMEs together foresee the potential of investing into the development and
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provision of a certain new service in the market, and one acts as the VO broker,
to combine some of the abilities, resources, capacities, etc. from a number of
participating SMEs, who can then together fulfill the development of the planned
innovation.

Nevertheless, in either case, in order to act agile and to be able to compete in
the market and society against the real large existing organizations, a minimum
base platform for collaboration must pre-exist among the SMEs before the forma-
tion/operation of the VO. For this purpose, the Virtual organizations Breeding
Environment serves as the base environment that provides this minimum collab-
oration base, within which the VOs can then be launched.

In order to collaborate effectively and to become time/cost efficient, SMEs in
the VO must act together as a single larger entity, and thus sharing with each
other their resources and capabilities, and co-working efficiently. One important
set of resources to be shared among such SMEs in the VO consists of the pool
of their online business services. These services must be shared as if all involved
SMEs belong to one larger real organization. These services must also be inte-
grable, to support the creation of value-added services within the VO.

Clearly, in order to share and compose software services that represent busi-
ness services provided by different SMEs in a VO, they need to be formally and
uniformly defined. In fact, such unification in their definition format must be
properly addressed and pre-defined at the VBE level, in order to enhance their
sharing and collaboration among SMEs, once the VO is established. In other
words, when all VBE members formally and uniformly define their business ser-
vices, once in a VO, all partners will be able to seamlessly share each others
services and to integrate them for creating new value-added services and/or for
innovation purposes in their sector, as if these SMEs all belong to one large or-
ganization. At present however, due to the lack of uniformity in full and formal
definition of implemented business services, as provided on-line by SMEs, neither
their effective discovery as existing software services, nor their effective composi-
tion toward creation of integrated services, can be supported. For instance today,
creating a new value-added service out of the existing services within the VOs,
to provide it as a new online service to the customer, is quite challenging in the
needed efforts, and the time and cost spent, as also exemplified below [4].

As an example, consider a VBE in which a partner SME-1 plans to simply
create a new integrated tourism package to include the reservation of flight-tickets,
hotel-rooms, day-trips, and dinners at restaurants in a specific touristic region. In
an ideal situation, all SMEs involved in the VBE would have already implemented
and provided their individual business services as shared web services. As such,
SME-1 could have discovered all needed services and identified the most-fit SMEs
for sharing their services and working together to create this new package as
an integrated service. SME-1 could then also act as the VO broker, start the
formation of the new needed VO, and invite the other SMEs for it. But at
present, due to the lack of such uniform and unambiguous formal definition for
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the provided business services through the VBE, SME-1 can neither be properly
supported with the discovery of such existing services, nor with facilitating their
composition. In other words, currently even the discovery task of the most-
fitting services can at best perform a search/match based only on the service’s
capability and interface, including the service names, operation names, and a few
other additional information source related to the functionality of the requested
service, e.g. in terms of its preconditions, assumptions, post-conditions, and
effects [166].

However, in order to effectively co-work and co-develop in VOs, organizations
need to both discover much more than this about the VBE’s shared services and
be assisted with their potential composition. As a first step, the shared business
services in the VBE need to be concisely specified and accessible through a vir-
tual common pool of uniformly defined services. As such, organizations need to
accordingly register/publish their services in this virtual common pool, search-
able through the directory. When achieved, SME-1 would be able to discover the
needed web services for the tourism package such as flight-tickets, hotel-rooms,
and day-trips. These services in fact need to be retrieved from the common pool
based on their functional and non-functional properties. For example, SME-1 can
investigate/discover services based on which operations they invoke and in which
sequence, i.e. based on our so-called behavior of the service. Finally, SME-1 as
a service integrator needs support to bundle its selected services in order to offer
the tourism package as a new composite service.

While the above is needed and desired in service providing VOs, the following
business service related challenges must be first tackled and resolved before they
can be supported. The main challenges identified and addressed by our research
include the following:
(1) There is no uniformity in business service definition among organizations,
since organizations are and remain independent and autonomous.
(2) There is a lack of common ontology for definition of business services, even at
the level of existing associations/clusters of organizations related to each industry
sector.
(3) There is no unambiguous/concise specification for business services, specifi-
cally for service functionality, as it is vital to developing their equivalent software
services.
(4) There is a lack of support for selecting most-fit business services against
the user-defined desired criteria, in relation to the syntax, semantics, and func-
tion/behavior of the service.
(5) There is no support for business service integration/composition, to allow
creating value-added services in the VOs.

This thesis addresses the above challenges as its main contribution. Our
approach goes beyond the existing business services (BSs) standards and tools
through proposing a competency model for business services within the VOs. The
proposed BS competency model represents a number of characteristics that are
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needed for the description of BSs as web services. As such, VO business services
can be uniformly and concisely defined and published in order to support their
sharing and reuse. The thesis also defines an approach and the needed system
architecture supporting the semi-automation of its proposed solution to the last
critical challenges.

1.2 Research Questions

Uniform definition for business services and specially the concise specification of
their behavior are of great importance for co-working in VOs. Semi-automation
of business service manipulation tasks e.g. the service composition tool, greatly
enhances the effective co-development within service industry. Our proposed ap-
proach and system is developed to properly respond to the following fundamental
research questions:

RQ1: How to support VO member organizations to co-work/co-develop
through sharing their capabilities when defined as business services?

This research question primarily requires the design of a holistic framework to
support service oriented VOs and is addressed in Chapter 2 of the thesis. In order
to address service oriented collaborative networks, first we extend the traditional
architecture of the SOA in support of the identified needs, challenges and new op-
portunities raised in collaborative networks area. We introduce a new variation
to the SOA paradigm for this purpose, and thus propose a framework to sup-
port establishing service oriented computing in VOs. At the abstract level, our
framework consists of three software modules, including: Specification Mod-
ule, Discovery Module, and Composition Module, as are further explained
in Chapter 2.

RQ2: How to effectively support service reusability in service-oriented
VOs?

This research question is related to the specification and representation of busi-
ness services that are mainly addressed in Chapter 3. It includes the following
two sub-questions:

S1-RQ2: How to uniformly define business services from independent and au-
tonomous organizations participating in the VO?

Our concise definition of business services is supported through the C3Q model,
addressed in Chapter 3. This model addresses the Capability (i.e. addressing
functional properties of services including their syntax, semantics, and behavior),
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Cost, Conspicuity, and Quality criteria of the service, each defined through
its shared common ontology. As such, all VO business services can be uniformly
published in the common VBE directory, and efficiently shared and reused by all
VBE members.

S2-RQ2: How to specify in an unambiguous/concise representation manner, the
behavior/functionality of business services, as required for developing their equiv-
alent software services?

This research question is also addressed in Chapter 3, through the formal rep-
resentation introduced for service behavior. This representation can sufficiently
support generating machine readable specification of business processes that run
at each organization in the VO. As such, the defined service behavior can be
reused unambiguously, for developing equivalent software services, and thus pro-
viding an executable definition for business services.

RQ3: How to enhance discovery/selection of most-fit business ser-
vices in VOs, while supporting a number of user-specified criteria?

This research question is primarily related to provision of the required frame-
work and the implementation of the required architecture and mechanisms for
automated discovery of component services. The discovery task involves proper
matchmaking between the characteristics of existing services against their de-
sired user-defined syntax, semantics, behavior and quality criteria. This is
mainly addressed in Chapter 4, which tackles the following two sub-questions:

S1-RQ3: How to enhance the search criteria, thus improving accuracy of ser-
vice discovery results?

The power and efficiency of the discovery module here, similar to any other
information retrieval method, is bound to the number of relevant accurate results
that it generates. A relevant result in discovery cases, is a registered service that
is potentially able to do what user requires, i.e. it is functionally matched to the
user query. Many approaches have tackled this concern and even some of their
related tools have achieved good results for service discovery based on searching
the syntactic and semantic properties of web services. However, to the best of our
knowledge, none of the provided approaches consider searching also based on the
behavioral properties of services, which can play a very important role in search
results. To deal with this deficiency, we introduce a tool for behavior-based
Discovery of matched services, in which also the requested behavior specified
within the user’s query is taken into account.
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S2-RQ3: How to ensure the quality aspects of retrieved/discovered services?

While the proposed search engine can discover services according to their func-
tional properties, non-functional properties (especially quality parameters of ser-
vices) also play an important role in users selection. In other words, when several
web services offer similar capabilities, it is necessary to also consider the non-
functional properties of services carefully as selection criteria. Thus, besides the
functional requirements, our tool supports users to also consider the set of QoS
(quality of services)requirements in their queries in order to assist with ser-
vice selection in a lexicographic order.

RQ4: How to semi-automate integration/composition of component
business services in VOs, to support the creation of value-added ser-
vices and co-innovation?

This research question is addressed in Chapter 5, in which enhancing service
integration and semi-automated composition of the existing published services in
the VBE are addressed. In other words, reusability of business services existing in
the virtual VBE service pool, and the creation of new value-added services in the
VOs are supported by our introduced approach and implemented mechanisms.
This topic is addressed through the following two sub-questions:

S1-RQ4: How to represent internal configuration (i.e. behavior) of the component
services, as required to be concisely defined for the purpose of their automated in-
vocation?

Stateful services, with more than one internal configuration, may permit the
exchange of messages of different types in their different configurations. To ap-
proach this challenge, we propose the use of web service behavior Specifi-
cation (WSBS) in terms of constraint automata, in order to show the desired
configuration of the defined service, i.e. the sequence of its operations’ invoca-
tions, and to call the operations according to it. Our proposed tool can then
monitor the transitions of the WSBSs to follow the proper configurations of the
service. It then packs both the data items and the synchronization points (of the
orchestrator) into some appropriate message format, and then sends these mes-
sages over the network to the actual service for its proper invocation when needed.

S2-RQ4: How to model the complex interactions and communications among sev-
eral component services as required to be defined for their proper integration into
a composite service and how to semi-automate the process?

With the added challenge of executability aimed for this task, a software co-
ordination language was needed to be adopted as the base. We studied many
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coordination languages, and chose to adopt Reo [9] as the most suitable base
language and environment to both model and handle the interaction protocols
among the component services. We present a compositional construction of web
services in this chapter, while using Reo and constraint automata. For each
web service, our approach automatically generates a proxy that then manages
the communication between this service and the Reo connectors. This proxy
component is therefore in charge of managing the communication between the
technology behind each service with the Reo environment.

Obtaining satisfactory answers to the above sub-questions have resulted in
developing our tool for specification, discovery, and composition of business ser-
vices and effectively support and promote collaboration, competition, and co-
innovation among a network of organizations in the VOs.

1.3 Research Method

This section addresses the main steps and the methods followed in our research
and addressed in the thesis.
(1) Establishing the Motivation. This phase aims at indicating the impor-
tance of developing a framework for service oriented collaborative networks. We
show how the proposed model is applied in a network of organizations, enables the
members to work as a network more effectively, and increase their collaboration
and even innovation. We address the shortcomings of the current supporting stan-
dards and tools that target employing software services in collaborative networks.
These aspects serve as the motivation for this dissertation research, and are in-
troduced in Section 2.4.1. These problems and required new elements to solve
them are addressed through our introduction of a variation of SOA paradigm, as
presented in Section 2.4.2.
(2) Reviewing the Related Work. This step targets providing enough infor-
mation for the approach pursued in this thesis, to specify, reuse, and integrate
business services shared within the networked organizations. Our study of related
work aims to provide solid understanding of the theoretical prospectives involved
and exploration of challenges, opportunities, and practicalities related to service
industries.
(3) Proposing Innovative Framework. This phase aims at introducing an
abstract framework to support service oriented collaborative networks. Apply-
ing SOA in VOs, we present a variation of the traditional SOA paradigm, which
is used to augment existing web services standards and tools, in order to over-
come their drawbacks for our purposes. Chapter 2 addresses our introduced
abstract framework, which is designed based on a new SOA paradigm, and used
in subsequent chapters for the implementation of our supporting business service
manipulation tools.
(4) ) Developing Tools to Support the Framework. This step targets the
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development of a set of needed tools to support the designed abstract frame-
work for service oriented collaborative networks. A GUI is implemented to ease
the behavioral specification of services, and which extends the WSDL standard.
Moreover, a tool is developed for similarity-based discovery of services and in or-
der to rank the service descriptions in our registry. Finally, a code generator for
the orchestration of services in Reo [9] is implemented. The tool automatically
generates a proxy for each service that manages the communication between this
service and the orchestrator. These tools are implemented in Java, and their
implementation details are respectively addressed in Chapters 3, 4 and 5.

(5) Evaluating the Proposed Approach. The goal of this phase is to
evaluate the efficiency and correctness of our proposed approaches. In Chapter
6, we evaluate each approach (i.e. XWSDL, BehSearch, and ProxCG) by
comparing them against several state of the art related work. Moreover, the
correctness of our search results according to the information retrieval metrics, as
well as its efficiency based on the scalability factors, are measured in this chapter.

(6) Validating with a Case Study. The validation phase aims at studying
the effects of the proposed approaches and tools on several case studies. We apply
some models and approaches depended in this dissertation to the GloNet project,
which is a European founded research project aimed at supporting development
of business service enhanced products in a collaborative network focused in the
area of solar power plants. This part of the research is also presented in Chapter
6.

1.4 Thesis Structure

This thesis addresses mechanisms that are used to support the reusability and
integration of business services in VOs. The structure of the thesis is as follows:

In Chapter 2, an abstract framework is specified to support collaboration
within a network of organizations, through sharing their business services. In
comparison with traditional collaborative networks, this style of CNs, i.e. service
oriented collaborative networks, promotes and simplifies reusability and intercon-
nection of shared assets especially in the information technology sector, i.e. re-
garding the handling of software services in a distributed manner. Our framework
is designed based on a new proposed variation of Service Oriented Architecture
(SOA) paradigm, which is applied in collaborative networks. This chapter further
provides a short survey that enables effective categorization and comparison of
different state of the art approaches addressed as related works.

Chapter 3 addresses and resolves several main obstacles and challenges ex-
isting for the definition and specification of business services, in order to provide a
basis for discovery and composition of these services. This chapter briefly outlines
some theoretical and technical assumptions made by works related to business
service specification. A brief description of business services is proposed in this
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chapter and then we sketch out our own position to provide a specification model
for the VO business services called C3Q. A light extension of WSDL standard is
also presented to describe different aspects of the business services, as they are
considered in C3Q. Finally, a GUI is developed to assist users in specification of
services.

In Chapter 4, we present a tool that is able to discover web services registered
in a database and to rank them according to a similarity score that expresses the
affinities between each service and a user-submitted query. To determine these
affinities, both the behavior of the user’s query and the behavior of the services are
taken into account and compared. The name of service operations, their desired
order of invocation (i.e. the service behavior) and their parameters, form the
functional similarity score for the discovery. This information is expressed and
formalized in the user’s queries by soft constraints, to accommodate the user’s
needs in the best possible way. The behavior-based specification and discovery
is proposed for the stateful services, and we argue that a proper formalization
for the behavior of many services that are commonly thought to be stateless, in
fact do require a stateful representation. As such, our method and our tools can
accommodate discovery of these services better than the alternatives that consider
them as stateless. The discovery process is modeled as a Constraint Optimization
Problem. We also enhance our discovery tool, considering QoS metrics to further
meet the non-functional needs specified by the users.

The focus of Chapter 5 is on the composition of services in our framework,
in which services distributed over a network of organizations can be composed
according to the requirements defined by a service integrator. The composition
of services needs additional efforts to impose coordination among the component
services. We study and compare several alternative coordination languages and
standards that can model the interaction protocols among component services in
an integrated/composite service. We pick Reo [115] as the coordination language
to use, and recall the most relevant aspects of Reo for the sake of our VO service
composition, as the necessary background notions.

In Chapter 6, we first validate the proposed approaches and tools through
applying our tools in the European R&D project GloNet [36] that involves real
cases in the context of service enhanced products in solar power plants. We then
evaluate our proposed approaches (including XWSDL, BehSearch, and ProxCG)
by comparing them to several related work results. Furthermore, we also measure
the correctness of our discovery tool by calculating its precision and recall. Finally,
we present a peer-to-peer implementation of the tool to overcome the scalability
issues.

The Chapter 7 concludes the thesis and addresses how we have answered to
the defined research questions. The assessment of our approaches and the devel-
oped tools, as well as several on going and future works are also addressed in this
chapter.
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1.5 Main Contributions

The main contributions of this thesis is in the field of handling business ser-
vices specification, discovery, and composition within collaboration networks, as
presented in Table 1.1.

Table 1.1: The main contributions of this disertation

Title Description Place
SOCN A framework that addresses the needed

modules to implement service oriented
collaborative networks

Chapter 2

C3Q A competency model for business ser-
vices specification

Chapter 3

XWSDL An extension of WSDL to describe web
services, based on the C3Q model

Chapter 3

Fizzim+B A GUI to ease behavioral specifica-
tion of services, through extending the
Fizzim tool

Chapter 3

BehSearch A behavior-based services discovery Chapter 4
ProxCG A tool for automated generating of

proxies, able to connect web services to
Reo circuits as the orchestrators

Chapter 5

The material represented in Chapters 2 to 6 of this thesis have been published
in a series of co-authored Journal articles and conference papers, as indicated
below.

• Service Oriented Collaborative Network Architecture [142].

– Partially presented in Chapter 2.

– Published in PRO-VE Conference Proc., 18th Conference on Collabo-
ration in a Data-Rich World, Springer, Berlin, Heidelberg, 2017.

– Mahdi Sargolzaei: Addressing a variation of the service oriented ar-
chitecture paradigm for collaborative network. Designing a new frame-
work to implement service oriented collaborative networks.

– Hamideh Afsarmanesh: Guidance and technical advice.

• Semi-automated software service integration in virtual organisations [4].

– Partially presented in Chapter 2 and Chapter 5.
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– Published in Journal of Enterprise Information Systems, Volume 9, Is-
sue 5-6: Service-based interoperability and collaboration for enterprise,
Taylor & Francis, UK, 2015.

– Mahdi Sargolzaei: Proposing a meta-date to define business services
unambiguously in VOs. Discussing state of the art in the area of service
oriented computing. Developing a framework semi-automated software
service integration in VOs.

– Mahdieh Shadi: Proposing approach for trust evaluation.

– Hamideh Afsarmanesh: Guidance and technical advice.

• A framework for automated service composition in collaborative networks
[3].

– Partially presented in Chapter 2.

– Published in PRO-VE Conference Proc., 14th Conference on Collab-
orative Networks in the Internet of Services, Springer, Berlin, Heidel-
berg, 2012.

– Mahdi Sargolzaei: Designing a conceptual framework to facilitates
automated service composition in VOs.

– Mahdieh Shadi: Proposing approach for trust evaluation.

– Hamideh Afsarmanesh: Guidance and technical advice.

• C3Q: A Specification Model for web services within Virtual Organizations
[141].

– Partially Presented in Chapter 3.

– Published in PRO-VE Conference Proc., 18th Conference on Collabo-
ration in a Data-Rich World, Springer, Berlin, Heidelberg, 2017.

– Mahdi Sargolzaei: Designing a new competency model for business
services in VOs. Extending WSDL standard based on C3Q.

– Hamideh Afsarmanesh: Guidance and technical advice.

• A Tool for behaviour-Based Discovery of Approximately Matching of web
services [144].

– Partially presented in Chapter 4.

– Published in SEFM Conference Proc., 11th International Conference
on Software Engineering and Formal Methods, Part of the Lecture
Notes in Computer Science book series (LNCS, volume 8137), Springer,
Berlin, Heidelberg, 2013.
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– Mahdi Sargolzaei: Designing an architecture for approximate behaviour-
matching of web services. Implementation of the tool.

– Francesco Santini: Providing several of the formal definitions.

– Farhad Arbab: Guidance and technical advice.

– Hamideh Afsarmanesh: Guidance and technical advice.

• Automatic Code Generation for the Orchestration of web services with Reo
[83].

– Partially presented in Chapter 5.

– Published in ESOCC Conference Proc., European Conference on Service-
Oriented and Cloud Computing, Part of the Lecture Notes in Computer
Science book series (LNCS, volume 7592), Springer, Berlin, Heidelberg,
2012.

– Mahdi Sargolzaei: Designing and implementing the service side of
the Proxies.

– Sung-Shik T. Q. Jongmans: Designing and implementing the circuit
side of the proxies.

– Francesco Santini: Providing several of the formal definitions.

– Farhad Arbab: Guidance and technical advice.

– Hamideh Afsarmanesh: Guidance and technical advice.

• Orchestrating web services using Reo: from circuits and behaviours to au-
tomatically generated code [84].

– Partially presented in Chapter 5.

– Published in Journal of Service Oriented Computing and Applications,
Volume 8, Issue 4: service-oriented and cloud computing, Springer,
Berlin, Heidelberg, 2014.

– Mahdi Sargolzaei: Designing and implementing the service side of
the Proxies. Working on the case studies in order to validate the tool.

– Sung-Shik T. Q. Jongmans: Designing and implementing the circuit
side of the proxies.

– Francesco Santini: Providing several of the formal definitions.

– Farhad Arbab: Guidance and technical advice.

– Hamideh Afsarmanesh: Guidance and technical advice.

• A Competition Space for Complex Product Specification [152].

– Partially presented in Chapter 6.
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– Published in PRO-VE Conference Proc., 16th Conference on Collabo-
rative Systems for Smart Networked Environments, 2014.

– Mahdi Sargolzaei: Designing and implementing the Service speci-
fication tool(SST), and service discovery module of product/Service
Discovery and Recommendation (PSDR).

– Mohammad Shafahi: Designing and implementing the product speci-
fication (PST) and Product/Service Discovery and Recommendation
(PSDR).

– Hamideh Afsarmanesh: Guidance and technical advice.



Chapter 2

Service Oriented Collaborative
Networks - SOCN

The research results presented in this chapter are partially published in the fol-
lowing papers:

• Sargolzaei, M. and Afsarmanesh, H., 2017. Service Oriented Collaborative
Network Architecture. In Collaboration in a Data-Rich World. Springer
Berlin Heidelberg.

• Afsarmanesh, H., Sargolzaei, M. and Shadi, M., 2015. Semi-automated
software service integration in virtual organisations. Enterprise Information
Systems, 9(5-6), pp.528-555.

• Afsarmanesh, H., Sargolzaei, M. and Shadi, M., 2012. A framework for
automated service composition in collaborative networks. In Collaborative
Networks on the Internet of Services (pp. 63-73). Springer Berlin Heidel-
berg.

2.1 Introduction

In today’s economy, cooperation among organizations tend to change from tra-
ditional static supply chains to dynamic organization networks [158]. In general,
networking organizations and co-development among business partners brings
forth lower cost, higher quality service/product, larger service/product portfo-
lio, faster delivery, and more agility. However, the pace at which these changes
in trend need to occur has resulted in high demands in supporting collabora-
tion through networks of organizations, i.e., establishing collaborative networks
(CNs). In another simultaneous emerging trend, organizations constantly search
for new ways to improve their business processes and to enrich collaboration
among their potentially distributed workers [81]. In our research work, the above

21
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two challenges are addressed, and the promising paradigm of Service Oriented Ar-
chitecture (SOA) is investigated and applied to the enhancement of organizations
collaborative networks. Besides proposing the use of SOA in effective support of
CNs, we needed to extend the generic model of SOA as the reference framework.
An implementation architecture is also elaborated based on our analysis of the
requirements from the reference framework.

This chapter specifically aims at introducing our proposed new framework to
support collaboration within a network of organizations, through their shared
business services (BSs). Applying this framework facilitates Service Oriented
Collaborative Networks (SOCN) by promoting and simplifying reusability and
interconnection of shared software services, in a distributed manner. Further-
more, a set of sub-systems is designed within an implementation architecture
that supports all SOCN’s required functionality.

This chapter starts by providing a short introduction to the Service Oriented
Architecture in Section 2.2. In Section 2.3 the role of SOA in today’s organizations
is discussed. An extended model of SOA paradigm is addressed in Section 2.4 to
identify the basic requirements for supporting SOCN. A reference framework and
architecture to facilitate assisting the implementation of our proposed model is
presented thereafter, identifying and briefly describing its main components. We
then conclude the chapter in Section 2.5.

2.2 Service Oriented Architecture

Recently, Service Oriented Architecture (SOA) has become well-known while
somewhat imprecisely defined. For example, an organizational methodology to
design systems, an IT infrastructure in business, and a structure for increasing the
efficiency of IT, are some of the definitions provided for SOA from three different
points of view. In fact, this problem with defining SOA reminds the author of
a poem by Rumi titled: “The blind men and the elephant” [146] about the men
examining an elephant in the dark, where each man depicts the elephant differ-
ent than the others, according to his own individual experiences. Similar to these
men, people from different contexts have correctly identified many capabilities of
SOA, but they almost failed to communicate this concept as a whole.

In our research, as a preliminary definition, we consider SOA as a loosely-
coupled architecture designed to meet the business requirements of the organiza-
tions. It means that the dependency among services is minimized, while they only
require being aware of each other. Being open, extensible, federated, and compos-
able are the characteristics we adopt for SOA, as formally defined by Erl in [56],
promoting service-orientation in enterprises. From his point of view, services in
SOA are autonomous, QoS-capable, vendor diverse, interoperable, discoverable,
and potentially reusable, which are implemented as web services.

Organization for the Advancement of Structured Information Standards (OA-
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SIS) also provides a holistic definition of SOA that we consider in our research as
follows:
“Paradigm for organizing and utilizing distributed capabilities that may be under
the control of different ownership domains. It provides a uniform means to offer,
discover, interact with and use capabilities to produce desired effects consistent
with measurable preconditions and expectations” [106].

Indeed, Service Oriented Architecture is a programming paradigm that uses
“services” as the constructs of distributed business applications to support reusabil-
ity and agility. Services in this architecture are autonomous and platform -
independent computational entities that can represent the steps of a business
process and communicate with each other [126]. These services can be described,
published, discovered, and dynamically integrated in order to develop massively
distributed, interoperable, and evolvable applications. Each service can perform
some functions that are able to execute either simple requests or complex busi-
ness processes through a peer-to-peer relationships between service clients and
providers.

The subject of Service Oriented Architecture and Computing covers many
concepts, standards and technologies that find their origins in a wide variety of
disciplines, including distributed computing systems, computer networking, com-
puter architectures, cloud computing, software engineering, programming lan-
guages, database systems, security, artificial intelligence and knowledge represen-
tation. An explanation of these related concepts is beyond the scope of this thesis.

2.2.1 Applying SOA

For a long time, increasing the level of abstraction in programming has been a
main motivation in software engineering. Therefore, we have witnessed evolu-
tions in programming approaches from sequential programming, respectively to
procedural programming, object-oriented programming, component-based pro-
gramming, and finally service oriented programming. Procedural programming
has been defined as a subtype of imperative programming that moves some state-
ments into procedures. During the 80s, object-oriented programming (OOP)
was introduced as an extension of procedural programming that increases the
level of abstraction and encapsulation of the programs by defining collections of
individual units called objects that form the programs. Then, in the 90s, the
component-based development models come to the programming paradigm. Fi-
nally, components in the programming model are enhanced to the services. There
is no clear dividing line between component oriented programming and service
oriented programming. In fact, services are the enhancement of components,
where the individual services can be considered as single components. Both SOA
and component based architecture support abstraction and loose-coupling. The
main difference between SOA and component based architecture is related to the



24 Chapter 2. Service Oriented Collaborative Networks - SOCN

connection between services, and also the ability to offer single services for third
parties [130]. In principle, SOA provides the services for third parties on the Inter-
net, therefore software developers are able to use foreign, external “components”
in the form of web services. Figure 2.1 shows the timeline of increasing abstraction
level in programming paradigm from procedural methodology to SOA.

Service oriented programming holds the promise of moving beyond the simple
exchange of information and remote invocation of methods on objects, to the
concept of encapsulating data and application to services and passing messages
between them. An important economic benefit of this shift in programming
paradigm is that it improves the effectiveness of software development activities
and enables enterprises to bring their new applications to the market more rapidly
and cost-effectively than ever before, by developing composite services from the
existing component applications [108] and [126].

2.2.2 Web services

Currently, web services are the most promising technology that implements the
concept of SOA, and provides the basis for the development and execution of busi-
ness processes that are distributed over the Internet. A web service is defined as
a self-contained, modular, loosely coupled, reusable software application that can
be described, published, discovered, and invoked over the world wide web [135],
[130] and [42]. They benefit from several Internet-based standards, such as web
services Description Language (WSDL) for service description of services, and
Simple Object Access Protocol (SOAP) to exchange messages and communicate
independently from the adopted platform [42]. The key-role in these standards
and protocols is their XML-based structures that ensure independence from im-
plementation and platform.
A web service consists of three main roles: Service Provider, Service Client, and
Service Repository.

• Service Provider implements the web service and makes it available on
the Internet. The service provider should define an abstract service de-
scription using the WSDL, and then register it in a registry or repository
of services.

• Service Repository is a logically centralized directory of services that al-
lows a web service to be registered by the service provider and discovered by
a service client. It returns a Uniform Resource Identifier (URI) as a result
of the search to service requester/client that points to the service itself, and
client can then use this information to bind to the web service and invoke it.
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Figure 2.2: SOA paradigm for web services.

• Service Client is any consumer of the web service that uses the repository
to find his/her desired service. The service client has to use and access the
WSDL document to select and invoke the web service.

Figure 2.2 shows the interactions among Service Provider, Service Client and
Service Repository, which is the principle of the usage of web services. Besides
standard web services, RESTful [94] is another implementation of a service, which
is the acronym of Representational State Transfer. There is a unique URI for each
RESTful service that is basically a representation of some objects. Standard web
services use a XML-based message protocol (SOAP) for communication between
the service provider and client, while RESTful services use JSON or XML (with-
out any specific protocol) to send and receive data after calling the URI path.

2.3 Migrating to SOA-based organizations

As a very promising methodology, SOA can support business processes of orga-
nizations. Applying the service oriented architecture paradigm and technologies
in organizations leads to reduction of complexity and costs in reusing business
supported functionality and operations, and increase in flexibility and efficiency
[126]. These advantages allow the organizations to adapt more easily to the
needed changes, and it is therefore expected that the SOA paradigm improves
the efficiency of organizations more than other previous approaches and technolo-
gies. It provides a logical approach to designing component-based applications
that can serve either the end-users or the other applications in a network. As
such, SOA can empower the business and organizational environments by offer-
ing independent, reusable automated business processes that can be materialized
through business services.

Figure 2.3 shows a trivial example of applying a SOA-based infrastructure
across organizations’ architectures. Enterprise-1 consists of a service provider that
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Figure 2.3: A sample of SOA setup between organizations.

offers ServiceA, and a service client labeled as Client B, similarly, Enterprise-n
consists of a service provider that offers Service C, and service client D. Different
organizations (e.g., Enterprise-1 and Enterprise-n) publish their services in a
service registry, and then using the registry, clients at enterprises can look up
service details in order to select to execute them. In the context of web services,
service details is specified in WSDL and the data messages exchanged between the
enterprises are in the form of SOAP. This simple example shows how enterprises
interpretations can be obtained through SOA. These interpretations may occur
between different organizations or even within one large organization. In fact,
SOA offers new and flexible ways to develop tools for supporting the activities
both inter-organizations and intra-organization. Thus, two types of usages, the
Intra-Organizational and Inter-Organizational platforms, can utilize such service
oriented computing (SOC) tools.

Considering the example of a large enterprise. Each single department can
share its services through a common repository, and offer them for other depart-
ments to access and use for different purposes, and even use them for a different
purpose than what the business service was originally built for. So, this usage of
SOC tools could be seen as Intra-Organizational application of SOA. The other
type of use is for Inter-Organizational platform, as in the networks established
among different organizations as stakeholders in a VO. Each VO partner can then
announce and register its services within the collaboration space, i.e., a directory
of shared services, in order to make them identifiable and accessible by other VO
partners. Figure 2.4 shows these two kinds of SOA-based organizations.
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Figure 2.4: Two kinds of SOA-based organizational applications.

2.4 Towards Service Oriented Collaborative Net-

works - SOCN

In a large number of application areas, such as tourism, insurance, and e-commerce,
an increasing number of SMEs (Small and Medium Enterprises) are increasingly
formalizing the definition of their business services. This is primarily due to the
fact that further to the individual SMEs interested in providing their business
services on-line, in many areas of production and services, SMEs are increasingly
interested in working together and establishing collaborative networks (CNs),
through joining their skills, resources, and knowledge. VO is one form of CN,
which is usually established to fulfill the following two purposes. One purpose
of VO formation is to best target a specific opportunity emerging in the mar-
ket or society, which requires either the combination of different capabilities and
resources, provided by a number of different organizations, or simply the accumu-
lation of their resource capacities, or both. The candidate SMEs are then usually
selected by the VO broker and invited to accept the joint responsibility of fulfilling
the needed tasks to achieve the common goals of the VO. The second purpose of
VO formation is to support innovation. For instance, one or more SMEs together
foresee the potential of investing into the development of new services, and act as
the VO broker, targeting the merge of abilities, resources, capacities, etc. from
a number of SMEs who can then together fulfill the development of the planned
innovation.

Nevertheless, in either case, in order to act agile and be able to compete in the
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market and society against the real large existing organizations, a minimum base
platform for collaboration among SMEs must pre-exist before the formation/op-
eration of the VO. For this purpose, Virtual organizations Breeding Environment
(VBE) is usually established, providing this minimum collaboration base, within
which the VOs can then be launched.

In order to collaborate effectively and to become time/cost efficient, SMEs
in the VO must together act as a single larger entity, and thus sharing all their
resources and capabilities. An important set of resources to be shared among the
SMEs consists of their business services that are provided on-line, which must be
sharable as if they all belong to a larger real organization, and must be integrable
for creation of value-added services in the VO. But such unification in the defini-
tion format must be addressed at the VBE level, in order to enhance the sharing
and collaboration among SMEs once the VO is established. In other words, when
the VBE members formally and uniformly define their business services, once in
a VO, all partners will be able to share these services and to integrate them for
creating new value-added services, and/or for innovation purposes in their sector.
At present however, due to the lack of uniformity in the full and formal defini-
tion of the implemented business services, which are provided on-line by SMEs,
effective discovery of the existing software services and their composition toward
creation of an integrated service are not supported. For instance, today creating
a new value-added service out of the existing services in the VOs, and providing
it as a new online service to the customer is quite challenging. In other words,
currently, the discovery of most-fitting services can at best search/match based
on the service names or perhaps some semantics related to the requested service,
while our approach goes beyond that.

In this thesis, we aim to address this specific challenge and define an approach
and system architecture to support the semi-automation of this challenging task
that presents the contribution of this research. For this purpose, a new frame-
work is proposed in this chapter, based on which a tool is developed to support
service integration in VOs. The approach covers four aspects, including service
modeling/provision, service registering, service discovery, and service composi-
tion/integration. Except for the modules planned as building blocks of the Ser-
vice Provision, all other modules present in the architecture are implemented
and running. Furthermore, suitable mechanisms are introduced for discovery and
selection of the most-fit services, matching users’ requested criteria.

We believe that applying the SOA paradigm to collaborative networks ensures
a high level of abstraction for data and operations in the form of business services.
Higher level of abstraction makes integration with functional capabilities (i.e.,
services) easier.
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Figure 2.5: Service life cycle’s phases.

2.4.1 Needs and Challenges

Business services are naturally dynamic; therefore, the supporting tools for their
development and deployment are needed for different stages of the Service Life
Cycle (SLC). At the macroscopic level, the life cycle of business services consists of
four phases, i.e., Design, Construction, Operation, and Innovation, as illustrated
in Figure 2.5. The need for each phase of the SLC is briefly described below.

• 1st SLC phase- Design: This stage deals with strategic planning and
rough design specification of business services. In this stage, we need to
identify the required services (manual task or software services), their goals
and functionalities.

• 2nd SLC phase- Construction: This stage deals with the logistics,
construction, and procurement of business services. Therefore, a number
of functionalities (operations of a service) need to be implemented in this
stage to support the configuration and establishment of the needed business
services, for the purpose of service implementation. Moreover, this stage
encompasses a fully detailed specification of business services, such as the
interface of services (WSDL documents).

• 3rd SLC phase- Operation: This stage is considered as the long op-
eration phase of existing business services. Therefore, the operation phase
encompasses a large number of functionalities related to the operation, man-
agement, deployment, announcement, and delivery of the services. The uti-
lization of offered services, such as service registry, discovery and execution
continue heavily in this stage. Moreover, in this stage of SLC, the quality
of services are measured in order to make service level agreements (SLAs).
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Figure 2.6: The UML sequence diagram for SLC.

• 4th SLC phase- innovation: Finally, the innovation or design of new
business services would be necessary for solving some emerging problems,
or service enhancement/adaptation. In this stage of SLC, service design-
ers can design new value added services through adaptation of the service
interfaces, or compose some existing services. Moreover, it is possible to
identify exactly the same services (functionality) and replace them with the
optimized alternative service (non-functionality).

Figure 2.6 shows the UML sequence diagram for the main operations involved
with business services in SLC. At first, a Service Developer must add its provided
services to the Service Registry. Then, a Service Client can ask Service Discovery
for his/her desired business services, and consequently, receive a WSDL URI as
the response. The Service Discovery should send a query and receive correspond-
ing results from the Service Registry to provide response for the Service Client.
Moreover, for the purpose of providing composed business services, a Service In-
tegrator can retrieve two or more business services from the Service Registry as
the “Constituent Services”, and then integrate them as a composite or composed
business service, and finally publish it in the Service Registry.

Considering the discussion above, we have identified a set of functional and
non-functional requirements to establish a framework for business service interop-
eration in CNs. Note that SMEs (VO members) in the VBE are fully independent
and autonomous; therefore, the lack of uniformity in full and formal definition
of implemented software is quite challenging. Moreover, functionality and in-
teractions within each component service (we have called it behavior) are not
addressed in the former works, which raise some challenges in semi-automated
service discovery and composition.

The non-functional requirements mostly address the specifications of needed
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meta-data for business services, as follows:

• Unified formalism of syntax, semantics and quality criteria of services.

• Formalization of service behavior, which tries to model the externally ob-
servable behavior of business services.

• Other non-functional requirements for software systems, e.g., security, trust-
worthiness, and scalability.

Besides the non-functional requirements, there are also some functional re-
quirements for business services as described below, which need to be supported:

• Service specification/registration tool to store and index the specified meta-
data for services.

• Effective service discovery to search among registered services, based on
their specifications.

• Supporting bundled/composite services to make a bundle of atomic business
services as an integrated composed business service.

We address these functional and non-functional requirements in the design of
our proposed reference framework for service oriented collaborative networks (see
next section), except some non-functional requirements, such as security and
authorization that are out of the scope of this thesis.

2.4.2 Proposed Architecture

Figure 2.7 shows the traditional view of service oriented architecture, which con-
sists of three major tasks: Service Provision, Service Registry, and Service Con-
sumption.

In order to customize the traditional architecture of the SOA for our purpose,
we should first add another sub-task to this architecture, namely the “Service
Design & Implementation” sub-task beside the “Service Provision”. Figure 2.8
shows this variation of the SOA Architecture. As such, in fact we have extended
the traditional view of SOA by separating design/implementation from the ser-
vice provisioning task, to also emphasize providing the common VO business
service meta-data and elements that can serve as service selection criteria. The
meta-data mainly specifies the capability of a business service. The capability
consists of syntax, semantics and behavior of services, which are described in
Section 3.3. Moreover, the VBE that facilitates a collaborative environment for
business services, can then also monitor and adjust the non-functional values,
which are claimed for such services by their service providers.

Figure 2.9 shows our second variation to the SOA that focuses on service com-
position for SOCN. Similar to the atomic services (see Figure 2.8), provision of
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Figure 2.7: Traditional view of Service oriented architecture.

Figure 2.8: The first variation of SOA Needed for service design in SOCN.

a composite service is also separated from the composite service design and im-
plementation. To design composite services, first the “Service Integrator” should
discover (from the registry) the constituent services that he/she plans to involve
in the composite service. The details of the discovery task will be explained later
in Chapter 4. After that, one proxy should be automatically generated for each
selected constituent service, as it is needed to support the end users in execution of
the services. In fact, the generated proxies are required to support the automated
invocation and the data exchange among services. Moreover, the integrated ser-
vice designer/implementer needs to also interconnect (define the coordination of)
the selected services, and only then he/she can define a full specification of the
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integrated services to be provided as a new (composite) business service. Chap-
ter 5 addresses the needed steps that should be done by an Integrated service
designer / implementer to design a new composite service. Finally, the provided
composite services should be published in the “Service Registry”. As such, these
services can also be discovered through the SOA triangle, like the atomic services.

Figure 2.9: The second variation of the SOA addressing service composition in
SOCN.

2.4.3 Implementation Architecture

Each Business Service (BS) shared within the VO is represented by a set of
Business Processes (BPs), while each BP involves the invocation of one granular
software service. Therefore, designed BSs may be specified either as atomic ser-
vices or composite services, whereas each composite service is in turn composed of
several other atomic or composite services as its constituent. To support business
service composition in VOs, such software services need to be both discoverable
and integrable, as it is considered in the designed reference framework.

In a VO, there are usually two kinds of business services provided by its
organizations: manual tasks and software services. In our research and proposed
framework, we only deal with software services, which correspond to their defined
BPs. If desired by the environment, we can of course also define only a simple
software service for each of the manual tasks to include two basic operations for
them: Start and Stop, but nothing more than that.

Figure 2.10 illustrates an implementation architecture capturing the needed
elements for establishing service oriented computing in VOs. This architecture
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is designed in order to identify the significant sub-components and relationships
among them, for the development of the extended SOA model (as represented in
Figure 2.9). Note that the introduced implementation architecture is not directly
tied to any standards, tools, or other concrete implementation technologies. This
architecture seeks to provide common semantics that can then be used unam-
biguously across and between different implementation options, however in this
PhD work, we have developed a proof of concept (POC) for our approach which
presents particular architectures, standards, technologies and other implementa-
tion details to realize this implementation architecture. This architecture for our

Figure 2.10: Implementation architecture for service oriented collaborative net-
works.

developed POC is conceptually composed of three software modules, including:
Specification Module, Discovery Module, and Composition Module, as further
briefly explained below.

• Specification Module addresses the software services that are offered by dif-
ferent members/stakeholders of the VO in the role of service providers. The
shared services in the VO are published in a service registry or directory,
such as the UDDI [42], complying with specific Operational Level Agree-
ment (OLA) [70] defined at the VBE level. This OLA is then agreed among
the VO stakeholders, to describe the responsibilities of each VO member/s-
takeholder toward provision of both their own atomic services, as well as
when they are involved in the specified composite services. OLAs are also
supported by Service Level Agreements (SLAs) defined among web services
[105]. At VOs, SLA reflects an agreement between the provider and the
clients of a service to create assurance on the service level at the binding
time. As such, the expected performance behavior of a deployed software
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service is defined by the service level. For example, response time, sup-
ported throughput, and service availability are performance metrics, which
can be considered in SLA. In fact, SLAs provide some of the needed infor-
mation for developing a new service competency model in order to assist
the user in service selection. The approach adopted for service quality as-
sessment in our framework borrows ideas from [150], which monitors the
behavior of VO partners in order to identify their level of trustworthiness.
According to this approach, all agreements in OLA and SLA are consid-
ered as promises exchanged among the involved partners in the VO. Then,
by applying VO Supervisory Assisting Tool (VOSAT) [150], at any point
in time, the trust level of a VO partner would be reflected on its claims
about different characteristics of its own provided services, as well as on its
assesment and feedback related to other providers’ services.

The function labeled as “Agreement Management” manages all tasks related
to the service agreements, and keeps the results in the Service Registry.

Another function of this module is named “Software Service Specification”,
which presents the content for triple (syntax, semantics, behavior) meta-
data as the means to accurately formalize every atomic software service.
Every composite business service (in turn constituting a set of BPs), is
then represented by a set of contents for this meta-data, where each triple
provides the concrete formalization of one atomic service. Our introduced
meta-data captures the three characteristics of each service, namely its
syntax, semantics, and behavior in order to properly support machine-
to-machine service interoperation in VOs. The introduced meta-data in
turn facilitates service-oriented computing (i.e., service discovery and ser-
vice composition), which use these specifications, required by them to per-
form their tasks, in an automated way. These are described in more detail in
the next chapters. All of the specifications will be registered in the Service
Registry

• Discovery Module of the framework provides mechanisms for service dis-
covery and selection of most-fit service among the existing shared services
in the VO. Automated and successful application of search services of this
module requires the functional meta-data (i.e., syntax, semantics, and be-
havior of services) provided through the Specification Module. The Search
function returns a list of alternative services from the Service Registry that
can be matched with the service query (based on the functional properties
of services). After that step, the Service Selection function chooses one
of the provided service alternatives that is optimal for all non-functional
properties specified and requested for the service.

• Composition Module of the implementation architecture involves the func-
tions introduced to support service composition. This supports service de-
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signers by offering new value-added services, through composition of ex-
isting shared services in the VO. Eficient service composition through this
module requires not only considering the rich meta-data captured in the
Service Registry, but also coordination of the required interaction protocols
among the constituent services that form a composed service. The infor-
mation about the constituent services, as well as what is needed for their
orchestration model, should be recorded in the Service Registry.

The requirements and implementation details of this framework are further dis-
cussed in the next chapters.

2.5 Conclusion

Emerging developments under the umbrella of Future Internet and particularly
on web services, highlight SOA-based paradigms and approaches to support ser-
vice oriented collaborative networks. Software services, e.g., the web services, and
the SOA paradigm provide rapid, cost-effective and standard-based means to im-
prove service interoperability and collaboration in CNs. Although the research
area of collaborative networks is active, the higher-level abstraction of the activ-
ities that simplify collaboration among organization members in software service
oriented CNs and specially using SOA is still lacking. The goal of this chapter
is to address a comprehensive framework in order to support a semi-automated
service discovery and compositions in VOs. With this in mind, we propose a
reference framework and an implementation architecture that allows us to effi-
ciently support service-oriented collaborative networks. The implementation of
the proposed framework consists of three main software modules that realize the
functional and non-functional requirements of SOCN, as addressed in the next
chapters.





Chapter 3

Specification of Business Services

Parts of the material in this chapter is published in the following papers:

• Sargolzaei, M. and Afsarmanesh, H., 2017. C3Q: A Specification Model for
web services within Virtual Organizations. In Collaboration in a Data-Rich
World. Springer Berlin Heidelberg.

• Afsarmanesh, H., Sargolzaei, M., and Shadi, M., 2015. Semi-automated
software service integration in virtual organisations. Enterprise Information
Systems, 9(5-6), pp.528-555.

3.1 Introduction

Fast pace in development in the area of services prompts exploration of the role
of Service Oriented Architecture (SOA) in assisting organizations to deal with
service interoperability and flexibility demands. Using SOA and its available
standards enable organizations to better connect their activities and operations.
To properly support VOs, as a first step, organization services should be con-
cisely specified, such that they are recognizable, discoverable, comparable and
integrable. Currently, web services are the most promising technology that im-
plements the concept of SOA, and provides the basis for the development and
execution of business processes that are distributed over the Internet. A web
service is defined as a self-contained, modular, loosely coupled, reusable software
application that can be described, published, discovered, and invoked over the
World Wide Web [56]. In the last decades, the Web Service Definition Language
(WSDL) [41] has emerged as the most prominent standard for the specification
of web services. This standard, however, does not provide the proper concise
specification basis for a service client to get a full understanding of “What the
service exactly does” and “How the service exactly performs”. This lack of in-
formation about services usually results in the mismatch between the providers

39
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objective and consumers demands, when especially considering the functional-
ity of corresponding service. In spite of several proposed additional standards,
a comprehensive view on which aspects of a service is required to be concisely
specified is still lacking [158].

As mentioned in Chapter 2, in order to effectively share the business services
(BSs) and to facilitate their reusability and integration in VOs, it is necessary
to define and register the BSs in a common VO directory. Despite the simple
appearance of the above requirements, several complexities and challenges arise
that need to be precisely addressed, as mentioned below:

• There is no uniformity in service definitions, since VO partner organizations
are and remain independent and autonomous.

• There is a lack of common ontology for services that need to be shared in
the VO.

• There is no comprehensive and concise functional specification for services,
as required for their potential integration into value added services and to
deploy shared software services.

• There is lack of unambiguous machine interpretable (e.g., an XML-based
standard) representation of services including all aspects of BSs, as needed
to generate the required codes for their executions.

This chapter aims to define a model to address and resolve these obstacles and
challenges, and to provide a basis for discovery and composition of services in
VOs, as further discussed in Chapters 4 and 5. Our proposed service specifica-
tion model can be effectively applied for specifying software services (i.e. business
services of organizations materialized by software systems) and it can also mini-
mally support specifying the start and termination of manual tasks (i.e. business
services executed by human).

This chapter is organized as follows. Section 2 briefly outlines some theoretical
and technical aspects of the related works in order to serve as the base for our
service specification. Section 3 is devoted to a brief description of the business
service concept. In Section 4, we sketch out our proposed model for VO business
services, called C3Q. Section 5 represents our extension of WSDL documents
to address all aspects of C3Q. Moreover, a GUI is implemented to assist users
with behavioral description of their services, which is demonstrated in Section 6.
In Section 7, our designed model for registration of services is represented, and
finally we conclude the chapter in Section 3.7.

3.2 Related work

Web services have nowadays turned into a prominent research point in the field of
Service-Oriented Architecture [74], and has been widely accepted by the service
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industry. One key point for the success of web services technology is the employ-
ment of XML-based standards, such as SOAP and WSDL both for communicat-
ing and self-describing [48]. The Web Services Description Language (WSDL)
is the most adopted standard for web service description, while it is limited to
self-describing of the structure of the messages and operations, but not for sup-
porting the concept or capability of the service. This limitation of WSDL which
is known as the “lack of semantics” [53] in describing the service capability, has
consequently required human intervention in order to interpret and assume the
semantics of the message content, and the capability of the web service, as it is
vital to ensure valid and befitting use of the service. Apart from lack of semantics,
another limitation of WSDL is not addressing the configuration of stateful web
services, or the so-called behavior of services. A single web service that consists of
several operations can be considered as a stateful web service, where the state of a
specific instance of the service can be kept between its invocations. The behavior
specification of a service in fact, indicates the valid sequence of its operations’
invocations, which is absent in WSDL. Specification of behavior plays a vital role
in service composition and also improves service discovery as discussed in the
subsequent chapters. Thus, the lack of semantics and behavioral specification
are a major drawbacks of WSDL, and consequently become barriers to achieving
automatic or semi-automatic service discovery, composition, and execution.

Numerous standards and languages have been proposed to describe semantics
of web services, such as OWL-S [136], WSMF [58], and WSMO [100]. Neverthe-
less, the typical tendency of researchers is to build a semantic layer either on the
top of WSDL or to be integrated into WSDL, to semantically describe the func-
tionalists of web services. Some research efforts are spent on extending WSDL
with semantics annotations, such as WSDL-S [6] and SAWSDL [95]. WSDL-S can
annotate the information provided in WSDL using different semantic languages,
such as RDF and OWL. The elements of WSDL-S that are added to the WSDL
standard documents are the modelReference, category, precondition and effect.
SAWSDL is also defined as an extension of WSDL to describe the semantics of
its elements through providing the mechanisms to bind ontology concepts to the
semantic annotations of WSDL.

Although several researchers have tackled “the lack of semantics” problem and
also some developed tools (e.g., [133]) have achieved good results and succeeded
with specification of syntactic and semantic properties of web services, they hardly
address the behavioral signature of a service, describing a service’s sequence of
operations, which the user actually needs to properly use and interface with. This
is partly due to the limitations of today’s standard specifications, which do not
cover such aspects. Representation of the behavior of stateful services is very im-
portant during the discovery and composition of services, to provide users with
an additional means to refine their search and to automate its composition in
diverse environments. So far a few formalisms have been proposed that are able
to model the behavior of a service. For example, session types as a formalism
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for structuring interactions and reasoning over communicating processes can be
applied as a model to describe the behavior of services. A session is defined as
a logical unit of information exchanged among participants, which specifies the
topic of conversation as well as the sequence of the communicated messages [46].
Session types, which can be assigned to end-point processes, describe the user
view of an interaction. In [47], the authors have specified component behavior as
session types showing that session types can also describe the behavioral signa-
ture of services. Several works such as [73] and [28] have also proposed to encode
the behavior of services in a BPEL (Business Process Execution Language) spec-
ification. They present some shortcoming in terms of performances, supporting
complex behavior, and representing an unambiguous machine interpretable (e.g.,
an XML-based standard) description of services’ behaviors. In our work, we use
constraint automata (CA) [18] as our base formalism for specification of behav-
ior, because the CA models are supported by our related tool sets for service
orchestration, can readily be extended to support soft constraints, and we be-
lieve automata models are more understandable and readable for engineers. As
a consequence, we propose to improve the WSDL documents through support-
ing a constraint automata specification as an extension. This light extension of
WSDL allows us to have an unambiguous machine interpretable description of
web services’ behaviors.

Besides the functional description of services, it is essential to also capture
non-functional properties or quality of service (QoS), of business services in order
to meet the performance requirements of clients, such as service availability, and
even to respond to providers’ requests, e.g., about cost. In other words, describing
and registering the non-functional service properties are necessary in order to
satisfy both the service clients and the suppliers. One such specification can be
found in [114], where the specification of the ith web service is represented as
a tuple pFi,Qi, Ciq. Fi is a textual description of the service functionality, Qi
specifies the QoS values, and Ci represents the costs associated with the web
service i. Several research works in this area are instead in favor of extending the
WSDL capabilities rather than introducing additional languages on top of it. The
works done in [128] and [43] are two instances that capture QoS specifications
with extensions of WSDL files. A lightweight WSDL extension called Q-WSDL
(QoS-enabled WSDL) is introduced in [43], which specifies the QoS characteristics
of web services.

3.3 C3Q Model of VO Business Services

For the sake of developing an architecture to support service oriented VOs, we first
define a holistic service model, on top of which this architecture can be founded.
Here, first a new meta-data based on this mode is introduced to formalize the
description of business processes. This model targets the comprehensive capture
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Figure 3.1: Views of business services.

of all characteristics of BSs, through an unambiguous formal description. From
the service analysis point of view, all services intended to be shared within the VO
are required to be unambiguously defined, according to C3Q, by their providing
enterprises.

In VOs, there are usually two kinds of business services, including the manual
services and the software services. Figure 3.1 shows that each business service
can be realized by one or more business processes (BPs). In fact, sometimes the
BS might be carried out through alternative kinds of business processes, based
on different triggering events. As such, a business service might be seen as an
abstract construct that encapsulates the external or client’s view. This “con-
struct” describes “what” added values would be delivered by the service to the
client, as well as their delivery conditions. Furthermore, the internal view of
the business services illustrates “how” the BS is performed through the business
processes/sub-processes, and with which corresponding triggering events (see Fig-
ure 3.1). The actions involved in the business service execution might be materi-
alized either automatically, through some software functions (the so-called soft-
ware services), manually through some human-based tasks (the so-called manual
tasks), or through a combination of these two. In a nutshell, each BS may in-
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volve a number of BPs, while each BP may involve either the invocation of more
granular software services or performance of some manual tasks. In our proposed
framework, we only deal with software services, which correspond to their defined
one or more BPs. For manual task, we can only define a simple software service
that includes two of their basic operations: Start and Stop. Through this speci-
fication only, manual tasks can also be specified and treated in the framework as
software services, otherwise these are outside the scope of this thesis. Considering
that a defined business service may be composed of several software services as
its components, the business service designer shall also present a complete flow
of interaction protocols, e.g., through a BPMN diagram.

We propose a concise representation model for business services, our so-called
C3Q model, namely addressing their Capability, Costs, Conspicuities, and Qual-
ity criteria. As such, VO business services can be uniformly defined by their
providers and published in the common pool of VO services in order to support
their effective sharing and reuse. Figure 3.2 shows our service profile that we
define as an extended instance of the “business service competency” consisting of
capability, cost, conspicuity, and quality criteria as defined in [3]. For our concern,
Capability is the most important part of the service profile, which represents the
functional properties of business services, and we have extended it with syntax,
semantics, and behavior. An example of the syntactic aspects of a BS description
include its input and output, while the semantic aspects of the BS description
include its textual description, and the purpose-classification, under which the BS
falls. The behavioral aspects of a BS description address the concise definition
of its functionality, based on which it can be unambiguously implemented by a
software developer. Services’ syntax, semantics, and behavior are each defined
in detail in the next subsections. The other elements of C3Q model, including
the costs, conspicuities and quality criteria of services, represent the other im-
portant required descriptions related to non-functional properties of BSs. These
three are also further defined in the next subsections. Since two different BSs
may offer similar functionality but have distinct non-functional characteristics, it
is necessary to consider both the functional and non-functional properties as the
BS competency, in order to fully satisfy the demands of a service client, espe-
cially during the service selection phase [104], [113]. There is no widely accepted
standard for definition of different component of the C3Q service profiles except
for representing the syntactical properties of the web services, which is through
WSDL. Since all web services, as the most popular business service implementa-
tion, already contain their WSDL documents, we extend WSDL to support the
C3Q service profile. In the next subsections, we study different elements of C3Q
model in detail. Moreover, we introduce several new tags that must be added
to standard WSDL, in order to form our proposed extension of WSDL, namely
XWSDL. We can apply a number of different notational options for representing
each C3Q aspect in XWSDL. We have adopted a specific notation for formalizing
each of these aspects, as later addressed in this section. Furthermore, in Section
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Figure 3.2: The C3Q services profile.

3.4, we will discuss more about the XWSDL documents and introduce the data-
model for our proposed extensions to achieve a complete definition of XWSDL.

3.3.1 Syntax

Typically, the syntactic properties of a service are represented by XML-based
standards and languages, such as through Web Service Description Language
(WSDL) and Simple Object Access Protocol (SOAP) [42]. A WSDL description
is an XML document that contains the following information about a specific web
service:

• What the service does, which textually describes the service’s operations,
as well as the input and output parameters that define the operation’s
messages.

• How the service is accessed, which describes the data structures, binding
implementation and protocols needed for sending messages through the web
to reach the service location.

• Where the service is located, i.e. the hosting address that executes the
service implementation.
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3.3.2 Semantics

The conceptual properties of software services, here referred to as semantics, are
typically defined with an ontology, i.e. an explicit specification of a conceptual-
ization of knowledge related to services. The service ontology definition, also in
the VO context, encompasses a group of vocabularies that specify the semantic
attributes of the services (e.g., goals and category) and their inter-relationships,
which together present a meaningful concept about the service [33]. In fact, the
semantic description of business services would enrich the information about ser-
vices to the level that cannot be specified by their mere syntactic description.
Purpose-classification of the BS (e.g., goals and context) are good examples of
the semantic aspects of the BS specification, which aim to categorize services in
order to improve service discovery and matchmaking.

The proposed service semantics within our C3Q-based service description con-
sists of a set of conceptual information that is more understandable for both the
human and the machine using third-party ontologies. For example, “goal” as a
semantic attribute can describe the business logic of the service (e.g., the goal of
Monitoring). An ontology for this semantic attribute describes the “things” that
exist in the domain (i.e., goal) including the concepts, relations, etc., in a con-
sensual and formal way [107]. The ontology thus provides the stable baseline for
shared understanding of the domain that can be communicated between service
providers, clients, and inter-organizational service integrators. It is also possi-
ble to consider an existing element of the WSDL document, e.g. “operations”,
as a semantic attribute, by annotating that element and linking it to a domain
ontology.

To support semantic discovery, we must link each attribute to a particular ref-
erence domain ontology. Such ontologies encompass a set of well-founded struc-
tured data and their semantic inter-relationships, which can then be used to
improve the matchmaking and discovery of services. In this research, we do not
deal with challenges of ontology construction. Rather, we assume the existence of
a pre-defined domain-specific ontology or simply a taxonomy for the specific do-
main related to each semantic attribute. We capture the three elements described
below to specify each service semantic attribute.

• name that represents the title of the attribute, e.g., goal or context.

• taxonomyUri that refers to the link to a related domain ontology or tax-
onomy for the attribute.

• value that represents the value of that attribute for the service.

An example of service semantic specification in our model, including the two
semantic attributes of context and goal, are represented in Figure 3.3.
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Figure 3.3: Example of the WSDL extension for semantic description.

3.3.3 Behavior

Beyond the semantic description for the operations that a service can provide,
and the syntax description of how they are to be invoked, a specification of the
proper order in which those operations can be invoked is also a prerequisite for
correct implementation and use of a service. Behavioral specification of a service
refers to the specification of all admissible invocation orders of the operations of
that service. The discovery of suitable services that can match a query must also
consider the behavioral specification of candidate matches. Furthermore, what
operations can be performed at a given point in time by a client of a service
may depend on the history of the previous operations that have already been
performed (usually, by the same client) on that service. Therefore, a specification
of the behavior of a service is in general, “stateful”. However, these states are not
typically maintained within the service itself. Specifically, the so-called “stateless”
services do not maintain a state between requests, which means the result of each
service invocation request is completely independent from the previous requests.
RESTful [94] is an implementation of such services. We have proposed the term
exostate to denote the states of a running service or system that are maintained
outside of the implementation of that service, and similarly we have used the
term endostate to capture the service’s internal configuration states. Trading
endostates for exostates has important architectural advantages. For instance,
because a REST service has only a single endostate, it never needs to reset itself
to recover from a potential previous communication failure that disrupts a client’s
session. However, most of such services are not truly stateless, in the sense that to
use them properly, a client must still follow a permissible sequence of invocation
for their operations, encoded in their exostates. The exostates of a REST service
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are represented by the values of a set of context parameters that are passed back
and forth between the service and each of its clients.

Figure 3.4: Operations of a restful example: the Hotel booking service [94].

Consider a hotel booking example, such as the restful service of defined in [94],
illustrated in Figure 3.4. In our terminology, as a restful service, the implemen-
tation of this service has a single endostate. However, this service cannot be
used properly unless for instance getHotelDetails operation is invoked only after
a search operation. Any proper use of this service requires remembering whether
or not a search has indeed been performed yet, and perhaps also remembering the
results of such a search, etc. The REST architecture requires such information
to be kept outside of the service implementation itself, on the client/user side
(perhaps kept as cookies), and passed back and forth between the client and the
service, during the service invocation. From the perspective of a client however,
the stateless service of [94] depicted in Figure 3.4 cannot be used without con-
sidering an specification of its stateful behavior. In our approach, we represent a
formal and concise specification of the behavior of services in terms of Constraint
Automata (CA) [18]. A CA is essentially a labeled transition system (LTS) that
resembles classical finite state automaton in the sense that they consist of finite
sets of states and transitions. When a CA is applied for modeling the behavioral
specification of a service, its states represent the configuration of the service,
and every transition describes how the configuration of this service changes from
one state to another by execution of one of the service’s operations. Figure 3.5
shows the CA which specifies the behavior of the example service represented in
Figure 3.4.

The above example illustrates that many more systems and services than com-
monly acknowledged are truly stateful, in that the specification of their behavior
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involves more than a single state, regardless of whether such states are imple-
mented as endostates or exostates. Searching for an appropriate service, as well
as its manual or (semi-)automated adaptation, composition, or invocation must
take its desired behavior into account. In our research, we use the term state-
ful comprehensively to refer to any service specification whose behavior requires
more than a single state.

To the best of our knowledge, previous works on matching and retrieval of
services do not consider the impact of exostates on the suitability of the behavior
of services in their search. This fact makes our behavior-based discovery tool
represented in Chapter 4 novel, while not directly comparable with search and
retrieval tools, such as the work presented in [133]. The service behavior specifi-
cation also assists us in developing a tool to support automatic code generation
for the orchestration of component web services, as represented later in Chapter
5.

Figure 3.5: The behavior specification of the Hotel booking service in terms of
Constraint Automata.

Although WSDL provides required information to establish a connection with
a web service, this specification lacks the behavior description of the services [4].
We propose XWSDL to also incorporate behavioral information to extend a
WSDL document. Note that our approach retains the original structure of the
WSDL documents and merely enhances them by adding a few new tags in the
XML-based files. Figure 3.6 shows an example of the WSDL extension with the
behavior description of the example represented in Figure 3.5.

3.3.4 Quality Criteria of Services

The model for quality of service (QoS) consists of a number of properties, each
related to an aspect of QoS.

Large number of reported research have focused on supporting QoS for busi-
ness services. Although so many QoS solutions are proposed, service developers



50 Chapter 3. Specification of Business Services

Figure 3.6: Example in XWSDL (WSDL extension) for the behavior description.

and clients still are not able to handle QoS-related concerns easily. The reason is
that a universal QoS specification standard is still absent.

Gu et all [69] define a QoS specification language for web applications, which
mainly includes three levels: user-level QoS specifications, application-level-QoS
specifications, and resource-user-level QoS specifications. The user-level QoS
specification consists of the overall descriptions about the application (e.g., name
and provider) and associated qualitative user-level QoS criteria (e.g., low, average,
high, excellent).

Web service selection process is an important aspect of service-oriented com-
puting, also when considering the increasing growth of Internet. However, by
considering the Quality of Service (QoS), an optimal service selection can be guar-
anteed. As such, service providers have to enhance not only the functionalities
of web services, but also their QoS, such as reliability, response time, availability,
etc.
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QoS documents quality criteria such as performance, reliability, availability,
response time, etc. Web service quality however cannot be measured by only one
quality criterion, or even by several fixed and pre-defined criteria. Indeed, the
quality criteria of each business service can be varied based on the purpose of
the service evaluation or the domain area of the user service. As an example,
resolution is a very relevant quality criterion for image-based services. Therefore,
in our framework we need to provide an approach for QoS specification that
supports defining quality criteria dynamically.

We consider that a QoS specification has the following attributes, in order to
assure an expressive formal description of the quality of services.

• Criterion which represents a quantifiable aspect of a service like availabil-
ity.

• Unit that is used as a standard for counting or measuring the corresponding
quality criterion, e.g., hours per day, hours per week, etc. for availability.

• Range (Min and Max) which depicts the highest and lowest possible values
for the quality criteria. The range is needed when we want to compare the
same quality criteria with different units.

• Value that represents the amount of the corresponding quality criterion.

An example of QoS specification in XWSDL is represented in Figure 3.7.

Figure 3.7: Example in XWSDL (WSDL extension) for quality criteria for ser-
vices.

The ă QualityCriteria ą tag is a container tag, which contains at least one
ă Criterion ą tag. The ă Criterion ą tag is also a container tag indicating the
required attributes of the corresponding criterion including “Name” “Unit” and
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“Value”. The ă V alue ą tag also provides the minimum and maximum values
of the criterion, i.e., the “Range” attribute.

3.3.5 Cost

Cost is a key economic attribute that affects selection and usage of business ser-
vices. Thus, we introduce cost as an additional QoS parameter for specification
of business services. A cost specification consists of three attributes:

• Initial price which represents the value of the cost, e.g., 5.

• Unit that defines the unit of the cost, e.g., Dollar or Euro.

• Price plan which is used to model the method of cost estimating, e.g., per
invocation, per transmitted byte charges, etc.

in Figure 3.8, an example of cost description is provided in our proposed
XWSDL specification.

Figure 3.8: Example in XWSDL (WSDL extension) for the cost.

The ă Cost ą tag is a container tag involving three other sub-tags in order
to specify the cost of the services. The ă InitialPrice ą tag indicates the initial
charging price when the user invokes the business service. The unit of the price
is revealed within the ă Unit ą tag. Finally, the ă Priceplan ą tag represents
the method that the service provider would like to adopt for cost estimation.

3.3.6 Conspicuity

Conspicuity for a business service is the quality or state of indicating proof of good
performance, from the prospective of the service client. It represents the means to
identify the validity of information related to a provided service, as claimed by its
provider. A business service’s conspicuity is measured both through studying the
behavior of the corresponding service provider and by capturing the past service
consumers’ feedbacks.

In our approach for VO support, we have adopted the VO Supervisory Assess-
ment Tool (VOSAT) [149] to assess service conspicuity. The approach adopted
for VOSAT monitors the behavior of VO members for identifying their level of
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trustworthiness [151]. Applying this approach, all agreements in Operational
Level Agreement (OLA) and Service Level Agreement (SLA) are considered as
“promises” exchanged among the involved partners in the VO. In the proposed
framework, the trustworthiness of each VO partner is reflected, as calculated by
VOSAT during the VO operation phase, considering the claims made by each
partner, as explained in [151] and [121]. As indicated in [148] different intro-
duced states for promises include: conditional, unconditional, kept, not kept,
withdrawn, released, and invalidated, which address different stages within the
entire life-cycle of every promise. The life-cycle of every promise is then formal-
ized and monitored, and the trust level of VO partners are assessed through a set
of pre-defined causal-relationships among different promise states, and the trust-
worthiness of the VO members. Therefore, at any point in time, the trust level of
a VO member would be reflected on its claims about different characteristics of
its provided services, as well as on its feedback about other VO member services.
The trust level of each partner is calculated in reference to its own performance
in the VO by VOSAT during the VO operation phase.

In our framework, the calculated trust level of each VO member is used as the
conspicuity specification for its provided services in the C3Q service competency
model defined in this research.

An example of conspicuity description focused on trust level in our proposed
specification is represented in Figure 3.9.

Figure 3.9: Example in XWSDL (WSDL extension) for the conspicuity.

The technical details of measuring the organizations’ trustworthiness is out of
the scope of our research. The authors of [149] show how such trust measurements
can be calculated to serve as an input for conspicuity specification of our business
services.

3.4 XWSDL

As mentioned before, there is no widely accepted standard for any of the parts
of the C3Q services profile, except for representing the syntax for specification of
the properties that we define in the web services through WSDL. Furthermore,
since WSDL is widely adopted by the web services community, and most web
services already have WSDL documents, we have extended the WSDL to support
the other properties of the C3Q service profile. Figure 3.10 shows the new tags
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added to the standard WSDL that form our proposed extension of the WSDL,
namely the XWSDL.
The XWSDL extension follows the defined rules for extending WSDL [41], to

Figure 3.10: Standard WSDL vs XWSDL.

guarantee that any service consumer unaware of the extensions can still parse,
validate and use the extended version of WSDL files, i.e., an XWSDL documents.
Only, a new namespace “XWSDL” should be used to identify the tags part of the
extension. Our approach retains the original structure of WSDL documents and
enhances it with new tags in the XML-based files. In order to extend WSDL,
we need to define a schema of the elements of XWSDL as its name space. Fig-
ure 3.11 shows our schema designed for XWSDL to define all C3Q service profile’s
properties in the form of an xml-based elements schema.

We used XML-Liquid 2.0 to translate the schema to XML documents, which
consist of XSD tags in order to define the elements of the schema. This XML doc-
ument is used later as the namespace for defining XWSDL documents. Figure 8.1
in Annex I shows a part of the XSD tags of this schema.
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Our XWSDL definition also adopts “Model-Driven Architecture” (MDA) [112]
as the guideline. The Object Management Group (OMG) has proposed MDA as
a vision for software development that relies on linking object models together
to build complete systems [112]. Model Driven Architecture focuses on provid-
ing meta-model, which is simply a model of a modeling language. This kind of
meta-models is defined by the use of the Meta Object Facility (MOF1), which is
the OMG’s standard to specify meta-models aimed at describing another model.
Nowadays, employing MDA in web service standards has received significant at-
tention, also to assist the automated generation and extension of web service
models [62], [43]. Therefore, we apply MDA to our definition of XWSDL through
designing a meta-model for it in order to appropriately enrich our web service
descriptions based on the C3Q.

3.4.1 XWSDL Meta-model

Figure 3.12: The XWSDL meta-model.

Figure 3.12 introduces the XWSDL meta-model, as an extension to WSDL
meta-model, from which the XWSDL XML Schema is derived. In fact, the XML
schema defines the XWSDL language, and in the same respect, the meta-model
introduced in Figure 3.12 is used to define the schema. Representing an XML-
based language in terms of a meta-model allows to enhance its comprehensibility

1http://www.omg.org/mof/.
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and to facilitate its extension [43]. The basic WSDL meta-model is represented
in the portion of Figure 3.12 bounded by a dashed line rectangle. Note that
some classes related to specific documenting and extensibility features of XML
are removed from this basic WSDL meta-model, for brevity and readability. The
other classes and associations outside the dashed lined area in Figure 3.12 indi-
cate our extension of the WSDL meta-model to include the description of C3Q
for a web service. In other words, all classes and associations represented in
Figure 3.12, both inside and outside the dashed lined area, form the XWSDL
meta-model. Obviously, the multiplicities of 0..1 or 0..* indicate optional associa-
tions, while associations with multiplicities of 1 or 1..* show required associations.
This means, for example, that transition is required for the Behavior class, while
Attribute is optional for Semantics (see Figure 3.12).

Figure 3.13: The preliminary behavioral-specification of “Purchase” service.

Since XWSDL is a lightweight extension of standard WSDL, the existing
WSDL documents can easily be enriched without altering their original content.
The introduced meta-model of XWSDL assists service providers in order to trans-
form their WSDL documents to the proposed XWSDL descriptions.

3.5 Graphical User Interface

As mentioned earlier, a WSDL document is our selected standard to represent the
required syntactical elements of the meta-data for web services. As such, service
providers can edit/load and then parse WSDL documents of their web services,
and finally enrich a document according to suggested XWSDL schema. All of
these activities should be done within the “Specification Module of the proposed
implementation architecture presented in Figure 2.10 of Chapter 2.
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Figure 3.14: The revised version of the behavioral description of Figure 3.13.

We have implemented in Java a GUI to ease the users task of behavioral spec-
ification of services and to allow their visualization. For this, we have extended
Fizzim, which is an open-source graphical finite state machine (FSM) design
tool [171]. Fizzim is developed in Java, with its back-end in Perl that is used for
its portability and ease of modification. Our extension of the Fizzim tool sup-
ports opening of a WSDL document of a service as input, and then automatically
draws a preliminary design of the service’s behavioral specification. This prelim-
inary specification assumes each operation of the service as a self-loop transition
on a single state, which means the execution of each operation is independent of
the other operations. Figure 3.13 shows a screen-shot example of a preliminary
behavioral-specification, obtained by loading a purchase.wsdl document. The
WSDL document describes that there are two operations for this service, namely
“sendPurchaseOrder” and “invoiceCallbackPT”, so two self-loop transitions for
them are drawn automatically in the preliminary behavioral-specification of this
service. Then, the user can exploit our developed tool to interactively adjust the
constraint automaton to reflect the relation between these operations as states
and transitions that specify the concise behavior of the represented service. For
example, Figure 3.14 is a revised version of the description specified in Figure 3.13,
as specified by the user. Finally, the designed graphical description of the ser-
vice behavior is exported as an XWSDL document for this service. We call our
developed GUI Fizzim+B, for behavior.

3.6 Registration of business Services

AS we mentioned in Figure 2.10 a specified business service, including both atomic
and composite services, should be registered in a service registry in the VO.
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Figure 3.15 shows that all information specified for services would be captured
in this Service Registry. As such, the VO Service Registry supports two kinds

Figure 3.15: Registration of Atomic & Composite Service.

of registration corresponding to the atomic services and composed/composite
services. Each atomic service has one functional service specification including its
syntax, semantics and behavior, while each of component of a composite service
has a different functional specification. These functional specifications together
with the other parts of C3Q, as they are described by the service provider, would
be captured in this registry in order to publish the service. Furthermore, the
coordination pattern of the component services in every composite service could
also be captured and registered in the service registry for reusability of that
composite service.

3.7 Conclusion

In this chapter, we presented an extension and improvements to the current web
service description approaches and standards, in order to support more efficient
service discovery and composition in VOs. First, we presented a data model,
C3Q, to represent the various information needed for the description of BSs as
web services. C3Q is considered as the competency model for reusability within
the VOs.

Then, we introduced a light extension of WSDL that we call XWSDL, to in-
corporate the C3Q model in the specification of web services. To the best of our
knowledge, XWSDL is the first model that provides a comprehensive description
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of capabilities over web services, and that highlights the important role of service
behavior in the realization of the semi-automated service oriented computing.
Since XWSDL is a lightweight extension of standard WSDL, the existing WSDL
documents can easily be enriched with it, without altering their original con-
tent. The meta-model of XWSDL is also presented here that assists transforming
WSDL documents to the proposed XWSDL descriptions, through our Fizzim+B
tool. In XWSDL, the power and flexibility of the C3Q model have been combined
with the simplicity and convenience of standard WSDL, thus reaching the right
balance between flexibility and expressiveness for VO services.

Finally, we developed a GUI, which assists service designers to describe and
visualize the behavioral specification of the web services correctly and easily.



Chapter 4

QoS-aware behavior-based Services
Discovery

Parts of the material in this chapter is published in the following papers:

• Sargolzaei, M., Santini, F., Arbab, F. and Afsarmanesh, H., 2017. A Tool
for QoS-aware Behaviour-based Discovery of Approximately Matching web
services. Submitted to the International Journal on Software and Systems
Modeling (SoSyM). Springer Berlin Heidelberg.

• Sargolzaei, M., Santini, F., Arbab, F. and Afsarmanesh, H., 2013. A tool
for behaviour-based discovery of approximately matching web services. In
International Conference on Software Engineering and Formal Methods (pp.
152-166). Springer Berlin Heidelberg.

In this chapter, we present a tool that is able to discover stateful web services
in a registry, ranked according to a similarity score that expresses the affinities
between each service and the user-submitted query. To determine these affinities,
we also take the service behavior into account, both of the user’s query, and of the
web services. In fact, a web service behavior, addressing the names of its service
operations, their order of invocation, and their parameters, may differ from those
required by the user’s query, but still it may be identified as similar so long as
its operations collectively represent similar behavior. We use soft constraints to
formalize the requirements that a user expresses in her query, the solutions to
which accommodate her needs in the best possible way. We argue that a proper
formalization of the behavior of many services that are commonly thought of as
stateless, in fact requires a stateful representation (see Section 3.3.3). As such,
our method and our tool can accommodate discovery of these services better
than alternatives that consider them as stateless. Our tool uses a procedure
to assess an approximate operational-similarity score among a set of services
requested by their Soft Constraint Automata, which we use as the formal model of
service behavior. As such, the discovery is modeled as a Constraint Optimization

61
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Problem (COP) [138]. Finally, we enhance our tool by also considering a set of
QoS metrics to further meet the user’s needs.

4.1 Introduction

Web services (WSs) [8] constitute a typical example in the Service Oriented Com-
puting (SOC) paradigm. WS discovery is the process of finding a suitable WS for
a given task. To enable a consumer to use a service, its provider usually augments
a WS endpoint with an interface description, using the web service Description
Language (WSDL1). In a loosely-coupled environment such as SOC, automatic
discovery becomes even more complex, since users’ decisions must be supported
by taking into account a similarity score that describes the affinity between a
user’s requested service (the query) and the specifications of a number of actual
services available in the environment.

Although several researchers have tackled this problem and some search tools
(e.g., [133]) have achieved good results, very few (see Section 4.2) consider the
behavioral signature of a service that describes the sequence of operations in which
a user is actually interested. This is partly due to the unavoidable limitations
of today’s standard specifications, e.g., WSDL, which do not encompass such
aspects. Despite this fact, the behavior of stateful services represents a very
important issue to be considered during service discovery, to provide users with
an additional means to refine the search in such a diverse environment.

The impact of considering stateful behavior in search of services is indeed
broader than it may seem at first. As we argue in Section 3.3.3, our notion of
stateful services in fact covers a much wider class of services, and includes many
of those that are commonly considered as stateless.

We first describe a formal framework (originally introduced in [15]) that, dur-
ing the search procedure, considers both a description of the requested (state-
ful) service behavior, and a global similarity score between services and the
queries. This underlying framework consists of Soft Constraint Automata (SCA),
where semiring-based soft constraints (see Section 4.3) enhance classical (not soft)
CA [18] with a parametric and computational framework that can be used to ex-
press the optimal desired similarity between a query and a service. In our work,
we use CA as our base formalism for the specification of WS behavior. Since
CA models are supported by our related tool in [61], it can readily be extended
to also support soft constraints. Overall, we observe that automata models are
more understandable and readable for engineers than other models. However, we
do not unavoidably depend on CA, and in principle we can use other formalisms,
and then internally convert their behavior to CA for our discovery purposes.

The main contribution of the work reported in this chapter is the design and
implementation of such a framework using an approximate operational-similarity

1web services Description Language: https://www.w3.org/TR/wsdl.

https://www.w3.org/TR/wsdl
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evaluation method, applied to two SCAs. We implement this inexact comparison
between a query and a service, as a Constraint Optimization Problem (COP),
by using JaCoP libraries2. We are eventually able to rank all search results ac-
cording to their similarity with a proposed query. In this way, we can benefit
from off-the-shelf techniques with roots in Artificial Intelligence (AI), in order
to tackle the complexity of search over large databases. To evaluate a similarity
score we use different metrics to measure the syntactical distance between opera-
tions and between parameter names (see Section 4.6), e.g., between “getWeather”
and “g weather”. These values are then automatically cast into soft constraints
as semiring values (see Section 4.3), to enable parametric composition and opti-
mization during the process of discovery. Thus, a user is enabled to eventually
choose a service that better adheres to his needs than the other ones in a registry.

Exploitation of the service behavior during a search process applying a formal
framework, represents the main feature of our tool. SCA represent the formal
model that we use to represent behaviors: the different states of an SCA represent
different states of a stateful service and/or query. Relying on SCA allows us to
have a framework that comes along with a set of sound operators for composition
of queries [15].

Furthermore, we describe a QoS-based service recommendation mechanism
besides our discovery tool, to assist users in service selection. The reason for
this feature is that non-functional properties such as QoS parameters play an
important role in user’s selection. Due to already having scores that represent
functional similarity, using further QoS metrics in the same framework comes at
a reduced cost. We propose a lexicographic composition of soft constraints to
capture the trade-off of preferences in selecting the best fitting WS. We evaluate
the results of our proposed tool in Chapter 6.

The rest of this chapter is structured as follows. In Section 4.2, we report
on the related work. In Section 4.3 we summarise the background on semiring-
based soft constraints [24], as well as the background on SCA [15]. Section 4.4
shows some examples of how to use SCA to represent the behavior of services
and the similarity between their operation and parameter names. In Section 4.5
we describe the architecture of a tool that implements the search introduced in
Section 4.4. In Section 4.6 we focus on how we measure the similarity between
two different behavioral signatures. In Section 4.7 we explain our QoS-based
service recommendation method that assists users with service selection. Finally,
in Section 4.8 we draw final conclusions and explain our future work.

4.2 Related Work

Compared to the work reported in the literature, the solutions in our approach
are more general, compact, and comprehensive, since it can encompasses any

2Java Constraint Programming solver (JaCoP): http://www.jacop.eu.

http://www.jacop.eu
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semiring-like metrics, and the whole framework is expressively modeled and solved
using Constraint Programming [137]. Moreover, elaborating on a formal frame-
work allows us to easily check properties of services/queries (e.g., to model-check
or bi/simulate them [15]), or to use join and hide operators for their composi-
tion and abstraction [15]. A first step towards this work has been developed in
[16]. The remaining of this section addresses and briefly analyses the most rel-
evant state of the art research. The modeling and verification of long-running
transaction involving composed WSs proposed in [90] and [117] are compatible
with our framework. Sharing the same underlying formal model also allows us to
apply model-based testing techniques such as in [91], and compliance verification
and analysis as addressed in [89]. Nevertheless, most related literature report on
more ad-hoc engineered, and specific solutions, instead of formal solutions, which
consequently are less amenable to formal reasoning.

In [153] the authors propose a new behavior model for services using automata
and logic formalisms. Roughly, the model associates messages with activities, and
adopts the IOPR model (i.e., Input, Output, Precondition, Result) of OWL-S 3

to describe activities. While the authors use an automaton structure to model
service behavior, similarity-based search is not mentioned in [153].

In [172] the authors present an approach that supports service discovery based
on structural and behavioral service models, as well as quality constraints and
contextual information. However, the behaviors are matched through a sub-graph
isomorphism algorithm, thus vertices cannot be merged or deleted when needed,
as in the case of a sub-graph epimorphism.

In [67] the problem of behavioral matching is translated to a graph matching
problem, and existing algorithms are only adapted for this purpose.

The model presented in [160] relies on a simple and extensible keyword-based
query language and enables efficient retrieval of approximate results, including
approximate service compositions. Further on, since representing all possible
compositions can result in an exponentially-sized index, the authors investigate
clustering methods to provide a scalable mechanism for service indexing.

In [22] the authors propose a crisp translation from interface description of
services to classical crisp Constraint Satisfaction Problems (CSPs). The work
in [22] does not consider service behavior however, and it does not support a
quantitative reasoning on similarity/preference involving different services.

In [169] a semiring-based framework is used to model and compose QoS fea-
tures of WSs. However, no notion of similarity relationship is provided in [169].

In [51], the authors propose a novel clustering algorithm that groups the names
of parameters of service operations into semantically meaningful concepts. These
concepts are then leveraged to determine similarity of inputs (or outputs) of
service operations.

In [124] the authors propose a framework of fuzzy query languages for fuzzy

3OWL-S: Semantic Markup for Services, 2004: www.w3.org/Submission/OWL-S/.

www.w3.org/Submission/OWL-S/
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ontologies, and present query answering algorithms for these query languages over
the fuzzy DL-Lite ontologies.

In [72] the authors propose a metric to measure the similarity of semantic ser-
vices annotated with an OWL ontology. They calculate similarity by defining the
intrinsic information value of a service description based on the “inferencibility”
of each of OWL Lite constructs.

The authors in [133] show a method of service retrieval called URBE (UDDI
Registry By Example). The retrieval is based on the evaluation of similarity be-
tween the interfaces of WSs. The algorithm used in URBE combines the analysis
of the structure of a WS and the terms used inside it.

Baresi et al. [19] introduce DREAM as an innovative infrastructure for the
distributed publication and discovery of WSs. DREAM provides partial solutions
for users requests through a set of matchmakers such as WSDL-based Matchmaker
and XPath-based matchmaker. The ability to adding new matchmakers gives
more flexibility to DREAM, but considering the experimental results, they should
improve the precision and recall without affecting the flexibility. Moreover, this
version of DREAM could not manage the behavioral and also non-functional
aspects of services.

In order to consider QoS metrics as additional criteria to select services from
a set of functionally equivalent candidates, we can simply specify QoS properties
as meta-attributes. However, the semantics of such schemes is too weak to allow
reasoning about QoS properties. In [116], the authors extend constraint automata
(CA) with Q-algebras to define Quantitative Constraint Automata (QCA) to spec-
ify the QoS properties of services for an optimized service selection and compo-
sition. Also in [116], they introduce Quasi-Classical Temporal Logic (QCTL) as
a logic for reasoning about both behavioral and QoS aspects of services modeled
by QCA. Because QCA and our work share constraint automata as their base
model, we can extend our soft constraint automata model by adopting and fur-
ther extending the QCA, which will enable us to use QCTL logic for a richer form
of reasoning about the properties of services, when needed.

Preference modeling is an important issue in various fields such as economics,
mathematics, informatics, and even psychology. We would deal with preferences
when we have to make choices on behalf of users [27].

In [63] the authors discuss soft constraint techniques and using the lexico-
graphic order for preferences. This work is pivotal for the use of soft constraints
when dealing with problems with a number of criteria that must be satisfied with
a fixed order of importance.

Managing tradeoffs of the QoS preferences has been addressed in [77] using a
lexicographic-based specification language for expressing the QoS preferences.

This is also addressed in [109] based on a model of lexicographic semi-order.
Although lexicographic semi-order seems to work better in our context by con-
sidering the threshold for each criterion, unfortunately it is not associative, and
therefore could not be applied.
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To the best of our knowledge, none of the related work presented in this section
comes with tools for direct behavioral discovery and approximate matching of
stateful web services. Our approach provides an achievement in which the VO
members can find such services more accurately within SOCN. Moreover, with our
tool, a user is able to compose all the constraints representing his or her required
functional and non-functional requirements in a given lexicographic order, i.e.,
different criteria have different precedences. While most of the QoS-aware related
work compute QoS ranking as an extra criterion for search that may impact
the results by giving higher ranking to completely irrelevant services that have
high QoS values, we avoid this problem by composing both functional and non-
functional requirements as semirings in our approach. This advantage is granted
by the formal definition of our proposed lexicographic ordering on soft constraints.

4.3 Soft Constraint Automata

Semiring-based Soft Constraints. A c-semiring [24] (simply semiring in the
sequel) is a tuple S “ xA,`,ˆ, 0, 1y, where A is a possibly infinite set with
two special elements 0, 1 P A (respectively the bottom and top elements of A)
and with two operations ` and ˆ that satisfy certain properties over A: ` is
commutative, associative, idempotent, closed, with 0 as its unit element and 1
as its absorbing element; ˆ is closed, associative, commutative, distributes over
`, 1 is its unit element, and 0 is its absorbing element. The ` operation defines
a partial order ďS over A such that a ďS b iff a ` b “ b; we write a ďS b if b
represents a value better than a. Moreover, ` and ˆ are monotone on ďS, 0 is
the min of the partial order and 1 its max, xA,ďSy is a complete lattice and ` is
its least upper bound operator (i.e., a` b “ lubpa, bq) [24].

Some practical instantiations of the generic semiring structure are the boolean
xtfalse, trueu,_,^, false, truey, fuzzy xr0..1s,max,min, 0, 1y, probabilistic xr0..1s,
max, ˆ̂ , 0, 1y and weighted xR`Yt`8u,min, ˆ̀ ,8, 0y (where ˆ̂ and ˆ̀ respectively
represent the arithmetic multiplication and addition).

A soft constraint [24] may be seen as a constraint where each instantiation of
its variables has an associated preference. An example of two constraints defined
over the weighted semiring is given in Figure 4.1b. Given S “ xA,`,ˆ, 0, 1y
and an ordered finite set of variables V over a domain D, a soft constraint is a
function that, given an assignment η : V Ñ D of the variables, returns a value of
the semiring, i.e., c : pV Ñ Dq Ñ A. Let C “ tc | c : D|IĎV | Ñ Au be the set of
all possible constraints that can be built starting from S, D and V : any function
in C depends on the assignment of only a (possibly empty) finite subset I of V ,
called the support, or scope, of the constraint. For instance, a binary constraint
cx,y (i.e., tx, yu “ I Ď V ) is defined on the support supppcq “ tx, yu. Note that
cηrv “ ds means cη1 where η1 is η modified with the assignment v “ d. Note also
that cη is the application of a constraint function c : pV Ñ Dq Ñ A to a function
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η : V Ñ D; what we obtain is, thus, a semiring value cη “ a. The constraint
function ā always returns the value a P A for all assignments of domain values,
e.g., the 0̄ and 1̄ functions always return 0 and 1 respectively.

Given the set C, the combination function b : C ˆ C Ñ C is defined as
pc1 b c2qη “ c1η ˆ c2η [24]; supppc1 b c2q “ supppc1q Y supppc2q. Likewise, the
combination function ‘ : C ‘ C Ñ C is defined as pc1 ‘ c2qη “ c1η ` c2η [24];
supppc1‘c2q “ supppc1qYsupppc2q. Informally, b/‘ builds a new constraint that
associates with each tuple of domain values for such variables a semiring element
that is obtained by multiplying/summing the elements associated by the original
constraints to the appropriate sub-tuples.

The search engine of the tool we present in Section 4.5 relies on the solution
of Soft Constraint Satisfaction Problems (SCSPs) [24], which can be considered
as COPs. An SCSP is defined as a quadruple P “ xS, V,D,Cy, where S is the
adopted semiring, V the set of variables with domain D, and C is the constraint
set. SolpP q “

Â

C collects all solutions of P , each associated with a similarity
value s P S. Soft constraints are also used to define SCA.

Soft Constraint Automata. Constraint Automata were introduced in [18] as
a formalism to describe the behavior and possible data flow in coordination models
(e.g., Reo [18]); they can be considered as acceptors of Timed Data Streams
(TDS ) [14, 18]. We now recall the definition of TDS from [14], while extending it
using the softness notions described in Section 4.3: we name this result as Timed
Weighted Data Streams (TWDS ), which correspond to the languages recognised
by SCA.4 For convenience, we consider only infinite behavior and infinite streams
that correspond to infinite “runs” of our soft automata, omitting final states,
including deadlocks.

4.3.1. Definition. [Timed Weighted Data Streams] Let Data be a data set, and
for any set X, let Xω denote the set of infinite sequences over X; given a semiring
S “ xA,`,ˆ, 0, 1y, a Timed Weighted Data Stream (TWDS ) is a triplet:

xλ, l, ay P Dataω
ˆ Rω

` ˆA
ω such that, @k ě 0 : lpkq ă lpk ` 1q and lim

kÑ`8
lpkq “ `8

Thus, a TWDS triplet xλ, l, ay consists of a data stream λ P Dataw, a time
stream l P Rω

`, and a preference stream a P Aω; k is a natural number that is
used to enumerate the elements of each stream. The time stream l indicates, for
each data item λpkq, the moment lpkq at which it is exchanged (i.e., being input
or output), while the apkq is a preference score related to λpkq.

In [15] we paved the way to the definition of Soft Constraint Automata (SCA),
which represent the theoretical foundation behind our tool. Use a finite set N
of names, e.g., N “ tn1, . . . , npu, where ni (i P 1..p) is the i -th input/output
port. The transitions of SCA are labeled with pairs consisting of a non-empty

4TWDSs do not imply time constraints, and thus our (soft) CA are not “timed” [18].
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subset N Ď N and a soft (instead of crisp as in [18]) data-constraint c. Soft data-
constraints can be viewed as an association of data assignments with a preference
for that assignment. Formally,

4.3.2. Definition. [Soft Data-Constraints] A soft data-constraint over a set of
port names N and data values Data, is an expression produced by the following
grammar, with c as its distinguished symbol:

c ::“ f | f ‘ f
f ::“ 0̄ | 1̄ | cb c | pcq | c

where for N Ď N , c represents a function c : ptdn | n P Nu Ñ Dataq Ñ A over
a semiring S “ xA,`,ˆ,0,1y, the set of variables tdn | n P Nu constitute the
support of the constraint, and tdn | n P Nu Ñ Data is a function that associates
with every variable dn in this support, a data item v P Data that passes through
the port n P N .

Informally, a soft data-constraint is a function that returns a preference value
a P A given an assignment for the variables tdn | n P Nu in its support. In the
sequel, we write SDCpN,Dataq, for a non-empty subset N of N , to denote the set
of soft data-constraints. We will use SDC as an abbreviation for SDC pN ,Dataq.
Note that in Definition 4.3.2 we assume a global data domain Data for all names,
but, alternatively, we can assign a data domain Datan for every variable dn.

We state that an assignment η for the variables tdn | n P Nu satisfies c with
a preference of a P A, if cη “ a.

In Definition 4.3.3 we define SCA. Note that by using the boolean semiring,
thus within the same semiring-based framework, we can exactly model the “crisp”
data-constraints presented in the original definition of CA [18]. Therefore, CA are
subsumed by Definition 4.3.3. Note also that weighted automata, with weights
taken from a proper semiring, have already been defined in the literature [52]; in
SCA, weights are determined by a constraint function instead.

4.3.3. Definition. [Soft Constraint Automata] A Soft Constraint Automaton
over a domain Data, is a tuple TS “ pQ,N,ÝÑ, Q0, Sq where i) S is a semiring
xA,`,ˆ, 0, 1y, ii) Q is a finite set of states, iii) N is a finite set of names, iv)
ÝÑ is a finite subset of Q ˆ 2N ˆ SDC ˆ Q, called the transition relation of

TS, and v) Q0 Ď Q is the set of initial states. We write q
N,c
ÝÝÑ p instead of

pq,N, c, pq PÝÑ. We call N the name-set and c the guard of the transition. For

every transition q
N,c
ÝÝÑ p we require that i) N ‰ H, and ii) c P SDCpN,Dataq (see

Definition 4.3.2). TS is called finite iff Q,ÝÑ and the underlying data-domain
Data are finite.

The intuitive meaning of an SCA TS as an operational model for service queries
is similar to the interpretation of labeled transition systems as formal models
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for reactive systems. The states represent the configurations of a service. The
transitions represent the possible one-step behavior, where the meaning of q

N,c
ÝÝÑ p

is that, in configuration q, the ports in n P N have the possibility of performing
I/O operations that satisfy the soft guard c and that leads from configuration q
to p, while the ports in NzN do not perform any I/O operation. Each assignment
of variables tdn | n P Nu represents the data associated with ports in N , i.e., the
data exchanged by the I/O operations through ports in N .

In Figure 4.1a we show an example of a (deterministic) SCA. In Figure 4.1b
we define the weighted constraints c1 and c2 that describe the preference (e.g., a
monetary cost) for the two transitions in Figure 4.1a, e.g., c1pdL “ 2q “ 5.

(a) A Soft Constraint Automaton. (b) c1 and c2 in Figure 4.1a.

Figure 4.1: An example of a SCA, as well as its associated weighted constraints.

In [15] we have also softened the synchronization constraints associated with
port names in N over the transitions. This allows for different service operations
to be considered somehow similar for the purposes of a user’s query. Note that
a similar service can be used, e.g., when the “preferred” one is down due to a
fault, or when it offers bad performance, e.g., due to the high number of requests.
Definition 4.3.4 formalises the notion of soft synchronization-constraint.

4.3.4. Definition. [Soft synchronization-constraint] A soft synchronization- con-
straint is a function c : pV Ñ Nq Ñ A defined over a semiring S “ xA,`,ˆ, 0, 1y,
where V is a finite set of variables for each I/O port, and N is the set of I/O port
names of the SCA.

4.4 Representing the behavior of Services with

SCA

In this section we show how the formal framework presented in Section 4.3 (i.e.,
SCA) can be used to consider a similarity score between a user’s query and the
service descriptions in a registry, in order to find the best possible matches for
the user.

We begin by considering how parameters of operations can be associated with
a score value that describes the similarity between a user’s request and an ac-
tual service description in a registry. We suppose to have two different queries:
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the first, getByAuthorpFirstnameq, which is used to search for conference pa-
pers using the Firstname (i.e., the parameter name) of one of its authors; the
name of our invoked service operation is, then getByAuthor. The second query,
getByTitle(Conference), searches for conference papers, using the title of the
Conference wherein the paper has been published; the name of our invoked
operation is getByTitle. These two queries are represented as the SCA (see Sec-
tion 4.3) q0 and q1, in Figure 4.2a. Soft constraints c1 and c2 in Figure 4.2b, define
a similarity score between the parameter name used in a query and all parameter
names in the registry (for the same operation name, i.e., either getByAuthor or
getByTitle). These similarity scores can be modeled with the fuzzy semiring
xr0..1s,max,min, 0, 1y wherein the aim is to maximise the similarity (` ” max)
between a request and a service returned as a matching result. Constraint c1

in Figure 4.2b states that similarity is full if a getByAuthor operation in the
registry takes Firstname as parameter (since 1 is the top preference of the fuzzy
semiring), less perfect, that is 0.8, if it takes Fullname (since usually, Fullname
includes Firstname), or even less perfect, that is 0.2, if it takes Lastname only.
Similar considerations apply to the operation name getByTitle (see Figure 4.2a)
and c2 in Figure 4.2b. The similarity scores are automatically extracted as it is
explained in Section 4.5.

(a) Two soft Constraint Automata repre-
senting two different queries.

(b) The definitions of c1 and c2 in Figure 4.2a.

Figure 4.2: Two example queries represented by soft Constraint Automata.

Figure 4.3: A set of registered services for the queries in Figure 4.2a; d performs
both kinds of search (by author and by title).
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Suppose now that our registry contains the four services represented in Fig-
ure 4.3. All these services are stateless, i.e., their SCAs have a single state each.
For instance, here service a has only one invokable operation whose name is
getByAuthor, which takes Lastname as parameter. Service d has two distinct
operations, getByAuthor and getByTitle.

According to the similarity scores expressed by c1 and c2 in Figure 4.2b,
queries q0 and q1 in Figure 4.2a return different result values for each of these
four operations/services, depending on the instantiation of variables dgetByAuthor

and dgetByTitle . Considering q0, services a, b, and d result respective preferences
of 0.2, 1, and 0.8. If query q1 is used instead, the possible results are services c
and d, with respective preferences of 1 and 0.3. When more than one service is
returned as the result of a search, the end user has the freedom to choose the best
one according to his preferences, for instance: for the first query q0, the user can
opt for service b, which corresponds to a preference of 1 (i.e., the top preference),
while for query q1 the user can opt for c (top preference as well).

We now move from the parameter names to operation names, and show that by
using soft synchronization constraints (see Definition 4.3.4), we can also compute
a similarity score among them. For example, suppose that a user queries q0

in Figure 4.2a. The possible results are services a, b and d in the registry of
Figure 4.3, since service c has an operation named getByTitle, different from
getByAuthor. However, these two services are also somewhat similar, since they
both return a paper even if the search is based either on the author or on the
conference. As a result, a user may be satisfied also by retrieving (and then,
using) service c. This can be accomplished with the query in Figure 4.4a, where
cxpx “ getByAuthorq “ 1, and cxpx “ getByTitleq “ 0.7 are its constraints. Note
that we no longer deal with constraints on parameter names, but on operation
names. Then, we can also look for services that have similar operations, not only
similar parameters in operations.

However, our main goal is to compute a similarity score considering also the
behavior of queries and services. For instance consider a query that may require
stateful services such as the query in Figure 4.4b, a user may need to find an
on-line purchase service satisfying the following requirements: i) shipping activity
must occur before charging activity, ii) to purchase a product, the requester first
needs to log into the system and finally log out of the system, and iii) filling the
electronic basket of a user may consist of a succession of “add-to-basket” actions.
In Section 4.6 we will focus on this aspect.

Constraints on parameters (their data-types as well) and operation names can
be straightforwardly mixed together to represent a search problem where both
are taken into account simultaneously for optimization. The tool in Section 4.5
exploits this kind of search: the similarity functions represented by constraints
are computed through the composition of different syntactic similarity metrics.
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(a) A similarity-based query for
the Author/Title example.

(b) A similarity-based query for the on-line pur-
chase service.

Figure 4.4: Two examples of stateless/stateful queries.

4.5 Tool Description

We have developed a tool that is able to discover stateful web services in the
registry of SOCN, ranked according to a score expressing the similarity between
each service and a user-submitted query, considering the behavior specification
of both the users query and the SOCN services. We call our behaviorally-based
web service discovery tool BehSearch. Conceptually, BehSearch proceeds in four
successive steps:

• i) Generate a web service Behavior Specification (WSBS ) for each registered
WS (a WSBS is basically a CA).

• ii) Process preference-oriented queries (basically represented as SCA).

• iii) Compute an operational similarity-score between a query and our ser-
vices as an SCSP (see Section 4.3).

• iv) Solve this problem.

Step i is needed because no standard language or tool exists to specify the
behavior of stateful WSs. Therefore, we define our suggested WSBS as a behav-
ioral specification for WSs, extending WSDL with extra necessary annotations.
In step ii , we obtain the query from user and we process it to find the similarities
between the request and the actual services in the registry. In step iii , we set up
an SCSP (see Section 4.3), where soft-constraint functions are assembled by using
the similarity scores derived in step ii ; at the same time, we define those con-
straints that compare the two behavioral signatures (query/service), and measure
their similarity. Finally, we find the best solutions for this SCSP, and we return
them to the user. These steps are implemented by a set of software modules,
whose global architecture is illustrated in Figure 4.5. These modules are also one
by one defined below.

WSDL Parser. For our implementation, we rely on a repository of WSDL
documents that are captured in a registry, i.e., the WSDL Registry (see Fig-
ure 4.5). WSDL is an XML-based standard for syntactical representation of
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Figure 4.5: The architecture of the tool.

WSs, which currently serves as the most suitable for our purpose. We parse these
XML-based documents to extract the names and interfaces of service operations
using the Axis2 technology.5

WSBS Generator. While a WSDL document specifies the syntax and the
technical details of a service interface, it lacks the information needed to convey its
behavioral aspects, as described in Section 3.3.3. In fact, a WSDL document only
reveals the operation names and the names and data types of their arguments, and
it does not indicate the permissible operation sequences of a service. If we know
that a WS is stateless, then all of its operations are permissible in any desired
order. For a stateful service however, we need to know which of its operations is
or is not allowed in each of its states. As described in Section 3.3.3, we formalized
the behavior of a web service (i.e., our so-called WSBS) in terms of CA [18]. The
generated CA are captured as XML documents, where the ătransitionsą tags
identify the structure of each automaton. In Figure 4.5, all WSBSs are stored in
a WSBS Registry.

We can automatically extract a single-state automaton from the operations
defined in a WSDL document describing a stateless WS: we use this support-tool
to extract the automata for the real-world WSs used in our following experiment.
For stateful WSs, we have developed an interactive tool that through a GUI allows
a programmer (see Figure 4.5) to visually create the automaton states describing
the behavior of a service, and tag its transitions with the operations defined in
its WSDL document.

Query Processor. For search purposes, a user specifies a desired service by
means of a text file, and feeds it to this module. An example of our query format
is represented in Figure 4.8. This query format allows to specify all desired tran-
sitions among states, including operation names, and the names and data types
of their arguments. It enables search for multiple similar services separated by
the “or” operators. The tool ranks all the results in the same list (see Table 4.1).

5http://axis.apache.org/axis2/java/core/.

http://axis.apache.org/axis2/java/core/
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Figure 4.6: An example of WSBS.

q0 AddToBasket q1;

q1 AddToBasket q1;

q1 Purchase q0.

Figure 4.7: Text file representing the
WSBS in Figure 4.6.

Finally, the tool assigns to each service description a preference score complying
with what is prescribed by the user. A user may use a score in his/her query, e.g.,
fuzzy preferences in r0..1s to weigh all the results, as represented in Figure 4.8.
Each query is represented as an SCA [15] (see Section 4.3), since preferences can
be represented by soft constraints. This textual representation resembles a list of
WSBSs, each of them associated with a preference score. See Table 4.1, Figure 4.8
and Figure 4.7 for a comparison.

Similarity Calculator. As Figure 4.5 shows, this module requires two in-
puts: the WSBSs and the processed query. It then returns three different kinds of
similarity scores, which reflect the similarities between one service and one query,
including: i) operations names, ii) names of input-parameters of operations, and
iii) data types of input-parameters. We use a number of different string similarity-
metrics (also known as string distance functions) as the functions to measure the
similarity between two text-strings. We have specifically chosen and implemented
three of the most widely known metrics that fit best to our purpose, the Leven-
shtein Distance, the Matching Coefficient, and the QGrams Distance [40]. Each
of these metrics operates receives two input strings and returns a score estimating
their similarity. Since each function returns a value in r0..1s, we average these
three resulted scores and merge them into a single value in r0..1s.

These similarity scores are subsequently used by the Constraint Assembler
module in Figure 4.5, in order to define the similarity functions that are translated
into soft constraints, as it was explained in Section 4.4. The representation of the
search problem in terms of constraints is completely constructed by the Constraint
Assembler module, while the Similarity Calculator only provides it with similarity
scores.

Constraint Assembler. This module produces a model of the discovery
problem, in the form of operational similarity-evaluation addressed in Section 4.6,
as an SCSP (see Section 4.3). To do so, it represents all preference and similar-
ity requirements as soft constraints. In order to assemble these constraints, we
use JaCoP, a Java library that provides a finite-domain constraint programming
paradigm. We have further needed to introduce ad-hoc extensions to the crisp
constraints supported by JaCoP in order to equip them with weights, and then we
have exploited the possibility to minimise/maximise a given cost function to solve
SCSPs. Specifically, we have expressed the WSs discovery problem as a fuzzy opti-
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q0 Weather(City:string) q0, [1.0] or q0 Weather(Zipcode:string) q0,

[0.8]

Figure 4.8: A single-state query asking for the weather conditions over a City, or a
Zipcode. Different user preference scores are represented within square brackets.

mization problem, by implementing the fuzzy semiring, i.e., xr0..1s,max,min, 0, 1y
(see Section 4.3).

For instance, SumWeight is a JaCoP constraint that computes a weighted
sum as the following pseudo-code: w1 ¨ x1 ` w2 ¨ x2 ` w3 ¨ x3 “ sum, where sum
represents the global syntactic similarity between two operation in terms of the
similarity between their operation names (x1), their argument names (x2), and
their argument types (x3). These scores are provided by the Similarity Calculator.
Moreover, we can tune the weights w1, w2, and w3 to give more or less impor-
tance to the three different parameters. In the experiments in Section 4.5, as an
example we use equal weights. In Section 4.6, we discuss how to compute how
similar are two behavioral signatures (query/service), and how we construct our
general constraint-based model. More detailed information related this module
is addressed in Section 4.6.

SCSP solver. Finally, receiving the specification of the model of the problem
in terms of its variables and constraints, a search for a solution of the assembled
SCSP can be started. This represents the final step (see Figure 4.5). The result
can be generalized as a ranking of services in the considered registry, where at the
top positions the services that are more similar to a user’s request are positioned.

Experimental Results on a Stateless Scenario. In this section we show
the precision results generated by our developed tool through a scenario involving
stateless real WSs. Figure 4.8 shows a single-state query that searches for WSs
that return the “weather” forecast for a location indicated by: either the name
of a “city” (with a user’s preference of 1), or its “zip-code” (preference of 0.8).

We have developed a WS crawler to find WSDL documents, and check their
validations. With an open search for WSs on the Internet, we retrieved more than
2000 different WSDL documents, but only about 1000 of their corresponding WSs
are valid, i.e., they work yet. The validated WSDL documents form our WSDL
Registry in Figure 4.5.

Table 4.1 shows only the top-ten ranked experiment results, where the other
WSs obtained a similarity score less than 0.3. From left to right the columns
respectively show the position of WS in the final ranking, the obtained fuzzy
score, the WS name, and lastly the matched service operation.
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Table 4.1: The ranking of the top-ten matched WSs, based on the query repre-
sented in Figure 4.8.

4.6 On Comparing behavior Signatures

In this section we zoom inside the Constraint Assembler component that we
introduced in Section 4.5. We describe how we calculate approximate behavior
of a posed query against that of a service, since reaching a perfect match is quite
unusual and uncommon.

The basic idea is to compute an operational similarity-score between two au-
tomata, respectively representing a query and a WS in a registry. The notion
of operational similarity relation is obtained by relaxing the equality of output
traces. This means instead of requiring them to be identical, we require that they
remain “close”. Metrics represented as semirings, in our case, essentially quantify
how well a system is approximated by another, based on the distance between
their observed behaviors. In this way, we are able to consider different transition-
labels by estimating a similarity score between their operation interfaces, for
different numbers of states. To compute such operational similarity with con-
straints, our approach roots in constraint-based graph matching techniques [140];
thus, we are able to “compress” or “dilate” one automaton structure into another.
We take advantage of the notion of sub-graph epimorphism, corresponding to the
application of node delete and merge operations to pass from one SCA to another,
when checking operational similarity. The existence of an epimorphism from one
graph to another is an NP-Complete problem [65].

In the following, we use the query example in Figure 4.9, and the service ex-
ample in Figure 4.10 to describe our constraint-based model for the search. We
first subdivide this description, considering how we match different elements of
automata (transitions or states) and how we finally measure their overall similar-
ity.

States. To represent our signature-match problem, for each of the query-
automaton states (set Q) we define a variable that can be assigned to one or
several states of a service (set S). For this purpose, we use SetVar, i.e., JaCoP
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Figure 4.9: A query example.
Figure 4.10: A possible service in a reg-
istry related to the query in Figure 4.9.

variables defined as ordered collections of integers. Considering our running ex-
ample, one of the possible matches between these two signatures can be given by
M ” q0 “ ts0, s1, s3u, q1 “ ts2u. This matching is represented in Figure 4.9 and
Figure 4.10 using grey and black labels for states. Clearly, the proposed modeling
solution represents a relationship and not a function, since a query state can be
associated with one or more service-states; on the other hand, different query
states can be associated with the same service state, in case a query has more
states than a service. Thus, to match the two automata we allow to “merge”
together those states that are connected by a transition (e.g., s0, s1 and s3 in
Figure 4.10) into a single state (e.g., q0) at the cost of incurring a certain penalty.

Transitions. In our running example, if we match the two behaviors as
defined by M, we consequently obtain a match for the transitions (and their
labels) as well. Our model has a variable (IntVar, in JacoP) for each of the
transitions in a query automaton; considering the example in Figure 4.9, we have
three variables l1, l2, l3. In Figure 4.9 and Figure 4.10 we label each transition
with its identifier (l1, . . . , l3,m1, . . . ,m6), and a string that represents its related
operation-name. Note that in this example, we ignore parameter names and types
for the sake of brevity. Thus, the full match-characterisation is now M ” q0 “

ts0, s1, s3u, q1 “ ts2u, l1 “ m2, l2 “ m3, l3 “ m5. Note that, if a query has more
transitions than a service, it may happen to be impossible to match all of them;
for this reason, since we need to assign each of the variables in order to find a
solution, we assign a mark NM (i.e., Not Matched) to unpaired transitions.

Automata Epimorphism. Algorithm 1 shows our approach to find sub-
graph epimorphism of the automata to match behavior specification of the query
and services. The idea is that we can merge two or more neighboring states,
i.e., states connected by transitions, to one single state. Every such merged state
needs to adjust its transitions. In this way every in-coming transition to one of
the combined states comes to the new state, namely the merged one. Similarly,
outgoing transitions of both states become outgoing transitions of the combined
state.

For example, we can find two automata epimorphisms for the service repre-
sented in Figure 4.10 with the corresponding query-automaton depicted in Fig-
ure 4.9. The state cardinality of the service-automaton is four (|S| “ 4), while
it is two for the query-automaton (|Q| “ 2). Therefore there are two ways to
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Figure 4.11: Two possible subgraph epimorphisms of the Figure 4.10.

merge: (1) merge three neighboring states into one state besides the other state,
(2) merge two neighboring states into one state, and merge the remaining two
neighboring states into another single state.

Figure 4.11 shows a second example in which two possible automata epimor-
phisms for this example. These two results can be obtained through Algorithm 1
at the following steps. Note as a reminder that |Q| “ 2 and |S| “ 4:

The first sub-graph epimorphism is the result of step i “ 2, so three (i.e., i`1)
neighboring states are merged into one state, i.e., state s0 is merged with state
s1 and state s3, and then becomes s0’, and the other state, i.e., state s2 forms the
other node of the new automaton. By ignoring the dissolved transitions (i.e., the
internal transitions among the merged nodes), the transition matrix of the new
merged automaton is:

T “

„

Null AddToBasket
Shipping AddToBasket



The second sub-graph epimorphism is the result of step i “ 1, so two (i.e,
i ` 1) neighboring states are merged into one state (i.e., state s0 is merged with
state s1, and then becomes s0’), and the other two states form the other node
of the new automaton: state s2 is merged with state s3, and then becomes s1’.
By ignoring the dissolved transitions (i.e., internal transitions among the merged
nodes) the transition matrix of the new automaton (merged one) is:

T “

„

Null AddToBasket
Charging AddToBasket
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In order to compare the behavior of the query and services, we replace the
transition matrix T of each automaton by the adjacency matrix A, where Ari, js “
0 if T ri, js is Null, and 1 otherwise. While the transition matrices of the two
possible automata epimorphisms of the above example are different (at T r1, 1s),
their adjacency matrices both are the same with the adjacency matrix of the
query and it is:

A “

„

0 1
1 1



It means that new automata epimorphisms are behaviorally matched with the
query, but due to the incurring of the penalty factor (Q{S), their state similarity-
scores would be 0.5. Note as a reminder that |Q| “ 2 and |S| “ 4. The transition
similarity-scores for these two alternatives, which are derived from a comparison
between matched labels, would be respectively 0.36 and 0.43. Therefore, the
second epimorphism that results in a higher similarity score is considered during
the discovery process for the requested service.

Operational-similarity of the Match. In this paragraph we show how to
compute a global similarity score Γ for a matchM (i.e., ΓpMq). We consider two
different kinds of scores: i) a state similarity-score, σpMq, which is derived from
how much we need to (de)compress the behavior (in terms of number of states)
to pass from one signature to another, and ii) a transition similarity-score, θpMq,
which is derived from a comparison between matched labels. In a simple case, we
can consider the mean value ΓpMq “ pσpMq ` θpMqq{2, or we can apply more
sophisticated weighted aggregation functions. A rather straightforward function
is σpMq “ minp|SM|, |QM|q{maxp|SM|, |QM|q and if we have |SM| “ |QM|, our
match is perfect. But we can apply non-linear functions as well. The score θpMq
is computed by aggregating the individual syntactic similarity-scores (ssim), com-
puted by the Similarity Calculator proposed in Section 4.5, obtained for each label
match, and then averaging on the number of matched labels. In our example,
θpMq “ pssimplabel l1 , labelm2q ` ssimplabel l2 , labelm4q ` ssimplabel l3 , labelm5qq{3.

An Experiment with Stateful Services. As we discussed in Section 3.3.3,
proper descriptions of the behavior of many implementations of stateless services
are themeselves stateful. Therefore, we enrich our registered WSs with behavioral
descriptions and use the query represented in Figure 4.12 against this registry.
According to this stateful query, the ideal service matching the query first per-
forms the Add-to-Basket operation one or more times, and then completes the
required shipping processes, and finally charges the costumer for its purchase. Ta-
ble 4.2 shows the results of this experiment: the transition similarity-score θpMq,
the state similarity-score σpMq, the global similarity-score ΓpMq, and the rank
Rk of each service. These results match our expectations, since the behavior of
S6 is identical to the behavior of our query, and the behaviors of S3, S1, and S2

are approximately close to the behavior of our query.
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1. Let | Q | be the cardinality of the query-automaton states, and | S | be
the cardinality of a service-automaton

2. If p| Q |ă| S |q then

%Find all possible sequences of merges for neighboring states in the
service-automaton to reduce its state’s cardinality to | Q |.

2.1. For(i “| S | ´ | Q |; i ě p|S| ´ |Q|q{2; i “ i´ 1)
2.1.1. Merge i` 1 neighboring states of the service to a single state.
2.1.2. Merge p| S | ´ | Q |q ´ i` 1 neighboring states of the service to

a single state.
2.1.3. Adjust the transitions for the merged states.
2.1.3. If (the new automaton is equal to the query-automaton) then

consider it as a sub-graph epimorphism of the service-automaton.

3. If p|Q| ą |S|q then
Find all possible sub-graph epimorphism of the query-automaton to the

service-automaton similar to 2.1
Algorithm 1: The sub-graph epimorphism algorithm for behavior specifi-
cation matching.

q0 AddBasket() q1; q1 AddBasket() q1; q1 Shipping() q2; q2 Charge()

q0,[1.0]

Figure 4.12: A stateful query asking for a purchase online scenario including
buying, shipping and charging.

4.7 QoS-aware Service Discovery

While the proposed search engine discovers services according to their functional
properties, certainly non-functional properties, e.g., QoS parameters, also play an
important role in the user’s selection. Therefore, when many web services offer
similar capabilities, it is necessary to also consider non-functional properties of
services as selection criteria. While functional properties describe what a ser-
vice can do, non-functional properties depict how well the service can satisfy its
functional properties.

Besides the set of functional requirements (i.e., syntactical and behavioral
matching of services) that we model as soft constraints, we can also encode any
set of QoS requirements as soft constraints in order to assist users in service
selection. In principle, we can compute QoS ranking as an extra criterion for
search, but doing so may in turn impact the results of service discovery by giving
higher ranking to some functionally-irrelevant services that have high QoS values.
In order to avoid this potential problem, we use the lexicographic ordering, as
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Table 4.2: The ranking of the top-ten matched WSs, based on the query repre-
sented in Figure 4.12.

described below.

We compose all the constraints representing functional and non-functional
requirements in the constraint assembler, but in a given lexicographic order,
i.e., different criteria have different precedence. Assume that the user consid-
ers three QoS criteria for the service selection including: Availability, Reliability,
and Response-Time. Then she also states a lexicographic order among these cri-
teria: for example, the first preferred component is Reliability, the second one
is Response-Time, and the last one is Availability. In order to combine func-
tional requirements and QoS constraints into a single semiring for match-making
of services, we define the lexicographic product of the semirings.

Our definition of lexicographic ordering derives from a lattice-based distance
function we define in Definition 4.7.1. We use this function to exploit the structure
of the complete lattice defined by xA,`y. Below we explain why and how we
perform this, first defining the needed lattice. A complete lattice is a partially
ordered set in which all subsets have both a supremum (1) and an infimum (0).

4.7.1. Definition. [Lattice-based distance] The lattice-based distance is a func-
tion dist : AˆAÑ N defined on a semiring S “ xA,`,ˆ,0,1y, that returns the
distance between two elements (absolute value) on the lattice defined by xA,`y.
In the following we provide two examples, depending if A is:

Finite and partially ordered. Given a1, a2 P A, distpa1, a2q is the shortest
path between a1 and a2 on the complete lattice defined by xA,`y.

Infinite and totally ordered. Given a1, a2 P A and a1 ăS a2, distpa1, a2q is
the distance obtained through a weak inverse of ˆ, i.e., a1 ˜ a2 [64].6

6Please refer to [64] for a formal definition of ˜, which is outside the scope of this thesis.
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Since, semirings can be defined over partial order sets, they can be represented
as lattice graphs. The distance between two vertices in a lattice graph is the num-
ber of edges in a shortest path connecting them. To compute the dist function, we
can use a distance matrix that is a square matrix containing the distances, taken
pairwise, between the elements of a poset. For example, distptT u, tA,R,T uq in
Figure 4.13 is 2.

We now define a lexicographic ordering which takes advantage of Defini-
tion 4.7.1. The goal is to use the distance of two elements from their least upper
bound (obtained through `) as additional information to “stretch” the partial
order into a “more” total order, to be considered in the lexicographic order.

4.7.2. Definition. [Lexicographic product of semirings] The lexicographic prod-
uct of semirings S1 “ xA1,`1,ˆ1,01,11y and S2 “ xA2,`2,ˆ2,02,12y, denoted
as S1 � S2, is the semiring S “ xA,`,ˆ,0,1y where:

• The carrier of S is the Cartesian product of the carriers of S1 and S2, i.e.,
A “ A1 ˆ A2.

• The selection operator ` of S if given by:

xa1, a2y`xb1, b2y “

$

&

%

xa1, a2y if distpa1, lub1q ă distpb1, lub1q

xa1, a2y if a1 “ b1 and distpa2, lub2q ă distpb2, lub2q

undefined otherwise

where lub1 is the least upper bound of a1 and b1 (a1 ` b1), and lub2 is the
least upper bound of a2 and b2 (a2`b2); distpq is defined in Definition 4.7.1.
We can even further refine the definition of our selection operator in Defini-
tion 4.7.2 by choosing the element that is more distant from their common
greatest lower bound (glb) if two elements are equidistant from their lub.
Note that two elements in A are always comparable with respect to dist ,
while they may not be comparable in xA,`y.

• The composition operator ˆ of S is given by:

xa1, a2y ˆ xb1, b2y “ xa1 ˆ1 b1, a2 ˆ2 b2y

• 0 “ x01,02y and 1 “ x11,12y.

The notion of distance that we have defined in the selection operator, is helpful
in the case that two elements are not directly comparable. Assume several quality
criteria of services are defined to rank WSs. These criteria would be partially
ordered because all of their elements are not comparable. Figure 4.13 shows
the lattice graph of these criteria including Availability (A), Reliability (R) and
Throughput (T). For elements directly related by the partially order, for example
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tAu ă tA,Ru, the choice is clear, so tA,Ru would be preferred in this comparison.
However, we cannot compare some of these elements to each other, for instance
tAu and tR, T u. But using the dist function, tR, T u is preferred, because the
distptR,T u, tA,R,T uq is 1, which is smaller than distptAu, tA,R,T uq that is 2.
In fact, we expect that tR, T u would be better than tAu because it is closer to
the upper bound and satisfies more features.

We consider the lexicographic product operator on semirings to be right asso-
ciative, i.e., S1 �S2 �S3 “ S1 � pS2 �S3q. Accordingly, if A1, A2, and A3 are the
carriers of semirings S1, S2, and S3, respectively, for simplicity, we skip ordering
parentheses and denote the carrier of S “ S1 � S2 � S3 as A “ A1 ˆ A2 ˆ A3,
instead of A “ A1ˆpA2ˆA3q, and denote the elements of A as xa1, a2, a3y instead
of xa1, xa2, a3yy.

Let SFunc, Srel, Sret, and Savl denote the semirings for the functional require-
ments and the QoS constraints for Reliability, Response-Time, and Availability,
respectively. Then, S “ SFunc � Srel � Sret � Savl is the semiring that we use
to find the best match for a query. The fact that SFunc appears as the leftmost
operand in the lexicographic product that defines S ensures that we consider
QoS properties of services in our ranking of candidates only if their functional
similarity scores are the same.

Figure 4.13: Lattice of subsets of tA,R, T u, partially ordered by “is subset of”.
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4.8 Conclusion

We have presented our novel tool for similarity-based discovery of web service
that is able to rank the service descriptions in our registry, primarily focused on
service behavior as well as QoS, in accordance with a similarity score matching
each with the description of a service desired by a user. The formal framework be-
hind the tool consists of SCA [15], which can represent different high-level stateful
software services and queries. We can use SCA to formally reason on queries e.g.,
on operational similarity for SCA as we introduced in [15]. The tool is based
on implementing approximate operational-similarity evaluation with constraints
(see Section 4.6), allowing to quantitatively estimate the differences between two
behaviors. Defining this problem as an SCSP makes it parametric with respect
to the chosen similarity metric (i.e., a semiring), and allows using efficient AI
techniques for solving it. To the best of our knowledge, our proposed web ser-
vice search engine, BehSearch, is the only method that behaviorally matches
services against queries according to the approximate operational-similarity eval-
uation. BehSearch also support non-functional requirements of services besides
their functional constraints in a given lexicographic order.

The main intent for our approach has been to propose a formal framework and
a tool with an approximate operational-similarity of behaviors at its heart, and
not to directly compete against tools such as [133], that simply do not support
behavior specification of services in their matching.



Chapter 5

Service Coordination and Composition

Parts of the material in this chapter is published in the following papers:

• Afsarmanesh, H., Sargolzaei, M., and Shadi, M., 2015. Semi-automated
software service integration in virtual organisations. Enterprise Information
Systems, 9(5-6), pp.528-555.

• Jongmans, S. S. T., Santini, F., Sargolzaei, M., Arbab, F., and Afsar-
manesh, H. (2012, September). Automatic code generation for the or-
chestration of web services with Reo. In European Conference on Service-
Oriented and Cloud Computing (pp. 1-16). Springer Berlin Heidelberg.

• Jongmans, S. S. T., Santini, F., Sargolzaei, M., Arbab, F., and Afsar-
manesh, H. (2014). Orchestrating web services using Reo: from circuits
and behaviours to automatically generated code. Service Oriented Com-
puting and Applications, 8(4), 277-297.

A most important opportunity in collaborative networks that can benefit from
the application of service-oriented architecture paradigm, is the composition of
services. Although services composition has been heavily studied and discussed,
several issues related to the coordination and automated execution of composed
services still need to be addressed, especially when multiple service providers
as VO members aim to collaborate with each other in order to create a new
composite service.

In this chapter, we present our novel approach to compositional construction
of web services that uses the Reo together with our constraint automata repre-
sentation of web service behavior as the main “glue” ingredients. We apply Reo
in our approach that is a graphical and exogenous coordination language based
on channels. We propose a framework that, taking as input our proposed web
service behavior specification representation constraint automata, the interface
of services, and the description of their interaction in Reo, in an automated man-
ner generates the necessary Java code to both compose and orchestrate a set
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of services in practice. For each web service, we automatically generate a proxy
that manages the communication between this service and the Reo circuit. These
proxies in turn will execute their respective services.

5.1 Introduction

Services are encapsulated applications that are platform independent and em-
ployed to support rapid, low-cost, loosely-coupled compositions. In a Service-
Oriented Collaborative Network (SOCN ), services that are distributed over a
network of organizations are desired to be composed according to the require-
ments defined by a service integrator. In principle, the composition of services
requires additional efforts to impose coordination among the component services,
e.g., using work flows, connectors, or glue code.

The holy grail of service oriented computing is to support proper and efficient
reusability of software services and compose them in order to build new value
added composite services, which are also seen as a kind of co-innovation in col-
laborative networks. Research on coordination models and languages plays a key
role in this quest, as it facilitates flexible and formal ways to connect the compo-
nent services and integrate them. In fact, the functional aspects are implemented
and encapsulated in atomic services as the components, then the coordination
process controls the way that those components shall communicate with each
other to form the composite service. The coordination process in this context is
particularly essential in order to avoid using ad-hoc composition approaches [98].

In SOA, coordination is partitioned into two fundamental paradigms that al-
low complex combinations of components: orchestration and choreography [129].
Orchestration is the most common approach that creates a central controller to
implement the coordination among the involved components. Choreography is a
collaborative endeavour, which does not rely on a central coordinator, rather on
collaborative behavior of the services themselves. From the perspective of ser-
vice composition also in collaborative networks, orchestration is a more flexible
paradigm and has several advantages over choreography [86].

While traditional approaches use textual glue code to handle the coordina-
tion (e.g., [60], [111] and [173]), several coordination languages offer more visual
approaches that can be realized using the so-called “channels” or “connectors”,
in order to coordinate components in a composed system (e.g., [9], [102] and
[147]). Connectors provide the glue code specifying the needed interaction proto-
col among the components or services, while describing the coordination concerns
of a composed system independently from its implementation. In this way, they
enable separating the coordination concerns from the computation concerns in a
composite system, like the composed services [10]. We have therefore concluded
that employing connector-based coordination models and languages in service-
oriented systems, e.g., for our proposed SOCN, improves and simplifies describing
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and managing the interaction protocols among the component services.
Although several coordination languages are proposed to orchestrate or to

choreograph services, they mostly remain at the description level, without pro-
viding any kind of formal reasoning mechanisms or the practical tool to support
the proposed notation for checking the compatibility of services [117]. There-
fore, notwithstanding all the efforts spent on this topic, composition of services
still is a challenging task. We propose to orchestrate composite services using
Reo [9] which is a graphical and exogenous channel-based coordination language.
Although there are already several rather theoretical studies on service compo-
sition using Reo (e.g., [115] and [116]), in our research we have extended those
approaches through more practical perspectives.

In this chapter, we describe the design and development of a tool, which allows
us to easily deploy Reo circuits for orchestrating real web services for our service
composition approach. Our developed tool works as a specific wrapper, which:
connects web services to Reo nodes, automatically translates the Reo circuits,
and generates the executable orchestration of the Java code for the composed
services. We also present here how to generate all the necessary Java code in an
automated way, starting from the description of the orchestration (i.e. with a
Reo circuit), the description of the web service interfaces (i.e. with WSDL files),
and the behavioral specification of services (i.e. using constraint automata). For
each web service, we generate a proxy application that acts as an intermediary
relaying messages between the web service and the corresponding orchestrator
circuit. In other words, this kind of proxies bridge the gap between the web service
world and the Reo world. In our developed framework, all output code, which
is necessary to manage the orchestration in practice, is generated automatically
in a manner completely transparent to both client and service providers, whose
programmers do not have to be concerned with this middleware at all. This work
in turn also enhances Reo capabilities in service composition by implementation
of service orchestration, where Reo already supports the modeling and even the
verification of service composition [92]. Although the focus of our proposed tool
and experiments is on web services, the same framework can be used to compose
different kinds of service-oriented and component technologies, e.g., CORBA,
WCF, and RPC, at the same time, through generating their different proxies and
connecting them to the same Reo circuit.

The rest of this chapter is organized as follows: Section 5.2 describes the re-
lated work and further motivates this work with respect to the state of the art
literature. The concept of coordination, as well as a tabular comparison between
our choice of Reo and some other coordination languages is presented in Sec-
tion 5.3. Section 5.4 briefly recalls the Reo coordination model as the necessary
background notion, where we also present an example of a Reo connector for
illustrative purposes. Sections 5.5 form the core of this chapter, since it discusses
the details of the concepts behind, and the architecture of our Reo-based orches-
tration tool and shows how we have implemented it. In Section 5.6, we present
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a case study of web service combination, whose code can be automatically gen-
erated with our tool, and in Section 5.7 we draw our final conclusions of this
work.

5.2 Related work

Web service composition has received much interest for supporting collabora-
tion among enterprise applications [168]. Many research projects have studied
the composition of web services as the most promising choice to implement ser-
vice oriented architecture and its strategic objectives. Some earlier approaches,
such as SWORD project [134] give a simple composition mechanism for combin-
ing web services, without considering the complexity of coordination among the
component services. SWORD uses an expert system to check whether a desired
composite service can be realized using existing services or not. If so, it designs
a plan for that service composition. However, SWORD does not benefit from the
service-description standards (e.g., WSDL, SOAP, RDF, etc.), instead, it uses the
Entity-Relationship (ER) model [161] to specify web services. In SWORD, each
service is only represented by its inputs and outputs. In fact, it focuses more on
the data integration, and no coordination issue has been addressed.

Several other research works on service composition rely on QoS concerns
rather than an service interoperability and coordination, in order to optimize
the quality of service composition. The eFlow project [37], WSQoSX [23], UP-
WSR [108] are some instances of this kind of research efforts. Due to the large
number of existing works on service composition, we are not going to give an
exhaustive survey, but we focus on several representative efforts that focus on
coordination concerns in service composition.

Many languages have emerged and been proposed in academia and industry
for coordination of composite web services, according to the choreography or or-
chestration principles. BPEL4WS [85], WS-CDL [68], BPML [164], YAWL [162],
WSCI [17], BPELgold [55], BPMN [44] and BPEL4Chor [44] are some examples
of these languages. BPEL4WS (Business Process Execution Language for web
services), or BPEL in short, is an XML-based language for web service composi-
tion through orchestration. There is also support in BPEL4WS for the specifica-
tion of processes that involve operations provided by one or several web services.
Furthermore, BPEL4WS draws upon concepts developed in the area of work-
flow management. When compared to languages supported by existing workflow
systems and to related standards (e.g., WSCI), BPEL4WS is relatively more ex-
pressive. Since BPEL does not directly support choreography, BPEL4Chor has
been proposed as a choreography-oriented version of BPEL4WS. BPELgold is
also proposed to support the representation of interaction models for collabora-
tive business processes in BPEL [96]. Neither of these two standards, however,
provide a full graphical notation, and thus they need to be combined with the
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BPMN to fully support service interactions [97]. Additionally, a fundamental
concept in software engineering, “separation of concerns”, might be violated us-
ing combined BPMN and BPEL-based approaches for coordination of services
[50]. In [50] the authors argue that a business expert is aware of the BPs in an
organization, and he/she does not often know how to implement a service, while
a programmer does not have enough knowledge about processes, he/she only im-
plements services. It is therefore better to separate these two perspectives and
concerns through different notations and standards for business process model-
ing and coordination. Following this strategy, the proposed approach similarly
suggests using Reo as a graphical coordination language only for coordination
concerns, as addressed in Section 5.4 of this chapter.

The web service Choreography Description Languages (WS-CDL) is a W3C
candidate recommendation in the area of service coordination based on peer-
to-peer collaborations of participants, which are realized through defining their
observable behavior [154]. WS-CDL is an XML-based language that captures the
interaction protocols of web services from a global perspective, i.e. all participat-
ing services are treated equally, unlike the orchestration-based language, such as
BPEL and YAWL (Yet Another Workflow Language), where service interactions
are described from the perspective of one single participant. Like WS-CDL, WSCI
(web service Choreography Interface) focuses on the choreography of web services
[17]. WSCI is an XML-based interface description language, which defines multi-
party interaction scenarios through describing the flow of messages exchanged by
a web service participating in choreographed interactions with other web services.

The Business Process Modeling Notation (BPMN) offers a rich set of graph-
ical notations for control flow constructs and includes the notion of interacting
processes where sequence flow (within an organization) and message flow (be-
tween organizations) are distinguished [44]. The works are done in [99], [103],
and [123] indicate that BPMN, as the most prominent defacto standard to model
business processes (BPs), does not target supporting the direct software devel-
opment, and therefore lacks a formal declarative model defining precisely the
logic behind the diagrams. Furthermore, there are several ambiguities inherent
in BPMN diagrams, which also prohibit the direct development of equivalent web
services for BPs [167], [26]. Thus, numerous formal proposals have been made
for representing services using for example labeled transition systems, Petri nets,
and Reo itself ([75], [25], [170], and [115]).

The composition of services pivots on coordination concerns. Coordination
languages offer systematic middleware to support software composition in con-
current systems. In [10], a classification for coordination languages, is proposed
from three perspectives: focus, locus, and modus of coordination. The locus of the
coordination refers to where coordination activity takes place based on which the
author classifies coordination models and languages as endogenous or exogenous.
Endogenous languages provide primitives to support coordination within a com-
putation module, while the provided primitives of exogenous languages support
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coordination of entities from without [10]. In fact, exogenous languages separate
coordination concerns from computation concerns, and the result of this separa-
tion makes composition of components easy to understand, and reusable in other
applications. Talcott et al. [156] have considered a set of representative coordina-
tion features to study three most widely used exogenous coordination languages,
i.e. Actors-Roles-Coordinators (ARC), Policy-based Russian Dolls (PBRD), and
Reo. ARC divides principles of coordination into two groups including intra-role
and inter-role coordination, and uses roles and coordinators, respectively as ab-
stractions. The “coordinatees” in the ARC model are entities that interact with
their environment via asynchronous message passing. In this model, coordination
is achieved by time-space manipulations of messages, which are transparent to
the coordinatees. In contrast to others, the RRD (Reflective Russian Dolls) uses
a hierarchical structure to provide a general layered coordination model that fo-
cuses on more abstract specifications. PBRD is a restricted form of the RRD in
which each layer (meta-object) is responsible for controlling the communication
and the execution of objects in the layer below it. Reo is a graphical and exoge-
nous coordination language based on channels, used for modeling the interaction
protocols, referred to as exogenous interactions, among components [18]. Reo has
been used in different applications especially in modeling of coordination in web
service composition. Talcott et al. conclude that Reo is a mature language and
it benefits from some formal semantics and tools for analysis, and finally Reo is
closer to being a programming model.

Considering existing implementations, one can find service-oriented workflow
research platforms, such as BliteC and Jolie, and even commercial offers such
as IBM WebSphere, Bea WebLogic Integrator, Windows Workflow Foundation
(WF), and Microsoft web services Support. Each of these systems provides
a design tool and an execution engine for business processes in some workflow
specification languages. For example, a part of Microsoft’s BizTalk suite is the
BizTalk Orchestration Engine. This engine implements XLANG, a predecessor
of BPEL4WS. WF is a Microsoft technology that provides an API (Applica-
tion Programming Interface), an in-process workflow engine, and a rehostable
designer to implement long-running processes as workflows within .Net applica-
tions. BliteC [38] is a software tool that translates service orchestrations written
in Blite, into readily executable Ws-BPEL programs. BliteC tries to solve some
programming problems of WS-BPEL, i.e. lack of a formal semantics, and non-
standardization of the deployment procedure. Jolie [118] is also a complementary
approach for orchestration of services. It is a Java-based interpreter and engine,
with a mathematical underlying model.

Comparing our work with the related work presented in this section, none of
the XML-based languages in the proposed standards, e.g., BPEL4WS or WS-
CDL, comes with tools for direct formal verification and model checking of pro-
grams or specifications in that language; therefore, verification of specifications
in these languages requires a translation to a different level of abstraction, in con-
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trast to other formal techniques, such as process algebra [25] and Petri nets [170].
Moreover, with Reo, a user is able to compose two orchestrators such that global
synchronicity emerges from the synchronous behavior of the individual orches-
trators [11] and [9]. This can be useful when different coordination protocols,
designed for different services, need to be merged together in order to integrate
all of them in the same single protocol. This advantage is granted by the formal
definition of the join operator on two circuits. Furthermore, the Reo language
allows direct declarative specifications of interaction, while with process algebra,
one has to define a sequence of actions to achieve the same interaction. Besides
the above features of the coordination languages, graphical modeling and visu-
alization of data flow among the participating services make the comprehension
of component interaction more intuitive [157]. A Reo IDE, called the Extensible
Coordination Tools (ECT), comes with a strong animation framework for visu-
alizing data-flows in Reo circuits. Moreover, thanks to the hide operation and
consequently hierarchical composition in Reo, connectors in Reo circuits can be
represented in an abstract level. Therefore, modeling the orchestration can be
more comprehensive and better matched with its real configuration regarding the
advantages of abstraction. Similarly, in WS-BPEL the complex processes can be
encapsulated in components.

5.3 Coordination

Service oriented computations take advantage of the bundling of atomic services,
as black-boxing of functional software artifacts, in order to yield new value added
composite services as needed in collaborative networks. However, the availability
of several services to work on a single composed service presents a new challenge to
software technology, namely requiring coordination of the cooperation of a number
of concurrent active services comprised into a composite service. The coordination
paradigm offers a promising way to alleviate this problems and address some issues
related to the development of composite services with complex interactions and
communications among their constituent services.

In general, programming a distributed software system, like a composite ser-
vice, can be divided into two orthogonal aspects of concerns and activities:

• An actual computation part, which comprises a number of processes in-
volved in manipulating data and performed by a set of autonomous com-
ponents or services.

• A coordination part, which is responsible for communication and coopera-
tion between the realized processes by a kind of “glue code”.

In fact, coordination can be used to distinguish the computational concerns
from the communication concerns, not only allowing the separate development
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but also the eventual amalgamation of these two major development phases [125].
In general, executable languages, such as Java can be used to coordinate the pro-
cesses by putting code-your-own coordination logic in each process. But, this
scheme is not suitable for service composition, because it mixes the computation
code and the coordination code together, which raises the following two prob-
lems. First, this intermixing increases the complexity of programming. Second,
if the interaction protocol is changed then the programs should be rewritten and
therefore this approach is not a good candidate especially for dynamic service
composition.

The concept of coordination is by no means limited to programming languages.
There are many definitions for coordination, but one of the most widely accepted
definitions in the area of software engineering is given by Carriero and Gelernter,
where coordination is defined as the process of building programs by gluing active
pieces together [66].

Services are essentially self-contained functional building blocks, which can
be owned by third parties and are usually accessible only via published inter-
faces. Therefore, it is a natural choice to use an additional, external coordination
mechanism to handle the interaction protocols among the constituent services
from outside. The concept of “coordination from outside” the entities whose ac-
tions are coordinated is a notion that is called “exogenous coordination” [13].
Indeed, exogenous models of coordination offer the means to specify the demands
of service interaction mechanism explicitly. Consequently, in endogenous coordi-
nation models, the primitives that control the coordination of a component with
others can only settle inside of that component itself. It is increasingly becom-
ing apparent that using endogenous coordination increases the complexity of the
components, while exogenous coordination methods provide the means to specify
explicitly the interaction between components or services in order to avoid ad
hoc composition approaches [98]. While services implement only the functional
aspects of an application, their coordination can be realized through so-called
connectors, which describe and control the way the services communicate with
each other. Indeed, connectors provide the needed glue code for specification of
the interaction patterns in SOA-based systems.

Modeling of interaction protocols among components can be expressed as
predefined connectors explicitly and independently from the connectors’ imple-
mentation. Considering the paradigm of model-driven engineering, this alleviates
the complexity of the applications and allows to use code generation for deriv-
ing the implementations. Furthermore, this level of abstraction for coordination
models enables the use of formal verification and model checking. Therefore, we
can conclude that employing connector-based coordination models and languages
in service-oriented systems, e.g., our proposed SOCN, improves and simplifies de-
scribing and managing the interaction protocols among the component services.

In the literature, there are two main coordination paradigms to compose con-
stituent services in order to make up a business process, including orchestration
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or choreography languages [129]. In orchestration, the constituent services are
under the control of a single endpoint central process. This process coordinates
the execution of different operations on the services participating in the orches-
tra. An invoked service neither knows nor needs to know that it is involved in
an orchestra and that it is playing a role in a business process definition. Chore-
ography, in contrast, does not depend on a central coordinator. Each service
that participates in a choreography has to know exactly when to become active
and with whom to interoperate: it must be conscious of the business process,
operations to execute, messages to exchange, as well as the timing of message
exchanges. In fact, Choreography is typically defined as the interactions that oc-
cur between several services rather than a specific business process that a single
party executes [154].

As Figure 5.1 shows, an orchestration defines an executable process involving
message exchanges among different services, in which the sequences of message
exchanges are controlled by an orchestrator. Choreography, on the other hand,
proposes a protocol for peer-to-peer interactions among services, in order to guar-
antee the interoperability among these components. In other words, in orches-
tration the central control enforced by the conductor harmonizes the behavior of
different actors in a distributed system. In choreography however, the distributed
system behaves according to the rules individually complied by the actors to par-
ticipate in a collaboration, without a centralized control [115]. WS-BPEL and
WS-CDL are the most popular standards for orchestration and choreography,
respectively. However, in real-world scenarios, corporate entities are sometimes
unwilling to delegate control of their business processes to their integration part-
ners. Therefore, this dissertation focuses on the orchestration paradigm, although
Reo can be used to also describe choreographies [115].

Figure 5.1: Service orchestration vs service choreography.

In order to justify the adoption of Reo as the base for our SOCN development,
we have considered a large set of validation criteria. Sheng et al. [154] compare
several coordination standards and languages for service composition defines the
following six criteria. These are further extended by four more criteria supported
by Reo, as mentioned later. We adopt/adapt these ten criteria in our SOCN
development.

• Composability: The ability to assemble existing services into a new com-
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posite service and model the interactions protocols among them.

• Role representation: The ability to demonstrate the role of a component
service, which is needed to interact with the other components in the com-
posite service.

• Complex structure support: The ability to model the complex structures,
which indicates the execution logic and the ordering rule of operations ex-
ecuted during a composite service invocation.

• Adaptability: The ability to cope with business exceptions and process
faults, which may occur within a composite service execution. It represents
the ability to reverse the effect of some unsuccessful work in cases where
exceptions occur.

• Compensability: The ability to neutralize the effect of unsuccessful actions
during the execution of a composite service.

• Semantic support: The ability to support semantic representation of the
services to improve automation and efficiency of service composition.

Four other criteria can be added to this comparison as described below.

• Visualization: The ability to visually represent dataflows among the com-
ponent services.

• Formal verification: The ability to prove the correctness of coordination
using the mathematical techniques and model checking.

• Abstraction support: The ability to encapsulate and represent the coordi-
nation elements in different abstract levels.

• Compositionally: The ability to compose individual coordinators (or coor-
dination parts) in order to have a composed one, in which properties of
program components, i.e. simpler connectors, are preserved when they are
composed as more complex connectors.

Table 5.1 gives a detailed comparison in a tabular form between BPEL, WS-CDL,
BPML, ebXML, OWL-S, and Reo, along the above ten major dimensions that
characterize a coordination language. From this table, we can derive that Reo
is the most-fit language that meets most of the needs for our purpose to com-
pose the services. In fact, Reo supports all criteria that we have defined here
for coordination. Reo as a domain specific coordination language provides full
support for both “Composability” and ”Role representation” [13]. Moreover, the
authors of [90] illustrate how Reo can enable “Adaptability” and “Compensabil-
ity”. We can observe that only Reo and OWL-S provide semantic support for
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Standards WS-BPEL WS-CDL BPML ebXML Owl-S Reo

Composability
‘ ‘ ‘ ‘ ‘ ‘

Role representation
‘ ‘ ‘ ‘

Complex structure
‘ ‘ ‘ ‘ ‘ ‘

Adaptability
‘ ‘ ‘ ‘ ‘

Compensability
‘ ‘ ‘ ‘

Semantic support
‘ ‘

Visualization
‘

Formal verification
‘

Compositionally
‘

Abstraction
‘ ‘

Table 5.1: Comparison of web services coordination languages.

services composition. Constraint automata, a semantic model for Reo, provide
state-based representations of process workflows and enable their automation by
means of translating constraint automata to Java code in ECT [89]. Further-
more, Reo benefits from a strong graphical tool and environment, i.e. ECT that
enables ”Visualization” and even animation of the circuits [88]. Separation of
coordination from computation in Reo allows formal verification of interaction
protocols [93], [12]. Such verifier and model-checker tools are also integrated in
ECT. While one of the main advantages of Reo is that it supports compositional
construction of connectors, i.e. “Compositionally” [120], it also support “Ab-
straction” (see Section 5.2). Finally, Reo potentially supports complex structures
during a composite service invocation through following behavior specification of
component services. Indeed, our proposed tool in this chapter, namely ProxCG,
helps to fill the blind spot. ProxCG generates proxies for the involved services
to automatically follow and execute the ordering rules of operations according to
the web service behavior specification. Additionally, in [12] Arbab shows that a
high-level protocol language, such as Reo, can have advantages with respect to
performance as well.

Considering all results generated in this comparison, has convinced us to adopt
Reo in our SOCN service composition approach for modeling of the interaction
protocols among the component services, as well as for supporting the orchestra-
tion of their execution. Further on, as addressed in Section 5.5, we develop a new
tool to extend Reo tools with the mechanisms needed for SOCN.

5.4 Reo in a Nutshell

In SOCN, we orchestrate our software services using the graphical language
Reo [9]. Several (rather theoretical) studies such as [116], [115], [117] focus on
service orchestration using Reo. Our tool is built upon the ideas presented in
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these earlier works, and specially from a more practical perspective, we present
tools that enable employing Reo for orchestrating real services, deployed and run-
ning on different servers. Reo has been explained in details in [9] and [10]. We
briefly recall here the most relevant aspects of Reo for the sake of our service
composition.

Reo is presented as a channel-based coordination language, facilitating com-
positional construction of circuits as communication mediums that coordinate
interacting parties (i.e. software services in this work) each of them is built from
a number of primitive simple connectors, so-called channels. The ability to com-
pose connectors out of smaller channels is one of the strengths of Reo. It allows
complex circuits to be expressed as a composition of simple channels. Every
channel in Reo is able to impose a variety of relational constraints and behavioral
policies including synchronization on the timing of dataflow, lossiness, buffering,
and even the direction of dataflow.

A channel can communicate with others through its ports, which are called
“ends”. Each channel has exactly two ends, and each such end has exactly one
of two types: source or sink. Channels accept data items through their source
ends or offer data items through their sink ends. Note that, channels do not
necessarily have both a source end and a sink end, i.e. they can have only two
source ends or two sink ends. Table 5.2 shows six different channels and their
behavioral description at the disposal of Reo users. These channels handle the
dataflow between the components and, thus, impose interaction protocols among
them such as synchronous vs. asynchronous communication, buffering, filtering,
etc. More complex connectors called Reo circuits are built compositionally out of
these primitive channels. Note that Reo supports an open-ended set of channels
which can be used to construct circuits, enabling users to define their intended
channels according to their specific requirements.

When channel ends are plugged together to build Reo circuits, a node is
formed. In other words, a node is a fundamental concept of Reo representing a
topological place where some channel ends coincide. Obviously, every channel end
coincides on exactly one node. In such digraph view, each channel is presented as
an edge of the Reo circuit. Each node may be of one out of three following types:
source, sink and mixed. If all node’s coinciding channel ends are source ends,
the node is called “source node”. Analogously, a node is called “sink node” if all
its coinciding channels are sink ends. Finally, a node is known as “mixed node”
if plugged to a combination of both source and sink ends. Figure 5.2 shows an
example of the three kinds of nodes in Reo. We use the term “boundary nodes”
to refer the source and sink nodes that form together an interface of a connector
allowing interaction with its environment. This interface allows components or
services to connect and communicate anonymously with each other by performing
I/O operations (i.e. write operations on source nodes, and read operations on sink
nodes) on the boundary nodes. Subsequently, each source node of the connector
treats as a synchronous replicator, which atomically writes its data items to all
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Channel Name behavior Description

sync Atomically fetches an item on its source end a
and dispatches it on its sink end b.

syncdrain Atomically fetches (and loses) items on both of
its source ends a and b.

lossysync Atomically fetches an item on its source end a
and, non-deterministically, either dispatches it
on its sink end b or loses it.

filter(ϕ) Atomically fetches an item on its source end a
and dispatches it on its sink end b if this item
satisfies the filter constraint ϕ; loses the item
otherwise.

fifo Atomically fetches an item on its source end a
and stores it in its buffer.

fifo( ) Atomically dispatches the item on its sink
end b and clears its buffer.

Table 5.2: Six primitive channels of Reo.
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of its outgoing source ends. In a sink node, but one of the data items received
from the sink ends is randomly selected, in order to be delivered to its connected
component. Likewise the boundary nodes, mixed nodes do not interact with the
environment, but instead, combine both behaviors by atomically receiving a data
item from one of the connected sink ends and then coping it to its all connected
source ends.

Figure 5.2: An example of Reo nodes.

In Figure 5.3, we present an example of Reo connectors that one can construct
through composing the primitive channels defined in Table 5.2 using Reo nodes.
Boundary nodes are represented as empty circles, and mixed nodes as filled circles
in the circuits. Figure 5.3 shows a circuit, named exclusive router, composed of
five Sync channels, two LossySync channels and one SyncDrain channel. This
circuit imposes a specific routing path when parties can write and take data items
to and from its boundary nodes (i.e. A,B and C): The exclusive router accepts
data from its source node, i.e. node A and then flows the data to one of the sink
nodes, i.e. B or C (but not both). In fact, this connector can consume data only
if there is a write operation at the source node A, and there is at least one service
attached to the sink nodes B or C, which performs a take/read operation. In the
case that both B and C are able to accept data by a take operation, the decision
of routing data to B or C is non-deterministically made by the mixed node I.
It should be noticed that the node I can accept data only from one of its sink
ends, and the latter’s respective LossySync loses its data obtained from A, while
the other LossySync passes its data. There are three possible dataflows for the
exclusive router, which are shown by 2-coloring diagrams in Figure 5.4. Please
note that the color of boxes in the figure, being white , and black . Figure
5.4a shows how the data available on node A is forwarded to the node B but
not to C, where the black boxes represent the data flow and empty boxes show
the lost data. The case is shown in Figure 5.4b illustrates the routing the data
from node A to the node C, i.e. the mirrored diagram w.r.t. Figure 5.4a. The
last valid 2-coloring case of this Reo circuit represented in Figure 5.4c shows no
dataflow.

In general, to model coordination among the services, a service integrator can
derive the behavior of a circuit from the behavior of its channels and nodes. [84].
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Figure 5.3: Exclusive router: an example of Reo circuits.

(a) Dataflow from A to
B

(b) Dataflow from A to
C (c) No dataflow

Figure 5.4: 2-coloring examples for the exclusive router.

For brevity, we skip more detailed descriptions and examples, however, you can
find more examples and details in [9] and [87].

5.4.1 Modeling Reo Circuits

There are various well-defined semantic models to formally describe the behavior
of Reo connectors [82]. These models allow us to verify the correctness of Reo-
based orchestration scenarios in composite services. For instance, Kokash et al.
employ the mCRL2 toolkit, to verify the correctness of Reo circuits and ensure
that the composed system behaves as intended [93]. They proposed an approach
for mapping Reo connectors to the process algebra mCRL2 to have a formal
verification for Reo circuits. In this work, the formal model of Reo channels,
i.e. constraint automata, is presented to achieve two other purposes. First, we
formally model the behavior of services in terms of constraint automata [18] (see
Section 3.3.3). Second, we convert Reo circuits to constraint automata in order to
automatically generate Java code for orchestrators, i.e. Reo circuits (see Section
5.5).

A Constraint Automaton (CA) is essentially a labeled transition system (LTS)
to model Reo channels and circuits. In fact, constraint automata resemble clas-
sical finite state machines in the sense that they consist of finite sets of states
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and transitions. When a CA is applied for modeling a Reo circuit, its states
represent the internal configuration of the circuit, and its transitions describe the
atomic coordination steps. The labels of CA represent two kinds of constraints:
synchronization constraints and data constraints. A synchronization constraint
represents a set of nodes which should be synchronized. Indeed, it specifies that
through which nodes a data flow is simultaneously observed during a transition.
Data constraint reveals which particular data items flow in a coordination step.
Formally, we can define each transition of CA as a tuple of four elements: a source
state, a synchronization constraint, a data constraint, and a target state. Figure
5.5 shows the constraint automata for some primitive Reo channels, which also
represents the corresponding CA of the example shown in Figure 5.3 (exclusive
router).

Figure 5.5: Constraint automata of common Reo channels and our example cir-
cuit.

5.4.2 Eclipse Coordination Tools

The Extensible Coordination Tools (ECT) [88] is a collection of open-source
Eclipse plug-ins providing an strong visual programming environment as the de-
fault IDE for Reo. The ECT enables service integrators to design their intended
Reo circuit diagrams using a drag-and-drop graphical editor. Furthermore, among
other features, the designed Reo circuits can be animated in ECT in order to give
more impressions about the dataflow in circuits. Several model-checkers are also
integrated in ECT in order to verify the correctness properties of an interaction
protocol using its CA. Most importantly, ECT can convert a Reo circuit to CA.
Subsequently, ECT can also generate executable Java/C code from a CA as a
single sequential thread. We deploy these two last features to automatically go
from a circuit diagram (i.e. service orchestrator) to an executable code. However,
the challenges related to web service orchestration with Reo are addressed in the
next section.

5.5 Orchestrating SOCN web services with Reo

Conceptually, orchestrating web services (WSs) using Reo proceeds in three steps:
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• Step (i): Design a Reo circuit as an orchestrator.

• Step (ii): Deploy and run this circuit.

• Step (iii): Connect the constituent web services to the circuit to build a
composite service.

As mentioned earlier, the ECT perfectly supports the step (i): it allows to design
Reo circuits using a drag-and-drop interface. Step (ii) can also be supported by
a Reo-based tool called Circuit Code Generator (abbreviated “CircCG”), which
is a Java code generator for Reo circuits implemented on top of the ECT [83].
This tool allows Reo users to deploy and run circuit diagrams as Java code, after
having drawn and debugged them using the ECT.Suppose that a user of Reo
has drawn a circuit diagram using ECT and wishes to generate Java code for it.
Internally, ECT stores circuit diagrams as Xml documents, which serve as input
to CircCG. Subsequently, CircCG computes the constraint automaton (CA) that
models the behavior of the circuit. Finally, based on the CA just computed,
CircCG generates a Java class. For more details, see [83] and [84].

Unfortunately, step (iii) involves far less straightforward activities which are
challenging and not supported by an existing tool. How can we connect the
services oblivious to Reo to the Java code generated in step (ii)? How can we
exchange data between the services and the Reo part? In Sections 5.5.1 and 5.5.2,
we address these questions with the theory behind and our implementation of
tools for Reo-based service orchestration. These tools rely heavily on the concept
of proxies. In Section 5.5.1, we explain why we need these proxies, what they
look like, and how they work. Then, in Section 5.5.2, we detail the working of the
tools themselves, which automatically generate Reo-based service orchestrators
(including proxies). Postponing the details until Section 5.5.1, a proxy serves as
an intermediary between a circuit and a service. Essentially, it relays data items
from a Reo circuit to a service and vice versa, bridging the gap between them,
addressing step (iii).

5.5.1 Proxies: Motivation and Working

Suppose one wishes to include a service that is deployed remotely in a compo-
sition, orchestrated by a Reo circuit. Ideally, we would simply send this service
to the synchronization points of the boundary nodes to which it should connect.
Subsequently, this service would directly perform the I{O operations on the syn-
chronization points that it has received.

But unfortunately, the above approach does not work for a simple reason: vir-
tually no existing service supports direct communication via the synchronization
points of Reo circuits. In order to connect services oblivious to Reo and allow
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them to exchange data between services and the Reo in SOCN, we use proxies.
In this approach, one creates a proxy for each service in an orchestration. These
proxies then act as intermediaries between a Reo circuit and the services in the
orchestration. Essentially, proxies just relay data items from circuits to services
and vice versa, bridging the technological gap that exists between them. Please
note that to a service, a proxy looks just like any other client.

Figure 5.6: Architecture of a Reo-based orchestration scenario with service prox-
ying.

Figure 5.6 shows what the architecture of a Reo-based service orchestration
scenario with proxying can look like. This particular scenario involves three ser-
vices, each of which running on a different machine. The fourth machine, in the
center, runs the code generated for the circuit that orchestrates the three services
(using CircCG) and one proxy for each of them. The services communicate di-
rectly only through their proxies, which relay messages to and from the circuit.
As shown in Figure 5.6, we assume that the proxies of services always run on the
same machine as the circuit. This has a practical reason: generally, one cannot
deploy applications on the machines on which the independent services run.

Henceforth, we call the circuit that orchestrates the services in a Reo-based
service orchestration scenario the orchestrator circuit. Then, an orchestrator con-
sists of (i) an orchestrator circuit and (ii) one proxy for each of the services in
the orchestration.
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Proxy

Service Communication Unit (SCU)

Simulation Automaton

Circuit

Service

Figure 5.7: Architecture of a proxy.

To explain service proxying in more details, Figure 5.7 shows the architecture
of a proxy P , together with a circuit C and a service S. Essentially, P consists of
two sides : a circuit side and a service side. On the circuit side, P has access to a
number of synchronization points. Thus, this side allows P to write and take data
items directly to and from C. On the service side, P has access to the network
infrastructure that connects P with S. Thus, this side allows P to directly send
and receive messages to and from S. Indeed, P has two following tasks:

• Take data items from C on its circuit side. Encode these data items into
messages that can be sent to S on its service side. Send these messages.

• Receive messages from S on its service side. Encode these messages into
data items that can be written to C on its circuit side. Write these data
items.

In the rest of this section, we elaborate on circuit sides and service sides of prox-
ies, illustrating some of the concepts in terms of the following running example:
a simple, yet stateful, service for incrementing numbers. This service, called Inc-
Service, exposes two operations to its clients, each of which takes an integer as
input. Operation SetInc stores its input value in a state variable i (and returns
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Figure 5.8: Simulation automaton of IncService.

nothing); operation Inc returns its input value plus i. For the former operation,
IncService and its client exchange only one message, of type SetIncRequest (same
name as the name of the operation); for the latter operation, they exchange two
messages, of type IncRequest (same name as the name of the operation) and In-
cResponse. In every session, a client of IncService (i.e. a proxy in our examples)
can invoke SetInc only once and must invoke it before any invocation of Inc.

Circuit Side

The circuit side of a proxy interacts with the orchestrator circuit via the latter’s
synchronization points. Every such synchronization point represents a message
type whose instances the proxied service can exchange with its clients; the data
items passing through these synchronization points constitute the payloads of
actual instances. Note that a CA implementation of each circuit has a synchro-
nization point for each boundary node occurring in one of its transitions [83]. For
example, the proxy of IncService has access to a synchronization point for the
SetIncRequest message; the payload of an actual instance of such a message has
the form of a serialized data item taken from that synchronization point (e.g.,
“1”).

Inside the circuit side of a proxy, an executable constraint automaton (CA)
has direct access to (references to) the synchronization points of the orchestrator
circuit. This means that, while running, this executable CA can directly perform
write and take operations, as it sees fit. The box labeled “Simulation Automaton”
in Figure 5.7 represents this executable CA.

Simulation automata simulate the behavior of proxied services. In particular,
simulation automata simulate their external view [115]: every state of a simu-
lation automaton represents an externally observable internal configuration of a
service, while every transition represents the exchange of one or more messages
by this service.1 Figure 5.8 shows the simulation automaton—technically a CA
without data constraints—for IncService. The “nodes” in the synchronization
constraint have the syntax <operationName>.<messageType>. By letting sim-

1One can model stateless services with singleton automata.
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ulation automata perform operations on synchronization points shared with the
orchestrator circuit, a simulation automaton constrains which synchronization
points an orchestrator circuit can write to or take from, since for that to happen,
a simulation automaton always should perform a corresponding take or write
operation. Furthermore, since data items exchanged at synchronization points
correspond to messages, a simulation automaton effectively controls which mes-
sages at any point in time can be passed from the orchestrator circuit to the proxy
(i.e. to the wb service) and vice versa.

Proxies require simulation automata for the following reason. First, observe
that stateful services, with more than one internal configuration, may permit the
exchange of messages of different types in different configurations (e.g., in q1, in
Figure 5.8, IncService permits a SetIncRequest message but not an IncRequest
message). The correct functioning of proxies depends crucially on this informa-
tion: proxies must know which types of messages their services can exchange in
every instant to decide which synchronization points to allow interaction on. To
illustrate this, suppose that the current state of IncService forbids invocations of
SetInc. In that case, it makes no sense for its proxy to take data items from the
synchronization point for SetIncRequest messages: the proxy may try to relay
data items taken from this synchronization point, but it will certainly fail. After
all, IncService does not permit SetIncRequest messages in its current state.

To prevent such faulty behavior from happening, proxies must know the cur-
rent configuration of their services. Typically, however, a service encapsulates its
state and generally, it provides no means to access it. By simulating the behavior
of their services, proxies compensate for this lack of information: every time a
proxy exchanges a message with its service, its simulation automaton makes a
corresponding transition. In this way, a proxy can always derive which message
exchanges its service permits, namely from its simulation automaton.

Service Side

The service side of a proxy contains a component that takes care of the actual
network communication with its service. The box labeled “SCU” in Figure 5.7
represents the component of the proxy that does this, called Service Communi-
cation Unit (SCU). To explain it briefly, it works as follows.

• The SCU monitors the simulation automaton on the circuit side. If this au-
tomaton makes a transition, the SCU registers both the data items and the
synchronization points involved. It then packs these data items (payloads)
and synchronization points (message types) into some appropriate message
format, e.g., through SOAP for WSs. Finally, it sends these messages over
the network to the actual service.

• Concurrently, the SCU receives messages sent by the actual service. It
unpacks these messages (e.g., removes headers) and writes their payload as
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data items on the appropriate synchronization points. In doing so, the SCU
forces a corresponding transition in the simulation automaton. Otherwise,
this automaton and the actual service can diverge.

For exchanging Soap messages between proxies and services (required for imple-
menting SCUs), we use the Dispatch api of the Jax-ws reference implementation2.

5.5.2 Generating Proxies and Orchestrations

In Section 5.5.1, we explained why we need proxies, what they look like, and
how they work. It seems unrealistic however, to ask of programmers to write
proxies for every service they wish to include in a Reo-based service orchestration
scenario. Therefore, we developed two tools, provisionally called Proxy Code Gen-
erator (abbreviated “ProxCG”) and Orchestration Code Generator (abbreviated
“OrchCG”), which automatically generate comprehensive Java code for individual
proxies and complete service orchestration scenarios—we present these tools in
this section. Since we implemented ProxCG and OrchCG for web services (WS),
we talk explicitly about WSs instead of services in general. Note however, that
the concepts behind our implementation apply equally well to the other kinds of
services.

A Tool for Generating Proxies

Figure 5.9 shows the architecture of ProxCG. To generate a proxy for some WS,
ProxCG requires two inputs: a WSDL document and a WS behavior specification
(WSBS) that we addressed earlier in Section 3.3.3. The WSDL document specifies
the syntax and technical details of the interface of the WS; the WSBS formally
describes its externally observable behavior. In this work, we use CA without
data constraints as simple WSBS. WSBS can be also represented in terms of
XWSDL(See Chapter 3), but in general, one can use also other specification
formats for this purpose, e.g., process algebra.

To explain in more details how ProxCG works, consider a WSDL document
s.wsdl and its corresponding behavior specification, i.e. WSBS. ProxCG pro-
ceeds in three steps.

• Step 1: First, ProxCG parses s.wsdl using Axis2 [80]; the box labeled
“WSDL Parser” in Figure 5.9 represents the component involved. Both
ProxCG and the proxies it generates use Axis2, albeit in different ways:
ProxCG uses Axis2 for parsing, while the generated proxies use Axis2 for
exchanging SOAP messages. After parsing, based on the information ob-
tained, e.g., the SOAP version that clients should use to send messages to
the WS, ProxCG generates code for a service communication unit (SCU);
the box labeled “SCU Code Generator” represents the component involved.

2http://jax-ws.java.net
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Figure 5.9: Architecture of ProxCG.

• Step 2: Next, ProxCG parses the WSBS; the box labeled “WSBS Parser” in
Figure 5.9 represents the component involved. After parsing, ProxCG gen-
erates code for a simulation automaton; the box labeled “Sim. Aut. Code
Generator” represents the component involved. Internally, among other
generation activities, this component calls the functionality for translating
CA to Java code provided by CircCG [83].

• Step 3: Finally, ProxCG combines the code generated for the SCU and the
simulation automaton by adding glue code between them; the box labeled
“Proxy Code Generator” in Figure 5.9 represents the component involved.
More concretely, this step yields a Java class P; the box labeled “Proxy
Code” represents this class. Instances of P run as proxies, encapsulating
the constituent SCU and simulation automaton.

Instead of generating all the per-operation communication code statically at
compile time, our tool generates code for a more general, reusable, dynamic invo-
cation mechanism on top of the dispatch client of JAX-WS RI. This gives a bit
more flexibility. The code generated for the dynamic invocation mechanism con-
tains (a reference to) the original WSDL file; the initialization code parses that
file and extracts all necessary information, e.g., the address to send messages to,
types of parameters and results, etc., thus making that information quickly ac-
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cessible when the dynamic invocation mechanism needs it later on for sending or
receiving messages.

A Tool for Generating Orchestrations
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Figure 5.10: Architecture of OrchCG.

Figure 5.10 shows the architecture of OrchCG. Conceptually, OrchCG takes as
input a Reo diagram containing the orchestrator circuit and a (WSDL, WSBS)-
pair (or a XWSDL document) for each of the WSs in the orchestration of the
scenario for which it is generating code. Using CircCG and ProxCG, the OrchCG
then generates Java code for the orchestrator circuit and the proxies of the WSs.
Below, we briefly explain how OrchCG combines the Java classes generated in
this way; the box labeled “Orchestration Code Merger” in Figure 5.10 represents
the components involved.

We start with some notation. Suppose that there is an XML document c.xml
specifying the orchestrator circuit C. Furthermore, suppose a set of (WSDL,

WSBS)-pairs pS representing the set S of those WSs that C orchestrates. Let
C denote the Java class generated by CircCG on the input c.xml (i.e. the box
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labeled “Circuit Code”); let P denote the Java class generated by ProxCG on input

of some xs.wsdl, s.wsbsy P pS (i.e. the box labeled “ Proxy Code”).
Essentially, the component represented by the box labeled “Orchestration Code

Merger” glues together C with the P class for every ps P pS. This gluing yields a
new class O, whose instances orchestrate the WSs in the set S as desired. More
precisely, the glue code in O carries out the following activities.

• It creates a synchronization point for each boundary node of C.

• It creates an instance c of class C generated by CircCG on input of c.xml.
Moreover, it passes the synchronization points created in the previous step
to c. These synchronization points constitute the interface through which
proxies communicate with c.

• It creates an instance p of class P generated by ProxCG on input of ps “
xs.wsdl, s.wsbsy for every ps P pS. Importantly, it also passes to this instance
the appropriate synchronization points created in step (1). The sharing of
synchronization points between c and p establishes the link between the
orchestrator circuit and a WS via a proxy.

The scenario displayed in Figure 5.11 involves two WSs: IncService and CalcSer-
vice. The latter, has only one operation, CalcPrimeFactors, which decomposes
natural numbers into prime factors. In every invocation, it exchanges two mes-
sages: an input message of type CalcPrimeFactorsSoapIn, which transports a
number, and an output message of type CalcPrimeFactorsSoapOut, which trans-
ports a list of primes. For instance, CalcService responds to the CalcPrime-
FactorsSoapIn message “12” with the CalcPrimeFactorsSoapOut message “2 2

3”.
Figure 5.11 gives an idea of how users of Reo can use ProxCG and OrchCG in

practice. The figure shows a screen shot of the drag-and-drop drawing interface of
the ECT (right panel) and the GUI version of ProxCG and OrchCG (left panel).

Suppose that we want to generate just a proxy for IncService. To do this,
we can fill in the form on the left panel (as done in the figure) and click the
“Generate Proxy” button. The tools will then generate all the proxy code and,
under the settings as displayed in Figure 5.11, put it in a new project in the
current workspace (different settings write the code to a user-defined location on
the local file system). Alternatively, we can click the “Draw” button to postpone
generating code and, instead, draw a representation of IncService on the canvas
on the right panel (more precisely: the box in the top–right corner in Figure 5.11).
By doing so, we can design a complete Reo-based service orchestration scenario,
including the orchestrator circuit and all the WSs in the orchestration, as in
Figure 5.11.
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Figure 5.12: The sequential coordination of four WSs represented as a Reo cir-
cuit: the numbers, on comment notes, represent the ordering of the exchanged
messages.

To generate all the necessary Java code for deploying and running the entire
orchestration, we can click the “Generate Orchestration” button on the left panel
in Figure 5.11. The resulting collection of classes contains one main class, O, for
accessing the orchestration, which programmers can use in their Java code as any
other class. As such, the WSs involved, as well as the orchestration circuit or the
underlying Reo technology, remain completely transparent to the programmer.
Note that one can make the functionality of this application available as a WS
by encapsulating O in a new WS.

5.6 Case Study

In this section, we present a nontrivial example to familiarize the reader with the
service orchestration scenario.

Figure 5.12 shows the complete representation of the circuit for the orches-
tration of four online sales-related WSs. The image has been created with our
extension of ECT tool. With the aid of CircCG, we generated the Purchase circuit
describing the interaction among these four WSs named: ClientBroker, StoreOf-
fice, SalesOffice, and Bank. This scenario implements the classical purchase-online
example. The ClientBroker WS takes care of interfacing the real client to the
other WSs, which deal with: the information about the store (i.e. the StoreOf-
fice WS), the procedure to prepare the invoice (i.e. the SalesOffice WS), and
the effective payment management (i.e. the Bank WS). The complete high-level
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behavior of these WSs is described below:

ClientBroker: The ClientBroker interfaces the real client with the other WSs:

1. It receives information about the object to order (issued by the real
client), such as a product ID (e.g., #3, corresponding to a pair of shoes)
together with a string of complementary data (e.g., “color red”), as an
input message of type FindAndOrder (of operation FindAndOrder).

2. It finds a corresponding product and issues an order for this product
(represented by an order ID) as an output message of type FindAndOrder-
Response (of operation FindAndOrder).

Both the SalesOffice and the StoreOffice need to receive a copy of this
message.

3. It receives the price of the order (issued by the SalesOffice), as an
input message of type ConfirmPrice (of operation ConfirmPrice).

4. It issues the credit card information of the real client, as an output
message of type ConfirmPriceResponse (of operation ConfirmPrice).

The Bank needs to receive a copy of this message to proceed with the
payment.

5. It receives the confirmation of the payment (issued by the Bank), as an
input message of type SetPaymentStatus (of operation SetPayment-

Status).

StoreOffice: The StoreOffice checks the availability of the order request:

1. It receives an order ID (issued by the ClientBroker), representing the
order for some product, as an input message of type CheckInventory

(of operation CheckInventory).

2. It issues a confirmation that the object is in the store or not, as an out-
put message of type CheckInventoryResponse (of operation Check-

Inventory).

The SalesOffice needs to receive a copy of this message for further
processing.

SalesOffice: The SalesOffice computes the final price and sends the correspond-
ing invoice information:

1. It receives an order ID (issued by the ClientBroker), representing the
order for some product, as an input message of type ReceiveOrder (of
operation ReceiveOrder).
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2. It receives the confirmation that the product is in the store or not (is-
sued by the StoreOffice), with possible further pricing information, as
an input message of type ProcessStockInfo (of operation ProcessSto-

ckInfo.

3. It computes the final price and issues it together with the account num-
ber of the company, as an output message of type ProcessStockInfoRe-
sponse (of operation ProcessStockInfo).

Both the ClientBroker and the Bank need to receive a copy of this
message to proceed with the transaction.

4. It receives the confirmation of the payment (issued by the Bank), as an
input message of type SetPaymentStatus (of operation SetPayment-

Status).

Bank: The Bank manages the payment, issued by the ClientBroker, according
to the price information issued by the SalesOffice:

1. It synchronously (thanks to the syncdrain channel called BankSync in
Figure 5.12) receives the card info (from the Client) and the price of the
transaction (from the SalesOffice), as input message of type SetPrice

(of operation SetPrice) and SetCard (of operation SetCard).

2. While operations SetPrice and SetCard are invoked synchronously,
their responses occur asynchronously. If SetPrice responds before
SetCard, the Bank issues a payment status saying that the transac-
tion is in progress, as an output message of type SetPriceResponse.
Otherwise, if SetPrice responds after SetCard, the Bank issues a pay-
ment status saying that the transaction completed. Something similar
happens if SetCard responds before or after SetPrice, as output mes-
sages of type SetCardResponse.

The filter channel ensures that the Client and the SalesOffice receive
only the final confirmation of the payment.

From this description, we can generate the corresponding CA as described
in Section 5.5.1. By easily adapting the tool in [39], we will be able to directly
translate Sequence Diagrams into CA.

The dashed rectangle in Figure 5.12 contains the constituents of a Sequencer
of the messages, i.e. a Reo subcircuit that enforces the correct ordering of the
messages exchanged among the WSs. Consequently, the interaction of the WSs
is sequential: the sequence consists of six steps, whose ordering is shown in Fig-
ure 5.12 with ordinal numbers, written on comment notes. The presence of the
Sequencer in Figure 5.12 may seem redundant as the WSs themselves already im-
pose an ordering on their interactions. However, the sequencing of the messages
is also part of the protocol among the WSs and should therefore be part of the
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protocol specification—regardless of what the involved WSs do. Therefore, it is
a best practice for the orchestration designer to include all the features that the
interaction requires, without exclusively relying on the service programmers. In
fact, this reasoning led to the development of the “safe” code.

We programmed and deployed the WSs on a server machine, and afterwards
we automatically generated their proxies with the help of OrchCG.

5.7 Conclusion

Composing business services to create new value added services in collaborative
networks requires standards to model the interactions among the component ser-
vices. Thus, service coordination constitutes one of the most challenging aspects
of this service composition. While orchestration and choreography are two alter-
native approaches to handle the coordination concerns of the composition, for our
purposes we advocate the use of orchestration through some extensions for the
Reo language. With Reo and our proposed tools extending some features in this
language, web services can be dynamically chained, and dynamically integrated
as a composite service in virtual organizations.

In this chapter, we have shown how to automatically generate an orchestration
framework for web services. The Reo circuits as the orchestrator are automatically
translated into Java code, and used to compose the services in a way transparent
to the client and all its involved component services. The input of our generated
tool consists of the externally observable behavior of each service in terms of
constraint automata, the WSDL description file of each component service, and
the specification of their orchestration as a Reo circuit. From all this information,
it is then possible to automate the Java code generation process from a Reo circuit
and a proxy for each web service. This proxy component is in charge of managing
the communication between the technology behind the web services and the Reo
environment.

In general, our approach is complete for any Reo circuit with a CA semantics
and any web service with a machine-processable interface definition and behav-
ioral specification. The machine processable interface definition for web services
supported by our current tools is WSDL, which is then enriched by behavioral
specification of the services (see also Section 3.3.3). For further generalizing,
please note that our framework is not limited to WSs, but it works also for other
kinds of protocol parties, e.g., legacy service components. This makes our ap-
proach suitable for composing services implemented using different technologies
and standards.
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6.1 Introduction

This chapter addresses where and how the thesis and its results are evaluated and
validated. First, we compare the features and appropriateness of the components
developed in this dissertation, against a number of other competitor components
and systems, for which the results are provided in this section. Additionally,
the behavior-based service discovery component of our framework, BehSearch, is
evaluated in this chapter. This evaluation is divided into two parts. First, the
performance and scalability of the search engine, which is improved by offering
a distributed model, is evaluated. Then the correctness of the results produced
by the tool is examined through measuring, its information retrieval metrics.
For this purpose, we gauge our results according to two most frequent and basic
metrics in information retrieval context, i.e., the precision and recall. Although
our tool is not directly comparable with related work in this area because they
do not support behavior specification in their matching, we represent a short
comparison to the extent possible with such tools. The other goal of this chapter
is to demonstrate how we propose our results to be applied in industrial products.

The remaining sections of this chapter are structured as follows. First, we
briefly introduce a validation and evaluation methods, which we then apply to
our results in Section 6.2. In Section 6.3, we present a feature analysis method as a
validation mechanism to compare developed tools against some related works. In
Section 6.4 we present evaluation of our approach through formal experiments.
In Subsections 6.4.1 and 6.4.2, we focus on the evaluation concerns, including
performance and results correctness. Section 6.5 briefly recalls our real application
case, and the proof of concept that we have developed for the GloNet project.
Finally in Section 6.6, we provide some concluding remarks.

6.2 Validation and evaluation methods

In scientific research, it is important to evaluate and validate the results, as well
as the proposed applied approaches to achieve those results. There are several
validation techniques for software systems. Among different techniques that fit
more appropriately to our purpose, we apply the approach suggested by Pfleeger
[131]. This approach suggests a number of techniques among which the following
three techniques are applicable and chosen for our validation purposes:

• Feature Analysis (addressed in Section 6.3) - This is suitable to rate
and rank different features of a developed system, e.g., for its novelty, com-
plying to certain standards, or against competitor research results. This
technique is also used to validate our findings in scientific communities. A
feature analysis can be represented as a key indicator assessment that com-
pares some competitor systems according to several indicators/criteria. We
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present a key indicator assessment for each of the developed tools in this dis-
sertation, consisting of: XWSDL, BehSearch and ProxCG, as respectively
proposed for service specification, discovery and composition.

• Formal Experiment (addressed in Section 6.4) - This technique
is mostly applied to evaluate metrics related to effectiveness and accuracy
of results produced by algorithms. In this work, a formal experiment is
used to evaluate the performance and accuracy of our discovery tool, i.e.,
BehSearch. We have proposed a decentralized model for BehSearch, and cal-
culate speed-up rate for it. Moreover, we measure the recall/precision curve
of the tool for estimation of its accuracy.

• Case Study (addressed in Section 6.5) - This is suitable for showing
a holistic picture of applying the approach and results related to the de-
veloped system. This technique suggests that according to what we as the
evaluator aim to examine, an application case shall be defined to test the
functionalities and usage of the results. In this direction, our experience in
the development of Product Service Specification (PSS) sub-system of the
GloNet project is reported at the end of this chapter. We discuss the advan-
tages that can be gained through applying our methods in GloNet. GloNet
as our application case involves various collaborative networks (including
VBEs and goal-oriented VOs) to facilitate the needed infrastructure and
tools for networks of SMEs in the context of complex products, applied to
solar power plants industry. Some major parts of our approaches especially
for service specification and discovery introduced in Chapters 3 and 4, are
validated through the real cases in GloNet.

6.3 Evaluation through Feature Analysis

In this section, we provide three key indicator assessments for our component
development validations.

6.3.1 Assessment of XWSDL

As mentioned in Chapter 3, we have proposed a new model and standard to spec-
ify services, named the XWSDL. We sought to validate XWSDL using some key
indicators to compare with widely used standards/models. First, we briefly in-
troduce these standards/models as our competitors in our validation comparison,
as also summarized in Figure 6.1.

• WSDL [41] describes all syntactical properties of a web service, including a
set of operations’ signatures and a set of network endpoints or ports (URIs)
at which these operations can be invoked. WSDL is the most adopted
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standard for web service description. However, it is unable to explain all the
functionalities of a web service, i.e., its semantics and behavioral properties.
According to the Model Driven Architecture (MDA), a WSDL metamodel is
introduced and then extended to support a number of extensions to WSDL.

• OWL-S (Web Ontology Language for Web Services) [100] is built on top of
the OWL language, in order to specify semantics of web services and conse-
quently help in the discovery of web services. OWL-S describes “individual”
services, together with the set of their “property assertions” relating indi-
vidual services semantically to each other [4]. OWL-S does not provide a
concise and formal description of behavioral and non-functional properties
of services, however it offers an unbounded list of service parameters that
can contain any type of information.

• WSDL-S (WSDL Semantics) [6] proposes an extension of WSDL by se-
mantics annotations. Unlike WSDL, WSDL-S can annotate the information
provided in WSDL using different semantic languages, such as RDF and
OWL. The elements of WSDL-S, which are added to the standard WSDL
document, are modelReference, category, precondition and effect. These
provide a rich description for the web services’ semantics.

• SAWSDL (Semantic Annotations for WSDL) [95] is also defined as an
extension of WSDL to describe the semantics of its elements through pro-
viding the mechanisms to bind ontology concepts to semantic annotations of
WSDL. A metamodel presented for SAWSDL supports Model Driven Archi-
tecture (MDA) approach. This metamodel is independent of the SAWSDL
language, but helps software developers to understand and work with this
language.

• Session Type [46] is appeared as a newly emerged issue in the world of
web services that allows modeling interactions and reasoning over commu-
nicating processes. Thus, a session type can be applied as a formal model to
describe the user view of an interaction, i.e., the behavior of services [144]
and [47]. This formalism can also describe the signature of services.

• Q-WSDL(QoS-enabled WSDL) [43] is a lightweight WSDL extension to
specify the QoS characteristics of web services. The extension is carried out
as a metamodel transformation, according to the Model Driven Architecture
(MDA) paradigm.

• XWSDL as our proposed extension of WSDL, which is designed to support
collaboration in networks of service providing organization, supports all as-
pects needed to specify services including syntax, semantics, behavior, QoS
and other non-functional properties of services (e.g., cost). We have also



6.3. Evaluation through Feature Analysis 119

introduced the XWSDL meta-model, as an extension of WSDL metamodel,
to support the Model Driven Architecture (MDA) paradigm.

Figure 6.1 shows a summary of our key indicator assessments for validation of
XWSDL and the above competitors according to the following criteria: Syntac-
tical description support, Semantics annotation support, behavioral description
support, QoS support, Other Non-functional properties support, Having Graph-
ical User Interface, and MDA-based approach.

Figure 6.1: Comparison of XWSDL with similar models/standards.

Note that a feature of an approach is shown as a “black” box when it is
satisfied well and it can provide all aspects of the criterion. If an approach
partially satisfies the required criterion, its corresponding feature is represented
as a “gray” box. Finally, if an approach does not provide what the criterion
requires, it is exhibited as a “white” box for that criterion.

6.3.2 Assessment of BehSearch

In this section, we compare our discovery tool, BehSearch, against five other
related works based on the following indicators: Signature Matching, Semantics
Search, behavioral Matching, QoS-aware Selection, and Decentralized Model Sup-
port. Note that a strong signature matching should match: similar operations,
similar input/output messages, as well as their data-types.

We first briefly introduce several related discovery tools as the competitor
systems below.

• WSXplorer (Web Service Explorer) [71] presents a method to retrieve de-
sired web-service operations from a given textual description. The method
uses the concept of tree edit distance to match similar operation names.
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Meanwhile, some algorithms are proposed for measuring and grouping sim-
ilar operations, based on some other features. The proposed WSXplorer
algorithm suggested for measuring and grouping similar operations catches
not only their structures but also their semantic information.

• Woogle [51] as a search engine for web services, supports similarity search
for web services. The similarity search supplements keyword search for web
services operations. Moreover, Woogle search engine goes beyond keyword-
search by exploring the semantics of web-service operations.

• Di Modica+ [49] proposes an architectural model for the discovery of ser-
vices based on a hybrid P2P approach. Di Modica+ partitions the P2P net-
work into several semantic groups of peers, where each group is associated
to answer queries of a specific applicative domain. In fact, this approach
aims for semantic-based clusterization of nodes that provide services.

• URBE [133] offers a recursive pairwise comparison among data types, mes-
sages, and operations of web services. Considering the similar tools (e.g.,
WSXplorer), URBE supports more efficient semantic search and gives bet-
ter performance with respect to both precision and recall.

• VU+ [165] provides a semantic description model for the QoS properties
of web services. It also performs a QoS enabled discovery and ranking of
web services based on their QoS compliance. The framework could be used
either as a centralized discovery component or as a decentralized repository
system.

• BehSearch [144] as our proposed approach, presents a similarity-based
method for discovery of web services that is able to rank service descriptions
in our registry, according to their similarity with the description of a service
desired by a user. The applied approach is primarily focused on service
behavior as well as QoS.

Figure 6.1 summarizes our comparison between BehSearch and the above
competitor systems according to the mentioned criteria.

6.3.3 Assessment of ProxCG

In this section we compare our tool for service composition, ProxCG and eight
of its competitors considering several criteria, defined below. First, we describe
these competitors: eFlow, Intalio BPMS, Self-Serv, SHOP2, Sword, XL, TQoS,
and YAWL.

• eFlow [37] is one of the first frameworks implemented for specifying, exe-
cuting, and monitoring composite services. eFlow uses visual notation and
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Figure 6.2: Comparison of ProxCG with similar models/systems.

flow diagrams to model interaction patterns among constituent services.
This flow-based paradigm allows only basic control-flow patterns, i.e., se-
quence and parallel [101]. Moreover, some simple data mapping functions
are defined in eFlow. Most of the workflow based approaches, like eFlow
neglect specification of QoS properties. In eFlow, the selection of service
component in an eFlow service composition should be done at the design
time.

• Intalio BPMS [122] is a set of tools that provide various support functions
for workflow interactions. Open sourced Intalio BPM uses “Designer”, built
on top of Eclipse to supports BPMN for process modeling. Moreover, “De-
signer” converts BPMN to BPEL to orchestrate web services. In fact, Intalio
BPM provides a graphical interface to generate BPEL code for composition
of web services. However, “Intalio Designer” does not support all elements
of BPMN (e.g., loop transitions), because all BPMN diagrams cannot be
converted to BPEL. Note that, BPEL4WS also suffers from the lack of sup-
port for non-functional QoS measures [7]. Moreover, Intalio stores XML
data of the process instances to a database to support “Business Activity
Monitoring” [122].

• Self-Serv [21] offers an orchestration model to support the composition of
web services. Self-Serv aims to provide a multi-attribute dynamic selection
of services within a composition. It also uses state charts to model and to
encode the interactions among web services operations.

• SHOP2 (Simple Hierarchical Ordered Planner 2) [110] is one of the most
relevant tools especially implemented for semantic-based service composi-
tion. Shop2 is used for composition of OWL-S web services through a
hierarchical task network (HTN) planner that works with the hierarchically
structured OWL-S description of available web services. It supports only
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simple control flow patterns, such as sequence and exclusive choices [101].
OWL-S description of services specifies QoS measures as service parameters.

• SWORD [134] is a set of tools for composition of web services using rule-
based plan generation. SWORD does not deploy existing service-description
standards, such as WSDL, SOAP and RDF. Instead, it defines an Entity-
Relationship (ER) model to represent inputs and outputs of services. All
entities and relationships among those entities are specified in a “world
model” . A rule-based expert system is then used to generate the plan of
service composition using existing web services. Finally, SWORD provides
an execution environment to run the service(s) specified in the plan that
are offered at design time.

• XL [59] is a new platform for web service composition, which uses a textual
XML-based notation. The main advantage of XL is that a common data
model is used for both the description of web services and the programming
language. This advantage facilitates an automated data mapping in XL.
Moreover, XL supports complex control flow constructs, including sequence,
parallel, choice, and loop. The selection of components in XL occurs during
the design time, so XL cannot support dynamic binding of web services.

• TQoS [54] provides a framework for selecting and composing web services
not only according to their functional requirements but also according to
their transactional properties and QoS characteristics. TQoS works based
on two inputs: a workflow and the user’s preferences. The workflow defines
the execution order of component web services, and user’s preferences are
expressed as weights over QoS criteria. TQoS consists of a Planner Engine
that generates an execution plan, and an Execution Engine that orchestrates
the component web services to execute the instance of the composite web
service. Moreover, the QoS of a composite service is evaluated by using
several aggregation functions. The aggregation functions consider activities
in all execution paths between AND-split and AND-join. TQoS uses a
general workflow language to represent the orchestration patterns.

• YAWL (Yet Another Workflow Language) [163] is a work-flow language
based system that uses Petri nets [170] as a starting point and offers an ex-
ecution engine, a graphical editor, and a work-list handler. YAWL strongly
supports complex control flow patterns by its visual notations. YAWL en-
gine handles the execution of specified workflow instances (also called cases)
to run the composite services.

• ProxCG (Proxy Code Generator) [83] is our proposed approach to compose
web services, based on the Reo coordination language [9]. With Reo and our
proposed tools, web services can be dynamically chained, and dynamically
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integrated as a composite service in virtual organizations. We define below
specific features of ProxCG under each applied criterion.

Figure 6.3 shows a summary of our feature analysis results for the above
competitors versus our proposed tool ProxCG. If a tool completely supports a
feature specified in the row, the corresponding box is black. If it partially supports
the feature, the box is gray, and otherwise, it is white.

Figure 6.3: Comparison of ProxCG with similar models/systems.

Below, we define the main features as our key indicators to evaluate our com-
position tool, ProxCG against its eight competitors.

• Being Domain-Specific. Each composition approach uses a coordination
language at its heart, which can be either a domain-specific language or
generic. When the language is specifically built for coordination, it increases
its efficiency. Our ProxCG tool works based on Reo, which is defined as a
domain-specific language for coordination of the components and services
[115].

• Allowing Complex Logic. The tools either can handle just simple inter-
action patterns (e.g., sequence choice) or complex ones. Supporting complex
logic is considered to be one of the key highlights of the composition of ser-
vices. In [84] we show how ProxCG supports complex behaviors of WS’s
orchestration by discussing some non-trivial examples.

• Automatic Data Mapping. Web services communicate with others only
through soap messages [105]. Thus, each tool working with web services
needs to build and/or parse SOAP messages, while automatic data mapping
between input/output of such tools and soap messages skips this step. The
Service Communication Unit (SCU) of our tool facilitates this kind of data
mapping.
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• QoS Support. To be satisfied by its clients, a composed business service
should try to provide good quality regarding the clients’ preferences. The
consideration of QoS when composing web services requires a careful QoS
aggregation of the QoS criteria of the constituent web services that compute
the QoS of the composed service. An excellent research for supporting QoS
aspects in composed services can be found in [159]. Most of the workflow
based approaches like eFlow neglect specification of QoS properties such as
reliability, availability, and throughput. BPEL4WS also suffers from the
lack of support for non-functional QoS measures [7]. In semantic-based
service composition approaches such as OWL-S and QoS measures are de-
scribed as service parameters. ProxCG does not consider QoS aggregation
when composing web services, however our specification and discovery tools
support QoS criteria of the constituent services well [144].

• Correctness Verifiability. Verifying correctness is addressed as an im-
portant criterion for service composition [155], which shows the correctness
of the composed services. While more of the other approaches offers sup-
port for the verification of a composed service, our tool is able to ensure
the correctness of composed services [84]. For instance, BPEL4WS does
not support any formalism to verify the correctness of the flows, because it
deals more with implementation than with specification. [155].

• Automatic Execution. The feasibility of automatically performing com-
position of web services significantly reduces the complexity of such systems
for end users [132]. ProxCG generates all necessary Java code to orchestrate
the services automatically.

• Dynamic Binding. The component web services that form a composite
service can be dynamically discovered, selected and bound, as in ProxCG.
This feature gives more flexibility to a composition platform in order to
replace or even find services at runtime.

6.4 Evaluation through Formal Experiments

The formal experiments with the tool are divided into two parts. First, in sub-
section 6.4.1 we validate the adequacy of the tool by measuring its information
retrieval metrics. Then, in subsection 6.4.2 we evaluate the performance and
scalability of the search engine in a decentralized implementation of the tool.

6.4.1 Correctness Evaluation

We have evaluated the quality of the computed results according to the two most
frequent and basic metrics used to measure the effectiveness of discovered/re-
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trieved information: precision and recall [79]. Precision (also called positive pre-
dictive value) is defined as the number of relevant returned results divided by
the total number of returned results, while recall (also known as sensitivity) is
measured as the number of relevant returned results divided by the total number
of relevant entries in the database, which should have been retrieved.

Let Rel be the set of relevant WSs in the database. Let Ret be the set of
returned WSs, RetRel be the set of returned relevant WSs (true positives), and
RetRelk be the set of relevant results in the top k returned WSs. More precisely,
the parameters that we have adopted to evaluate the performance of our approach
are defined as follows:

Precision “ |RetRel |{|Ret |

Precisionk “ |RetRelk|{k

Recall “ |RetRel |{|Rel |

We have examined the results based on 20 test queries. For each of these queries,
we have also manually labeled our WSs in the database as relevant or irrelevant.
Since all queries had less than 10 results, we considered the precision at 2, 5 and
10 (for parameter k). The average Precision2, Precision5 and Precision10 for the
test queries are respectively 95%, 73.3% and 65.4%. This preliminary evalua-
tion is promising especially for stateful queries, although for stateless queries our
approach shows no advantage over the other similar approaches [133].

The Recall/Precision (R-P) curve is considered as the most informative graph
showing the effectiveness of a search engine [51]. An ideal search engine has
a horizontal curve with a high precision value and a bad search engine has a
horizontal curve with a low precision value. The traditional approach to build
a R-P curve is the 11-point interpolated average precision, where precision is
measured at the 11 recall levels of 0.0, 0.1, 0.2, . . . , 1.0. For each recall level, we
then calculate the precision of the results that meet that recall level of the test
collection. For example, if the number of relevant WSs (|Rel|) is 10, the number
of returned WSs ( |Ret| ) at recall level 0.1 would be the minimum number of the
top-ranked search results to see 0.1 portion of |Rel|, i.e., the first relevant WS.

The blue curve in Figure 6.5 shows the R-P graph of our tool (Beh-Search) for
the 20 test queries, where recall level of the graph varies from 0 to 100 percent.
For instance, Table 6.1 shows the results of search for one of the 20 queries to
draw the R P curve.

We have five relevant services in our database for this query. As we see in
Table 6.1, the first relevant service (i.e., serviceSMS ) appeared as the first top-
ranked discovered service, so the precision at the recall level 0.2 (i.e., 1{5) would
be 100%. The precision for the second relevant service (i.e., recall level 0.4) is
also 100%, but for the third one it is 60% because the third relevant service is
the 5th top-ranked service in the list. The precision at the recall levels 0.8 and
1.0 is respectively, 66.67 and 71.43.
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Table 6.1: The top-ranked matched WSs, based on the query: q0 SendSMS q0.

Figure 6.4 shows one of the other queries that we used for drawing the R-P
curve. This query aimed at finding the services that can search and apply for
jobs. According to the query behavior represented in Figure 6.4, the intended
service should first register the client, then search for his/her desired jobs, and,
finally, apply for one of the retrieved jobs.

Figure 6.4: The query for discovering WSs that can search and apply for jobs.

Table 6.2 shows the top ranked results of the query represented in Figure 6.4.
As we see in the table, the first six top-ranked discovered services are relevant,
so the precision at recall levels 0.1, 0.2, . . . , 0.6 is 100%, which is very good. The
precision at the next recall levels, i.e., 0.7, 0.8 and 0.9 are still high (respectively,
87%, 89%, and 90%). The precision at the last recall level, i.e., 1.0, which is
the last relevant service for this query, drops to 59%. This service (behaviorally
represented by q0 LookingForJob q0 obtained 0.2 as the global similarity score,
and is at the 17th row of the table.

The top-ten ranked services in Table 4.2, which are based on the query repre-
sented in Figure 4.12, is another instance of the queries we used to draw our R P
curve. As we see in the table, the first seven top ranked discovered services are
relevant, so the precision at recall levels 0.1, 0.2, . . . , 0.7 is 100%. The precision
at the next recall levels is also still high, e.g., it is 89% at the recall level 0.8.
We can argue that the precision for multi-state queries are generally better than
those for single state queries, which is the biggest advantage of our tool. The
reason is that the transition-similarity score is only a part of the global similarity
score, which is used for ranking of services. Therefore, if a service can be matched
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Table 6.2: The top-ranked matched WSs, based on the query represented in
Figure 6.4.

behaviorally with a query but uses different labels, it is still expected to obtain
a high global similarity score because it earns a good state similarity score. For
instance, consider the third (service S1) and forth (service S2) ranked services
in Table 4.2. The transition-similarity score of S1 (which is derived from a com-
parison between matched labels) is less than the transition-similarity score of S2,
but the state-similarity score of S1 (which is derived from an approximate match-
ing between the two automata) raises its global-similarity score. This means that
even in these cases the tool can discover relevant services with a significant global-
similarity score.

The R-P graph for our tool (see Figure 6.5) shows that for the first set of
relevant results (i.e., at recall level 10%), precision is appropriate. Also precision
for the last relevant results (i.e., at recall level 100%) is comparable with that
of other existing approaches presented in [133]. Figure 6.5 also shows the Recal-
l/Precision comparison for the studied approaches in [133]. Note that the data
set used to derive our R-P curve is different from those used for the approaches
studied in [133]. This is due to the lack of widely accepted benchmarks using
stateful services and the dearth of tools that work with such services makes it not
possible to have a meaningful direct comparison of our R-P curve with those of
the other tools.

6.4.2 Scalability and Performance

Distributed computing presents an alternative to traditional centralized systems
that can achieve high-performance in executing heavy-workload tasks [78]. In
order to improve the performance of our retrieval tool, we have designed a peer-
to-peer (P2P) model for its implementation on a network of equivalent com-
puter nodes. P2P systems offer efficiency, scalability, decentralized control, self-
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Figure 6.5: The R-P curve of some the related works.

organization, and symmetric communication [139]. In the P2P model of the tool,
every node contains a list of services, as well as their searchable attributes for
discovery. A query is passed to all of the nodes, and each node computes a list
of similarity scores for its own content that matches the query as search results
of our discovery tool. Each node sends its set of computed similarity scores to
an aggregator, which merges the sets from multiple nodes to create a single set
of ranked search results. Aggregators too send their results to other aggregators
higher up in a hierarchy, until they reach the top-level aggregator that presents
its ranked results to the user. The results of an aggregator node are directly com-
parable, because it receives the absolute similarity scores from different nodes.
As an alternative, each node can send only the ranking of services, and use an
aggregation function that weighs the ranking of each service by the number of
services in the corresponding sender-node. In our implementation we adopted the
former approach, which is based on the absolute similarity score.

The performance statistics that we describe below are calculated for 1000
registered services. Table 6.3 shows the execution time and the speed-up to obtain
the similarity scores for the registered services, which are distributed among 1
to 10 nodes. Table 6.3 shows that the minimum execution time is obtained
with 10 nodes, which is about 3.5 times smaller than the execution time with a
single node, i.e., without distribution. The processing time needed for parsing
the WSDL documents and generating the WSBS specifications is not considered
in this performance statistics because this parsing is executed only once (in the
registration step). The graph on the left in Figure 6.6 shows how the execution
time varies with the number of nodes (processors). It shows that the execution
time is inversely related with the number of distributed nodes. The graph on the
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Table 6.3: Evaluation of the distributed model by matching the achieved speed-up
with respect to the number of used nodes.

Number of nodes Execution time Speed-up
1 417 Millisecond 1
2 213 Millisecond 1,957746479
5 135 Millisecond 3,088888889
10 117 Millisecond 3,564102564

right in Figure 6.6 shows the rate of speed-up, which is equal to

the execution time using 1 processor

the execution time using n processors

Figure 6.6: The graphs of execution time and speed-up rate for the example
mentioned in Table 6.3.

6.5 Case Study: GloNet

Nowadays, with fast development of cooperating/co-working consortiums, collab-
orative networks paradigm offers an efficient mechanism to enhance enterprises’
agility and resilience in disturbed business environments. Collaboration among
SMEs and/or organizations has been referred to as an important paradigm to
assuage the effects of market turbulence. In this regard, GloNet 1 as a funded
European research project has played an important role in addressing, implement-
ing, and supporing an agile virtual enterprise environment for networks of SMEs
targetly development of highly customized products, enhanced by a number of

1http://www.glonet-fines.eu/.
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business services. The development of such a system is realized through end-to-
end collaboration, namely co-creation between local product-suppliers/service-
providers and their customers. Pieces of this dissertation comprising of business
service specification and service discovery are applied and validated in the frame-
work of the GloNet project ([5], [2], [143], [35]).

Development of a collaborative tool to support service-enhanced products
(e.g., solar power plants) typically necessitates contributions from many stake-
holders/SMEs from diverse knowledge sectors in order to highly customize their
production and services (e.g., befitting design of what exactly fits each case). The
purpose of GloNet is to support such complex products, and involves a cloud-
based platform [34] offering a collaborative networking framework for all involved
stakeholders. The framework presents needed functionalities for tailored specifi-
cation and development of such products and their associated business services,
as well as for management of collaborative networks of involved SMEs. There
are two virtual spaces over the cloud in GloNet: Collaborative solution space and
Service provision space [29]. The former space is a VO for local manufacturers,
suppliers and clients to collaboratively co-design the products and enhanced ser-
vices. The latter space is a registry of such specified service enhanced products,
where the clients can access them.

The notion of “glocal” enterprise, which means thinking/acting globally and
responding adequately to local specificities, as well as value creation from global
networked operations and service-enhanced products is realized in the GloNet.
Our contribution in GloNet is mainly focused on implementation of the subsys-
tems for Service-Enhanced Product Support. The GloNet architecture consists
of several main components, however, in this thesis, design and implementation
of Service Specification & Registration as well as Product/Service Discovery &
Recommendation are addressed.

The term of service-enhanced product (also called complex product, and
product-service in the literature) defines its numerous sub-products, as well as
various business services that enhance those products (e.g., the monitoring ser-
vice for the status of an electronic equipment). Solar power plants and intelli-
gent buildings are two non-trivial examples of service-enhanced products, that are
adopted for the GloNet project as real case studies. These complex products need
to be collaboratively designed, developed, and verified by many involved stake-
holders. Note that each sub-product and even each business service involved in
a complex product might itself be offered by several manufacturers and/or sup-
pliers. In this context, service-enhanced product points out associating business
services that configure sub-products, in order to provide enhanced functionality
for the complex products, and to differentiate them from similar existing physical
products in the market. Such enhancement not only provides a higher level of
differentiation from the competing products, but also increases the value of the
products that are realized later. Indeed, the notion of enhancing services can also
be seen as a marketing mechanism that augments the typical functionalities of a
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complex product, especially in global markets [35], [2].
Specification of a complex product is a demanding task, which can take advan-

tage of reusing already existing specifications, and customizing them. Since com-
plex products have a dynamic nature, the supporting tools for their specification
must be used at different stages of the Product Life Cycle (PLC) [152]. Complex
product specification is mostly performed during the design & engineering phase
of the PLC. However, it is also infrequently used in the operation & evaluation
as well as the Pre-PLC phases. Note that the specification of a complex product
is also updated iteratively and incrementally during its PLC, via collaboration
among the consulting EPC (Engineering, Procurement, and Construction) com-
panies, the corresponding customers, and the other involved partners, such as
manufacturers, suppliers and service providers. Thus, within the GloNet frame-
work, various stakeholders join together and form a working team, which is called
the “Design Group”, to provide the complex product’s specification, including its
sub-product specifications and business service specifications.

The targeted service enhanced products belong to young industries, and thus
their stakeholders can very much benefit from sharing assets, such as specification
of sub-products that are designed by other cooperators and competitors. There-
fore, supporting both the reusability of service enhanced product specifications
and the possibility of granting access privileges to other stakeholders are impor-
tant requirements for this subsystem. Furthermore, considering that the targeted
service enhanced products are one-of-a-kind, their designed sub-products and
business services can be meant for reusing, if only their specifications follow a
modular design approach so that within the VBE the pieces of service-enhanced
products’ specification can be discovered, accessed and copied for reuse. This
point represents another crucial requirement supported by our developed produc-
t/service specification subsystem.

To put it in a nutshell, supporting such complex products involves various col-
laborative networks, operating at different stages of the life-cycle of the products
and its enhancing business services development, which motivates the GloNet
project [36].

In the remainder of this section we exemplify some real cases taken from
GloNet, and we present the application of our approach and the developed pro-
totype.

6.5.1 Product/Service Specification( PSS)

The “Service Enhanced Product Support” of GloNet comprises two sub-systems:
Product Portfolio Management and Product/Service Specification (PSS). The
Product Portfolio Management aims to provide mechanisms and functionalities
supporting search and display of the portfolio of products, i.e., the repository that
stores all specifications of the service enhanced products. PSS on the other hand
is a sub-system in GloNet, consisting of three main sets of tools: the Product
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Specification & Registration Tool (PST), the Service Specification & Registra-
tion Tool (SST), and the Product/Service Discovery & Recommendation Engine
(PSDR). The PST and SST tools respectively support the reusability of detailed
specifications of sub-products and their enhancing business services. The speci-
fications which are generated for complex products in PSS, is then stored as an
input to product portfolio sub-system and associated to a customer. Moreover,
the PSS sends a request for launching a VO, which starts the configuration/forma-
tion process of a VO corresponding to the specified service or product. Therefore,
PSS plays a pivotal role in the success of functionalities addressed in the other
sub-systems of GloNet [2].

Together, the PST and SST tools effectively support the detailed complex
product specification that constitutes the main input to identify the required
offers (also called competencies) of supplying organizations, and thus enable the
m the seolecsoft-tion fit organizations for the VO creation. However, the main
contribution of this dissertation in relation to GloNet is to introduce the advanced
service specification tool SST, for specifying business services associated with
the complex product, as well as further supporting their reusability, potential
integration, and discovery through the PSDR tool.

PSS tool provides access to PST, SST, and PSDR tools, after a user has
logged in and authorized. Note that when the Design Group is set to Private,
the user works only on his/her own private space without any other partner
involved, but he/she can also indicate another Design Group in its sub-menu,
involving other partners in product/service specifications. This option provides
the possibility to assign different users the needed access right to their defined
service specifications. This is mainly used to assist the user with organizing
his/her own service specification folders/directories. Figure 6.7 shows the general
view of the PSS. In the figure on the left side, three tools (PST, SST and PSDR)
developed in the PSS sub-system of GloNet, and their main functionalities are
represented, each opening a set of menu items. In the center of PSS, a data
entry space for the tools (SST, PST, or PSDR) is represented according to the
called functionality, selected from the left side. On the right side, a number of
suggestions may be represented, to help the user with the specification processes.
These include suggestions of related classes, suitable sub-products, recommended
enhancing business services for sub-products, and suggested features, that can be
used by the designer in his/her design.

Figure 6.8 demonstrates the overall flow for the specification process of com-
plex products that happen in GloNet during the PLC. The process starts with
“Create Tender” and then continued by PSS to specify the complex product. In
PSS, a directory is created (labeled as “Create Directory”) to store the complex
product’s specification, and then a rough specification of the complex product is
provided as the “initial specification of the complex product”. Furthermore, a
“Design Group” is formed of the stakeholders that have the access rights to view,
edit and launch the complex product’s specification. Finally, the initial specifi-
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Figure 6.7: the general view of the Product & Service Specification (PSS).

cation is shared among the “Design Group”, and it is ready to be extended by
detailed specification of the sub-products and enhancing services using PST and
SST. The sub-processes of “Detailed Complex Product Specification”, which is
done by Product Specification Tool (PST) and Service Specification Tool (SST)
are represented later below in details. Please note that all specified details related
to the sub-products and business services are supported for reusability. Thus,
the existing specifications can be reused for the specification of other further sub-
products/services. Finally, when a designer completes the process of specifying a
complex product, he/she may wish to initialize the process of realizing that ser-
vice. For this purpose, he/she can announce this fact through building a request
for launch, which is labeled as the ”Launch the Specification” in Figure 6.8.

6.5.2 Service Specification & Registration Tool (SST)

Although many approaches and standards have been developed by research com-
munity in the area of Service Oriented Architecture (SOA) that can be applied
for the purposes to specify, formalize and deploy business services, it is still a
challenging task to make these services interoperable, so that they can be shared,
searched and reused [4]. Another challenge of service industry is how to as-
sist authorized service providers with composing some of the existing services,
thus producing value-added new services in support of complex products. Fur-
thermore, there are still some gaps in correlation between existing services and
sub-products in the context of complex products.

The specification of services, as the first step to support service reusability
and interoperability, can be performed during different phases of the PLC. In
GloNet, we formalize a business service specification as a tuple S “ă Sn, Sm, Be,
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Figure 6.8: Main flow of the Product & Service Specification (PSS) Process.

Qcs ą, where Sn, Sm,Be, and Qcs respectively represent the Syntax, Semantics,
behavior and Quality criteria of the service. As described in chapter 3, each
business service can be materialized as a manual tasks, or a software service. The
SST tool supports and covers all four aspects of this proposed service specification
for both of these kinds of business services, as well as the business services with a
combination of some manual tasks and some software services, called composite
services. Each element related to the service specification, so-called “feature” is
registered in GloNet as a data object, with four properties, including service’s
Feature-Kind, Type, Value and Unit. In fact, every specified service through
SST, is characterized by a set of features. The data stored for specification of
the manual tasks is also similar to the software services. In other words, for
uniformity purposes, and for the purpose of monitoring service executions, we
also define a simple web service for each manual task that includes only two basic
operations: Start and Stop. It is also possible to define a composed business
service through SST. We call this kind of services as composite business service
in the sequence.

Figure 6.9 shows a snapshot of the interface window for SST, where the Add
sub-menu is selected from the menu under the service Specifications (SST). This
window is used to support specifying a new atomic and/or composite business
service. In the New Service window, the user can add an atomic/composite service
specification by first providing a unique name for the service. The user can then
optionally define one or more classes for the specified service.

Once the user, who is specifying a service, defines a class for it (e.g., the class
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Figure 6.9: New Service specification form.

“Atomic Service” as in the example in Figure 6.9) through the system, all features
defined for that specific class will automatically pop up in this window. As such,
the user is then assisted with receiving the names of all features, which he/she
should fill and specify as a part of the specification of that service. Furthermore,
while providing input for some of those features might be optional, some other
features of the class might be defined as mandatory, obliging the user to provide
the needed input. For example, in Figure 6.9 since the user has added the class
“Atomic Service”, for the new service which he/she is specifying, a set of feature-
kinds for this service have popped up in the center of the New Service specification
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form (Figure 6.9) for its further specification. These include the mandatory set of
feature-kinds (as marked with “*”) such as “Context”, “capabilities”, and “Re-
sponse time”, which show up automatically on the screen. Therefore, providing
input value (i.e., features) for these feature-kinds are obligatory. User must define
both value and unit for these features.

The features used for service specification can be added/removed dynamically
in SST. If the user wishes to add new features to a service specification, the new
feature can be specified at the bottom of the screen through the “New Features”
icon of the interface. The user will then need to indicate the feature-kind to which
the new feature corresponds, and then the value and the unit for that feature. It is
important to note that based on the feature-kind that the user selects/identifies
for a new feature, the data-types for its value and unit will differ, according
to those that are defined for the corresponding feature-kind. However, if the
mentioned feature-kind is not already defined in the system; the user will then
be immediately prompted with the window that asks him/her to first create that
feature kind, before going further with the definition of the newly introduced
feature. Indeed, every specified service through SST, is characterized by a set
of features. For consistency reasons, any identified feature in this sub-system
requires that its feature-kind is defined priori to its definition.

Figure 6.10: Flow of the service specification (within SST).

Figure 6.10 illustrates the sub-processes within the SST for specifying business
services. To specify services, first the required features, and then the needed base
classes, which do not already exist, should be defined. The next step for the user
is to identify which high level class (e.g., Atomic Service) this business service
falls under. The box labeled “Specify Classes” in Figure 6.10 represents the
specification of the sub-process involved. In the case that the service is atomic,
the flow is followed by specifying its features. For the composite services however,
it is also needed to both attach the component sub-services and the orchestration
workflow, which are described in the next subsection. Finally, the specification
of business service is saved.
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Figure 6.11: Flow of the product specification (within PST).

Although, the focus of this work is on service specification, the flow of the
product specification is very similar and represented in Figure 6.11. As you see
in this figure, the process of PST is close to the process of SST (see Figure 6.10)
while the a set of enhancing business services are also defined to be associated to
the product (i.e., the box labeled “Enhanced by business services”).

6.5.3 Composite service specification

As mentioned earlier, SST enables users to define atomic business services, which
may include both software services and manual tasks. These can in turn be
used as constituent services for specification of composite business services. Fig-
ure 6.12 shows an example of a composite business service in GloNet, which is a
site maintenance service for solar plants consisting of four atomic services as its
components, including: “Check & Report”, “Vegetation Management”, “Wildlife
Prevention”, and “Water Drainage”. As shown in Figure 6.12, these four com-
ponent business services are provided by three different companies, including: a
Security Company, a Site Cleaning Company and a Wildlife Prevention Com-
pany. The atomic services as the components of this composite service, are a
combination of software services (e.g., Check & Report) and manual tasks (e.g.,
Water Drainage).



138 Chapter 6. Validation and Evaluation

Figure 6.12: An example of composite business service for solar plants called site
maintenance service.

The information required for composite business service specification is similar
to that for the specification and registration of atomic business services, except
that it does not include the syntax and behavior aspects, since these are cap-
tured in details within their constituent services, e.g., their corresponding atomic
service specifications. But additionally, the composite service, e.g., Site mainte-
nance service, specification includes an aspect called “Bundling”, which consists
of a feature-kind called “Constituent Services”, to clearly specify the set of its
component service constituents, e.g., “Check & Report” and “Vegetation Manage-
ment”, etc. Therefore, composite services are defined through their three aspects
of Semantics, Quality Criteria, and Bundling. Moreover, the proper specification
of a composite service must accompany the concise specification of the inter-
connections among its constituting atomic services, i.e., its coordination model.
For this purpose, an orchestration workflow (e.g., a BPMN diagram) is needed for
the composite business services specification in GloNet framework, representing
the coordination among its constituent services. This aspect is supported by an-
other subsystem of the GloNet, namely BPMN Modeler [145], which models the
interaction patterns among the component services in terms of BPMN diagrams.
The PSS sub-system and BPMN Modeler are connected and integrated through
the GloNet platform.

There are several other aspects involved in specifying a service that can be
defined through this interface. For instance, to define a new composite service,
the user can easily indicate the components of this composite service using the
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Figure 6.13: New composite service form.

“New constituent Services” part of the “New Service Form”. Note that for each
constituting service, its needed quantity should also be specified. Figure 6.13
shows the new service form for the maintenance composite service (see Figure
6.12) that needs to deploy the “Check and Report” service twice, assuming that
it is needed once before the analysis of the damage and once afterward. There-
fore, the user has indicated “Check & Report” with the quantity 2, “Wildlife
Prevention” with the quantity 1, and the “Water Drainage” with quantity 1. But
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clearly, as well as the quantity, the interaction protocol of the composite service
must be specified to model the coordination of constituting atomic services. The
“Process Description” feature of new composite service form (see Figure 6.13)
is used to provide a reference to the desired orchestration workflow for compos-
ite business services. For this purpose, the service designer (current user) creates
his/her intended workflow through the BPMN Modeler subsystem of GloNet plat-
form, and uploads it to the platform. Then through the PSS subsystem when
specifying composite services, the system provides a selection menu including
the list of existing workflows owned by the user, to potentially select from. As
shown in Figure 6.13, the designer is choosing his/her desired workflow, the “Site
Cleaning-BP”, for the composite business service.

Figure 6.14: Flow of the composite service specification (PST).

Figure 6.14 shows the flow of the process to specify composite services. The
flow is commenced with identification of the constituent services. Such services
can then be either specified from scratch as a new service, or retrieved through
discovery of already existing service specifications. The boxes labeled as ”Specify
Services” and “Discover Services” in Figure 6.14 respectively represent the sub-
processes involved. Please note that a discovered constituent service can be either
atomic or composite. The constituent services resulted from the last two steps
are then bundled to form a new composite service. As mentioned earlier, we
need to attach a workflow to coordinate the composite service as its final step of
specification.

6.5.4 Viewing / managing existing service specifications

Once services are specified, they can be viewed by selecting the “Existing Spec-
ifications” item under the service specification menu. As such, depending on



6.5. Case Study: GloNet 141

the selected Design Group (as indicated in the upper right corner of the screen
in Figure 6.7), their associated existing specification window will appear, show-
ing the list of all relevant existing service specifications (sorted by their names),
which the user is then authorized to view. In other words, the specifications that
are included in this window are all those related to the specified Design Group.
For example, in Figure 6.7, the “iPLON” user has selected/indicated his “Pri-
vate” Design Group. Consequently, in this example, only the restricted service
specifications that belong to this Design Group are shown.

Other than viewing the service specifications, authorized users can also man-
age these specifications by preforming the following set of actions:

• View, which takes the user to the view details of the service specification.
Figure 6.15 shows an example of this view for the specification of “Analysis
Natural Damage” as an atomic service.

• Duplication, which takes the user directly to a pre-filled “New Service”
form. This simplifies the task of users since in that form the specification
information about the selected service is duplicated, which can then be
edited by the user, for defining a new similar service specification.

• Hide, which allows hiding the corresponding service specification from the
specific existing services window, which is restricted for only the Design
Group. For instance, the user finds a service that is useless for him/her use
and so the user hides this specification from his/her view.

• Add to Directory, which provides the possibility to assign an already defined
service specification, which user is authorized to access, to an existing di-
rectory of the user. This is mainly to assist the user with organizing his/her
service specification folders.

• Share with Design Group , which provides the user with the option to change
the access rights/sharing status of a certain service specification that he/she
owns. The share options are available through existing services window,
when the user clicks on its icon. Please note that when defining a new service
specification, the access right to that specification is made private to the
user who defined it by default, that is if the user has not indicated a Design
Group on the top right corner of the Figure 6.7, otherwise the specification
will become restricted to that Design Group by default. Clearly, at any
point in time, the owner of the service specification is allowed to broaden
the access to its owned service specification.

• Request for Launch , which enables the user to issue a request for launch of
a service specification. Using this option, the user can send a new launch
request for one of the already specified services. Please note that before
a new Launch Request can be built for a service that the service must be
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first properly specified. Then through the interface presented in the Launch
Request form, the user will identify the specified service (i.e., indicates its
specification), which will be included in the package for this request of
launch. For more details, we refer the reader to the report presented in
[143].

Figure 6.15: View form of a Service Specifications.

PSDR- Product/Service Discovery and Recommendation

In Figure 6.7, the menu item on the left side for Discover Service is located under
the Product/Service Discovery (PSDR) menu item. It opens a form to both
discover services and to rank the matched suggestions based on the user query.
This constitutes a part of the product/service discovery and recommendation
engine of the general GloNet architecture. This part of the tool addresses our
mechanisms for discovering and matchmaking between the users’ required criteria
and the existing service specifications, in order to support the service designers
with offering them the best-matched business services to their request. As we
described in Chapter 4, the ranking is done according to the similarity score
that expresses approximate bi-simulation between registered specification of each
service and the users-submitted query. The discovery of best-fitting services can
be done based on the entire service specification features, including the service’s
syntax, semantics, behavior and quality criteria aspects. Figure 6.16 shows a
screenshot of the Service Discovery form, where the user can select some of the
service features as the criteria for his/her search, and also set his/her desired
values for them. Figure 6.17 shows the result window of the matched services
for the example query, which is represented in Figure 6.16. The figure shows the
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Figure 6.16: Service Discovery form.

first highly ranked discovered services. The results are ranked by the calculated
similarity scores of the registered services.

Figure 6.17: An example of Service Result window.

6.6 Conclusion

This chapter presents a summary of the achieved results and their validation.
First, it briefly presented how in the thesis the developed tools and results can
be evaluated in relation to our targeted research objectives. The chapter then
addressed a feature analysis evaluation of our proposed solutions and concepts.
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In this way, XWSDL, BehSearch and ProxCG as the new methods and tools
introduced in this thesis, are compared with several related works. After that, it
showed the evaluation results for the performance and accuracy of the discovery
tool, which is at the heart of its framework. The scalability and accuracy of the
BehSearch is measured based on some experiments. Finally, GloNet is introduced
as the case study to demonstrate and validates the usage of our approach, concepts
and prototype in real case from the service enhanced solar power plant industry.
We use our methods and tools for service specification and service discovery to
support Service-enhanced products in GloNet.
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Conclusion, and Future work

Service oriented architecture (SOA) is gaining more and more attention in busi-
ness and industry since it offers new, agile and flexible ways of supporting the
intra- and inter-organization activities. It propounds the idea of service orien-
tated collaborative networks (SOCNs). However, the current implementations of
the SOA approaches often do not deliver the expected advantages [158]. Several
major problems in this area can be identified. First, for inter-organization activ-
ities a completes and clear understanding of the notion and support for SOCN
is still lacking. As a consequence, it is unclear what functionality should be
implemented to realize such systems [4]. Second, an appropriate framework for
concisely specifying business services is needed, to supplement the insufficient
information about business services, and concerning details of various aspects
of the respective services [158] and [53]. Third, an enhanced service discovery
mechanism is needed in order to give more flexibility and efficiency to search
for services, through their various aspect and criteria, rather than only through
their general keyword-based delineation [3] and [53]. Finally, to fully leverage
the opportunities provided by service oriented architectures within organizations,
integration of existing services must be simplified [155], [76] and [4]. As a con-
sequence, approaches for automated service composition, as well as execution of
integrated services are needed.

The above problems were posed as the research questions for this thesis in the
Introduction Chapter. In this chapter, we briefly recall and discuss the answers
to these questions, and point out several future research directions.

7.1 Addressing Research Questions

To answer the first main question RQ1 on how to support organizations to effec-
tively co-work and co-develop in VO’s, in order to share a part of their business
service capabilities and allow their reuse and integration, we introduce a new
framework for service oriented collaborative networks in Chapter 2. Applying
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Software services, e.g. web services, and SOA paradigm in collaborative networks
using rapid, cost-effective and standard-based means, results in more successful
interoperability and collaboration among involved organizations. For this pur-
pose, a new high-level abstract framework for service oriented VOs is introduced
in Chapter 2.

This framework consists of three software modules, i.e. Specification Module,
Discovery Module, and Composition Module. Specification Module is responsi-
ble to fully specify all aspects of software services offered by service providers
as VO partners. This module has two functions: Agreement Management and
Software Service Specification to capture the agreements and responsibilities of
VO members, as well as needed meta-data of services (e.g. syntax, semantics,
and behavior of services). The second module is the Discovery Module, which
addresses mechanisms for service discovery and selection of the existing shared
services in the VOs. Finally, the Composition Module of the abstract framework
offers new value-added services to the service designer, through the composition
of the existing shared services in the VO.

In order to answer the second main question RQ2 on how to address the busi-
ness services in service oriented collaborative networks to support their effective
reusability and integration, we pinpoint below each of its two subsidiary questions
introduced in the Introduction Chapter, and specify where they are addressed fur-
ther in the thesis.

In Chapter 3, we address the sub-question S1-RQ2:

How to uniformly define business services of independent and autonomous or-
ganizations constituting the VO?
To answer this question, the C3Q model of service competency is proposed in
Chapter 3 to have a uniform definition for business services. The 4C-model of or-
ganizations’ competency introduced in [57], forms the basis of our proposed C3Q
model of service competency. The C3Q model characterizes Capability, Conspicu-
ity, Cost, and Quality specification criteria. As such, VO business services can
be uniformly defined and published in order to support their sharing and reuse.
Capability is the most important part of the service profile, which represents the
functional properties of the business services including syntax, semantics, and
behavior. Nevertheless, one aspect which deserves further emphasis here is the
behavioral aspect. To the best of our knowledge, C3Q is the only complete ser-
vice profile that addresses behavioral properties of the services in addition to their
other aspects. The C3Q model can also be considered as the service competency
model within the VOs.

The sub-question S2-RQ2 below is also addressed in Chapter 3:
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How to specify, in an unambiguous/concise representation manner, the function-
ality/behavior of business services, as required for developing their equivalent soft-
ware services?

In our approach, the current business service description approaches and stan-
dards are extended and improved in order to support efficient service discovery
and composition. First, we present the C3Q data model to represent the various
information needed for description of the business services within the VOs.

A number of different notational options can be applied for representation
of each of the three aspects of this data model, we have however adopted one
specific notation in our proof of concept prototype for formalizing each of these
aspects, as addressed in Chapter 3. WSDL that represents the most prominent
standard for describing web services, provides only the syntactical description,
and lacks representing the other properties of services, e.g. semantics and the
behavioral specification which is required to represent the functionalities of ser-
vices. Therefore, we introduce an extension of WSDL, the XWSDL, to specify
web services according to the aspects of services introduced in C3Q model. To
the best of our knowledge, XWSDL is the first model that provides a compre-
hensive description of capabilities over web services and highlights the important
role of service behavior in the realization of the semi-automated service oriented
computing. Finally, a prototype GUI is developed to assist service integrators
and service providers with describing and visualizing the behavioral specification
of their web services, correctly and easily.

To answer the third main question RQ3 on how to support the selection of most-
fit business services against user-defined desired criteria, we address below each
of its two subsidiary questions.

The sub-question S1-RQ3 below is addressed in Chapter 4.

How to enhance the accuracy of service discovery results?

In Chapter 4, a tool is developed for a similarity-based discovery of web services
that is able to rank the service descriptions in a database, based on their similarity
scores matching each with the description of a service desired by a user. The for-
mal framework behind the tool is based on Soft Constrain Automata (SCA) [15],
to represent high-level stateful software services and queries. We use SCA to
formally reason on queries, e.g. on their operational similarity. Our tool is based
on implementing approximate operational-similarity evaluation with constraints
(see Section 4.6), which allows to quantitatively estimate differences between two
behaviors. Defining this problem as an SCSP makes it parametric with respect
to the chosen similarity metric (i.e. a semiring), and allows using efficient AI
techniques for solving it.
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The sub-question S2-RQ3 below is also addressed in Chapter 4.

How to ensure the quality of retrieved/discovered services?

Besides the set of functional requirements, which we model as soft constraints
in our discovery tool, we can also encode any set of QoS requirements as soft con-
straints, in order to assist users in their service selection. Therefore, we enhance
our tool by also considering QoS metrics to further meet users needs.

In principle, we can compute QoS ranking as an extra criterion for search, but
doing so may impact the results by giving higher ranking to completely irrelevant
services that have high QoS values. We have therefore used the lexicographic
ordering of our soft constraints in order to avoid this problem. Thus, we combine
the non-functional requirement constraints of services with all functional con-
straints in our constraint assembler, but doing this in a given lexicographic order.

To answer the fourth main question RQ4 on how to model the complex in-
teractions and communications among several component services that form a
composite service, in Chapter 5 we show how to automatically generate an or-
chestration framework for web services. Our answer is provided below, through
two sub-questions.

The sub-question S1-RQ4 below is addressed in Chapter 4.

How to represent internal configuration (i.e. behavior) of component services,
as required for their automated invocation?

We need to model and monitor the internal configuration of stateful services in
order to support their automated execution within a complex composed service.
Constraint automata [18], we specify the behavior of component services in our
proposed framework. In particular, we emphasize the external view of services,
namely every state of a simulation automaton represents an externally observable
internal configuration of a service, while every transition represents the exchange
of one or more messages by this service.

The sub-question S2-RQ4 below is also addressed in Chapter 4.

How to model complex interactions and communications among several compo-
nent services to be integrated into a composite service?

We have adopted Reo to support the orchestration among composing web ser-
vices. We then generate the Java code to compose the behavior of the WSs in a
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way that is transparent to the client and all the WSs. Reo [9] is then interfaced
to constraint automaton, which provides a graphical language for modeling the
interaction protocols among composed software services and orchestration their
execution. The input to our Java code generation tool includes the web service
behavior specification of each WS (in terms of constraint automata), the WSDL
description file of each WS, and the specification of the interaction protocols
among the component services as a Reo circuit. Using these information, it is
then possible to automate the Java code generation process from a Reo circuit
and a proxy for each WS. Such a proxy manages the communication between
services and the Reo channels. Our developed ProxCG tool automatically trans-
lates Reo circuits generating the executable orchestration of the JAVA code for
composed services.

7.2 Discussion and Future Work

This research can proceed in the future along a number of different lines. Our
first intention is to be able to expand our current approach to generate differ-
ent communication units for the proxy (the service communication unit, Sect.
5.5.1), in order to include different technologies in the orchestration of compo-
nents and web services, e.g. CORBA, RPC, or WCF. We intend to support a
multi-technology platform that can support integration of services from different
kinds of third-parties.

Another related direction for future work is extending our work from Soap-
based WSs to Restful WSs. Such an extension would provide a powerful, declara-
tive platform for composing and mixing Soap-based WSs with Restful WSs, with
a view similar to the Pautasso’s work on Restful WSs for the imperative Bpel plat-
form [127]. We identify several challenges here. Perhaps the most crucial question
is how to map resources to boundary nodes, i.e. how to connect a circuit to a
Restful WS. The obvious choice of representing every resource location with a
boundary node may not work well in practice if a service uses many different
resource locations. Finding an optimal solution requires further study. Another
challenge here is the lack of standardized, widely adopted, machine-processable
interface description language for Restful services. Such a format seems essential
to generate proxies completely automatically. A third challenge concerns dealing
with the state of web services. Stateful Restful services do not maintain state at
the server, but at the client. The client includes all necessary state information
in each of its requests to the server; the server includes in each of its responses a
resource location for every admissible next transition. Interestingly, Restful WSs
thus provide more behavioral information at run-time than Soap-based WSs in
their WSDL file at compile time. We have in fact already introduced WSBS files
to compensate for this. However, it remains an open question for us how to har-
ness this information dynamically at run-time, instead of asking Restful service
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providers to also publish a WSBS file of some kind for this purpose.

Furthermore, in future we would like to study different WS behavioral de-
scription schemes to generate the code of WS proxies according to different kinds
of input. A possible choice can be various UML diagrams, e.g. activity diagrams
or state machines. Finally, we certainly see as a future work to improve the
reusability of web services by designing and developing a mechanism for service
adaptation mechanism. Adaptation mechanisms are aimed at identifying and re-
solving of mismatches between service interfaces [119]. While the current service
adaptors focus on the interface-level mismatches of services (i.e. focused on syn-
tactical aspects), an adaptation of the behavioral specification of stateful services
increases their readability. For example, assume two online purchasing services
with similar behavior except that one of them needs an authentication process,
i.e. log-in and log-out operations. These two operations add one extra state and
two transitions to the web service behavior specification (WSBS). We can match
these two WSBSs by merging the extra nodes and transitions, similar to the ap-
proach discussed in Section 4.5. We believe that this direction is promising and
results would be encouraging.

7.3 Overview and Conclusion

A main goal of this thesis is to present a comprehensive enabling framework
for service-oriented collaborative networks in order to increase the efficiency and
effectiveness of software service discovery, composition and execution within a
network of organizations.

In collaboration networks, software services are simple self-contained appli-
cations that perform activities which are triggered by business processes. To
support this. web services can be considered as the natural choice for the im-
plementation of Service Oriented Architecture (SOA). They benefit from XML
encoded standards, e.g. WSDL and SOAP, which enable web services to become
independent of the programming language, operating system, and hardware [53].
Because of this independency that allows computer-to-computer communication
in heterogeneous environments, web services are ideally suited to provide dy-
namic information and functionalities for CNs. In service oriented collaborative
networks (SOCNs), e.g. in a VO, the SMEs can modularise their core business
into a number of services and reuse them in different business processes. However,
to fully achieve the features of SOA, its building blocks, i.e. the services, must
be well specified, in order toenable supporting semi-automated service discov-
ery and composition. Currently, the most promising research works in the area
of service description are semantic service description frameworks, such as the
OWL-S, WSMF, and WSDL-S [53] that provide machine understandable seman-
tic description of services, in order to facilitate the automatic service discovery
and composition. However, none of these efforts could effectively achieve this goal
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in practice. In Chapter 3, we carried out a comprehensive literature study on the
existing web service description standards and found a list of problems that are
not adequately addressed. For example, the current web service specifications,
even the semantic-based ones, do not sufficiently address the behavioral service
information that indicates how a service should be used, and what is the proper
configuration of its operations. In Chapter 3, we introduced novel XML-based
metadata for business service (BS) competency specification within CNs, pro-
viding concrete formal machine readable definitions that improve discovery and
composition of services.

As a consequence of insufficient information in the current service specifica-
tions, precise matchmaking required to locate a demanded service is also not
sufficiently addressed or developed [144]. We have developed a tool for similarity-
based discovery of web services matching the user requests. The tool is aimed to
rank the identified registered services, according to their similarity/fitting score is
with the query presented by the user. The main formalism behind this similarity
matching is constraint automata definition, which represents the service behav-
ior, both for registered services and the requested stateful software service. The
general approach for the semiring-based search engine of this tool relies on the
solution of Soft Constraint Satisfaction Problems (SCSPs), which allows using
efficient AI solving techniques for search problem. Furthermore, for identifying
the most-fit service(s) among those matched for their functional similarity, the
user preferences on the criteria of service quality, such as the availability, and
reliability, are considered. In order to combine the functional requirements and
the QoS constraints into a single semiring for match-making of services, we define
the lexicographic product of semirings. Therefore, the proposed tool efficiently
discovers and recommends the most-fit software service(s) to the authorized users,
among all those services shared within the VBE environment. In Chapter 4, we
demonstrate how the proposed framework improves service discovery. Further-
more, the proposed service search engine tool produces results that measure well
against reasonable expectations, as shown in Section 6.2. Moreover, the GloNet
project [143] as an application demonstrates the real case application and benefit
gained from this tool.

As software services are functional units, they must interact with the external
environment, such as other services [53]. There is usually a group of services
that a given service can interact with, in order to form a new composite service
targeted to achieve certain tasks. If this potential ability of services is ignored,
The true essence of service-oriented computing is not realized [76] and [4]. Despite
all the efforts spent on composition of services, the current work has inadequately
addressed interrelationships among the constituents of a composite service, as well
as its automated execution [83]. In other words, the current service description
frameworks are unsuitable and incomplete to support automated (or even semi-
automated) service composition and execution. To address the above issues,
we developed ProxCG that uses Reo circuits as the coordination model to both
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compose services and to coordinate complex process interaction protocols. These
two issues are among the most challenging for modeling and executing composite
BSs and their BPs in CNs. The proxies generated by ProxCG work as wrappers
to connect real web services to Reo circuits and thereby support the integration
of services.
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Summary

8.1 Summary

In today’s economy, collaboration and co-development among organizations has
evolved from the traditional format of static supply chains to the dynamic for-
mation of federated organization networks. Networking among business partners
has proven to yield lower costs, higher quality, larger service/product portfo-
lio, faster delivery, and more agility. However, the pace by which these trend
changes need to occur has raised the demand on ICT-enhanced support for inter-
organization collaboration, establishing the area of collaborative networks (CNs).
We particularly address in our research two forms of CNs, namely the VO (Virtual
Organization) and the VBE (VO Breeding Environment).

To enrich collaboration among potentially distributed partners, a challenging
area for CN research is focused on new approaches to specification, sharing and
integration of organizations business processes. Aiming to address this challenge,
in our research the promising paradigm of Service Oriented Architecture (SOA) is
investigated and applied as the base for enhancement of organizations collabora-
tion. However, we argue that the current implementations of the SOA approach
do not sufficiently support CN requirements and do not deliver the expected ad-
vantages for organizations sharing and integrating their business services. We
therefore introduce a new reference framework - the service orientated collabo-
rative networks (SOCN), as a customization of the traditional architecture and
generic model of SOA, in order to efficiently support service oriented CNs.

An implementation architecture is also elaborated that addresses our identi-
fied requirements for the reference framework, and captures the needed elements
and features for establishing the SOCN. Significant sub-components of the refer-
ence framework and their inter-relationships are introduced, as an extended SOA
model. The architecture seeks to introduce common service semantics and a novel
service behavior model, which can be used unambiguously across and between dif-
ferent implementation options. In this PhD work however, we have developed a
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proof of concept (POC) for our approach, which employs particular architectures,
standards, and technologies. The implementation details that realize our SOCN
architecture are provided. The developed service-oriented architecture is concep-
tually composed of three main software modules: Specification Module, Discovery
Module, and Composition Module, as briefly described below.

• SOCN Specification Module deals with the specification of software ser-
vices that are offered by different members/stakeholders in the role of service
providers within a VO. Such shared services in the VO are published in a
service registry or directory, complying to some agreements, such as the
SLA and OLA defined at the VBE level. In this module, we present an ex-
tension and improvement to the current web service description approaches
and standards, in order to support more efficient service discovery and com-
position in VOs. First, we depict a data model namely C3Q (addressing the
Capability, Costs, Conspicuities, and Quality criteria of services) to repre-
sent the various information needed for the description of services. C3Q
is considered as the services competency model within the VOs. Then, we
introduce a light extension of WSDL that we call XWSDL, to specify web
services according to the C3Q model. XWSDL provides a comprehensive
description of capabilities of web services and particularly highlights the
important role of service behavior in the realization of the semi-automated
service oriented computing. We have also developed a user-friendly GUI,
assisting service designers to correctly describe and visualize the behavioral
specification of their services.

• SOCN Discovery Module of the framework provides mechanisms for ef-
ficient and accurate discovery and selection of the best-fit service among
the existing shared services in the VO. Successful automated application
of search-result services of this module requires the description provided
through the Specification Module. We have presented a tool for similarity-
based discovery of web services that is able to rank service descriptions
in our registry, in accordance with a similarity score matching each reg-
istry entry with the description of a service desired by a user. The tool is
based on implementing approximate operational-similarity evaluation with
constraints, which allows to quantitatively estimate the differences between
two behaviors. Defining this problem as an SCSP (Soft Constraint Satis-
faction Problem) makes it parametric with respect to the chosen similarity
metric (i.e. a semiring), and allows using efficient AI techniques for solving
it.

• SOCN Composition Module of the abstract framework involves the
functions introduced to support service composition. Efficient service com-
position to create new value-added services in the VO requires not only
considering the rich meta-data captured in the service specification module,
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but also the modeling of the intended coordination among the component
services that form a composite service. While orchestration and choreogra-
phy are two alternative approaches to handle such coordination concerns of
the composition, we advocate orchestration for the VO service composition
using the coordination language Reo. We have further developed a tool
that automatically translates the orchestrators (i.e. the Reo connectors)
into Java code, and creates a proxy for each involved component service.
This proxy component is in charge of managing the communication between
the technology behind the web service and the Reo environment.
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Samenvatting

In de hedendaagse economie zijn de samenwerking tussen, en de gemeenschap-
pelijk ontwikkeling van, organisaties gevolueerd van traditionele, statische supply
chains naar dynamische vorming van organisatienetwerken. Netwerkactiviteiten
tussen business partners leiden aantoonbaar tot lagere kosten, hogere kwaliteit,
grotere service- en/of productportfolios, snellere oplevering, en sterkere wend-
baarheid. Echter, door het tempo waarin deze trendveranderingen plaats dienen
te vinden, is er vraag ontstaan naar ICT-ondersteuning voor samenwerking tussen
organisaties. Dit leidde tot het vakgebied van “collaborative networks” (CN). In
ons onderzoek kijken we in het bijzonder naar twee vormen van CN, namelijk
“virtual organizations” (VO) en “VO breeding environments” (VBE).

Een uitdagend deelgebied van onderzoek naar CN richt zicht op nieuwe aan-
pakken voor het specificeren, het delen, en het integreren van bedrijfsprocessen
van organisaties, om samenwerking tussen partners, die mogelijk gedistribueerd
zijn, te verbeteren. Binnen dit uitdagende deelgebied, bestuderen we in ons on-
derzoek het veelbelovende paradigma van “service oriented architecture” (SOA);
we gebruiken SOA als een basis om de samenwerking tussen organisaties te ver-
beteren. We beargumenteren dat de huidige implementaties van de SOA-aanpak
de eisen die gesteld worden binnen CN onvoldoende ondersteunen, en niet de
verwachte voordelen opleveren voor organisaties die services delen en integreren.
We introduceren daarom een nieuw referentiekader voor “service oriented collabo-
rative networks” (SOCN). Dit referentiekader is een verfijning van het traditionele
SOA en het algemene SOA-model, om SOCNs op een efficinte manier te onders-
teunen.

We bespreken een implementatie-architectuur, die de door ons gedentificeerde
eisen aan het referentiekader vervult. Significante onderdelen van het referen-
tiekader en hun onderlinge relaties worden gentroduceerd door middel van een
uitgebreid SOA-model. De architectuur poogt een gemeenschappelijke servicese-
mantiek en een vernieuwend servicegedragsmodel te introduceren, die eenduidig
met, en tussen, verschillende implementatiemogelijkheden gebruikt kan worden.
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In dit PhD-project hebben we een proof-of-concept voor onze aanpak ontwikkeld,
die specifieke architecturen, standaarden, en technologien gebruikt. We bespreken
de implementatiedetails die onze SOCN-architectuur realiseren. De ontwikkelde
SOA-architectuur bestaat conceptueel uit drie hoofdsoftwaremodules: de Specifi-
cation Module, de Discovery Module, en de Composition Module. Deze modules
worden hieronder beschreven.

De SOCN Specification Module behandelt de specificatie van software-
services die worden aangeboden door verschillende leden/stakeholders binnen een
VO, acterend in de rol van serviceaanbieder. Dergelijke gedeelde services in de
VO worden gepubliceerd in een serviceregister binnen een VO; ze voldoen aan
bepaalde afspraken, zoals de SLA en OLA, die gedefinieerd zijn op het VBE-
niveau. Deze module is gebaseerd op een uitbreiding van, en verbetering aan,
de huidige web-service-beschrijvingsaanpakken en -standaarden, om efficintere
serviceontdekking en -compositie in VO te ondersteunen. Eerst tonen we een
datamodel, namelijk C3Q (Capability, Costs, Conspicuities, en Quality-criteria
van services), om de verschillende soorten informatie te representeren die nodig
zijn om services te beschrijven. C3Q wordt beschouwd als het competentiemodel
voor services binnen de VO. Vervolgens introduceren we een kleine uitbreiding
van WSDL, die we XWSDL noemen, om web-services te specificeren volgens het
C3Q-model. XWSDL ondersteunt het geven van een alomvattende beschrijving
van de mogelijkheden van web-services, en belicht in het bijzonder de belangrijke
rol van servicegedrag in het realiseren van het semi-geautomatiseerde “service-
oriented computing” (SOC). We hebben ook een gebruiksvriendelijke GUI on-
twikkeld, die serviceontwikkelaars helpt bij het correct beschrijven en visualiseren
van gedragsspecificaties van hun services.

De SOCN Discovery Module van het referentiekader biedt mechanismen
voor de efficinte en nauwkeurige “discovery” (ontdekking) en selectie van de meest
geschikte service tussen de bestaande gedeelde services in een VO. Om de services
die gevonden worden door deze module succesvol op geautomatiseerde wijze in te
passen, zijn beschrijvingen uit de Specification Module nodig. We hebben een tool
ontwikkeld voor “similarity-based discovery” van web-services, die in staat is om
service-beschrijvingen in een serviceregister te rangschikken, in overeenstemming
met een “similarity score” waarin elke service in het register wordt vergeleken
met een beschrijving van de service waarnaar de gebruiker op zoek is. De tool
is gebaseerd op een implementatie van “approximate operational-similarity eval-
uation with constraints”, die het mogelijk maakt om op kwantitatieve wijze het
verschil tussen twee gedragingen te benaderen. Door het probleem te definiren
als een “soft constraint satisfaction problem” (SCCP), wordt het parametrisch in
de gekozen “similarity metric” (i.e., een semiring). Dit maakt het mogelijk om
efficinte AI-technieken te gebruiken om tot een oplossing te komen.

De SOCN Composition Module van het abstracte referentiekader bevat
functies die servicecompositie ondersteunen. Efficinte servicecompositie, voor de
creatie van nieuwe services die waarde toevoegen in de VO, vereist dat niet alleen
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de rijke meta-data uit de Specification Module dient te worden beschouwd, maar
ook een model van de beoogde cordinatie tussen de “component services” die de
“composite service” vormen. “Orchestration” en “choreography” zijn twee alter-
natieve manieren om invulling te geven aan dergelijke cordinatieaspecten van een
servicecompositie. Wij verdedigen orchestration voor VO-servicecompositie met
de cordinatietaal Reo. We hebben een tool ontwikkeld die automatisch “orches-
trators” (i.e., “Reo connectors”) vertaalt naar Javacode, en een “proxy” creert
voor elke betrokken component service. Deze proxy is verantwoordelijk voor het
managen van de communicatie tussen de technologie achter de web-service en de
Reo-omgeving.
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