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Abstract. Code reviews have been used to improve code quality since
the 1970s. Most practitioners in the field of software have some experi-
ence with respect to the technique. In this mapping study we illustrate
what kinds of research questions are addressed in code review literature.
The following themes emerged from analysis of 75 original articles: 1) de-
scription or comparison of different code review practices, 2) behavior of
reviewers (e.g., eye tracking studies), 3) communication and teamwork,
4) outcomes of code reviews (e.g., what kinds of problems are identified),
5) how properties of code to be reviewed affect reviewing, and 6) rea-
sons for conducting code reviews. About half of the studies have been
conducted with students and novices. The numbers of industry papers
has significantly increased when compared to the previous reviews in the
field.
Keywords. Code reviews, software inspections, code walkthroughs, map-
ping study.

1 Introduction

Software engineering has evolved significantly during the last decades. Code
review (sometimes called as peer review) is one of the few activities surviving
this evolution. Different forms of peer reviewing have been around since the
1970s [1], and practically every software engineer is familiar with the techniques,
at least to some extent. Based on the previous literature, the driving force to do
code reviews include finding defects, improving code quality, finding alternative
solutions, transferring knowledge and improving teams awareness [2].

Code review, or manual inspection of software quality in general are widely
studied topics, but systematic literature studies in the field are still rare. Brykczyn-
ski [3] conducted a literature review on checklist based quality assurance of
software artifacts (i.e., requirements, design, code, testing, documentation, and
process). Authors point out, that although some checks should be automated,
all the listed phases of software development are likely to benefit from manual
(possibly computer assisted) inspection. More recently, Ebad [4] did a system-
atic literature review to compare multiple manual inspection approaches and



conclude that ”the most effective reading techniques in requirements, design,
and coding phases are perspective-based reading, usage-based reading, and tool-
assisted reading, respectively”. Authors also concluded that most research seems
to be based on data collected from academic, instead of industrial context.

In addition to being scarce, previous literature studies on code reviews have
focused on topics that are quite specific. We argue that software engineering
community would benefit from a broader understanding of themes covered in
the code review literature. Therefore, the main objective of this study is to
shed light on which themes can be identified in the research of code reviews.
The exact research questions answered here is ”what’s the focus of the existing
empirical articles on code reviews, software inspections, and code walkthroughs”.
In the rest of this article, we use the term code review to refer different review
approaches (e.g., code reviews, software inspections, and code walkthroughs) We
will answer our research question by conducting a systematic mapping study.

The goal of this mapping study, following the guidelines in [5], is to provide
an overview of empirical research on code reviews, and identify the quantity and
type of research, and results available within it. The results of this study can
identify areas suitable for conducting systematic literature reviews [6], and areas
where a primary study is more appropriate.

The rest of this paper is structured as follows. Section 2 gives an overview
to our data collection. Section 3 presents our results. Section 4 provides an
extended discussion regarding our findings and lists directions for future work.
Section 5 describes limitations of this research. Finally, towards the end of the
paper, Section 6 draws some conclusions.

2 Data Collection

2.1 Search for Primary Studies

The first phase of the study consisted of identifying primary studies from sci-
entific databases. Search queries were defined to retrieve the initial selection of
works to be filtered and screened later on. The search was carried out in the
following digital libraries: IEEE (http://ieeexplore.ieee.org/Xplore/home.jsp),
ACM (http://dl.acm.org/), and Scopus (https://www.scopus.com/).

The format of queries differs between platforms. Table 1 shows how queries
were defined in each library. The actual search was conducted in June 2018; the
Results-column in Table 1 indicates the number of hits in each platform.

In total, the queries produced a combined total of 1426 articles. This initial
set of articles was then examined to remove duplicate articles. A total of 281 ar-
ticles were removed automatically based on duplicate DOIs, leaving 1145 articles
for further analysis.

2.2 Screening of Papers for Inclusion and Exclusion

The 1145 articles were screened based on their titles and abstracts. The applica-
tion of inclusion and exclusion criteria to titles and abstracts was conducted by



Table 1. Executed queries for each digital library.

Database Search Results

IEEE METADATA ONLY: (((“code review”) OR “code inspec-
tion”) OR “code walkthrough”)

297

ACM acmdlTitle:(“code review” “code inspection” “code
walkthrough”) OR recordAbstract:(“code review”
“code inspection” “code walkthrough”) OR key-
words.author.keyword:(“code review” “code inspection”
“code walkthrough”)

267

Scopus (TITLE-ABS-KEY(“code review”) OR TITLE-ABS-
KEY(“code inspection”) OR TITLE-ABS-KEY(“code
walkthrough”)) AND (LIMIT-TO (DOCTYPE, “cp”) OR
LIMIT-TO (DOCTYPE, “ar”) OR LIMIT-TO (DOC-
TYPE, “re”)) AND (LIMIT-TO (SUBJAREA, “COMP”)
OR LIMIT-TO (SUBJAREA, “ENGI”)) AND (LIMIT-TO
(LANGUAGE, “English”))

862

Total 1426

four researchers working in parallel. We were inclusive taking a paper to full-text
reading when in doubt. The following criteria state when a study was excluded:

– Studies presenting tools that are not specifically about code reviews (e.g.,
tools for clone detection, tools for static code analysis).

– Studies not presented in English.

– Studies presenting summaries of conferences/editorials.

– Studies not accessible in full-text.

– Books and gray literature.

– Studies that are replications of other studies.

This exclusion phase led to removal of 622 articles.

2.3 Selecting Empirical Studies in the Software Engineering Field

After the initial screening and exclusion of non-relevant articles, 523 articles
remained. These articles were then further inspected, including only articles that
were from the field of software engineering, and provided empirical results related
to code reviews. More precisely, the following inclusion criteria was applied: 1)
Studies are in the field of software engineering, and 2) Studies present empirical
results on code reviews (e.g. qualitative or quantitative data on code reviews).
Opinion pieces without any data or where the focus was on something else than
code reviews were excluded. This led to a final data set of 75 articles.

Most of the articles in our final data set have been published in conference
proceedings (61%). 32% of the publications were journal articles and the remain-
ing 7% were published in magazines and workshops.



3 Qualitative content analysis of research questions

For all the papers, we extracted excerpts describing the objectives, hypothesis
and explicit research questions of the work. Some of the papers did not have any
research questions and in some cases even the objectives were loosely defined. In
these cases, we extracted excerpts from the conclusions that illustrated outcomes
of the work. As the last option, if we failed to find illustrative excerpts, the main
contributions of a paper we defined by our own words. In addition, for every
paper, we extracted the context of code reviews (e.g. academic, industry, or open
source software development). Some papers had multiple contexts, in which case
all were recorded.

Next, we carried out a qualitative content analysis of research questions to
identify themes of the research. First, one of the authors went through all the
excerpts, and created a list of potential categories. At this phase, some of the
excerpts were augmented by reading the original publication. Next, themes were
discussed with an another author who also read the excerpts. This resulted in
some themes to be merged and some new themes to be created. Finally, when all
the papers were classified to potentially multiple categories, the categorization
was finalized jointly by all the authors.

The final categories and the number of articles assigned to each category
are the following. The list of papers in each category divided by the context
is provided in Table 2; in our study, an article could be mapped to multiple
categories.

Review methods This category is related to description, combination and
comparison of different code review practices. Some of the studies are de-
scriptive and focus on explaining (new) code review methods and best prac-
tices, as in [7]: ”Building on the existing literature, here we add insights
from a recent large-scale study of Microsoft developers code review practices
to summarize the challenges that code-change authors and reviewers face,
suggest best code-reviewing practices, and discuss tradeoffs that practition-
ers should consider.” Some papers in the category focus on (quantitative)
comparison review methods as illustrate in the following excerpt of research
hypothesis [8]: ”There is significant difference in the number defects found
by those subjects performing ad-hoc inspection and those performing sys-
tematic inspection of object oriented code”. (33 papers)

Human behaviour Papers in this category focus on Individual differences be-
tween reviewers (e.g., ”how effective developers are at conducting code re-
views and the degree of variation among them” [9] and behaviour of indi-
vidual reviewer, e.g., by using eye-tracking [10, 11]. The category is often
linked to the previous category of describing new review method and re-
search questions such as ”Do developers who are shown information that
could potentially help avoid the introduction of bugs behave differently than
without that information” [12] (15 papers)

Teamwork Papers in this category focus on communication, team configura-
tions and teamwork. Examples of research questions in this category are



”Does the number of involved teams influence the effectiveness of distributed
code review” [13] and ”what do reviewers discuss in test code reviews” [14]
In many cases, the role of teamwork was implicit while research questions
were more broadly defined. (14 papers)

Outcome of code reviews Papers in this category focus on effect of code re-
views, for example, which kinds of errors are found or how many of the errors
can be found. The category is closely linked to review methods category. Ex-
amples of research questions in category include ”What is the impact of
continuous code reviews and inspections on code quality, What are the most
common bugs among the code written by sophomores? What are the most
common code smells identified within the code written by sophomores?” [15]
(14 papers)

Role of code to be reviewed Papers in this category focus on the relation of
reviews and code to be reviewed. How properties of code to be reviewed affect
reviewing is more specific when compared to other categories, but it was still
clearly emerging from the data. Excepts illustrating this category include
”Does the number lines of code to be reviewed influence the effectiveness of
distributed code review?” [13] and ”What factors can influence how long it
takes for a patch to be reviewed?” [16] (5 papers)

Reasons for conducting code reviews Papers in this category address ex-
plicitly the reasons or motivations for conducting code reviews, with research
questions like ”What are the motivations for code review at Google [...] How
do Google developers perceive code review?” [17] (4 papers)

Table 2. Topical classification of papers. (*) Some papers use data from more than
one context, for instance when comparing industry with academia.

Category n Context∗ Papers

Review methods 33 industry (14), open source (3),
academia (15), unclear (1),
government (1), simulated re-
view (1)

[1, 7, 8, 14,17–45]

Human behaviour 15 industry (5), open source (3),
academia (8)

[9–12,46–56]

Teamwork 14 industry (9), open source (2),
academia (3)

[7, 13, 14, 16, 24, 35,
57–64]

Outcome of code reviews 14 industry (5), open source (7),
academia (2)

[15,43,49,65–75]

Role of code to be reviewed 5 industry (1), open source (4) [13,14,16,76,77]

Reasons for conducting code
reviews

4 industry (2), academia (1), not
defined (1)

[17,78–80]

While reviews are considered somewhat classical technique, we identified only
few studies published prior to mid-1990s. Publication year of the studies are
illustrated in Figure 1.
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Fig. 1. The number of publication per year for each category (a single paper can be
classified into multiple categories) and the total number of publications identified each
year.

4 Discussion

The largest category of research topics identified in this mapping study, with
38% of papers related to it is description, combination and comparison of differ-
ent code review practices. The category overlaps heavily with other categories,
however. For example, description of a new code review approach is often re-
lated to analysis of how people behave when applying the new methods, and
quantifying the results of code reviews.

Indeed, the second largest groups in our analysis are “Communication, team
configurations and teamwork”, “ Effect of code reviews (e.g., which kinds of
errors are found)”, and “Individual differences and behavior of reviewers”. Each
of these themes to related to ca. 16% of all the papers.

Although we were able to identify many studies that either compare (effec-
tiveness of) code review techniques or identify benefits of code review, there
are only few studies that compare effectiveness of code reviews to other quality
assurance techniques (e.g., [75]). We would like to see more studies that com-
pare code reviews directly to alternative or complementary methods, such as
test driven development or pair programming.

Three different contexts are common when considering reviews that con-
tain empirical results – open source, industry, and education. Sometimes, they
(partially) overlap or complement each other in the studies (hence the small
mismatch in numbers per category and total in Table 2). In our study, ca. half
of the studies have been conducted with students and novices. This is a signifi-
cant improvement to earlier review by Ebad [4], where only four percent of the
research was conducted in the industry context.

We are somewhat surprised by the fact that there are very few old articles
with empirical evidence, although code reviews is considered a classic topic.
Furthermore, these initial papers were really placing the focus on the essentials
of code reviews as a quality assurance and bug-fixing instrument. Based on our
study, mid-1990s seem to mark the point when there was increasing empirical
interest in reviews in general, and only after 2010 there are several papers that



empirically study reviews. Granted, the increasing interest in reviews has also
meant that the research is more versatile, addressing various topics revolving
around reviews but not necessarily studying their effectiveness as a mechanism
for quality assurance.

Finally, we did not consider the evolution of the term code review in this
study; however it is clear that the meaning of the term has evolved significantly.
For example, in 1980s, the term software review meant software inspection where
the quality of a software module was inspected following a certain process [81],
whereas today software review more often refers to the acceptance decision for
inclusion of a contribution in an open source project [82]. Understanding this
evolution is a topic for future work.

5 Limitations and Threats to Validity

There are multiple biases related to the selection of primary research. Retro-
spectively, the biggest selection choice we made in the paper was to exclude tool
papers, where empirical evidence was focused on evaluating the tool. It is likely
that in the process we also eliminated some data that also acts as evidence re-
garding code reviews more generally as well. By inspecting many of the tools
papers as well, we came to a conclusion that in general they are not comparable
to papers that are solely dedicated to code reviews. However, studying the tool
perspective remains an possible direction for future work.

Another dimension we deliberately excluded in this study is the use of code
reviews in education. Such studies take a very different stand to code reviews,
and while they would have contributed to versatility of the mapping study in
general, based on reading many of them, they might have resulted in a category
of their own in the classification. Hence, we feel that they deserve a paper of
their own. Publications that used educational context, but did not focus on how
to teach code reviews were included, however.

The general limitations associated with any mapping study also apply to our
work, including in particular bias in selection of the reviewed papers and inaccu-
racy in data extraction. Since we mainly relied on search engines to retrieve the
primary studies, the search engines may have influenced the completeness of the
identified studies. The extraction process may have also resulted in inaccuracies,
even though the reviewers practiced extraction jointly. Quality assessment of
studies in systematic reviews still remains a major problem [83].

6 Conclusions

Code inspections are a classic approach to quality assurance. Despite frequent
use of the method in industry, there are only few systematic literature studies
of the field. In this systematic mapping study we have illustrated what kinds of
research themes can be identified in the code review literature.

The following themes emerged from analysis of 75 original articles: 1) de-
scription or comparison of different code review practices, 2) human behavior



and differences between individual reviewers 3) communication and teamwork,
4) outcomes of code reviews, 5) how properties of code to be reviewed affect
reviewing, and 6) reasons for conducting code reviews.

While many of the papers identified in this survey address effectiveness of
code reviews, comparisons between code review to other approaches aiming to
improve software quality are uncommon. Moreover, much of the knowledge is
at least partially outdated due to the changes in software development and de-
ployment methodologies. In contrast, softer issues, such as team behavior and
participants roles in code review, have been gaining traction in research, resulting
in various studies of code reviews from the socio-technical dimension.

While we acknowledge the importance of the socio-technical dimension, we
believe that there is a need for further primary studies from purely technical
point of view, taking code reviews as a quality assurance technique back into
focus.
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