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ABSTRACT
In the quest of large-scale quantum computers, multi-core dis-
tributed architectures are considered a compelling alternative to
be explored. A crucial aspect in such approach is the stringent de-
mand on communication among cores when qubits need to interact,
which conditions the scalability potential of these architectures.
In this work, we address the question of how the cost of the com-
munication among cores impacts on the viability of the quantum
multi-core approach. Methodologically, we consider a design space
in which architectural variables (number of cores, number of qubits
per core), application variables for several quantum benchmarks
(number of qubits, number of gates, percentage of two-qubit gates)
and inter-core communication latency are swept along with the def-
inition of a figure of merit. This approach yields both a qualitative
understanding of trends in the design space and companion dimen-
sioning guidelines for the architecture, including optimal points, as
well as quantitative answers to the question of beyond which com-
munication performance levels the multi-core architecture pays
off. Our results allow to determine the thresholds for inter-core
communication latency in order for multi-core architectures to
outperform single-core quantum processors.

CCS CONCEPTS
• Computer systems organization → Quantum computing;
Distributed architectures; •General and reference→Design;
• Networks → Network on chip.
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1 INTRODUCTION
Quantum computing is expected to open the door to a revolution in 
the broad fields of computing and communications. This is possible 
by virtue of unconventional properties of quantum mechanics such 
as superposition or entanglement, which could potentially allow 
solving certain algorithms exponentially faster than on classical 
computers and provide unconditional security in communications 
[1, 2, 3, 4, 5].

The key challenges preventing the scaling and wide adoption of 
quantum computers are manifold. They could be summarized in 
that qubits, i.e. the alter ego of classical bits in the quantum world, 
are very sensitive to noise and any operations applied to them. 
That makes it very difficult to preserve their coherence and not 
introduce errors in the computation. To minimize this, quantum 
processors are nowadays kept isolated at cryogenic temperatures 
and controlled externally. For all this, the addressing and control of 
large qubit arrays becomes extremely challenging.

Despite impressive recent advances, existing realizations of quan-
tum computers are still too small and noisy to allow for the experi-
mental demonstration of their full potential. They are referred to as 
Noisy Intermediate-Scale Quantum (NISQ) computers. For instance, 
the largest functional NISQ computers presented thus far have less 
than a hundred qubits[6, 7], which is far from the number of qubits 
needed for showing the true advantage of these computers and 
their applicability to solve real problems [8, 5].

The final publication is available at ACM via  http://dx.doi.org/10.1145/3457388.3458674
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Figure 1: Design Space Exploration for multi-core quantum computing architectures

To increase these numbers, tremendous efforts are being put into
allowing a dense integration of many qubits within one chip [9,
10]. However, this approach is conjectured to have its limit in a
few thousand qubits, due to the impracticality of integrating the
required control circuits and per-qubit wiring and still maintaining
a low quantum error rate [11].

An alternative or complementary approach to scale existing
quantum computers consists in the creation of quantum multi-core
architectures with dozens of NISQ cores (see Fig. 1). Each of these
cores would contain a relatively low number of qubits, from tens to
hundreds, and be connected through a quantum interconnect for
core-to-core coherent qubit transport (via, for instance, quantum
teleportation or photonic shuttling [12, 13]) and a control classi-
cal network for core coordination, job distribution or quantum
teleportation assistance. This disintegration approach alleviates
the requirements for control circuits and improves qubit isolation,
while still maintaining all the advantages of quantum parallelism as
long as cores are kept coherent through the quantum interconnect.

Various proposals [14, 15, 16, 17, 18, 19, 20] in the literature
agree on using this approach at multiple scales and studied the
use of multiple qubit technologies (e.g. ion trap, quantum dots or
impurities in solids) and quantum interconnect alternatives (e.g. ion
shuttling, quantum teleportation) to realize the vision. However,
to the best of our knowledge, a thorough architectural top-down
analysis of the scaling potential, resource overheads and computa-
tional costs of multi-core architectures is missing. A more detailed
study was conducted in [21], where technology-agnostic multi-core
quantum computer performance is explored for a wide range of
configurations in terms of number of qubits, number of cores and
some technological parameters. However, as the authors already
mention, the analysis is only a preliminary approach, as it is limited
to an analytical Figure of Merit (FoM), not related to any previously
existing well-known quantum metric or simulations based upon
experiment-supported models. Although the conclusions on the
effectiveness of the multi-core approach are promising, stronger
foundations need to be laid in order to give more concrete direc-
tions for quantum computer designers and quantum technology
developers.

Specifically, the trade-off between communications overhead
present in multi-core architectures and the gain in size of the algo-
rithms that can be executed on them, needs to be profiled. This will
help not only to determine the viability of multi-core computing
but also to characterize the decision threshold where the communi-
cations cost of distributing quantum computation among several
cores pays off.

Studies on this trade-off are available [22, 23, 24, 25, 26], al-
though none of them allows us to answer any of these key questions,
namely: how fast should inter-core communications be in order to
allow multi-core architectures to supersede traditional single-core
quantum processors? For a given interconnect technology, which
is the optimal architectural configuration that the communication
costs pay off?

This is the aim of the present work. We attempt to do so by per-
forming a Design Space Exploration (DSE) of the architectural and
technological variables that configure multi-core quantum comput-
ers. We have used the OpenQL [27] compiler and QMap mapper
[28] with several random and real application benchmarks to com-
pute the actual performance for different multi-core configurations,
comparing it with the traditional single-core results.

2 EXECUTING QUANTUM ALGORITHMS ON
MULTI-CORE QUANTUM
ARCHITECTURES

Quantum algorithms are usually expressed as quantum circuits
that are agnostic of quantum hardware, i.e. it is assumed that all
qubits can interact with each other or that quantum gates can be
performed in parallel as long as their dependencies are respected.
However, quantum processors suffer from several constraints that
must be satisfied when executing a quantum algorithm on them
[28]. Qubits are arranged on a specific topology, and although all-to-
all qubit connectivity is possible for trapped-ion processors [29], in
most of the quantum devices one of the most stringent constraints
is the reduced connectivity between qubits, limiting their possible
interactions to, for instance, only nearest-neighbour.

Accordingly, different mapping approaches have been proposed
for realising quantum algorithms in connectivity-constrained, and
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Figure 2: Flow diagram of the evaluation framework used for the Design Space Exploration

in more general resource-constrained, single-core quantum archi-
tectures [30]. The main steps in this process, which are also relevant
for the multi-core case, are: 1) initial placement of qubits in which
the virtual qubits (qubits in the circuit) are assigned to the physi-
cal ones (qubits in the quantum chip); 2) routing of the qubits to
adjacent positions whenever they need to interact (using specific
quantum operations such as SWAP gates); and 3) scheduling of
quantum operations to leverage their parallelism and reduce the
overall circuit latency (i.e. the time it takes to complete the execu-
tion). This process results in an increase in the number of gates and
circuit depth (number of steps in the circuit) that in turn decreases
the success rate of the algorithm [31].

These mapping techniques can be applied and extended when
scaling the architecture to multiple cores as the connectivity among
cores is also limited. In this case, virtual qubits can be mapped to
a physical qubit in any core. Ideally, qubits with a high-degree of
interactions should be placed in the same core. When two qubits
that are in different cores need to interact, they will have to be
moved to the same core. Therefore, multi-core architectures (see
Fig. 1) require not only intra-core qubit movement operations (e.g.
SWAP gates), but also inter-core communication operations such
as quantum teleportation or qubit shuttling [22].

Depending on the interconnect topology of the multi-core ar-
chitecture, the restrictions on inter-core communications will vary.
As in the single-core case, this limitation will result in an increase
of quantum operations. In addition, inter-core communication is
slower and more error-prone than intra-core communication oper-
ations: latencies are from 5× to 100× longer, and the error rates are
on average 10× to 100× worse for quantum teleportation than for
two-qubit gates [25, 14, 32]. All of these overhead sources need to
be analysed as they will substantially affect the algorithm execution
and reliability of the final results.

3 EXPLORING THE MULTI-CORE
ARCHITECTURES PERFORMANCE

In this section, we present the framework for the analysis: architec-
tural assumptions and performance metrics, chosen benchmarks,
compilation framework and problem formulation. See in Fig. 2 a
flow diagram of the design exploration process.

3.1 Modeling Assumptions
Multi-core quantum topology: We assume the quantum com-
puter to be composed of one or several interconnected cores, which
could be compared to any current NISQ quantum computer; that
is, a computing core consisting of some tens or hundreds of qubits.
In order to keep the focus on the effect of inter-core communica-
tion, we have assumed all-to-all intra-core connectivity, i.e. every
physical qubit can interact with any other as long as they placed in
the same core. As in [14] and [16], full connectivity is also assumed
among the cores, meaning that qubits placed in different cores are
at ‘one hop’ distance, as there is an entangled pairs generator which
is shared among all cores.

Inter-core communication:We have chosen quantum telepor-
tation as the inter-core communication operation, as it is a firm
candidate for this role, and has been already demonstrated with sev-
eral technologies [33, 34, 35, 36]. Quantum teleportation is based on
the properties of entangled pairs of qubits, that are shared among
two entities and enable them to communicate a quantum state,
through a few simple operations and some classical communica-
tion, without the need of sending the physical qubit, and hence
increasing the success rate.

Decoherence and other quantum noise sources are not directly
considered in the analysis. Though these error sources considerably
affect the accuracy of the computation results, as mentioned before,
when studying the effect of communications it is of interest to focus
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Figure 3: Full-blown variable exploration of multi-core quantum architectures for the random benchmark (80% of gates are
two-qubit operations). From top to bottom, size of the algorithm (qubits × gates), communications overhead and Figure of
Merit Γ are plotted against the number of qubits of the algorithm and the number of cores of the architecture, varying the
number of qubits per core (and the total number of physical qubits accordingly). In this benchmark, the number of gates has
been fixed, while the number of qubits of the algorithm increases along the size of the architecture.

on the latency overhead. It is the main hurdle of inter-core commu-
nications when compared to intra-core operations and deserves an
isolated study. Certainly, considering the effects on the overall error
rates is an important part of our future work, requiring accurate
error models and specific tools.

In any case, it is key to note that in quantum communications
latency and error rate are tightly related: the more time is consumed
in the data transfer, the higher will be the decoherence effect on
the result error (assuming no error correction or entanglement
distillation techniques). Also, correcting errors and dealing with
them incurs in higher execution latency. Accordingly, the present
study, although focused on latency overhead, gives guidelines that
are applicable as well for real-world error-prone systems.

3.2 Selected Benchmarks
With the aim of evaluating the communication overhead in multi-
core quantum architectures and its potential for solving the scalabil-
ity issue, we have used the Quantum Fourier Transform (QFT) and
Grover’s search algorithm as benchmarks [37, 25]. These bench-
marks, however, have a specific structure and scale in a predefined
steady manner, which limits our control over their parameters. For
instance, the number of gates for Grover’s algorithm scales in a
linear manner with number of qubits, whereas its percentage of
two-qubit gates (after decomposition) is around 30%.

In order to overcome this limitation, additionally we decided
to use synthetically generated benchmarks in the form of random
circuits. These can provide the necessary freedom to explore algo-
rithm parameters like number of qubits, gates and the percentage of
two-qubit gates mentioned previously. The importance of using the
family of random circuit benchmarks was pointed out by some pre-
vious works as well [38, 39, 40, 25, 41, 42, 43], which also introduced

various ways of generating them. They differ in type of randomness,
shape (width vs. depth), gate density per layer, etc. In our case, we
opted for random circuits that are generated by uniformly selecting
gates from a predefined set and uniformly selecting qubits (one
or two qubits for single- or two-qubit gates, respectively) to apply
those gates on. Beforehand, we had to decide on the percentage
of two-qubit gates, as this parameter is the one that defines the
amount of qubit interactions. We chose the two extreme values of
20% and 80% to showcase the impact of communication.

3.3 Extending the Qmap mapper
In order to evaluate the communication costs, we have mapped the
previously presented benchmarks into different multi-core quan-
tum architectures. To this purpose, we used the OpenQL quantum
programming framework [27] and the Qmap mapper [28] embed-
ded in it. In this work, we have modified the Qmap mapper, which
is meant for single-core resource-constrained quantum processors,
and extended it to the multi-core case.

The main modifications are the following: 1) together with the
definition of each core’s description (gate latencies, qubit connec-
tivity constraints, supported operations, etc.), the configuration
file includes the topology specification of the multi-core archi-
tecture (how many cores, inter-core connectivity, and number of
qubits/core) as well as the inter-core communication latency; 2) in
the initial placement, a single core can be assigned multiple qubits;
3) an inter-core qubit transfer operation has been defined and is
inserted during the routing process when necessary.

Note that as all-to-all intra-core connectivity is assumed, the
OpenQL compiler, apart from satisfying the dependencies among
different instructions, has only to take into account inter-core move-
ment; if any pair of qubits placed in different cores need to interact,
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the compiler has to insert the teleportation operation and mod-
ify the execution schedule to wait for the movement to complete,
after which the qubits interact inside one core. Observe however
that, having any-to-any communication in both inside the core
and among the cores, the routing phase of Qmap has no way to
differentiate the ‘one hop’ distance between qubits in the same core
and that of two qubits placed in different cores. In order to solve
this, the compiler adds an extra hop in the latter case and avoids
paths with more than one inter-core communication. Note also
that the Qmap mapper tries to reduce the resulting circuit latency
overhead (overall circuit execution time).

3.4 Problem Formulation
We are considering multi-core architectures as an approach that
may help to unleash the quantum computing potential, which is
right now limited by the number of qubits of current processors.
Therefore, being focused in determining the decision threshold be-
tweenmonolithic single-core andmulti-core quantum architectures,
the communication cost and available computing capacity for the
algorithm being executed must be the key point of the exploration.

Hence, the proposed performance metric may be defined as

Γ =
Algorithm size

Comms overhead
=

# gates × # qubits required(
Latency (multi-core)
Latency (single-core)

) (1)

In Eq. (1), the algorithm size refers to the product of its number
of qubits and its number of gates. The execution latency (different
from the communication latencies 𝐿𝑖𝑛𝑡𝑒𝑟 and 𝐿𝑖𝑛𝑡𝑟𝑎) accounts for
the total number of processor cycles the code takes, after perform-
ing a platform-specific compilation (i.e., mapping and instructions
scheduling).

The performance metric Γ depends on three different aspects of
the problem: the architecture configuration, the application-specific
parameters, and the technology specifications. According to our
modeling assumptions, we can narrow down these dependencies
to five variables: number of qubits per core and number of cores
(architecture); total number of qubits and gates required by the

algorithm and 2-qubit gates fraction (application), and the ratio
between the inter-core communication latency and the cost of an
intra-chip communication operation (communications).

Therefore, we are looking in the design space for the points
where multi-core architectures perform better than single-core
processors. That is to say, to find the maximum performance Γ for
any given architecture configuration (number of qubits per core 𝑁𝐶

𝑄

and number of cores 𝑁𝐶 ), for every application (i.e. number of gates
𝑁𝐺 , 2-qubit gates fraction 𝑁

(2)
𝐺

/𝑁𝐺 and number of qubits required
𝑁𝐴𝐿𝐺
𝑄

) and for a fixed communications overhead (𝐿𝑖𝑛𝑡𝑒𝑟 /𝐿𝑖𝑛𝑡𝑟𝑎).
This can be summarized in the formulation below:

min
𝐿𝑖𝑛𝑡𝑒𝑟

𝐿𝑖𝑛𝑡𝑟𝑎
(2)

s.t. Γ′
(
𝑁𝐶
𝑄 , 𝑁𝐶

)
≥ Γ′

(
𝑁𝐶
𝑄 , 1

)
𝑁𝐴𝐿𝐺
𝑄 , 𝑁𝐺 = const

Intra- and inter-core topology, qubit implementation and inter-
connect technology are assumed to be fixed, while the application-
specific parameters vary on every benchmark.

4 RESULTS
We have performed an in-depth exploration of the design space,
sweeping all the input variables in wide ranges. Standard bench-
marks (QFT, Grover’s) have their own profile in terms of number
of gates (𝑁𝐺 ) and 2-qubit gates fraction (𝑁 (2)

𝐺
/𝑁𝐺 ), both of which

depend on the size of the input (number of qubits required, 𝑁𝐴𝐿𝐺
𝑄

),
which we have varied from 10 to 3000. In the random case, we have
fixed the number of gates, while sweeping the number of qubits
in the same range, as a way to keep constant the number of inde-
pendent variables modifying the output performance. Aiming at
the future high-scaling multi-core computers, we have explored
ranging from modest sizes (2 cores and 10 qubits per core) to 16
cores and 1024 qubits per core. Finally, we have characterised costly
inter-core communications with latencies ratio (𝐿𝑖𝑛𝑡𝑒𝑟 /𝐿𝑖𝑛𝑡𝑟𝑎) that



CF ’21, May 11–13, 2021, Virtual Conference, Italy S. Rodrigo, M. Bandic, S. Abadal, H. van Someren, E. Alarcón, and C. G. Almudéver

100 101 102 103

Linter/Lintra

104

106

NC
Q = 256

NC = 1
NC = 2
NC = 4

NC = 8
NC = 16

0 250 500 750 1000

NC
Q

2.0

3.0

4.0

5.0

Linter
Lintra

NC = 2
NC = 4

NC = 8
NC = 16

NC = 2
NC = 4

NC = 8
NC = 16

Figure 5: Design Space Exploration ultimate goal: optimal inter-core latency for every architecture (here the case for random
(80%) is shown). The evaluation points lacking in the plot correspond to compilations that took an excessive amount of time
to complete

Table 1: Design Space Exploration

QFT Grover’s Random 0.2 Random 0.8

𝑁𝐺 O(𝑁𝐴𝐿𝐺
𝑄

)2 O(𝑁𝐴𝐿𝐺
𝑄

) 3000 3000

𝑁
(2)
𝐺

/𝑁𝐺 ∼ 50% ∼ 30% 20% 80%

𝑁𝐴𝐿𝐺
𝑄

[10, 3000]

𝑁𝐶 [1, 16]

𝑁𝐶
𝑄

{16, 64, 256, 1024}
𝐿𝑖𝑛𝑡𝑒𝑟

𝐿𝑖𝑛𝑡𝑟𝑎
{10, 100, 1000}

starts from 10 and goes up to 1000, in order to stress the analysis in
the most crucial point. A summary of these input parameters can
be found in Table 1.

In Fig. 3, the full-blown variable space exploration for a single
benchmark (the random benchmark with 80% of 2-qubit gates) is
shown. The design space is projected onto the two architecture-
related dimensions, i.e. total number of qubits and number of cores
available in the computer. From top to bottom, the FoM Γ com-
ponents are shown (the algorithm size is plotted in the first row,
right below the communications overhead can be found, and the
aggregated final metric is on the last row). In this way, we can see
the effects of both parameters in the performance.

In the left side, we can see the different clusters of lines in the
communications overhead plot (in the middle), for the three differ-
ent ratios of 𝐿𝑖𝑛𝑡𝑒𝑟 /𝐿𝑖𝑛𝑡𝑟𝑎 : the performance scales linearly with the
inter-core latency. This does not benefit the multi-core approach,
as the single-core processor performs always better. Very impor-
tantly, observe that the single-core curve is discontinued at 103
qubits, as that is the forecasted approximate upper limit (number

of qubits in a single core) for current qubit integration technolo-
gies[11]. This allows multi-core architectures performance grow
past that limit, achieving single-core levels of performance by in-
creasing the number of qubits and number of cores, for the same
qubit technology. For a fixed number of cores, the communications
overhead decreases slowly (as more qubits are fitted inside the same
core, hence less inter-core movements are needed), and thus the
performance increases. Note also that the communications over-
head is higher than the 𝐿𝑖𝑛𝑡𝑒𝑟 /𝐿𝑖𝑛𝑡𝑟𝑎 , as the overhead accounts as
well for delays in instructions scheduling that are a byproduct of
longer qubit transportation waiting times.

The bottom-right plot contains the most valuable information
in this first wide exploration: we can see from left to right the cost
of going from single-core to multi-core (see the steep descent of
the performance in the interval [1, 2], and most importantly, how
the multi-core architecture, as the number of cores are increased
(i.e. parallelism), recovers performance until almost reaching single-
core performance values with 16 cores working together. That is,
adding cores allows increasing the number of available physical
qubits for computation, breaking the single-core qubit integration
limit, and overcoming the latency overhead from inter-core com-
munications. This sheds a light on the potential of multi-core ar-
chitectures.

The same full-blown exploration for QFT, Grover’s and the low-
communication random benchmark are also shown in Fig. 4, and
compared to the already seen high-communication random bench-
mark. The lowest performance is that of the random algorithms, as
the two-qubit gates are distributed uniformly, without any struc-
ture, among all the qubits: even the best efforts coming from the
mapper in the low-communication benchmark can decrease inter-
core qubit interaction. QFT shows a steeper increase in performance
as the architecture grows: even having a moderate amount of qubit
communication (see Table 1), its structure allows the mapper to dis-
tribute it properly. Note that its minimum performance is the worst,
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but it also shows the higher maximum, surpassing the single-core
performance with as few as 4 cores. In a nutshell, multi-core ar-
chitectures benefit from highly-structured pieces of quantum code,
which are frequently used in many well-known algorithms.

Having explored the design space in this way, we have been
able to see, for different architectures, applications and inter-core
communication performance, the balance point where multi-core
architectures supersede single-core performance. Therefore, let
us now explore this the other way around, looking for the deci-
sion threshold where the inter-core communication adoption in
multi-core architectures starts to pay off and exceed single-core
performance. This decision threshold will depend on the application
and the architecture. See in Fig. 5, left plot, the graphical represen-
tation of the decision threshold finding for a specific application
and several architectures, as the crossing point of the performance
single-core line (which is flat, as it does not depend on the inter-core
communication latency) with the performance curves of different
architectures. In Fig. 5, right plot, the decision thresholds curves for
a wide range of architectures are shown. Observe that, for instance,
a quantum computer with 4 cores and 256 qubits will outperform
the corresponding single-core’s performance if 𝐿𝑖𝑛𝑡𝑒𝑟 < 2.1×𝐿𝑖𝑛𝑡𝑟𝑎
(take into account that the benchmark shown is communication
intensive). Note also that, even though the use of more cores im-
plies higher inter-core qubit communication, the more cores we
use, the lower the communication performance (i.e. the higher the
maximum 𝐿𝑖𝑛𝑡𝑒𝑟 /𝐿𝑖𝑛𝑡𝑟𝑎 ratio) is required.

5 CONCLUSIONS AND FUTUREWORK
In this article, we have explored the multi-core quantum architec-
tures space in order to find the threshold where these distributed
architectures outperform single-core traditional quantum proces-
sors, focusing on the inter-core communication latency. Together
with these results, that indicate upper bounds for inter-core commu-
nication technology performance, we have shown that multi-core
architectures, in addition to break the qubit integration limits of
single-core quantum computers, exploit parallelism for widely used
well-known structured quantum algorithms.

Future work will include some other important constraints, such
as qubit control and operation, connectivity-constrained intra-core
topology and, very importantly, intra- and inter-core operation
error rates. In this way, we will be able to complement this execu-
tion latency analysis with a computation accuracy analysis. The
obtained results are very promising, as they pave the way to expos-
ing some design guidelines on these architectures using standard
quantum applications.
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