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Abstract

Taxi-Link is the main electronic platform that works with taxis in Portugal, and in

an era where mobility platforms have been growing exponentially redefining door to

door mobility, it is important to improve our platform in order to not fall behind. Our

aim is to study these platforms and, build a passenger application. We will also try to

improve the platform as a whole with the generated data. A very important step will

also be to develop ways to migrate clients that use phone calls to request taxi services

to start using the passenger application instead.

3



Contents

Abstract 3

List of Tables 6

List of Figures 8

1 Introduction 9

2 State of the Art 11

2.1 Taxi Transportation . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11

2.2 Evolution of Taxi Calling and Dispatching Techniques . . . . . . . . . . 11

2.3 Electronic Platforms . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14

3 Taxi-Link(s) Electronic Expedition System Architecture 17

3.1 Vehicle Location and GPS . . . . . . . . . . . . . . . . . . . . . . . . . 17

3.2 Vectorial Cartography, Toponomy and Route Calculation . . . . . . . . 18

3.3 Vehicle Selection, Taxi Stands and Zoning . . . . . . . . . . . . . . . . 19

3.4 Driver Application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21

3.5 Car-Server Communication Architecture . . . . . . . . . . . . . . . . . 22

4 Passenger Application 24

4.1 Framework of Development: React Native . . . . . . . . . . . . . . . . 24

4



4.1.1 What is a Framework and why use one . . . . . . . . . . . . . . 24

4.1.2 Considered Frameworks and Ultimate Choice . . . . . . . . . . 25

4.2 Registration and Login with Third Party Platforms . . . . . . . . . . . 27

4.2.1 Registry and Login . . . . . . . . . . . . . . . . . . . . . . . . . 27

4.2.2 Client Account Options . . . . . . . . . . . . . . . . . . . . . . 28

4.3 Google Maps API . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28

4.3.1 Visualization of Information on Top of the Map . . . . . . . . . 29

4.3.2 Google Places and Address Picking . . . . . . . . . . . . . . . . 30

4.3.3 Route Calculation . . . . . . . . . . . . . . . . . . . . . . . . . . 34

4.4 Cost Simulator . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36

4.5 Communication with the Server and Tracking in Real Time . . . . . . . 37

5 Technological Migration of Passengers 41

5.1 Connecting the APP and the SMSs . . . . . . . . . . . . . . . . . . . . 42

5.2 Migration Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45

6 Discussion 48

7 Conclusion 50

References 51

5



List of Tables

5.1 Number of SMS services shown in correlation with link clicks and tracked

services. For both the total of services and unique clients only. . . . . . 45

5.2 Table representing quantitative analysis of services done by normal

costumers and migration ones. . . . . . . . . . . . . . . . . . . . . . . . 46

6



List of Figures

2.1 Taxi call box . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12

2.2 Radio box . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13

2.3 Screenshots from both the Free Now and Uber passenger applications . 15

2.4 Screenshots from both the Free Now and Uber passenger applications . 16

3.1 GPS Trilateration . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18

3.2 Diagram showing the single offer circuit . . . . . . . . . . . . . . . . . . 20

3.3 Diagram showing the multi offer circuit . . . . . . . . . . . . . . . . . . 21

3.4 Screenshots from our driver application . . . . . . . . . . . . . . . . . . 22

4.1 Main use case diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . 25

4.2 Ionic, Xamarin and React Native logos . . . . . . . . . . . . . . . . . . 27

4.3 Screenshots of the Taxi-Link passenger application (login, history and

rating screens) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29

4.4 Screenshot of the Taxi-Link applications home screen . . . . . . . . . . 31

4.5 Screenshot of the Taxi-Link applications pickup screen. . . . . . . . . . 32

4.6 Screenshot of the Taxi-Link applications address choosing screen . . . . 34

4.7 Screenshot of the Taxi-Link applications order screen . . . . . . . . . . 35

4.8 Taxi tariff chart . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40

5.1 SMS example (old SMS on top and new SMS in the bottom). . . . . . 42

7



5.2 The new webpage for both iOS and Android smartphones. . . . . . . . 44

5.3 Screenshot of the Taxi-Link applications end of service screen, when

tracking a SMS service. . . . . . . . . . . . . . . . . . . . . . . . . . . . 44

8



Chapter 1

Introduction

In the past years, mobility platforms such as Uber, Lyft, Free Now, among others, have

been growing exponentially redefining door to door mobility in a great number of cities

throughout the world[16]. These platforms generate a huge amount of geo-referenced

data that allows the study of driver’s behavior and passenger’s mobility profiles. The

final goal of these platforms is to connect a passenger and a driver application, based

essentially on location but also making use of other data, such as evaluations or other

information made available by both drivers and passengers.

In this thesis, we proposed to analyze and improve the main electronic platform that

works exclusively with taxis in Portugal, Taxi-Link which is partnered with more than

4000 taxi drivers and has more than 2 million users.

Taxi-Link has a taxi dispatching system which is used in partnership with many taxi

fleets all over Portugal, but it was missing a passenger application which would bring

great value to the platform as a whole and help to improve the overall service.

In this thesis, our main objective was to build that passenger application and, try

to collect data that would be valuable in further analysis of the platform allowing

us to improve it as a whole. Another objective that was also very important was to

investigate and develop techniques on how to migrate clients that request taxis by

phone call to use the smartphone application paradigm instead.

This thesis is organized as follows: we have got seven chapters. First, we will talk about

the history of the taxi industry explaining how taxi calling and dispatching techniques

9



CHAPTER 1. INTRODUCTION 10

have been evolving over the years. Then we will analyze some of the main electronic

mobility platforms to learn how they operate, learn what we should do and find ways

to differentiate ourselves from them. Then we will explain the Taxi-Link architecture

to give context on how the platform works as a whole. After this we will explain how

we built the passenger application, explaining what we needed from it, how we chose

our development tool and, explaining how we used the Google Maps API (Application

Programming Interface) to our advantage. Then follows the migration chapter where

we explain the phone call to smartphone application migration techniques used and

present an analysis of the results achieved by those techniques. Following that up

we have got a discussion where we present challenges we faced during the process of

developing this thesis, discuss a bit the migration results, and present ways in which

we could improve the platform further in the future. And to finalize, we give our

conclusion about this project.



Chapter 2

State of the Art

2.1 Taxi Transportation

Taxis are a means of transportation that is based on employing a vehicle with a

driver that can be used by a single passenger or a small group of passengers. This

type of transportation offers great flexibility on routes, being able to provide clients

with a trip from a point A to a point B of their choice, as opposed to other public

transportation methods like buses or subway which offer only fixed routes. This

method of transportation differs from country to country, sometimes even differs

between cities, on aspects like type of cars, tariffs, regulation, dispatching, payment

methods and others.

2.2 Evolution of Taxi Calling and Dispatching Tech-

niques

Taxi calling and especially dispatching techniques have evolved substantially in the

past years. An important step for taxi services dispatching was the use of call

boxes[18]. A call box is a box containing a special-purpose direct line phone (see

figure 2.1) or other telecommunication devices which can be used by different services.

Since taxis would not need to be in a dispatch center to answer services from phone

calls, this had a great impact. It allowed taxi companies to distribute groups of taxis

throughout different regions in what are called taxi stands, instead of having them

stay at the dispatch center to provide these services. In consequence, clients would
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CHAPTER 2. STATE OF THE ART 12

be served quicker. This is a big advantage of having a distributed fleet instead of

having it centralized in one place. Call boxes would then be placed at the taxi stands,

and when the dispatch operator had a service he would first try to determine which

stand would be the best to serve it, and then would contact said stands call box. To

determine which taxi would get to serve the dispatched service, drivers would queue

up by order of arrival, and the first one to have arrived to the stand would get the

service.

Figure 2.1: Taxi call box [1]

After came the radio-to-radio communication. This allowed each taxi to have

a radio, which allowed them to be contacted by the dispatch central at anytime,

even when cruising. Although it was an improvement for service delivery, it was still

limited to the number of channels available. This caused the zone distribution to

be restricted by the number of channels assigned to the dispatch company. When a

service was received by the dispatch center, the operator would have decide to which

channel he should relate the service to, and would then contact said channel via their

own radio. Then to select which taxi got the service, instead of the first taxi to arrive

to a certain zone, as with the call boxes, it was given to the first one to answer the

radio. With this system, taxi drivers had to manually switch channels when crossing

to a different zone according to their location. The manual switching of channels was

a negative point, since taxi drivers had to distract themselves when switching, which

occasionally happened while travelling, even with passengers in, and would cause a

decrease in safety.

Nowadays we have electronic dispatch systems. With Global Positioning System
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(GPS) receivers and internet access both becoming increasingly common in many

cities, with it a new way to dispatch taxis has emerged. It is now possible for taxis to

automatically inform an electronic system of their current GPS position and status.

Which means it is possible to build such a system that uses that information to manage

the dispatching in an optimal way. This increases efficiency since automated systems

are quicker in decision making and have the ability of making better choices, assigning

services to taxis or areas optimally. By radio dispatch, the services were broadcasted

to a channel and the first taxi to respond would get it, as said before, even despite

the possibility of not being the best fit for said service. This increase also helped to

reduce waiting times and increased the number of fulfilled requests. With electronic

systems, service information that had to be relayed to the drivers, such as the service

details, can be sent via data communications and shown in a receiver device with an

electronic display. This new way of relaying information eliminated the problem of

voice communication which created a lot of noise, being disturbing for the passengers,

and that would lead to misunderstandings which in turn also impacted pickup times.

This also contributed to improve efficiency, allowing taxi drivers to complete more

services daily[19].

Figure 2.2: Radio box [2]

Regarding taxi calling techniques, the most common manner of calling a taxi used

to be by phone call, with the exception of hailing a taxi in the street. Even though

phone calls are still a reliable way of getting a taxi, there are issues such as line

availability, the reason being that each dispatch center has a fixed number of lines

that limit how many calls can be held simultaneously, sometimes the sound is unclear

and even with clear sound the clients instructions might not be readily understood by
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the phone operator. All these factors delay the requesting process, which ultimately

delays the service as a whole. In the past years, akin to the dispatch methods, there

as been a surge of electronic platforms that also allow clients to request taxis, be

it via a website or a mobile application, making it so that clients are not restrained

by the limitations of the phone service, and openening a great deal of opportunities

for companies that implement this system. If clients have accounts you can give them

a set of default and quick access options, such as default payment method or a set of

common destinations, improving usability and simplifying the process of requesting a

taxi for their clients.

2.3 Electronic Platforms

With the rise of technology, there has also been an increase in the number of electronic

platforms for private transportation services, in this section we will analyze some of

those platforms passenger applications to know what features some of these have, to

understand what is available and what is being done by those platforms.

From all of the electronic platforms available, we mainly focused on Free Now, since

their main focus is on taxis and they also operate in Portugal, we also focused on Uber

since nowadays they are one of the biggest companies worldwide and one of the main

non-taxi private passenger transportation services available in Portugal [17].

In our analysis of both of these applications we found that they have many common

features, it is normal since the flow of information for the requesting process in this

kind of applications has the same set of core steps, such as picking the route, selecting

car characteristics and finally service tracking as it is happening. We will enumerate

the features we actually looked at closer and which influenced our application, and

while doing that we’ll talk about which problems each of those features resolves.

Both applications require their clients to register an account, after that clients login

into their account, and are presented with a home screen. In the home screen the client

is presented with a map and the application will try to get the clients location (using

any location system available by your smartphone Operating System (OS)), having

acquired the clients location the application will center the map on it, indicating this

location with a marker. Still in the home screen, Free Now allows the client to visually

choose the pickup point by dragging the marker, and while Uber also gives you that
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option later in the process, at first it locks the map in the clients location, assuming

they want the car to meet them at their location. We felt these were great approaches

to tackle this problem, because clients usually request the taxis in the moment they

need it which means they are usually near the desired pickup location. Sometimes

they might not even know where they are located, so having the map pin-pointing

their location resolves that problem, simplifying the pickup location choice.

Figure 2.3: Screenshots from both the Free Now and Uber passenger applications

There are also clients that are not near the pickup point and would prefer to insert it by

text. Here both applications use an auto complete service with geological information.

This feature also works for destination picking, which is its main use. When using it,

as the user is writing the desired address into a text prompt these services provide

suggestions based on that input. The suggested addresses are part of an object that

also contains the a pair of coordinates corresponding to the address. These coordinates

are the most useful information for the system since route calculation and subsequent

navigation are based on geographical coordinates. Regarding destination picking, Free

Now which works with taxis also has the interesting option of skipping the destination

location pick. This is because it is still usual for taxis to get directions directly from

the client in the car, and for some clients it might be the desired way of making a

request, since it helps to speed up the process.

After the route selection, clients are presented with a suggested route (drivers might

take a different route when performing the service) and several car type options where

they can choose the one that fits their needs or preferences. These options can be
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Figure 2.4: Screenshots from both the Free Now and Uber passenger applications

a car with cheaper fare, with a specific number of seats, with handicap support, an

ecologic car, among others. These depend on car availability for each platform and

region. Each of these options has the corresponding service cost and also an estimate

of the pickup time attached to them, which is important information for the user when

making the request. In terms of cost, it varies between different platforms, Uber for

example presents the client with a static cost before you call the car, while Free Now

only presents a range, presenting the actual cost only after the trip ends, except for

their lite option which does have a static fare.

When the clients select the type of car they want, they may request the service.

Following the request they are presented with a waiting for assignment screen, which

is then followed by a pickup screen where they can track the car picking them up. In

the pickup screen, clients are provided with information about the car such as model

and plate, in junction with information about the driver such as their name and a

picture, so they can identify the car performing the service. After being picked up

the clients are also able to track the trip on a map. Finally, after the service has

terminated they get a screen with a summary of the service and the opportunity to

evaluate it. Service evaluations are very interesting for the platforms as it gives them

information about user satisfaction and helps them to build the drivers profiles.

There are also some minor features such as the option of defining their home and

work addresses which help as quick access addresses when choosing locations and

both applications also have a service history, which is also very useful so that clients

can keep track of their services.



Chapter 3

Taxi-Link(s) Electronic Expedition

System Architecture

3.1 Vehicle Location and GPS

With the surge of GPS devices a great opportunity arised, it was now possible to know

with precision where a certain taxi (or anything with a GPS receiver) was located. The

GPS system belongs to the United States of America (USA) and is free to use, it is

comprised of a total of twenty four satellites orbiting the Earth disposed in such a way

that there are always five in view from every point on Earth. This location information

was great in this context and led to numerous improvements in many different systems,

such as the dispatch system, and had other applications, for instance, with the help

of an analysis of mobility patterns it was possible to optimize the distribution of taxis

throughout a region. To get a taxi’s position taxis must be equipped with a GPS

receiver device, this device receives and sends signals to the satellites orbiting the

Earth and, to calculate a GPS receiver’s location a technique called trilateration is

used. Receivers need to be able to communicate with at least three satellites so that

this technique can work. When a GPS receiver gets a signal from a satellite, the

distance between them is measured by the time it took for the signal to travel. Using

the distance to those three satellites the receiver is able to determine its exact location,

which is based on the satellites positions themselves[15].
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Figure 3.1: GPS Trilateration [9]

3.2 Vectorial Cartography, Toponomy and Route

Calculation

In order to build our dispatch system we needed a complementary system that would

allow us to query geological data. Its implementation would need to provide the ability

to make efficient decisions and provide accurate information through the dispatch

system. To fulfill this we acquired a cartography system containing this type of

information and functions that complement our objectives. This system uses the

following types of objects to represent a map, the main ones are the segments of road,

these segments are comprised of two sets of coordinates that identify where and how

the segment extends in the map, they also have information of which segments they

are connected to and, the directions where it is possible to travel on themselves. These

segments represent all the roads (represented by a set of segments) where taxi transit

is allowed, including bus lanes. This system also includes POIs (Points Of Interest)

that represent a specific geographic point, these are used to mark certain points in the

map such as restaurants, shoppings, police stations, hospitals, etc.

The system has a reverse geocoding feature. It works by approximating a given

coordinate to a segment in the map by finding its closest point considering all the points

that comprise the segments. This feature is useful because it converts a coordinate

like those given by a GPS enabled device in a point with meaning in the segment map,
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without the need of human processing.

Another feature this system provides is a geocoding functionality. It works in the

following way, when it is given a set of words a search is made to the database to try

to match those words to a certain location, and each query returns a set of best results.

The most usual use case in our system is when a phone operator is answering a clients

call and inputs the addresses the client indicates into the system, it is also important

that the phone operator has understood to which region (in our case municipality)

that address belongs to, since adding that information to the query will narrow down

the query results, making them more accurate.

Route calculation is another function the system provides. When it receives two sets

of coordinates as input, the system will try to approximate each of those two sets

to the best corresponding road segments (using reverse geocoding), then it uses a

search algorithm to find the best set of steps (comprised of road segments) that link

both segments. This allows us to do route calculation, which is very important when

deciding which is the best taxi to assign to a certain request, as we will explain in the

next section.

3.3 Vehicle Selection, Taxi Stands and Zoning

In order to decide to which taxi to assign to a given service there are several criteria

that guide said decision. The first step is to filter the taxis that meet the criteria of

the client, be it number of seats or other characteristics such as having air conditioner,

an ATM terminal, etc. From that selection of vehicles we then have to check which

taxi stands are close to the chosen pickup point have those kinds of taxis available and

decide to which taxi the service is going to be assigned to. After selecting a taxi stand,

the next step is deciding to which taxi the service should be granted. In taxi stands

there is the concept of stand position, this means that taxis that have been parked in

that stand for a longer time have priority in receiving services. This being said, the

service is then offered to the taxi with highest priority. It is possible for him to reject

it, in which case the service will be offered to the next taxi with highest priority. This

system tries to make it so that taxis do not go too long without completing a service.

It is important to note that while this is the case for most cities, there are cities in

which the rules are such that service attribution does not take in consideration the

time taxis have been without service and always sends the one that is the closest.

(figure 3.2)

While the dispatch method above only offers the service to one taxi at a time, there is
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also another system for offering services available in our infrastructure. In this method

while choosing eligible taxis works in the same way as the single offer one, the service

is offered not to one but many taxis at a time, having no limit in the number of taxis

to which the service is offered. The taxis themselves get a prompt to apply for said

service. After X seconds our server will check which taxis applied for assignment and

will decide which one is best to execute that service. Here the metric that determines

which taxi should get the service is the distance to the client, the distance for each

taxi is determined by a route that is calculated by our server (section 3.2), and the

taxi with the shortest route is the one that gets assigned to the service. Here, again,

we do not assign priority to taxis with more time without completing a service, but

this approach allows us to provide a better service for the client. Since the taxi with

the shortest route is the one assigned, the pickup time is guaranteed to be the best

(not considering traffic information). Also with this method the time to assign a taxi

is consistent, as opposed to the single taxi offer, because in that model there is a

possibility where a service can be rejected by many taxis and be bounced around,

sometimes taking up to ten minutes to assign a taxi to a service, when usually it takes

less than one minute. This difference is because in this offer system there is a much

lower chance that a service will not be assigned to a taxi in the first offer round since

it already offers the service to a number of taxis, rather than one at a time. It is

important to note that the reason why the first method is still used for some fleets is

that the multiple taxi offer was only introduced in a later version of the platform and

many drivers have difficulties adapting to new methods. (figure 3.3)

Figure 3.2: Diagram showing the single offer circuit
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Figure 3.3: Diagram showing the multi offer circuit

3.4 Driver Application

Our driver application is the medium through which we communicate with our part-

nered drivers. And it is only available on Android. Each driver has a different login

that lets them access the application features according to their profile. The driver

has the option to set his state, such as busy, parked or in pause, accordingly. This

information along with position updates are sent to the server. This makes it so that

the server is always aware of each taxi’s state, which is very important when it comes

to the dispatching, since the dispatch system makes use of that information to make

its decisions. One very important detail is that the application is always running even

when it is in the background, this is so that it keeps communicating with the server

in order for the data to be updated in both ends at all times.

The driver application also works has an indicator of service information for the driver,

it displays information such as the pickup address and observations, the observations

range from a message from the client or flags enumerating service characteristics such

as air conditioned, payment method or if it’s a special service (special services are

credited to an entity instead of the actual client) (see figure 3.4). It also features a

navigate button that opens a navigation app sending the coordinates automatically

to the chosen application. And also contemplates some other options like generating

and emitting invoices for the client, connecting to a bluetooth paired printer in order

to print said invoices so to provide them to the clients.
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Figure 3.4: Screenshots from our driver application

3.5 Car-Server Communication Architecture

Every taxi carries a smartphone with our driver application installed and configured.

For our Car-Server communication we use a bidirectional communication protocol.

This is imperative because both agents have to relay information to one another when

specific events occur in both ends. One of these events is the state management, as

mentioned in the section above, it is really important that this information is relayed so

that taxis can be eligible for services and so that the dispatch system has an accurate

knowledge of which taxis are available.

In case of a communication failure, it is important to have a recover system, for

example if a taxi is in a taxi stand in a certain position, if he has to reboot his device,

without a recovery system the taxi would lose its place in the stand’s queue. In order
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to avoid this we have in place a recover system that grants that a taxi maintains its

position even if there is a communication failure during a certain time frame, until it

starts communicating again.

It is also crucial that the taxi informs the system of its location, for this we have got in

place a system that uses GPS to determine what are its location coordinates. When

the taxis GPS coordinates are determined they are sent to the system, this happens

in intervals of X seconds. This is used for some reasons, the dispatch center needs to

know where taxis are located to make good dispatch decisions, it is also used for taxi

tracking during a service, allowing the users to see where their assigned taxi is at a

given moment, the tracking can be done through the use of an application (either a

mobile or web application).



Chapter 4

Passenger Application

Building a passenger application was the main goal for this project. Our objective with

this application was to allow our clients to easily call a taxi with their smartphone.

To do that we needed to understand what our requirements were, for that we looked

at other electronic platforms in section 2.3, and what we came up was the following.

First, we wanted the users to have register to be able to use this service, we will go

into more depth about this in section 4.2. Then there is the process of calling the

taxi, here we would need a way for clients to choose their pickup, and optionally their

destination locations (it is possible to skip this step, see figure’s 4.4 components 6 and

7), then we wanted to show them a suggested route and the taxi types available for

that service along with cost information. Payment method selection would also be an

important point. After those steps the clients need to be able to request a taxi, when

they request a taxi we also wanted to show them feedback about the service status,

as well as the possibility to track the taxi assigned to the service. At the end of the

service, we also wanted to give them the option to evaluate said service. In figure 4.1

we have got a diagram showing this circuit. In the next sections, we will explain how

we reached our goal and implemented these features.

4.1 Framework of Development: React Native

4.1.1 What is a Framework and why use one

To build the application we had to chose a framework for the development, a framework

is a tool that provides a foundation on which software can be developed. They usually

24
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Figure 4.1: Main use case diagram

include predefined classes and functions that can be used to process input, manage

hardware, and interact with the system software. This foundation greatly improves

the process of developing a new application since they remove the necessity of creating

a lot of code that is common between applications, enabling the development to be

more focused and on a higher level. While frameworks may seem like libraries, there

is a difference, when you use a library you are the one importing the library and using

its methods, whereas in a framework the difference is that it imports and calls your

code, a good way to explain this is that a framework is like a program with holes that

you fill with your code.

4.1.2 Considered Frameworks and Ultimate Choice

First and foremost we had to decide what framework we were going to use to build

this mobile application. The first step in this process was deciding if we should

build the application using native frameworks or with a cross-platform framework.

Since we had as a key objective to build the application for the two leading mobile

OSs, Android and iOS [11], if we were to use the native frameworks we would have

had to have two different projects, with different technologies. With native software

development kits (SDKs) we would have had more control over the OS and would also
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be able to achieve better performance, despite that, there is a big problem related

to development time, since developing two projects with two different technologies

is much more time-consuming when compared to one project with one technology.

With cross-application frameworks there is the big advantage of a single code base

for both projects, even though sometimes some platform-specific code is required, it

does not have a great impact on development time. There is a great number of mobile

development frameworks nowadays and many of them are already able of achieving

great performance and have support for the features that we needed. Having analyzed

both options we then decided to use a cross-platform framework, the main reason being

the development time advantage, and also because it would not hinder our ability to

implement the features we aimed to implement.

As we said, there are several cross-platform mobile development frameworks available

nowadays, here we will enumerate the ones we considered while giving a brief explana-

tion on how they work, and some advantages and shortcomings that we found relevant

for us during this analysis:

1. Ionic[10] is a cross-platform UI framework that uses Web Views to render its

content, a Web View in mobile devices allows your application to render web

code (HTML, Javascript, and CSS). Ionic also has integrated support for web

frameworks such as Angular or React. An advantage for us was that we had

previous experience with it, which would speed up the development process.

But there are some negatives which outweigh this, achieving good performance

is hard with Ionic since it does not render native components and uses web

technologies to render its screens, and since it is web-based, for us to use the

Google Maps Native SDK we would have to go through some trouble.

2. Xamarin[14] is owned and supported by Microsoft, the languages used for

development are C# and XAML, it renders native components which is great for

performance and also has support to use platform-specific SDKs. One negative

point is that support for 3rd party libraries was not great and we had no previous

knowledge of the languages.

3. React-Native[12] is developed and supported by Facebook, it is based on the

javascript framework React, it renders its UI components using native com-

ponents which as said for Xamarin, is great for performance, has support for

platform-specific SDKs. It has hot reloading, which is a feature that speeds up

the debugging process greatly since changes made to the Javascript code are

immediately shown while the application is running.
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Figure 4.2: Ionic, Xamarin and React Native logos [12] [10] [14]

After evaluating these options we chose React-Native, the main reason was previous

knowledge of Javascript, paired with its capabilities, like the native rendering of

components, support for native SDKs, and great debugging tools. Another point

in favour is that it also has a large community which is great for when problems are

faced during development and also means substantial support for third party modules.

4.2 Registration and Login with Third Party Plat-

forms

4.2.1 Registry and Login

The registry is a very important step, you need to be registered and verified to access

the applications main feature (requesting a taxi), our reasoning to add the registration

was that if the application could be used by anyone with anonymity there would be

a higher risk of dummy requests and also having client accounts allows us to create a

more personalized and richer experience for the user, as we will talk about in the next

sub-section.

For the registration, clients have to insert their phone number which is the primary

key with which we identify them in our system. We use the phone number because in

the Taxi-Link ecosystem services might be generated by other means such as phone

calls, so this allows us to link services requested by the same clients independently

of the system used. Then they have to insert their name and insert a password. To

complete the process, for security purposes in order to try to grant that the phone

number belongs to the client registering, we generate a verification code that is sent

to the user’s phone by SMS. This verification also improves the value of the user base

by reducing the number of spam registrations due to the need of having a valid phone

number. If they do not verify their account the registration process is halted and

that client does not have access to the application. After the users are registered and
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verified, they are automatically logged in and granted an auth token, which is used to

preserve the log in each time they open the application, this token has an expiration

date that can be renewed and is stored in the application data. We also have third

party platforms login, with Facebook and Google for both the Android version and

iOS version of the application (see figure 4.3), and for the iOS version, we have added

Apple sign-in. While the user will still have to provide the mandatory information

asked for in the normal registration process, the login process gets simplified since he

will not have to insert his phone number and password combination every time they

need to log in.

4.2.2 Client Account Options

The client account was kept simple in terms of options, basically what we have in the

user area are the following sections, the profile where they can change their name,

e-mail, password, and the selected language. A section where they can define their

work and home locations, these will be displayed in the destination location choosing

process as quick choice options. We also have different payment options, those being,

cash in the taxi, card payment in the taxi, card payment by application, and also there

is an option to add themselves as a credit client. Credit clients are clients where their

company has a contract with a fleet and the clients themselves do not have to pay,

instead, their company will be billed for the service. Another very important area for

the user is the service history page (see figure 4.3), here the users are able to see all

services that he made with our application, with some information about the service

along with the option for the users to delete a service from their history or to rate it

if they have not rated it previously (subject to a time frame).

4.3 Google Maps API

In our project the Google Maps API had a very important role, it grants the capa-

bilities of Google Maps to your application. As it stands it offers a very complete

set of functionalities, allowing us to implement all the features we envisioned for our

application. It has a substantial number of feature-rich and very detailed services that

get constant updates, its pricing is reasonable, though optimal usage is important since

non-optimal usage can easily bump up the payment balance by a significant margin,

another great aspect is its great documentation[7] which is very detailed and covers a
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Figure 4.3: Screenshots of the Taxi-Link passenger application (login, history and

rating screens)

lot of what a developer needs to know to use the API.

We will now explain what services we used from this API and how we used them,

giving concrete examples of what advantages they brought us and also explaining our

reasoning for using them as we did.

4.3.1 Visualization of Information on Top of the Map

Google provides us with a map object like the one used by Google Maps. This object

renders the map and has many customization options available. One of those options

is a way to add your own map markers, with the only requirement being the set of

coordinates where it is to be placed, then you have some other options such as using a

custom component instead of the default red pin icon, these custom components can

be just like any other component in an application, meaning you can add a button,

an image, text, or others, this becomes a great tool that gives us the possibility of

customizing the map experience showing what we need on top of it. We used these

markers in some scenarios such as to show taxis in the map. There are two different

instances where we need to show taxis, one is in the home screen where we show

X taxis near the selected pickup point’s location. To achieve this effect we created

an image depicting a taxi as seen from above. The markers also have a heading
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property that determines their orientation, we calculate each taxi marker’s heading

by the taxi’s current position in relation to its previous positions, when it comes to

taxis parked in a taxi stand we calculate the heading for one of them and treat them

as a group (see figure 4.4). The other instances where we show taxis is when tracking

them, here instead of showing the taxis in a stationary state we need to represent the

taxi’s movements. The movements are determined by a set of positions that we get

from an update received every X seconds. At first what we did in order to represent

movement was to simply change the taxi marker’s coordinates to the updated ones

(updated the heading as well) and while this worked well enough, the movement was

not very smooth since the taxi seemed to jump from coordinate to coordinate, even

with updates every second. To make the movement smoother we tried calculating

ten intermediate positions between two consecutive positions and updating them each

tenth of a second. This technique did achieve the impression of a much smoother

movement. We also made use of these markers to show other information, including

the selected points (pickup and destination) with a box with the address and expected

pickup time and in the home screen in addition to the taxis near the selected pickup

point we also show the near X taxi stands (figure 4.4), this also helps to contextualize

the users with their surroundings and to give them an idea of what to expect in terms

of service responsiveness for that location.

Another tool that we can use to display information on top the map is the polyline

component, this component receives an array of point coordinates, and it renders a

line on top of the map connecting all the points provided in that array. There are

also some customizing properties such as stroke width and color, which we also used

in order to improve visibility and to match our design choices. We are using polylines

in two scenarios, one is when we want to show the suggested route after the user picks

his the desired pick-up point and destination (see figure 4.7), we talk about how we

get the route in the sub-section 4.3.3. The other use is to indicate the trail of the

taxi’s movements during tracking (see figure 4.5), the coordinates we use to build the

array are the same from the taxi position updates that we get from our own services,

which we elaborate on in section 4.5.

4.3.2 Google Places and Address Picking

Since our goal is to connect passengers and taxis, it is important that the passengers

can indicate their desired pickup and destination locations. In our application there

are two different methods to indicate it, the first method uses Reverse Geocoding[6]
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Figure 4.4: Screenshot of the Taxi-Link applications home screen

to resolve the address, and the second one matches text with a location.

The Reverse Geocoding method, is used when navigating the map in the home

screen, which first starts by trying to get the user’s location centering the map in

their location and using this method to resolve the address, after having their location

users are able to move the map freely. We use a fake marker, a fake marker is a UI

only component (not a Google Maps marker) to indicate the center of the map and to

show the resolved address corresponding to the map (see figure 4.4). Using the map’s

OnRegionChange event we defined a callback function which uses the current map

coordinates, also corresponding to the center of the map, and we use those coordinates

as arguments for the Google Maps Reverse Geocoding API. This API’s response

returns an exact address for those coordinates, then we simply use that address in

the fake marker to show to the user the current pick-up point’s address and later on

we also use this address and coordinates to inform the driver where the pickup point

would be. Altough we have got a reverse geocoding service in our platform (section

3.2) we use the address returned by Google since we found it to be more accurate and
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Figure 4.5: Screenshot of the Taxi-Link applications pickup screen.

more updated.

The other way to pick addresses is indicating locations by text, this was important

to us as it is the only way to indicate the desired destination location, being also an

option for the pickup location indication. The best option we found to achieve this goal

was to use a service that provided an address autocomplete feature with geological

information, and we chose to use the Google Places Autocomplete API[4]. It has

great documentation on how to use it and provides a lot of useful information that we

can use for our advantage. The utilization of this API is not complicated as it only

has one required argument which is the text we want to resolve, but there are some

optional arguments that if defined correctly are very important as they can improve

or deteriorate the results dramatically depending on our utilization. Getting these

arguments right results in getting more accurate matches with the least keystrokes

needed from the users, improving their experience. From all the optional arguments
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available, we are going to enumerate the ones we did use to optimize the results and

the reasoning behind those choices:

1. Location - here we send the chosen pickup point (when defined), this along with

the radius argument has a great impact narrowing down the results.

2. Radius - we set it at 10.000 meters, while trips can be farther than 10.000 meters,

from our testing we found that the query yielded better results when compared

to using larger values like 15.000 meters or 20.000 meters.

3. Components - here we used the country option, and limited the results to

Portugal, this is because at the moment it is the only country where we operate

and removes other countries locations from appearing in the results. This option

is also flexible and you can add more countries if you need to get results from a

number of specific countries at once.

Our approach with keystrokes was to make it so that after two characters, and after

every following character, we make a new request with the updated text to the API.

The returned results contain an array with up to five different locations objects, and

each object has a number of informations about the corresponding location. We take

these results and show the addresses in a list (see figure 4.6). Each item in this list is a

clickable button which the user can then click to select the desired address, on said click

we also have to finalize the Autocomplete API request with a Places Details request[8],

this Places request only requires the place id parameter, which is provided in the

Autocomplete response’s object. We make this Places request for optimal financial

usage of these APIs, it is important to bundle up all the requests for a given session

using what is called a session token, it is suggested that this token is generated by using

a version 4 UUID[13] generator and its to be sent in the ”sessiontoken” arguement of

the Autocomplete requests and also in the Places request, if done correctly all these

requests will be bundled together and will be billed as one. In cases where the user

might not make a place request but does more than six autocomplete requests (at the

time of writing this was the number of requests that surpassed the cost of completing

a session with a Places request) we also complete those sessions.

During the pickup point selection it is also important that we check within our services

if the pickup location has a corresponding fleet, this is to make sure that we can provide

our services in said location, if the location is not valid we warn the users they have

to choose another pickup location if possible, blocking them from going on with their

request.
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Figure 4.6: Screenshot of the Taxi-Link applications address choosing screen

4.3.3 Route Calculation

As was mentioned before, if the client selects both a pickup and destination location,

we then show a screen in which we show a suggested route (see figure 4.7). To show

a route we needed to calculate it. To accomplish this effect we used another Google

service that is called the Directions API[5]. This API provides us with routes between

two given sets of coordinates, which are the only required arguments. The returned

routes are sent compressed [3] and we have to decode them in our end in order to

have the actual array of coordinates, along with the routes it also provides us more

information about these, from which we are using the duration estimate and route

length. Using this API we make use of some of the optional arguments, one being

the mode of travel which in our case is driving and also the alternatives option which

we set to true, the latter being an especially important setting, because what this

argument does is, when set to false, the request returns only the route that Google

finds optimal, while with it set to true the API will respond with three different routes.
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This is important for us in regards to cost as we will talk about in the next section. It

is important to understand what is an optimal route for Google [5] to explain why it

is not the one we base our pricing on every time. Google’s primary route optimization

target is travel time, but as explained in the APIs documentation it also takes in

account other factors such as distance, number of turns and more[5]. Sometimes the

optimal route for Google is not the one that taxis take, we came to this conclusion by

talking to some of our client fleet’s contacts and we understood that taxis usually try

to take the shortest route possible, which might not be the optimal one for Google.

This is because in some instances the shortest route may actually take longer or go

through bad roads, among other factors. This way we take the three alternatives

presented to us and make our choice based on the following reasoning, first we discard

the routes that take longer than 20 minutes than the fastest one, this is because if the

difference in time is this large then the taxi will most of the time choose the quicker

route, then with the remaining routes we choose the shortest one to present and make

the cost calculation with.

Figure 4.7: Screenshot of the Taxi-Link applications order screen
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4.4 Cost Simulator

This was a hard feature to get right, but it is also a major feature in a transport

application that we wanted to add so that our clients could have a good idea of what

they are getting into in terms of the cost before calling a taxi. The cost of a taxi

service is defined by legislation and has a convention which is given by the following

parameters, ”bandeirada”, it is the minimum cost of a service, the call cost, that is

also accounted for in an application service, and any other supplementary costs such

as extra-baggage or pet transportation. These are the elements that contemplate the

initial price of a service. Then there is the amount that the trip itself adds to the

cost, this amount is calculated by an accumulation of impulses during the length of

service, these impulses are triggered by either distance or time, and each impulse is

assigned a cost depending on the tariff in place for the corresponding service, and as

we can see in figure 4.8 there are different tariffs for different types of services, time of

day also influences their cost, and taxi types be it by different passenger numbers or

if they have taxi badge or not also influences the tariff. It is important to note that

the night time tariff is higher for all types of service and it is active from 9 pm to 6

am, weekends and holidays also use the night tariff. If applicable the client will also

have to pay for tolls for both ways, or parking but we are not considering them in

this simulator at the moment as we do not have this information, and the client might

make a deal with the taxi driver. So based on all this information and having the tariff

charts for each fleet, we built the simulator. Following we present the pseudo-code for

this simulator:

def cost_simulation(route, fleet_id, taxi_type):

total_cost = 0

total_cost += bandeirada

total_cost += call_supplement

polyline = decode_polyline(route)

last_point = null

distance = 0

for point in polyline:

if last_point != null:

distance += get_distance(point, last_point)

if (dist) > IMPULSE_DIST:

total_cost += get_impulse_cost(taxi_type, fleet_id, dist, point)

distance = 0
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last_point = point

aux_range = total_cost * 0.15

return (total_cost - aux_range, total_cost + aux_range)

The get impulse cost function defines how much each fraction of distance adds to the

cost. We are only using distance and not time because time only becomes a factor

when the taxi is stopped (more specifically, it did not achieve the determined impulse

distance in 24 seconds), and the two main instances on how this might happen are

being stopped in traffic lights which has a negligible impact on the price, or if there

is a lot of traffic, but since we do not have traffic information we are not considering

it for our simulator. Given this, the cost these impulses will add, like we said above,

depending on the taxi type and also the time of day, and service type, depending on

the region where the service is being provided. After all the impulses are calculated

and added to the total cost, we then return a range with a 15% reduction and addition

to the cost as the bounds, we do this because we ca not be sure our prediction will be

100% correct, since the taxi may take another route or simply not follow the whole of

the suggested route, and because we are not considering traffic as a factor for the cost.

Although our testing for validation was limited because we do not get the final price

for a service sent to us at the moment, we asked feedback from our fleets with in-field

testing. This testing helped us define what this interval range should be in order to be

more accurate. After some testing, we agreed on the 15% for the range, since it was

accurate in most evaluated cases from the feedback provided by the in-field testing.

4.5 Communication with the Server and Tracking

in Real Time

With this application we have to pass and gather data to and from the Taxi-Link

system infrastructure, for that we needed to define how the application would commu-

nicate with the the system. We decided to build two separate services for two different

use cases, one service was a RESTful API, and the other one a Web Socket Server.

RESTful APIs are based on the Representational State Transfer (REST) architecture

that utilizes the request models from HTTP requests (such as GET, PUT, POST,

etc) and responses, it uses a low amount of bandwidth which optimizes the internet

usage. Another considerable advantage of a RESTful API is that the API calls are

stateless, this means that any request is independent of each other and can be made
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at any point in a session which allows us to be more flexible with the flow and to have

a not very complicated service infrastructure.

In figure 4.4 we have some components that are shown according to information fetched

from the API, being the following:

• 1 - this is a button that connects to the user profile, the user’s profile is fetched

from the API according to a unique auth token,

• 2 - this box has the estimated pickup time if a user would call a taxi from that

location, this time is calculated by getting the distance using the same method

in section 3.3 and then using a function to convert the distance to time. In

this box we also show the address of the selected point, the address comes from

Google’s Geocoding service (see sub-section 4.3.2), also checking the coordinates

in our server, to determine if that is a valid pickup point (showing an error if

that is not the case),

• 3 - here we show taxis using the method explained in subsection 4.3.1. The

coordinates where we draw the taxis are based on the current pin location,

making a call to the API that calculates which X taxis are the ones closest to

said location,

• 4 - this works the same way as component three but instead of fetching the

closest taxis it fetches the closest taxi stands,

• 5 - we show an image of a fleet according to which one would serve the request

if it was made with that location as the pickup point.

A web socket server is a server that will open a communication channel with a client

and send him information based on events that are triggered by some mechanism. We

chose a web socket server for updating the client with service-related events, such as

when a taxi accepts the service, when the taxi has reached the pickup point, among

others. We also use this socket server to send the taxi’s position during tracking. If

these actions were to be resolved by the RESTful API, our client application would

have to have a loop making requests from time to time to check the state of the service

or the position of the assigned taxi, this would not be optimal, since it the client

application would have to make useless requests (when the state has not changed) and

also could introduce some delay in delivering the updated information to the user since

it would depend on the request interval and we wanted to update the user as soon as

possible for better responsiveness, while also avoiding to make useless requests that
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would be wasting resources. This are the reasons why we chose a web socket server

for these cases, this way everytime one of these events happens, the event will trigger

a message to be sent to the user by the Taxi-Link system. This allowed us to achieve

our goal of updating the user when needed without the client application having to

make any requests, granting a better experience.

The web socket system is designed to work in the following way, when a user logs into

the application the client application will try and open a socket between the server

and itself. Since it is important to check if the connection is up when the client is

opened, the client is responsible to check the connection liveness and to recover said

connection if it detects that it has failed.

It is also important for this service that when a connection dies, either by a network

error or the client application being closed when the connection is re-established, that

it recovers the previous state of the connection, for example if there is a service ongoing

we need to send the last event that was triggered in the server to the client. It is very

important to do so, so that whenever a user opens the application if he is in the midst

of a service he gets the screen that he is expecting along with the correct service state.

Imagine for example the user was being picked up and the service happened to be

canceled by the fleet operator, or if the taxi had arrived, when the user opened the

client application he would not have any information about those events. To avaoid

this, we made it so that whenever the socket is opened the last event related to the

user’s account is always sent. We also did not want to flood the user with useless and

repeated information, like being notified that your last service ended even though you

already knew it, every time you opened the application. So for final events such as

canceled service or end of service we save the state of the last one in the application

data, so when such events are sent by the socket server we check the service id’s in

order to not trigger an action already triggered previously.

There is one specific case where the socket being used in conjunction with the RESTful

API, which is for the payment. Our system receives payment requests by the taxis, this

triggers an event in the socket server, which then informs the client application that

there is a payment request. Then the actual payment communication is handled by

communicating through the API. This is another example where it is imperative that

the server can inform the client application on demand instead of the client application

handling all the requests.
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Figure 4.8: Taxi tariff chart



Chapter 5

Technological Migration of

Passengers

Taxi-Link already has a large number of clients. In the middle of the conception

of this project, we have had a discreet launch of our passenger application, discreet

because it was still in active development, and although we did have some clients

registering in the application, normally, most of our clients still use a phone call or

even kiosks to call a taxi. Our aim in this chapter is to illustrate our view on how

we can take advantage of current mobile technology and integrate it with our current

dispatch system to inform them about this application and, to motivate these phone

call clients to make a shift of paradigm, migrating them from requesting taxis by a

phone call to instead start using the passenger application.

First, we will explain how the process of calling a taxi through the Taxi-Link system

works. When you call a dispatch center you speak with a phone operator, you inform

the operator where you want the taxi to pick you up and where you will want to go.

Then you specify your needs, be it the number of seats, payment method, wheelchair

compatibility, and other ones. The operator will then send a request for a taxi through

the Taxi-Link dispatch system, and the call ends. When the system assigns a taxi to

the client, the client receives an SMS from the system. The contents of this SMS are

comprised of the following fields, an estimate for the pickup time, the taxi’s badge

number, and also an URL. This URL would take the client to a webpage where it is

possible to track the taxi on a map while it is in the pickup state. Since this SMS

and the phone-call itself are the only points in the process where we have a direct

communication line to the client, we wanted to do something with one of them. We

41
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chose the SMS to achieve to reach our goal.

Our idea was to change the webpage sent in the SMS’s URL when viewed on a mobile

device. We thought of integrating this webpage with the application, having it serve

as a bridge for the client to meet the latter, but we also needed to offer an immediate

advantage for the client to want to get it. With that objective in mind, we made it

so that the tracking of the taxi was now to be done via the application instead of the

website itself, giving the users said reason as to why they would want to install the

application.

Figure 5.1: SMS example (old SMS on top and new SMS in the bottom).

5.1 Connecting the APP and the SMSs

One thing that is important to any kind of user experience is to make it as simple as

possible for the user. With this in mind we wanted our new page to facilitate the user

experience, how did we achieve this?

First of all, we had to create a new section in the app where you could track the

phone call services, and we also needed a way for the users to access these services. To

do so we started associating with each service a service token, this token is a unique

alphanumeric eight-character code, which when inserted in the application opens a

new web socket connection. This connection works just like the web socket connection

for the normal services as explained in section 4.5.

So what did we want from this new webpage? We needed it to show the generated
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token for each service, and we also wanted it to have two buttons, one that would

connect to the application and automatically open the web socket, and another one

that would redirect you to your OSs corresponding application store. The second

button was rather simple, we only needed to identify which OS the user was on,

which the browser can identify, and then having it redirect them to the corresponding

application store. Regarding the first button, we were able to achieve the desired

effect by using what is called deep links. What is a deep link? In the web deep

links are simply hyperlinks that instead of taking you to the home page of a certain

website have some information that, for example, would take you to another page

inside said website, that information is contained in the URL. In the mobile ecosystem,

deep links work a bit differently, in this context we can define a certain URL prefix

(example: tlapp://) that makes it so that when you try to path to said URL having

the application installed on your device it will know to open your application. When

the application is opened this way, be it a cold or warm start (if the application was

closed or open previously), we have access to the whole URL, this means we can define

arguments and build a parser and define different actions for those arguments. So we

defined the URL for our app and when the deep link URL is generated in the webpage

we append a ”token=XXXXXXXX” argument to that URL. If the application is

opened this way having said argument, it will automatically try to establish a web

socket using that token. Also of note, if the user has to first download the application,

after the download he can still go back to the webpage and click the deep link button,

making it much easier for him to follow his service. When these services terminate the

final screen is shown and there we enumerate several features that come with using

the application for calling taxis instead of a phone call, along with a button that takes

them to the registration screen, as well as a go-to the beginning button (see figure

5.3).
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Figure 5.2: The new webpage for both iOS and Android smartphones.

Figure 5.3: Screenshot of the Taxi-Link applications end of service screen, when

tracking a SMS service.
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5.2 Migration Results

When this system was complete we started rolling it out for some regions, and we

will now present the results achieved by this strategy. This is only a preliminary

analysis where the data used for analysis ranges from the start of the rollout at the

beginning of May to mid-June. The information that was logged to help us in this

analysis was the following, we can check in which services the link was clicked and if

the corresponding token was used to open a socket. Opening the link tells us that the

clients were subject to the publicity about the passenger application and, knowing the

ones that tracked their service grants us that those clients did install the application.

After defining this, in order to know how many of these clients registered a Taxi-

Link account, we checked the phone number of new registrations and compared them

against the contacts associated with these phone services. Then we also analyzed

how many of these clients already completed requests using the passenger application

and how many services in total where made by them, while also comparing the data

generated by these clients against the rest of the user base.

Fleet
SMS

Services

Link

Clicked
Tracked

Unique

Clients

Unique

Clicks

Unique Tracked

(Unique Installs)

Porto 10084 417 113 4673 290 52

Lisboa 7003 912 143 3926 749 92

Sintra 7006 199 20 3810 183 18

Braga 1674 49 10 1352 43 8

Aveiro 256 34 4 185 32 3

Madeira 194 41 10 157 36 8

Matosinhos 49 2 1 43 2 1

Total 26266 1654 301 14146 1335 182

Table 5.1: Number of SMS services shown in correlation with link clicks and tracked

services. For both the total of services and unique clients only.

In the table 5.1 our analysis tells us information about these services with the new

system, telling us how many services were done by a fleet, like we said before some

fleets had this service for longer than others, Matosinhos for example only had it for

two days previous to this analysis. We can also see here in how many services the

clients clicked those links and, also how many of them actually started tracking their

service. To make more sense of this data we have also distinguished how many unique
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clients did request these services, and also how many unique clients did click the link

and started tracking their service.

We can take some insights on how the system is doing, 9.4% are clicking the link at

least once. We can see that it happens way more often in Lisboa than in Porto and

Sintra for example, an explanation for this is that in Lisbon pickup times are usually

higher, which can lead to a desire to track the service. From these 9.4%, 13.6% track

the services and have installed the application.

We have also checked how many of these users that clicked and tracked the services

actually installed the application, and this was the result:

• Clicked (tracked or not) - 127 (9.5% of total unique clicks, 0.9% of total unique

clients),

• Tracked - 55 (30% of total tracked)

So almost 10% of the clients that click the link register an account, representing almost

1% of the total unique clients that got the SMS at least once. Clients that do track

the service made an account 30% of the time, indicating that actually having them

using the application might increase the rate of registration.

In the next table, we will analyze how many of these registered clients actually

requested services through the application.

Requested

Services

Successful

Services

Canceled

Services

Migrated Clients

Services

Migrated Clients

Successful Services

1084 646 438 242 176

100% ∼60% ∼40% ∼22% of total ∼27% of successful total

Table 5.2: Table representing quantitative analysis of services done by normal

costumers and migration ones.

Here it is important to consider that from our total of 1374 registered users (with

activated accounts), the migrated users represent only 9.2% (127 users) of this total.

As we can see from table 5.2, these users make up 22% of the total requests (canceled

or fulfilled), and, when analyzing only successful services we can see that these users

are responsible for 27% of our total of successful services. By these numbers, we can

see really how important this migration process is since these clients are starting to

have a positive impact on the platform. Even though these users only represent a
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fraction of our current user base, they have already had a big impact on the number

of services.



Chapter 6

Discussion

In this section, we will discuss our results, problems we have encountered along the

way while also talking about future work. One thing that delayed us was the covid-19

pandemic, which did have a considerable impact on our platform, there was a reduction

of about 80% to 90% in the number of services our platform served, which did also

impact the analysis of the results since the volume of services was not the expected

one.

Although as stated in section 5.2 the time to generate data to evaluate the migration

system was relatively short, we think the results from that analysis were promising

and expect better results when the number of services starts going back to normal.

In terms of future work, there are some ideas we think might be interesting to explore.

One area that is of great importance is to protect our drivers from careless clients that

cancel services after being assigned a taxi, especially when it is done several minutes

into the pickup stage. If a taxi is in a taxi stand, when it leaves it its position is lost,

which is a relevant factor in having priority for the allocation of services, and when

they are picking up a customer they are also wasting time and gas (energy in the case of

electric cars), so in this perspective, it would be very interesting to build a penalization

system that would aim to discourage clients from canceling services, though this is a

delicate problem to handle. At the moment what we have is, depending on the stage of

the service, we show a message warning the clients of how their cancellation negatively

impacts the taxi driver.

Assignment time is also very relevant, as it directly correlates with client satisfaction,

and while it is subject to some factors like availability which we cannot control, there

are some cases in our system where drivers do not accept certain services without
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having a good reason, this makes it so that services bounce from driver to driver

delaying the assignment, as stated in section 3.3. Therefore building a punishment

system for drivers who reject services, would also be interesting to improve assignment

speed, though like the penalization system for clients it is a delicate issue that has to

be carefully handled.

Adding more options to the passenger application to improve the user experience and

user fidelity is also something we can think of doing. Here we have developed some

different ideas, like having clients having the option to choose one or more preferred

drivers, which would impact the service dispatch for that specific client. Suggesting

these drivers could be based on previous successful services, on the service ratings or

usual locations. Another point that would also be interesting would be to actually

make more use of the rating system. For example having it impact the taxi selection

when assigning services by giving priority for higher-rated drivers, looking to improve

taxi driver and client interactions as it would be an extra factor encouraging the driver

to provide a good experience.



Chapter 7

Conclusion

Building a passenger application was our main goal, and it was achieved with success,

it complements the Taxi-Link system as we expected it to, being a very important

step to fully automatize the whole process of taxi calling and dispatching. React

Native ended up being a great choice like we assumed when selecting it. During the

development and learning processes, we did not find any major roadblocks, always

finding a solution to every problem or necessity we had. In the end, we had a

functional and performant application that ticked all the features we wanted to have

at the conception of this project. While there were some crashes and problems at first

after our discreet launch, especially for some models (mostly regarding the Android

ecosystem where many models and versions are being used) all of them were corrected

when identified, having the application free of known bugs at the completion stage of

this project. All in all our experience with React Native was very positive and was in

line with what we expected after doing our analysis.

The Google API was also very helpful, all the services we used work very well. It

has great documentation that really helps in figuring out the best fit for our needs

and also has great tips about implementing their services in an optimal way. So, in the

end, it was also a great experience to develop this application making use of Google

services.

The generated data will help the platform to improve in the future, it will help in

the creating of user and driver usage and behavior profiles and, it will also help to

discover flaws where the service is not being provided as expected to allow us to

possibly understand where they might be failing and how we can fix or improve it.
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