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Abstract

Machine-learned components, particularly those trained using deep learning meth-
ods, are becoming integral parts of modern intelligent systems, with applications
including computer vision, speech processing, natural language processing and hu-
man activity recognition. As these machine learning (ML) systems scale to real-
world settings, they will encounter scenarios where the distribution of the data in
the real-world (i.e., the target domain) is different from the data on which they were
trained (i.e., the source domain). This phenomenon, known as domain shift, can
significantly degrade the performance of ML systems in new deployment scenarios.

In this thesis, we study the impact of domain shift caused by variations in system
hardware, software and user preferences on the performance of ML systems. After
quantifying the performance degradation of ML models in target domains due to the
various types of domain shift, we propose unsupervised domain adaptation (uDA)
algorithms that leverage unlabeled data collected in the target domain to improve
the performance of the ML model. At its core, this thesis argues for the need to
develop uDA solutions while adhering to practical scenarios in which ML systems
will scale. More specifically, we consider four scenarios: (i) opaque ML systems,
wherein parameters of the source prediction model are not made accessible in the
target domain, (ii) transparent ML systems, wherein source model parameters are
accessible and can be modified in the target domain, (iii) ML systems where source
and target domains do not have identical label spaces, and (iv) distributed ML sys-
tems, wherein the source and target domains are geographically distributed, their
datasets are private and cannot be exchanged using adaptation. We study the unique
challenges and constraints of each scenario and propose novel uDA algorithms that
outperform state-of-the-art baselines.
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In recent years, we have witnessed the exciting capabilities and opportunities that
artificial intelligence (AI) can bring for end-users. For example, the Seeing AI app
from Microsoft assists users with visual impairments in identifying people, text,
or objects near them; the AI-based biometrics platform by Element Inc. aims to
provide a digital identity to infants and children in the Global South. While such
technologies are undoubtedly promising, it is important to ensure that they work-
universally-for users around the world and not just be limited to a subset of the
population in a specific part of the world, otherwise we risk creating a world of AI
haves and have-nots, i.e., people who will gain advanced capabilities in their lives
with AI and others who will not.

One of the hurdles in fulfilling this vision is the reliance of today’s state-of-the-art
AI algorithms, such as those based on deep learning methods, on large-scale la-
beled datasets. Moreover, a fundamental assumption behind these solutions is that
the distribution (or characteristic) of the data will remain the same between training
and deployment stages. Naturally, as AI technologies become more widespread,
such divergences between training and test data are more likely to occur. For exam-
ple, users in different parts of the world will have diversity in the devices they use
(ranging from low-end phones to very expensive smartphones), their environment
conditions (e.g., ambient noise levels, natural lighting), and their technology usage
patterns—all of which are likely to introduce unique variability in the user data,
thus making it different from the original training data.

This thesis contributes to addressing these challenges by proposing algorithms to
adapt ML systems to new deployment settings, only using unlabeled data collected
therein. In doing so, we place a special emphasis on ensuring that our proposed
algorithms are grounded in the realistic scenarios in which ML systems will be
deployed. As an example, ML systems often encounter private and sensitive user
data (e.g., biometrics, health records) during deployment which cannot be shared
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with other parties; hence, one of our proposed adaptation algorithms is designed to
work without requiring access to raw data during deployment.

During this research, we collected two large-scale multi-microphone speech
datasets which have been made publicly available to the academic community
to facilitate research and development of robust speech systems. Finally, the al-
gorithms developed in this thesis are being deployed in the industry to adapt AI
systems operating on mobile and embedded devices to new deployment settings.
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Chapter 1

Introduction
The only way that we can live, is if we grow. The only
way that we can grow is if we change. The only way
that we can change is if we learn. The only way we
can learn is if we are exposed. And the only way that
we can become exposed is if we throw ourselves out
into the open. Do it. Throw yourself.

C. JoyBell C.

The field of machine learning has witnessed significant breakthroughs in the last
decade driven by the availability of large-scale data, advancements in computa-
tional models that process this data to generate meaningful inferences, and the mas-
sive increase in computational power available to train these models. As a result,
machine-learned components are increasingly being incorporated in the design of
intelligent systems in various domains such as medical imaging [3] autonomous
cars [4], conversational agents [5], smart buildings [6] and even smartphones and
wearable devices [7, 8, 9]. As an example, consider the Automatic Brightness sub-
system in the latest Android smartphones. Until recently, this sub-system used a
rule-based classifier to adjust the screen brightness based on the ambient illumi-
nance captured from the light sensor on the phone. However, system designers
realized that this one-size-fits-all approach does not work for all users, and replaced
the rule-based classifier with one trained using machine learning techniques that can
adjust the screen brightness by learning a user’s unique preferences [10]. On similar
lines, Mehrotra et al. [9] have proposed intelligent notification systems for smart-
phones, which leverage machine learning techniques to learn a user’s notification
receptivity behavior and personalize the delivery of notifications.

As machine learning systems become pervasive, they will be deployed in diverse
real-world scenarios, many of which the system designer might not have even con-
sidered at the time of training. For example, speech-based conversational systems
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will have to interact with users with different accents; object recognition systems
might be deployed in lighting conditions drastically different from the ones in which
they were trained. In such diverse scenarios, the data collected during deployment
(i.e., test data) would look quite different from the data on which the model was
trained (i.e., training data), which in turn could degrade the performance of the
machine learning system [11]. A good example of this practical challenge is the re-
cently released ObjectNet dataset [12], which contains images of objects captured
with different backgrounds, rotations, and viewing angles. When state-of-the-art
object detection models trained on the widely used ImageNet [13] dataset were
tested on ObjectNet, they suffered a dramatic drop of 40-45% in both top-1 and
top-5 class recognition accuracy.

Hence, in order for machine learning systems to scale in the real-world successfully,
it is essential that they are capable of evolving to new scenarios with minimal human
supervision. Towards this goal, this thesis proposes a number of algorithms and
system components for adapting machine learning systems to new domains, just
using unlabeled data collected in them.

In the next section, we contextualize the contributions of this thesis in the big picture
of scalability challenges for machine learning systems.

1.1 Challenges in Scaling Machine Learning Systems
The problem of designing scalable machine learning (ML) systems is multi-faceted.
This section discusses some prominent challenges in scaling ML systems and high-
lights how the work in this thesis fits into the research landscape.

1.1.1 Overview

ML models are often trained on large-scale datasets to achieve state-of-the-art pre-
diction performance. Hence, it is important to design scalable and efficient training
pipelines to accelerate the training process. In this direction, substantial research has
been done on developing hardware accelerators [14], distributing the training across
multiple machines [15, 16, 17, 18, 19, 20], and even on novel data pipelines [21].
In many scenarios, training data is distributed geographically across multiple nodes
and cannot be aggregated on a central server due to privacy constraints; federated
learning [22, 23, 24] algorithms tackle this challenge by a combination of local
training of ML models on the individual nodes and aggregating the parameter up-
dates on a central server.
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Once a model is trained, it has to be made available to downstream system compo-
nents or end-user applications. ML models are often hosted on cloud infrastructure
such as Amazon Elastic Compute Cloud or Google Cloud Platform, and offered as
a service to user applications. In this case, it becomes important to design scalable
serving solutions that can fulfill thousands of concurrent inference requests from
the users. Model serving frameworks such as TensorFlow Serving [25], Torch-
Serve [26], and MLflow [27] are some of the promising examples in this space.
Further, for ML systems that are deployed on the edge, it is crucial that they can
scale to a wide variety of devices with different resource constraints on memory
and computation capabilities; in this direction, there have been promising efforts in
the area of embedded deep learning in the last few years [28, 29, 30, 31].

Prior research has also highlighted the significant challenges in engineering large-
scale ML systems [32, 33] including the management of model configurations and
hyperparameters, keeping the data processing and feature extraction pipelines clean,
dealing with hidden feedback loops and mitigating unexpected dependencies be-
tween different system components.

Finally, the issue of data heterogeneity in real-world scenarios is a major challenge
to the scalability of ML systems. ML models trained using supervised learning
techniques assume that at inference time, test data will be drawn from the same
distribution as the training data. However, in practical settings, a number of factors
could cause the test data distribution to diverge from the training distribution, which
in turn could lead to significant performance degradation of ML models.

Dealing with heterogeneity or drift in the data between training and test stages re-
quires a two-step solution. Firstly, we need to identify that data drift is indeed
happening in the ML system. In this direction, there have been numerous interest-
ing works that have highlighted the need for continuous monitoring of ML systems
in deployment [34, 33, 35] both at the level of input data and model predictions.
From an algorithm viewpoint, Rabanser et al. [36] proposed various techniques to
detect dataset drift through a combination of dimensionality reduction and a two-
sample-testing approach. There is also literature on anomaly detection [37] using
techniques such as one-class Support Vector Machine [38] and random cut for-
est [39] that can be used to identify anomalous data samples during deployment
stages. Other strategies proposed for detecting out-of-distribution (OOD) sam-
ples include applying a threshold on the softmax probabilities of the pre-trained
model [40], pre-processing the training data with adversarial perturbations [41], or
explicitly exposing the model to an outlier dataset [42] during training.
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Figure 1.1: Generic pipeline for sensor data processing and inference.

Once a drift in the data is detected, the second step is to fix it to ensure that it does
not degrade an ML system’s performance during deployment. The work in this
thesis aims to address this particular challenge in scaling ML systems. We con-
sider different scenarios of deployment of ML systems, such as opaque ML systems
(wherein the model parameters are not accessible and cannot be modified during de-
ployment), transparent ML systems (wherein the model parameters can be modified
during deployment), and distributed ML systems. Further, our investigations focus
on scaling ML systems that operate on sensor data collected from microphones and
inertial sensors, and encounter sensor-induced heterogeneities in the data.

1.1.2 Sensing Heterogeneities

We now give a brief overview of the causes of heterogeneities in sensor data and
how this thesis aims to address them. Later in Chapter 2, we elaborate on these
heterogeneities in the context of ML systems studied in this thesis.

There are a plethora of factors that can cause heterogeneity in sensor data in the
real-world. Figure 1.1 shows a generic pipeline for collecting and processing sen-
sor data. As we can see, before the sensor data reaches the inference model, it
undergoes processing by a number of components, each of which could potentially
lead to heterogeneity in the data. A physical analog signal x first encounters var-
ious environmental factors that can be a source of heterogeneity in the data. For
example, perturbations in audio and image data can be respectively introduced by
acoustic noise or lighting conditions in the environment. The perturbed signal de-
noted as e(x) is then processed by the sensor hardware which converts it into a
digital output h◦ e(x). Thereafter, it is processed by domain-specific sampling and
signal processing algorithms to obtain s ◦ h ◦ e(x), before being passed to the ML
inference model.

Prior research has demonstrated that each of the above components in the sensing
pipeline can induce variability in the sensor data. For example, [43] highlighted that
imperfections introduced in the analog circuitry of accelerometer sensors during the
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manufacturing process could cause variations in their digital output. Interestingly,
they found that these hardware-induced variations in accelerometer data are compu-
tationally so significant that they can be leveraged to fingerprint a smart device and
identify it with over 99% accuracy in a pool of 100 devices. On similar lines, in a
study across 52 smartphones, [44] showed that microphone sensors of these devices
could introduce variability in the audio data, which are also reflected in the Mel-
Frequency Cepstral Coefficient (MFCC) features and could be used to fingerprint
the smartphone with an accuracy of 97%.

Moreover, the software stack on sensor devices can also be the source of heterogene-
ity in the data. For example, Stisen et al. [45] highlighted that run-time factors on
smartphones, such as instantaneous I/O load or delays in timestamp attachment to
sensor measurements by the operating system could lead to unstable sampling rates
for accelerometer and gyroscope sensors. Similarly, manufacturers of multi-channel
microphone arrays [46, 47] employ different (and often proprietary) noise reduction
and beamforming algorithms to enhance the signal quality before it is passed onto
the user applications. Prior research [48, 49] has shown that these algorithms are
also sensitive to microphone parameters, such as gain mismatches between individ-
ual microphones and could add unintended biases in the audio data that is passed to
the user applications. For example, through experiments on multi-channel speech
recordings, [49] found that acoustic beamforming algorithms may even cause the
performance of speech recognition models to degrade if channel parameters across
microphones differ. Besides the hardware and software causes, variability in sensor
data can also come from differences in sensing environments, user demographics,
and user preferences regarding how they interact with the system.

As we describe in the next chapter, there have been research initiatives to indi-
vidually address each of these sources of variability in sensor data, for example,
by developing sensor calibration solutions [50, 51] or adaptive beamforming algo-
rithms [49]. While such efforts are important, we argue that instead of developing
such component-level solutions to counter individual sources of heterogeneity in
sensor data, we can address the composite effect of these heterogeneities directly
inside the training and inference pipelines of machine learning models. This view-
point is essential because ML components are often treated as end-consumers of
sensor data in real-world systems. They may not have low-level access to system
components such as the sensor hardware or the signal processing algorithms used
by the system designer. As such, it will be infeasible to apply any component-level
solutions designed to address the individual sources of variability in the data.
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1.1.3 Sensing Heterogeneities as Domain Shift

The combined effect of different types of sensing heterogeneities can be interpreted
as a form of domain shift in the sensor data. As defined by Storkey [52, 11], domain
shift is characterized by a change in the measurement system of data. Assuming that
there is an underlying unchanging latent representation space in which the sensor
sample x lies, we would ideally like to learn a relationship between x and an output
class y. However as shown in Figure 1.1, in practical ML systems instead of x we
only observe x′= f (x) = s◦h◦e(x), where f is a composite function that represents
the accumulated effect of hardware, software and environment-related factors on
sensor data.

More importantly, variations in the hardware, software pipelines, or the operating
environment in real-world systems could cause the sensor data x′ received by an ML
model to change between training and deployment stages, even if the underlying
physical phenomenon x is the same. This would, in effect, cause the distributions
of training and deployment data to differ from each other, thereby invalidating a
fundamental assumption of supervised learning algorithms that are used to train
sensor-based ML models.

Towards the goal of scaling ML systems in the presence of sensing heterogeneities,
we propose algorithms and system components built on the principle of domain
adaptation that minimize the effect of domain shift in ML systems. More specifi-
cally, as collecting labeled data during deployment could be expensive or infeasible,
we focus on unsupervised domain adaptation solutions that can adapt ML systems
to new deployment scenarios only using unlabeled data from them.

1.2 Research Questions and Contributions

We now formulate four research questions that we seek to answer in this thesis.
Each research question is accompanied by a conceptual diagram that summarizes
our contribution. In the rest of the thesis, we use the term source domain to refer
to the training stage of an ML model, and target domain to refer to its deployment
stage.

RQ1. What is the effect of sensing heterogeneities on the performance of state-of-
the-art deep learning models operating on speech and inertial sensing data?

In Chapter 3 (and also published in [53, 54, 55, 56]), we quantify the effect of
two types of domain shift on sensor-based ML models. Firstly, to facilitate the
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Figure 1.2: In Chapter 3, we quantify the effect of various domain shifts on sensor
inference models. The parts with grey and white backgrounds represent
the target and source domains respectively. XS and XT represent source
and target datasets.

study of microphone-induced domain shift in deep learning-based speech models,
we introduce a data collection methodology to collect large-scale speech datasets
simultaneously from multiple microphones. Based on the proposed methodology,
we collect two new speech datasets that contain domain shifts induced by hard-
ware, software, and environmental factors. We then evaluate the combined effect of
these domain shifts on the performance of Spoken Keyword Detection (SKD) and
Automatic Speech Recognition (ASR) models. Secondly, in the context of human
activity recognition (HAR) models, we study the domain shift in inertial sensor data
caused by variations in sensor hardware, software, and user preferences. Our results
demonstrate that domain shift induced by the above heterogeneities poses a major
challenge to the scalability of speech and HAR models in real-world scenarios.

RQ2. What types of algorithms can be developed to counter domain shift in sensor
inference systems while adhering to practical system realities?

Having quantified the impact of domain shift on various sensor inference models,
we propose two solutions to counter them based on the principles of unsupervised
domain adaptation (uDA). Grounded in practical realities of ML systems, the so-
lutions are as follows:

Solution 1. In Chapter 4 (and also published in [54]), we consider speech-based
opaque ML systems where the parameters of the prediction model trained in the
source domain are not accessible during the adaptation process. We propose an
adaptation solution that operates on input data instances and learns a translation
function between data from the source and target domains, using the principles of
Cyclic Generative Adversarial Networks (CycleGANs). Once learned, this transla-
tion function could be applied as a pre-processing component in the speech infer-
ence pipeline to translate data samples from the target domain to the source domain,
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(a) In Chapter 4, we propose an instance adaptation so-
lution for opaque ML systems.

(b) In Chapter 5, we propose a model adaptation solu-
tion for transparent ML systems.

Figure 1.3: uDA Solutions are proposed in Chapters 4 and 5 to counter domain
shift in speech and inertial data.

thereby reducing the domain shift and enhancing the speech inference model’s ac-
curacy in the target domain.

Solution 2. In Chapter 5 (and also published in [56]), we consider the case of trans-
parent ML systems wherein model parameters are accessible and can be modified
during the adaptation process. In the context of sensor-placement induced domain
shifts in human activity recognition (HAR) systems, we propose an adversarial fea-
ture alignment algorithm that takes as input a neural network model trained on a
labeled source domain, and adapts its parameters for use in a new unlabeled target
domain. We show that this technique can outperform a number of baseline adapta-
tion methods and improve the accuracy of HAR systems when they are deployed in
new target domains.

RQ3. How do we extend unsupervised domain adaptation algorithms to ML systems
where the source and target domains do not share a common label space?

Through the research conducted in Chapter 5, we uncovered a number of assump-
tions related to the source and target distributions that can impact the performance
of uDA algorithms. In Chapter 6 (and also published in [57]), we focus on relaxing
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Figure 1.4: In Chapter 6, we extend uDA to scenarios of mismatched source and
target label spaces. Cshared,CS and CT denote the shared and private
label spaces in the source and target domains.

one key assumption made in uDA methods that the label spaces of source and target
domains must be identical. This assumption could be easily violated in real-world
scenarios due to the presence of outlier or private classes in either the source or
the target domain. We first quantify the adverse effect of such private classes on
the adaptation of speech classifiers, and then propose an end-to-end unsupervised
adaptation solution to mitigate this problem.

RQ4. What are the challenges in deploying uDA algorithms in distributed ML sys-
tems with multiple target domains?

Our investigations on uDA algorithms in the previous chapters also uncovered that
these algorithms are not designed to work in distributed ML systems, where source
and target domains are geographically separated, and exchanging data between
them could be expensive or may have privacy implications. Hence, in Chapter 7
and [58], we carefully study the bottlenecks of uDA algorithms related to privacy
and convergence time in distributed settings, and present a distributed adaptation
solution to address them.

Moreover, we show that as ML systems scale to multiple target domains, it becomes
important to allow target domains to flexibly choose their adaptation collaborators
(i.e., the source domain with which uDA is performed). In this direction, we present
an Optimal Collaborator Selection algorithm, which could be used to find a col-
laborator for each target domain from a set of available candidates. Finally, we
propose an end-to-end framework called Framework for Realistic uDA (FRUDA)
that combines the collaborator selection algorithm and the distributed uDA training
approach. We demonstrate how FRUDA can help scale various domain adaptation
algorithms to distributed settings.
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Figure 1.5: In Chapter 7, we extend uDA to distributed ML settings with multiple
target domains.

1.3 Thesis Structure

The thesis is organised as follows. Chapter 2 provides background on various types
of sensory inference tasks studied in this dissertation, along with a detailed discus-
sion on unsupervised domain adaptation algorithms proposed in the literature. In
Chapter 3, we study RQ1 and quantify the effect of various domain shifts in speech
and inertial recognition models. Chapter 4 and Chapter 5 contribute to answering
RQ2 by proposing instance-based and model-based domain adaptation approaches
for opaque and transparent ML models respectively. Chapter 6 is devoted to answer
RQ3 and offers solutions for the problem of label space mismatch which can cause
accuracy degradation in domain adaptation. Chapter 7 then studies RQ4 and ex-
tends the previous adaptation algorithms to distributed settings. Finally, Chapter 8
concludes this thesis, outlines its limitations and highlights avenues for future work.

1.4 Research Outcomes

In this subsection, we list the publications and dataset artefacts that support the text
in this thesis.

1.4.1 Peer-Reviewed Publications

Below are the peer-reviewed publications that came out of the work done in this
thesis.

Conference and Journal Papers (* denotes equal contribution)

• Mathur A., Berthouze N., Lane N.D. Unsupervised Domain Adaptation Under Label Space Mis-
match for Speech Classification. Proceedings of Interspeech 2020.
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• Mathur A., Kawsar F., Berthouze N., Lane N.D. LIBRI-ADAPT: A new speech dataset for un-
supervised domain adaptation. Proceedings of the IEEE International Conference on Acoustics,
Speech and Signal Processing (ICASSP), 2020.

• Chang Y*., Mathur A.*, Isopoussu A., Song J., Kawsar F. A Systematic Study of Unsupervised
Domain Adaptation for Robust Human-Activity Recognition. Proceedings of the ACM on Interac-
tive, Mobile,Wearable and Ubiquitous Technologies (IMWUT), 2020.

• Mathur A., Isopoussu A., Kawsar F., Berthouze N., Lane N.D. FlexAdapt: Flexible Cycle-
Consistent Adversarial Domain Adaptation. Proceedings of the 18th IEEE International Con-
ference On Machine Learning And Applications (ICMLA), 2019

• Mathur A., Isopoussu A., Kawsar F., Berthouze N., Lane N.D. Mic2Mic: Using Cycle-Consistent
Generative Adversarial Networks to Overcome Microphone Variability in Speech Systems. Pro-
ceedings of the 18th ACM International Conference on Information Processing in Sensor Net-
works (IPSN), 2019.

• Mathur A., Gan S., Isopoussu A., Kawsar F., Berthouze N., Lane N.D. Scaling Unsupervised
Domain Adaptation through Optimal Collaborator Selection and Lazy Discriminator Synchro-
nization. arXiv preprint.

Workshop Papers

• Gan S.*, Mathur A.*, Isopoussu A., Berthouze N., Lane N.D., Kawsar F. Distributed Asyn-
chronous Domain Adaptation: Towards Making Domain Adaptation More Practical in Real-
World Systems. Workshop on Systems for ML at Thirty-third Annual Conference on Neural
Information Processing Systems (NeurIPS), 2019.

• Mathur A., Isopoussu A., Kawsar F., Smith R., Lane N.D. and Berthouze N. On Robustness
of Cloud Speech APIs: An Early Characterization. Proceedings of the ACM International Joint
Conference on Pervasive and Ubiquitous Computing and Wearable Computers (UbiComp), 2018.

• Mathur A., Isopoussu A., Berthouze N., Lane N.D., Kawsar F. Unsupervised Domain Adaptation
for Robust Sensory Systems. Proceedings of the ACM International Joint Conference on Pervasive
and Ubiquitous Computing and Wearable Computers (UbiComp), 2019.

Book Chapter

• Mathur A., Isopoussu A., Kawsar F., Smith R., Lane N.D. and Berthouze N. Towards the Design
and Evaluation of Robust Audio-Sensing Systems. Book chapter in Human Activity Sensing,
Springer 2019.

In addition to these works, I was also involved in the following publications that are
not part of this thesis.

• Mathur A., Zhang, T., Bhattacharya, S., Veličković, P., Joffe, L., Lane, N. D., Kawsar F, Lió, P.
A Deep Data Augmentation Training Method to Address Software and Hardware Heterogeneities
in Wearable and Smartphone Sensing Devices. Proceedings of the 17th ACM International Con-
ference on Information Processing in Sensor Networks (IPSN), 2018.
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• Beutel, D.J., Topal, T., Mathur A., Qiu, X., Parcollet, T. and Lane, N.D. Flower: A Friendly
Federated Learning Research Framework. arXiv preprint arXiv:2007.14390.

• Gong T, Ramos AG, Bhattacharya S, Mathur A., Kawsar F. AudiDoS: Real-Time Denial-of-
Service Adversarial Attacks on Deep Audio Models. Proceedings of the 18th IEEE International
Conference On Machine Learning And Applications (ICMLA), 2019

• Min, C., Montanari, A., Mathur A., Kawsar, F. A closer look at quality-aware runtime assessment
of sensing models in multi-device environments. Proceedings of the 17th ACM Conference on
Embedded Networked Sensor Systems (SenSys), 2019.

1.4.2 Datasets

We created a large-scale ASR dataset named Libri-Adapt containing examples of a
number of real-world heterogeneities in speech data. This dataset paper has been
published at IEEE ICASSP [53] and the dataset has been released to the academic
community.

1.4.3 Recognition

My research contributions were recognized by the academic community in the fol-
lowing ways:

• I was selected as a member of the ACM Future of Computing Academy (FCA) in
2019. ACM FCA is a group of 36 young computing professionals selected from
across the globe to address the emerging challenges in the field of computing.

• I was a finalist for the Gaetano Boriello Outstanding Student Award at ACM
Ubicomp 2019. This award recognizes students making outstanding contribution
in the field of Ubiquitous and Pervasive Computing.



Chapter 2

Background
In this chapter, we first provide background on sensor-based ML systems operat-
ing on inertial and speech data (§2.1). Next, in §2.2, we highlight the scalability
challenges for these systems by reviewing the literature on sensor and user-induced
heterogeneities in the data. The main objective of this review is to understand the
existing approaches used to tackle sensing heterogeneities, and to identify gaps in
the literature to inform the research questions of this thesis. In §2.3, we discuss
that the composite effect of sensing heterogeneities could be interpreted as domain
shift. §2.4 then presents a general review of unsupervised domain adaptation (uDA)
literature, and explains how uDA techniques have been used to address sensing het-
erogeneities in speech and inertial sensing models.

Finally, §2.5 summarizes the key findings from the chapter and explain how they
lead to our research questions. Later while presenting our technical contributions
in Chapters 4-7, we also provide a more focused literature review related to the
contents of each chapter.

2.1 Computational Models for Sensor Data

In this thesis, the scalability challenges to machine learning (ML) systems are pri-
marily studied in the context of human sensing systems. Human sensing systems
collect sensor data from personal devices owned by an end-user (e.g., a smartphone)
or from devices in the user’s environment (e.g., an Amazon Echo) and process them
using ML models to infer user behavior and context. In particular, we focus on
human sensing systems operating on speech and inertial sensor data.

As such, we first provide an overview of commonly used training and inference
pipelines for speech and inertial sensing systems.1

1To show the broader applicability of some of the algorithms and systems developed in this
dissertation, we also evaluate them with computer vision datasets in Chapter 7. Details about those
vision datasets and visual recognition tasks are provided in Chapter 7.
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Figure 2.1: Pre-processing and feature extraction pipeline to obtain Mel Frequency
Cepstral Coefficients (MFCCs) from raw speech data.

2.1.1 Audio and Speech Recognition

Speech has become a prominent modality to interact with our personal smart de-
vices (e.g., smartphones) and near-body devices (e.g., Amazon Echo). In addition
to the conventional use cases of speech processing such as automatic speech recog-
nition (ASR), newer use-cases of audio and speech processing have emerged, such
as inferring eating activities [59, 60], ambient conditions [61, 62], subjective user
states [63], and productivity [64, 65]. Moreover, to facilitate speech-based interac-
tion with personal digital assistants such as Siri, Alexa, or with voice assistants in
smart cars, a significant emphasis has been placed on the task of Spoken Keyword
Classification [66, 28] in recent years.

Feature Extraction. The field of speech processing has taken giant leaps in the last
decade, primarily due to the availability of large labeled datasets and breakthroughs
in deep learning techniques. The first step in deep learning-based speech modeling
pipelines is to extract compact yet effective features to represent the speech data.
One of the most widely used features for speech modeling are the Mel Frequency
Cepstral Coefficients (MFCCs) [67], which are designed to take into account the
unique aspects of human auditory processing and perception.

Figure 2.1 illustrates a common feature extraction pipeline for speech data. First,
a pre-emphasis filter is applied on the raw time-domain speech signal to boost the
amount of energy in high frequencies. Next, the speech waveform is assumed as
quasi-stationary and is split into overlapping segments (or frames) of short time du-
ration such as 25ms. After splitting the signal into frames, a windowing function
such as the Hamming window is applied to each frame to reduce spectral leakage
in Fast Fourier Transform (FFT) [68]. Thereafter, the frames are processed using
Short-Time Fourier-Transform (STFT) to obtain a frequency-domain power spec-
trum. This power spectrum is evenly distributed in the frequency domain, however
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human ear perceives sound in a non-linear fashion, by being more discriminative
at lower frequencies and less discriminative at higher frequencies. To mimic this
property of human ear, triangular filters on the Mel scale are applied to the power
spectrum to obtain filter bank features. Filter bank features are also referred to
as Mel-spectrograms. Finally, Discrete Cosine Transform (DCT) is applied to de-
correlate the log filter bank features and yield a compressed representation of the
filter banks in the form of cepstral coefficients, also known as MFCCs. The MFCC
coefficients from all the frames are then stacked and often mean-normalized to form
a two-dimensional (2D) representation of the speech signal.

Training and Inference Pipelines. Different deep neural network architectures are
used to process the 2D MFCC feature representation depending on the modeling
task at hand. For speech classification tasks such as Spoken Keyword Classification
and Emotion Recognition where the goal is to assign a class or a label (e.g., Happy,
Sad) to a given speech segment, convolutional neural networks are widely employed
to learn local features in the data. As an example, Badshah et al. [69] proposed an
architecture with three 2D convolution layers followed by three fully-connected lay-
ers to learn emotions in human speech. Other works [70] have leveraged temporal
convolutional layers for local feature learning and also explored the use of a Long-
Short Term Memory (LSTM) layer to learn [71] long-term dependencies from the
learned local features. The training of these neural network models is done by opti-
mizing a categorical cross-entropy loss between the model outputs and ground truth
labels. At inference time, the test speech signal is again processed to extract MFCC
features, which are then fed to the trained neural network to compute task-specific
inferences. The performance of the model is determined by computing metrics such
as accuracy, precision, recall or the F1 score on a test set.

On the other hand, state-of-the-art Automatic Speech Recognition (ASR) models
directly operate on top of the mel-spectrograms extracted from the speech data, and
employ a series of convolution layers and bi-directional LSTM layers to extract lo-
cal and global features, which are followed by 1-2 fully connected layers. These
models are trained by optimizing the Connectionist Temporal Classification (CTC)
loss [72]. At inference time, mel-spectrograms of speech are fed into the neural
network, which outputs a probability distribution over characters in the vocabulary
at each time step. Thereafter, a decoder is employed to convert the probability
distributions to word transcripts, either using greedy search or beam search algo-
rithms [73]. A widely used metric to evaluate the performance of ASR systems is
the word error rate (WER), which is defined as the minimum edit distance between
the transcripts generated by the ASR model and the ground truth transcripts.
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Figure 2.2: Pre-processing pipeline for data from the inertial measurement unit.

2.1.2 Human Activity Recognition

Modern smart devices such as smartphones and smartwatches are equipped with
inertial measurement units (IMUs), which commonly consist of an accelerometer
and a gyroscope sensor. In addition, newer class of IMU-equipped devices are also
emerging such as earables [74], smart glasses [75] and neck pendants [76]. The data
collected from the IMU sensors of these devices could be used for recognizing hu-
man activities, such as locomotion (e.g., walking, running), posture (e.g., standing,
sitting), or composite activities (e.g., commuting, cleaning).

Feature Extraction. Initial approaches for human activity recognition (HAR) us-
ing data from the IMUs relied on extracting hand-crafted statistical features such
as mean, variance, energy, spectral entropy, features derived from the empirical cu-
mulative distribution function (ECDF) and FFT coefficients. These features were
subsequently fed into shallow classifiers such as Random Forests or Support Vector
Machines to map them to the activity labels [77, 78].

In the last five years, deep learning-based methods have emerged to automatically
extract task-dependent features from raw accelerometer and gyroscope data and
process them using deep neural networks for activity recognition. Figure 2.2 shows
a commonly used pre-processing pipeline for IMU data. In general, the proposed
methods first obtain accelerometer and gyroscope data from an IMU sensor placed
on a specific position on the human body and then normalize the data using standard
techniques such as mean normalization, min-max normalization or Z-score normal-
ization. Thereafter, the data is segmented into smaller time windows, typically
between 1-5 seconds, depending on the expected duration of the physical activi-
ties represented in the data. Inside each time window, acceleration readings from
the three axes of the accelerometer and angular velocity measurements from the
gyroscope are stacked on top of each other to form a 2D representation of the time-
series IMU data. For instance, considering a sampling rate of 50Hz and 3-second
long time windows, each window is represented by a 2D array of dimensions 150x6.
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Training and Inference Pipelines. For training HAR models on IMU data, con-
volutional neural networks (CNNs) with one-dimensional (1D) convolution kernels
have been used in the literature [79, 80, 81]. For example, Hammerla et al. [79]
used four 1D convolutional layers, each followed by a pooling layer for feature
extraction. The extracted features are then fed to a classifier made of one or mul-
tiple fully-connected layers. Both the feature extractor and classifier are trained by
optimizing the categorical cross-entropy loss. Other works have also employed Re-
current neural networks with Gated Recurrent Units (GRUs) or Long Short-Term
Memory (LSTM) units for training HAR classifiers [82, 83, 79].

2.2 Scalability Challenges for Inference Models

In this section, we describe the challenges in scaling speech and inertial inference
models in practical settings.

2.2.1 Challenges in Scaling Speech Models

The main challenges in scaling speech models to new scenarios are listed below.

Speaker and Environment Heterogeneity. Variations in speaker characteristics
(e.g., accents, pronunciations) pose a major challenge for scaling speech models to
new users. This challenge has led to extensive research in the speech community to
develop models robust to speaker variations. To this end, a popular approach is to
extract speaker-specific features such as i-vectors [84] and incorporate them in the
training pipeline. Initially proposed in the context of speaker verification systems, i-
vectors aim to encapsulate the unique characteristics of a speaker’s identity (such as
accent, pitch) in a low-dimensional fixed-length representation. By concatenating
i-vectors with other speech features such as the MFCCs during training, [85, 86, 87]
have shown that more robust speech recognition models can be trained.

Another significant challenge for speech models comes from the acoustic environ-
ment in which the speech is recorded. Quite expectedly, the signal-to-noise (SNR)
ratio decreases in noisy acoustic environments (e.g., in heavy traffic, inside a pub)
which in turn degrades the performance of speech models. For example, Chon et
al. [88] found that Gaussian Mixture Models (GMM) and Random Forest models
trained for ambient sound classification suffer from poor precision and recall when
deployed in unconstrained environments. Similar findings on the adverse impact of
diverse acoustic environments were found for speaker turn-taking detection mod-
els [64] and acoustic stress detection models [89]. In order to counter acoustic
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Figure 2.3: Sensing and inference pipeline for audio models.

environment noise, two types of approaches are proposed: first are the traditional
noise subtraction [90] and statistical speech enhancement [91] techniques that aim
to enhance the signal-to-noise ratio in the data. More recently, deep neural net-
work based noise removal techniques have also been proposed that aim to learn a
model that can map noisy speech to its clean counterpart [92]. On the other hand,
[93, 94, 95] showed that noise-robust speech models could be trained by augmenting
the speech samples with different ambient noise samples, and using representation
learning to extract noise-robust features. Further, [96] employed a teacher-student
learning approach wherein a teacher model is trained on a large clean speech dataset,
and is then used to generate soft labels for training a noisy speech model using su-
pervised learning. However, this work requires parallel data in the clean and noisy
conditions, which could be challenging to obtain in practical settings.

Microphone-induced Heterogeneity. The microphone used to record the audio
signal also introduces heterogeneity in the data. As shown in Figure 2.3, before an
audio signal even reaches the ML model, it goes through a number of processing
stages. Firstly, the analog signal is captured by the microphone’s acoustic sensor
and converted into a digital signal. Thereafter, the signal is processed by an on-
board Digital Signal Processor (DSP), where audio enhancement techniques such
as noise reduction, echo cancellation, dereverberation are applied to it. Optionally,
multi-channel microphone arrays [97, 46] employ acoustic beamforming algorithms
to combine the audio outputs of different microphone channels. Finally, the operat-
ing system exposes the processed audio signal to user applications such as an ML
model for training or computing inferences.

Both the hardware and software components of this pipeline can introduce con-
founding artifacts in the signal. Das et al. [44] found that acoustic sensors exhibit
variability in their outputs, which is caused by changes in the chemical composition
of sensor components, wear in the manufacturing machines, or changes in temper-
ature and humidity between manufacturing and operational conditions. Through a
study done on 52 smartphones, they showed that this hardware-induced variability
also gets reflected in the MFCC features, and it could be used to fingerprint and
uniquely identify a device with an accuracy of 97%. We expect that these forms of
hardware variability would be even more prominent for low-cost embedded-scale
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microphones gaining popularity these days. To counter these hardware effects, Garg
et al. [51] proposed a technique to calibrate microphones against a reference micro-
phone using a frequency sweep signal or a reference sound.

On top of the hardware-related variations, the software processing pipelines of mi-
crophones can add further heterogeneities to the data. The on-board DSP on the
microphones run a number of audio enhancement algorithms, whose parameters are
fixed by each microphone manufacturer. For example, in the case of multi-channel
microphone arrays [97, 46], acoustic beamforming algorithms are employed to im-
prove the SNR of the audio. However, implementation differences in such algo-
rithms across manufacturers could lead to variability in the output data from differ-
ent microphones. Moreover, [48, 49] showed that acoustic beamforming algorithms
are also sensitive to microphone parameters such as gain mismatches between the
constituent microphones of an array, and could add unintended biases in the speech
data that is passed to the ML model. As a solution, [98, 99] proposed doing the
beamforming-based speech enhancement jointly with acoustic modeling and found
that it outperforms the approach where beamforming is done agnostic of the acous-
tic modeling task. This solution is attractive when the ML model has access to the
raw speech waveforms from each channel of the microphone array, however it is
not applicable in many real-world scenarios where the device manufacturers only
expose the beamformed speech output to the ML models.

2.2.2 Challenges in Scaling HAR Models

Research in HAR has revealed three key challenges in scaling HAR models to real-
world scenarios.

User-induced heterogeneity. When HAR systems are deployed in practice, they
will encounter heterogeneity in the accelerometer and gyroscope data caused by
variations in body shapes, fitness levels, movement characteristics of different
users [100, 101]. Unsurprisingly, such variations could result in performance degra-
dation of an HAR system. A number of prior works have proposed developing user-
specific models [77, 102, 103] where an HAR model is trained separately for each
user to capture the unique movement characteristics. While these works achieve
impressive recognition performance, on the downside, they need labeled data from
each end-user of the HAR system, which increases the cost of training the model.

The alternate approach is to train user-independent models, that have lower recog-
nition performance than the user-specific models initially [104, 105], but could be
fine-tuned or personalized for individual users by collecting labeled data from them
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during deployment [106, 107]. To reduce the labeling effort needed for model per-
sonalization, [108, 109] proposed employing active learning techniques to find the
most informative samples for labeling. Although active learning approaches reduce
the labeling burden, they do not entirely eliminate it. In §2.4.2, we discuss some
of the recent domain adaptation literature that aims to transfer HAR models to new
users only using unlabeled data.

Device-induced heterogeneity. Biases in IMU sensors that generate accelerome-
ter and gyroscope data for HAR models can also induce heterogeneity in the data.
Broadly, there are two types of biases in IMU sensors: deterministic and stochastic.
Deterministic biases are caused by variations in sensor components across manu-
facturers, imperfections introduced in the analog circuitry of the sensor during the
manufacturing process [43], or even by the packaging used for the unit [110]. An-
other important cause of deterministic biases is the temperature differences between
initial calibration and operational stages [111]. On the contrary, stochastic biases
emanate from the electronic noise interfering with IMU operations and are typically
assumed Gaussian in nature [50, 111]. Prior research [112, 113] has highlighted that
deterministic biases are the more prominent cause of heterogeneity in IMU data. In
particular, [43] did a study with IMU-equipped smartphones and found that biases
in their accelerometers are computationally so significant that they could be used
to fingerprint a smartphone and identify it with over 99% accuracy from a pool of
100 devices. Moreover, Grammenos et al. [50] showed that IMU biases across de-
vices could also degrade the accuracy of HAR models trained to detect locomotion
states of a user by up to 10%. Various sensor calibration techniques [113, 50] have
been proposed to counter the deterministic IMU errors; for example, [50] first iden-
tifies when a smartphone is in a stationary state and then use the earth’s gravity as a
reference to calibrate the IMU.

In addition to the hardware-induced biases, Stisen et al. [45] found that run-time
factors such as CPU load on a smartphone can lead to instability in the sampling rate
of IMU sensors. Moreover, they uncovered unpredictable delays in the attachment
of timestamps to a sensor sample by the smartphone operating system, which also
introduces sampling rate errors in the IMU data. As a solution, they proposed a
clustering technique based on the Affinity Propagation algorithm, wherein devices
are assigned to different clusters based on their respective IMU heterogeneities.
Thereafter, an activity recognition model is trained for each cluster of devices on
their aggregated labeled data. A limitation of this approach lies in its scalability —
for every new device on which the HAR system is deployed, we first need to collect
labeled data and repeat the clustering step. Thereafter, the HAR model needs to be
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retrained for the cluster to which the device is assigned.

Placement-induced heterogeneity. Finally, the placement of the IMU on the hu-
man body itself could be a major source of heterogeneity in sensor data. Inertial
sensors can be worn on the wrist (in a smartwatch), on the ear (in an earbud), or
be placed inside a user’s trouser and shirt pockets (smartphones). More critically,
the sensor placement is not always static and may even change during the course
of an activity based on a user’s preference. For instance, a smartphone may move
from the pocket to a user’s hand, and then to the ear and then go in a handbag –
all while the user is engaged in a certain physical activity. Researchers have tack-
led this challenge by developing placement-specific HAR models [114, 115] and
have shown that these models are more accurate than placement-independent mod-
els such as [116]. A limitation of this approach is that it requires collecting labeled
data from each body position where the sensor is likely to be placed, thereby raising
questions on its scalability and cost-effectiveness.

2.3 Sensing Heterogeneity and Domain Shift

In the previous section, we discussed that variations in user preferences, deploy-
ment environment, and sensor data acquisition pipelines could potentially introduce
heterogeneities in the data and hinder the scalability of HAR and speech models.
This thesis offers solutions for two specific scalability challenges. In Chapter 4, we
focus on countering the heterogeneities in speech data introduced by the hardware
and software components of the sensing pipeline. Thereafter, in Chapter 5, we in-
vestigate how to improve the performance of HAR models in the presence of device
and sensor placement-induced heterogeneities in inertial data.

The literature review in §2.2 highlighted various existing solutions to address these
problems. For example, calibration methods have been proposed to fix hardware
biases [113, 51] and new approaches for acoustic beamforming [98, 99] have been
proposed to counter software-induced heterogeneities. These types of solutions as-
sume low-level access to the sensor hardware or the ability to modify the signal
processing algorithms in the sensing pipeline. However, in many practical settings,
an ML model is considered an end-consumer of the sensor data and does not have
access to the low-level sensing pipelines. For these settings, we argue that the com-
posite effect of various data heterogeneities could be viewed as a form of domain
shift between training (or source domain) and deployment conditions (or target do-
main), and can be addressed in the training and inference pipelines of ML models.
In doing so, we can relax the assumption that the ML model will have low-level
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access to the device hardware or the sensing pipeline, and develop solutions that
rely only on the data received by the ML model.

We also reviewed various approaches to address these heterogeneities in the ML
pipeline. For example, [114, 115] proposed to train placement-specific HAR mod-
els to counter placement-induced heterogeneities in the IMU data. Similarly, [45]
clustered IMU devices based on the data biases in them and trained an HAR model
for each cluster. Other works [96, 106] have looked at model personalization and
teacher-student learning techniques for scaling ML models. The common limitation
of these approaches is their reliance on labeled data from each deployment condi-
tion (e.g., from each device or each sensor placement condition). However, the
collection of labeled sensor data is expensive and time-consuming, and repeating
this exercise across multiple deployment conditions is infeasible.

Ideally, we would like to adapt or transfer a source domain model to a target domain,
only using unlabeled data from the target domain. For example, one may buy a
new embedded microphone, such as [47] to develop their own speech interaction
device that can recognize speech commands from the user (e.g., unlock phone, play
music). Since no labeled data is available from this new microphone to train an
ML model, the developer can download a Spoken Keyword Classification model
trained on labeled data from another microphone (i.e., source domain) to bootstrap
their ML pipeline. As users interact with the new microphone, the developer can
collect speech utterances from them (with their permission) and build an unlabeled
dataset for the new microphone. Now the key challenge is to adapt the source
domain model for the new target domain microphone, only using the unlabeled data
collected from the users.

2.4 Unsupervised Domain Adaptation

Unsupervised Domain Adaptation (uDA) is a sub-field of machine learning which
addresses the challenge of adapting a model trained in a source domain to a target
domain using unlabeled target data. The solutions to sensing heterogeneity that we
propose in this thesis are also based on the principles of (uDA). In this section, we
present an overview of uDA and review prior works in this area.

2.4.1 Overview

Below we introduce some notations and describe the general objective of Unsuper-
vised Domain Adaptation (uDA).
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Notations. Let X and Y denote an input space and a label space. For simplicity, we
assume that the label space is discrete: Y= {1,2, . . . ,k}. We use x and y to denote
random variables which take values in X and Y respectively. We define a domain D

as a distribution p(x,y) over X×Y and denote it as D= (X,Y, p(x,y)). Further, let
p(x) denote the marginal data distribution over X.

In the domain adaptation setting, we have a source domain DS = (XS,YS, pS(x,y))
and a target domain as DT = (XT ,YT , pT (x,y)) such that DS 6= DT . One of the
most common settings under which domain adaptation is studied is when the input
spaces, label spaces, and the conditional distributions are identical between do-
mains, i.e., XS = XT , YS = YT , pS(y|x) = pT (y|x), but the marginal data distribu-
tions vary between domains, i.e., pS(x) 6= pT (x). The assumption about conditional
distributions p(y|x) being the same between domains is strong, but reasonable for
the sensor-induced domain shifts identified in §2.3.

Objective of Unsupervised Domain Adaptation. Assume that we have access to
labeled observations XS = {(xsi,ysi)}N

i=1 from the source domain DS where xsi is a
data sample and ysi is the associated class label. Similarly, we have an unlabeled
dataset from the XT = {xti}M

i=1 from the target domain DT .

Using the labeled source dataset XS, we can train a classifier fS(.) to map the source
domain samples to their corresponding labels. However, if the source classifier were
to be deployed in the target domain, it could suffer significant accuracy degradation
due to domain shift. The goal of unsupervised domain adaptation is to learn a target
domain classifier fT (.) given XS, XT and fS(.), but in the absence of any labeled
observations from the target domain.

2.4.2 Techniques

We now review some relevant techniques for unsupervised domain adaptation
(uDA) designed for deep neural networks. As discussed in §2.1, deep learning
based methods are currently state-of-the-art in the areas of speech and human-
activity recognition, and the work in this thesis studies domain shift specifically
in the context of deep neural networks. For completeness, we note that there is also
rich literature on domain adaptation prior to deep learning and we refer the reader to
[117, 118, 11] for a detailed survey. Also note that the following is an initial review
of uDA; while presenting our technical contributions in Chapters 4-7, we discuss
additional related work relevant to the contents of each chapter.

One of the most common approaches in uDA is to align the feature representations
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of source and target domains. In the context of deep learning, it is often achieved
by training a feature extractor neural network and minimizing the discrepancy in
the outputs of the feature extractor when it is fed samples from source and target
domains. If the samples from both domains can be mapped into a domain-invariant
feature representation, then a classifier trained on the source domain can be expected
to generalize to the target domain under some assumptions. The proposed methods
mainly differ in how the divergence between the outputs of the feature extractor is
computed and minimized.

Tzeng et al. [119] and Long et al. [120] proposed using Maximum Mean Discrep-
ancy (MMD) as a metric to compute the divergence between source and target fea-
ture representations. To compute MMD, the source and target feature representa-
tions are mapped to a reproducing kernel Hilbert space (RKHS) using a kernel func-
tion. More specifically, Tzeng et al. [119] proposed the use of grid search to find
the layer depth and layer dimension at which to minimize the MMD loss between
source and target representations. Long et al. [120] extended this work by propos-
ing Deep Adaptation Network (DAN) that minimizes MMD at multiple layers of
the network using a multiple kernel variant of MMD. Both these works were also
evaluated on computer vision datasets, namely Office-31 and Office-Caltech, which
contain images of everyday office objects captured in different conditions. Further,
Sun et al. [121] proposed Deep CORAL where the distribution divergence is com-
puted using second-order statistics (covariances) and evaluated their approach on
vision datasets.

Adversarial training is another widely used method to align the source and target
feature representations. Here an auxiliary binary classifier named as domain dis-
criminator is employed to classify whether a feature is generated from the source
or the target domain data. The training of the domain discriminator and the feature
extractor neural networks take place in an adversarial manner, inspired by Gener-
ative Adversarial Networks [2]. While the domain discriminator is trained to cor-
rectly classify the domain of the data, the aim of the feature extractor is to fool
the discriminator by generating feature representations that are domain-invariant.
Both the two neural networks play this competitive game and in the process, both
become better at their respective tasks, more importantly from the perspective of
domain adaptation, the feature extractor learns to map source and target data into
domain-invariant feature representations.

Based on this general concept, Ganin et al. [122] proposed DANN which uses a
Gradient Reversal Layer between the feature extractor and the discriminator to per-
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form adversarial training. Tzeng et al. [123] proposed ADDA which uses the label
inversion trick to facilitate adversarial training of the domain discriminator and fea-
ture extractor. Further, Sankaranarayanan et al. [124] proposed using a conditional
GAN as an auxiliary component to compute domain alignment. In this work, the
conditional GAN is trained to generate source-like images from the shared fea-
ture representations which are then compared with the original source images using
a discriminator. Finally, Shen et al. [125] proposed WDGRL where instead of a
domain discriminator, a neural network is used to approximate the Wasserstein dis-
tance between the domains, which is then minimized using adversarial training. All
the above approaches were evaluated on computer vision datasets.

There also have been applications of uDA techniques in speech modeling. [126,
127, 128] proposed using the DANN method from [122] for the tasks of speech,
speaker and emotion adaptation respectively. Further, Hsu et al. [129] proposed an
adaptation approach based on variational autoencoders in which they transform nui-
sance attributes of speech that could be domain-specific and irrelevant to the recog-
nition task. By doing so, they are able to transform source-domain speech samples
such that they appear to be from the target domain, and use them to augment the
dataset for supervised learning. [130] also used the DANN approach to adapt the
parameters of an ASR model to counter channel and environment noise. Finally,
the exploration of uDA for human activity recognition (HAR) using inertial data is
in nascent stages. HDCNN [131] was an early work on transferring HAR models
from a smartphone (source domain) to a smartwatch (target domain) by minimizing
the Kullback-Leibler (KL) divergence between each layer of the source and target
classifiers. Akbari et al. [132] extended this work by generating stochastic features
from the IMU data and aligning them between source and target domains by mini-
mizing the KL divergence. These works represent some of the very recent initiatives
in applying domain adaptation techniques to HAR.

In the next section, we summarize the key findings from our literature review and
identify the gaps in the literature.

2.5 Discussion and Contributions

Through the background and literature review presented in this chapter, we have
identified the following gaps in the literature, which are addressed in this thesis.

• In the context of speech data, hardware and software variations in recording mi-
crophones and sensing pipelines can introduce computationally-significant het-
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erogeneities in the data. There have been efforts to fix hardware-related varia-
tions and software-related variations in the sensing pipeline by calibrating mi-
crophones [51] or by incorporating more robust acoustic beamforming algo-
rithms [49] in the sensing pipeline. However, when speech models are deployed
in a practical ML system, they are often treated as end-consumers of the data
and may not have the visibility or ability to modify the underlying hardware pa-
rameters or the signal processing algorithms in the sensing pipeline. Therefore,
we need to develop solutions to counter the domain shift caused by microphone-
induced heterogeneities directly in the training or inference pipelines of speech
models.

• Heterogeneity could be introduced in inertial data from accelerometers and gyro-
scopes due to variations in sensor hardware, run-time software-related effects, and
sensor placement on the human body. While each of these have been studied in
the literature in isolation [50, 45, 133], their composite effect on the performance
of human activity recognition (HAR) models has not been studied. Moreover,
the data-driven solutions to address them are not scalable as they require training
separate ML models for each type of heterogeneity. Hence, there is a need for a
solution that can handle the combined effect of these heterogeneities directly in
the training or inference pipeline of HAR models.

• For the two problems discussed above, we can borrow solutions from the litera-
ture which use labeled data during deployment to fine-tune or personalize the ML
model to deployment scenarios (e.g., for a new microphone or a new IMU sensor
placement). However, labeling sensor data in each deployment scenario is expen-
sive and time-consuming, and reduces the practicality of these solutions. Instead,
we argue that it is more practical to address these problems through the lens of
Unsupervised Domain Adaptation (uDA), which does not assume the availability
of any labeled data in the deployment scenario (or the target domain).

While uDA algorithms have been extensively studied for visual recognition tasks,
their applications in our problem areas – addressing microphone-induced hetero-
geneity in speech models and IMU sensor placement related heterogeneities in
HAR models – are in nascent stages. Our contributions in Chapters 4 and 5 aim
to bridge this gap in the literature. Before presenting these solutions, we quantify
the effect of these domain shifts on state-of-the-art speech and HAR models in
Chapter 3.

• There has been substantial research in the area of unsupervised domain adapta-
tion, which has focused on developing new algorithms and neural architectures
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to adapt prediction models between domains. However, they have not explored
in detail how these adaptation approaches would integrate with practical ML sys-
tems. For example, in some ML systems, the source prediction model may be
opaque, i.e., its parameters may not be accessible during the adaptation process.
This is a likely scenario when source model developers may want to keep their
prediction model private for commercial reasons; examples include ML offerings
by AI-as-a-service providers such as Google [134], Microsoft [135] and Ama-
zon [136] which provide an API for users to send their sensor data to the model
and obtain inferences. On the contrary, in transparent ML systems, the parame-
ters of the prediction model can be accessed and modified during adaptation. Ex-
amples of transparent ML systems include scenarios when the prediction model
is publicly known (e.g., downloaded from a public model repository) or when the
source model developer themselves would like to adapt the model parameters to
new domains.

As such, a major contribution of this thesis is to bring an ML-systems perspective
in designing uDA algorithms. More specifically, while proposing a solution to
address domain shift in speech models in Chapter 4, we consider the scenario
of opaque ML systems and propose an adaptation solution that operates at the
level of data instances and does not assume the knowledge of model parameters.
Similarly, while studying the domain shift problem in HAR models in Chapter 5,
we consider the scenario of transparent ML systems and propose a solution that
modifies the source HAR model’s parameters to adapt it to a target domain.

• A key assumption in many uDA algorithms is that the label spaces of the source
and target domains are identical, i.e., YS = YT . However, in practical ML systems,
it is infeasible to enforce this assumption because we have no control over the
classes or labels that will be encountered in the target domain. In Chapter 6, we
present a solution that relaxes this assumption and scales ML systems to target
domains that may not have the same label space as the source domain.

• Finally, all the uDA algorithms reviewed in this chapter worked under the as-
sumption that source and target domain datasets are hosted on the same machine.
In many ML deployment scenarios, this would be a limiting assumption as do-
main datasets could be private, located on distributed nodes, and cannot be ex-
changed during the adaptation process. Moreover, in practice, ML systems would
need to be scaled to not just one, but multiple target domains, and it is unclear
how uDA algorithms would cater to such a setting. In Chapter 7, we present a
distributed adaptation solution to scale ML systems to multiple target domains,
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wherein all the domains are geographically distributed, and their raw data cannot
be exchanged during adaptation.

2.6 Summary

We presented background on speech and inertial recognition models in §2.1, in-
cluding the pre-processing and feature extraction pipelines, and the deep learning
based architectures employed in the literature to train these models. Thereafter in
§2.2, we explained the challenges in scaling speech and HAR models caused by
heterogeneities induced in the data due to sensor hardware, signal processing al-
gorithms, user demographics and user preferences such as sensor placement on the
body. We reviewed the sensor systems and machine learning literature aiming to
address many of these challenges, and identified the limitations of those works in
practical ML systems.

Next, in §2.3, we argued that the composite effect of these heterogeneities could
be viewed as a form of domain shift between training and deployment settings of
an ML system. This domain shift could be countered using Unsupervised Domain
Adaptation (uDA) techniques. As such, we reviewed some prominent uDA litera-
ture, mainly focusing on adversarial training approaches in §2.4.

Based on the literature review, we identified two application scenarios where uDA
based approaches have not been explored in detail: (i) microphone-induced hetero-
geneity in speech models, and (ii) device and placement-induced heterogeneity in
HAR models. Further, we uncovered that there is a lack of research on how uDA
algorithms would scale in different ML system settings, such as opaque, transparent
and distributed ML systems. These gaps in the literature motivate the contributions
of this thesis, which are also summarized in §2.5. Later, while presenting our tech-
nical contributions in Chapters 4-7, we also provide a more focused review of uDA
relevant to each chapter’s contents.

In the next chapter, we begin our research investigation by quantifying the impact
of microphone-induced heterogeneity on speech models, and device and placement-
induced heterogeneity in HAR models.



Chapter 3

Quantifying the Effect of Domain
Shift on Sensor Inference Models

In this chapter, we seek to address our first research question on quantifying the ad-
verse effects of domain shifts induced by (i) microphone-induced heterogeneity on
speech models (§3.1), and (ii) device- and placement-related heterogeneity on hu-
man activity recognition models (§3.2). The findings from this chapter will serve as
the motivation for the subsequent chapters, where we propose unsupervised domain
adaptation solutions to counter these domain shifts.

3.1 Microphone Heterogeneity in Speech Models

A major challenge for our investigation into this problem is the lack of available
datasets that explicitly capture both hardware and software-induced heterogeneity in
speech data. Although the popular CHiME-3 dataset [137] is often used to study the
effect of channel variations in speech models, this dataset was recorded on single-
channel microphones from the same manufacturer. As such, it does not contain
hardware-induced heterogeneities often caused by differences in sensor manufac-
turer, or the software-induced heterogeneities due to variations in signal processing
and beamforming algorithms in microphone arrays. In this section, we first present
a methodology to collect large-scale datasets that have the desired microphone-
induced heterogeneities in them. Thereafter, we quantify how these heterogeneities
impact the accuracy of two speech-based ML models, namely Spoken Keyword
Detection and Automatic Speech Recognition.

3.1.1 Data Collection Methodology

This data collection study aims to record large-scale speech datasets (in the order of
hundreds of hours) from multiple off-the-shelf microphones that are representative
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Device Channels Potential
Use-cases

Advertised Signal
Processing

Capabilities

Matrix
Voice

7
Internet of Things (IoT)

systems, voice assistants,
smart home products

Beamforming, derever-
beration, noise cancella-
tion

Respeaker 7
Internet of Things (IoT)

systems, voice assistants,
smart home products

Voice activity detection,
beamforming, back-
ground noise suppression

PlayStation
Eye

4 Gaming consoles Voice location tracking,
echo cancellation, beam-
forming, background
noise suppression.

USB Mic 1
Embedded-scale IoT

systems
-

Google Nexus 6 3
Smartphone interaction,

voice assistants
Beamforming, back-
ground noise suppression

Shure MV5 1
Podcasting,

home singing
Auto gain, Equalization

Table 3.1: Technical specification of the microphones used for data collection.

of the microphones used in real-world speech interaction applications. Moreover,
in order to systematically study the impact of microphone-related factors, it is im-
portant to control for other variables in the dataset, such as the speech content and
recording environment across microphones. Below is the methodology adopted to
collect the datasets from multiple microphones.

Microphones. Speech-based ML systems are becoming pervasive and are being
deployed in a range of devices, including smartphones, wearables, smart home ap-
pliances, video game consoles, and even Internet of Things (IoT) devices. More-
over, in the past few years, many embedded-scale microphones (both single- and
multi-channel) have been released that can be used in conjunction with microcom-
puters such as Raspberry Pi and cloud-based speech models to develop customized
speech analytics systems [47]. As such, it is important to study if the variability in
microphones across such diverse use-cases will pose a challenge to speech classi-
fiers. In this direction, we employ seven different microphones listed in Table 3.1
to collect speech data and quantify the effect of microphone-induced domain shift
on speech models.
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Matrix Voice1 and ReSpeaker2 are circular 7-channel microphone arrays that in-
clude on-device audio processing algorithms for de-reverberation and beamforming
to combine the outputs of different channels. The potential use-cases of such mi-
crophone arrays are smart home products and voice assistants, such as Amazon
Echo [47]. Both these microphone arrays use different models of MEMS micro-
phones and implement customized signal processing and beamforming algorithms.
As such, the data from these microphones is expected to contain both hardware and
software-induced heterogeneities. Next, we use a PlayStation-Eye, a digital camera
used in Sony PlayStation gaming consoles. It consists of a 4-channel microphone
array used for speech interaction with the gaming console. The technical speci-
fications for this array also include acoustic beamforming and noise suppression
algorithms. Further, we employ a Google Nexus 6 as a representative smartphone
microphone with which users are likely to interact while using speech applications
on their mobile devices. Next, we use a single-channel USB microphone as an
example of low-end microphones popularly used with Raspberry Pi to make IoT
products. Finally, to establish a higher-quality microphone baseline, we employ a
Shure MV5 Condenser microphone3 which is often used in desktop applications
such as podcasting, voice recordings. It can also be used as a plug-and-play micro-
phone with mobile and wearable devices.

In summary, these microphones cover a broad set of use-cases in which speech-
based ML systems are likely to be deployed. Besides, all the microphones are from
different manufacturers, and four of them also employ signal processing algorithms
for speech enhancement.

Method. While we can record speech utterances on all the above microphones
in a small-scale experiment (e.g., by recruiting users to read some text under the
same recording conditions), this data collection approach becomes very expensive
for large-scale datasets, that are often needed to train deep learning models. As
such, we adopt the methodology of replay-and-record to collect large-scale speech
datasets on multiple microphones.

As shown in Figure 3.1, we use two types of host devices: a replay host and multi-
ple recording hosts. The replay host is a laptop connected to a high-quality monitor
speaker. Recording hosts serve as the host device for the various microphones intro-
duced in Table 3.1, and are capable of initiating an audio recording on the attached
microphone and saving the recorded output on the disk. We use a Raspberry Pi

1https://www.matrix.one/products/voice
2https://respeaker.io/usb 6+1 mic array/
3https://www.shure.com/en-GB/products/microphones/mv5/
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Figure 3.1: Data collection setup illustrating the Replay and Record methodology.
Three microphones are shown in the figure, namely Matrix Voice, USB
microphone and ReSpeaker.

as the host device for Matrix, ReSpeaker, USB, and PlayStation Eye microphones.
The Shure microphone uses a Macbook Pro as the host device. The replay and
recording hosts are connected with each other using a local area network (LAN).

We first download an existing publicly available speech dataset on the replay host
and play the constituent speech files on the attached high-quality monitor speaker.
The replayed speech is then simultaneously recorded on all the microphones in a
quiet room, kept at a distance of 15cm from the speaker. To ensure that the speech
recordings are time-synchronized across microphones, we implement a network-
based synchronization scheme based on MQTT [138] messaging protocol. Before
a speech file is played on the speaker, the replay host sends a MQTT message to
the recording host of each microphone to initiate an audio recording process for
the duration of the speech file (e.g., initiate a recording session for 10 seconds).
Thereafter, the speech file is played on the monitor speaker and is recorded simul-
taneously by all microphones. After the recording completes, the recorded file is
saved in WAV format on all the recording hosts, which then send a message to the
replay host confirming that the recording is complete. Thereafter, the replay host
proceeds to play the next file in the dataset.

This approach of replay-and-record has its pros and cons. It allows for collect-
ing large-scale datasets needed to train deep learning models from multiple micro-
phones, without requiring the recruitment of human subjects which can be both
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time-consuming and extremely expensive. However on the downside, as the speech
is replayed through a speaker, it is impacted by the speaker’s transfer function. To
counter this issue, we use a high-quality monitor speaker JBL LSR305 which has a
reasonably flat frequency response [139], thereby ensuring minimal impact on the
replayed audio’s quality due to the speaker. More importantly, we argue that the
replayed dataset still allows for studying the domain shift problem caused by differ-
ent microphones, because the replay process itself could be interpreted as a form of
shift on the original speech dataset, that is shared across all microphones.

Datasets. Following the replay-and-record methodology, we collect two multi-
microphone speech datasets:

• Multi-microphone Spoken Keywords: The purpose of this dataset is to facilitate
the development of Spoken Keyword Detection models, which identify the pres-
ence of a certain keyword class (e.g., Yes, No) in a given speech segment. The
original dataset named Speech Commands was released by Google [140] and con-
sists of 65,000 one-second long utterances belonging to 30 keyword classes. We
replay this dataset on the monitor speaker and simultaneously record it on Matrix
Voice, ReSpeaker and USB microphones. The dataset is split into training (75%)
and test (25%) class-balanced subsets.

• Libri-Adapt: This dataset is built on top of the Librispeech-clean-100
dataset [141] that contains 100 hours of US English speech from users read-
ing public-domain audiobooks. Using the replay-and-record methodology, the
Librispeech-clean-100 training corpus is recorded on six different microphones
listed in Table 3.1, resulting in a training dataset of 600 hours in duration. For
each microphone, we also collect a 5.4 hour held-out test set derived from Lib-
rispeech test-clean corpus [141].

3.1.2 Experiments

Below we present the experimental setup and results of a quantification study that
uses the two datasets presented in the previous section to study microphone-induced
domain shift on various speech models.

Tasks and Architectures. The following neural network architectures are used for
developing speech recognition models.

• Spoken Keyword Detection (SKD): To study how microphone-induced domain
shift affects Spoken Keyword Detection models, we use a small-footprint convo-
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lutional neural network architecture proposed in [28] to train the SKD model.
The input to this model is a two-dimensional tensor extracted from a one-second-
long keyword recording, consisting of time frames on one axis and 24 MFCC fea-
tures on the other axis. The model outputs a probability of a given audio recording
belonging to a particular keyword class (e.g., Yes, No) or to an Unknown class.
The model is trained on a source microphone’s training set and evaluated on the
test set recorded from a target microphone.

• DeepSpeech2: For experiments on Automatic Speech Recognition (ASR), we
employ the Mozilla DeepSpeech2 pre-trained model [142] (release 0.5.0) as the
base model. The model accepts a speech file in WAV format and generates a
speech transcript; it has a relatively low word error rate (WER) of 8.22% on the
LibriSpeech dataset. We first fine-tune this base model on the training data from
a given source microphone (as collected in the Libri-Adapt dataset). Thereafter,
the fine-tuned model for each source microphone is tested on the held-out test set
from target microphones to compute the Word Error Rate.

• Cloud ASR APIs: Can microphone variabilities also impact cloud-scale ASR
models that are trained with thousands of hours of data and have shown near-
human accuracy on ASR tasks [135, 143]? Although we do not have access to the
parameters of the cloud-scale ASR models, we can still query them using APIs
provided by the cloud service. As such, we conduct experiments on ASR models
from Google (using the Google Cloud Speech API [134]) and Microsoft (using
the Bing Speech API [135]). Speech files from the Libri-Adapt test dataset are
fed to these cloud-based ASR models through REST APIs, and Word Error Rate
(WER) is computed on the output ASR transcripts.

Results. First, we present the effect of microphone heterogeneity on Spoken Key-
word Detection (SKD) models. Table 3.2 reports the accuracy obtained on the Spo-
ken Keywords dataset for a pair of training and testing microphones. As expected,
when the SKD model is trained and tested on the same microphone, we obtain the
highest detection accuracy (e.g., 81% on ReSpeaker dataset). On the contrary, when
there is a mismatch between the training and test microphones, we observe a degra-
dation in detection accuracy. For example, when the model trained on Matrix Voice
is deployed on ReSpeaker and USB microphones, there is an absolute accuracy drop
of 12.4% and 6.7% respectively.

A similar pattern is observed for the ASR task with the DeepSpeech2 model. In Ta-
ble 3.3, we show the WER of DeepSpeech2 model when it is fine-tuned for different
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Training Microphones

Matrix
Voice

ReSpeaker USB

Matrix
Voice

78.8 66.5 75.8

ReSpeaker 66.4 81.0 76.1

USB 72.1 73.22 82.3

Table 3.2: Test set accuracy of the Spoken Keyword Detection model when trained
and tested on various microphone pairs. The columns and rows corre-
spond to the training and test microphone domains respectively.

Training Microphones

Matrix
Voice

ReSpeaker USB Shule Nexus 6
PlayStation

Eye

Matrix
Voice

13.05 28.0 20.64 24.95 26.21 24.18

ReSpeaker 16.06 12.66 14.49 16.09 15.93 15.21

USB 13.30 14.44 11.40 14.41 15.39 15.38

Shule 12.58 13.10 11.61 10.19 12.96 13.07

Nexus 6 13.09 12.81 11.99 12.73 12.27 15.28

PlayStation
Eye

14.01 13.65 14.24 16.16 16.52 11.39

Table 3.3: WER of a fine-tuned DeepSpeech2 model trained and tested on various
microphone pairs. The columns correspond to the training microphone
domain and rows correspond to the test microphone domain.

training microphones (in columns) and tested on other microphones (in rows). In
most cases, we observe that when data from the same microphone is used for train-
ing and testing the model, it achieves the smallest WER, e.g., 11.39% in the case of
PlayStation Eye. However, in the presence of domain shift caused by microphone
mismatch, the WER increases to 24.18% when the PlayStation Eye model is tested
on Matrix Voice. We also note that the WER obtained when models from other mi-
crophones are tested on Matrix Voice is significantly high (above 20% in all cases),
however when the model is fine-tuned on Matrix Voice, we can achieve a reason-
able WER of 13.05%. This significant gap presents a clear opportunity for domain
adaptation algorithms to adapt speech models trained in one microphone domain to
another.
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(a) (b)
Figure 3.2: Impact of microphone variability on Google and Bing ASR models.

Values on the bars illustrate the increase in WER over the original Lib-
rispeech dataset (black bar).

Next, we evaluate whether microphone variability also impacts cloud-scale ASR
models. Figure 3.2 shows a comparison of WER obtained from the Google and
Bing ASR models in four conditions: i) on the original Librispeech test data, ii)
on Librispeech test data recorded on Matrix Voice, iii) on Librispeech test data
recorded on ReSpeaker, and iv) on Librispeech test data recorded on the USB mi-
crophone. The latter three categories of test data come from our Libri-Adapt dataset,
which is collected using the replay-and-record methodology.

In Figure 3.2, we observe that when ASR models are tested on speech data from
Libri-Adapt, the WER increases over the baseline (i.e., the original Librispeech
test data) by as high as 1.41 times. Although this finding is interesting, we cannot
attribute this increase in WER only to microphone variability because the speech
recordings in Libri-Adapt dataset may also have perturbations introduced by the re-
play speaker. However, we can compare the WER across speech segments recorded
from the three microphones (Matrix, ReSpeaker, USB) as all of them will have the
same speaker-induced effects. As we can observe in Figure 3.2, the WER varies
between the three microphones (e.g., from 1.24x to 1.41x WER increase in the case
of Bing ASR model), which suggests that even cloud-scale ASR models are not
completely robust against microphone variability.

Finally, to understand the source of these microphone-induced variability at a sig-
nal level, we record a 4-second speech segment simultaneously on the three micro-
phones, namely Matrix Voice, ReSpeaker, and USB inside a non-reflective anechoic
chamber. Figure 3.3 shows the mel-spectrograms of the 4-second speech segment
– we observe that the microphones exhibit differences in their frequency responses
to the same speech input. For example, the data recorded from Matrix Voice has
lower spectral power in the high-frequency ranges, which suggests that either this
microphone array does not capture high frequencies well (hardware effect) or they
are being filtered out by the microphone digital signal processor (software effect).
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Figure 3.3: Difference in mel-spectrograms of a speech segment captured by three
different microphones.

These kinds of subtle variabilities between microphones could induce domain shift
between source and target domains, as reflected in our findings.

3.2 IMU Sensor and Placement Heterogeneity in
HAR models

In this section, we quantify the effect of domain shift on the performance of Hu-
man Activity Recognition models, as caused by variations in IMU sensors and their
placement on the human body.

3.2.1 Datasets

Unlike the microphone example above, there are HAR datasets already avail-
able containing IMU signals recorded from sensors placed at different body po-
sitions. Below we. describe the dataset used in our experiment along with the
pre-processing operations done on the data.

We use the REALWORLD HAR dataset [1] which contains IMU data recorded from
15 participants performing 8 activities: climbing stairs down and up, jumping, lying,
standing, sitting, running/jogging, and walking. As shown in Figure 3.4, each user
was instrumented with different IMU-equipped smartphones and smartwatches, at-
tached to 7 different body positions: head, chest, upper arm, waist, forearm, thigh,
and shin. Users were then asked to naturally perform the physical activities, and
accelerometer and gyroscope data was recorded from the devices simultaneously at
a sampling rate of 50 Hz. Each activity was performed for 10 minutes, except for
jumping, which was done for ∼1.7 minutes on average.
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Figure 3.4: Figure from the REALWORLD dataset paper [1] showing different
IMUs instrumented on the human body at different locations.

There are three major reasons why the REALWORLD dataset is ideal for this evalu-
ation: a) the physical activities are performed in naturalistic settings as opposed to
controlled experiments, b) the data across male and female participants are equally
distributed which reduces any gender bias in the evaluation, c) to the best of our
knowledge, this is the largest dataset of body position variability that is publicly
available. In contrast, the popular OPPORTUNITY dataset [144] contains data
only from four participants and only has one dynamic activity (i.e., walking).

Data characteristics and pre-processing. The accelerometer and gyroscope traces
are segmented into time windows of 3 seconds, without any overlap. This window
length was chosen empirically to align with the duration of various human activities
in the dataset 4. If a 3-second-long trace includes an activity transition, timestamp
noise, or data points without labels, the trace gets discarded. The whole dataset is
normalized to be in the range of -1 and 1. As shown in the IMU processing pipeline
in Figure 2.2, the accelerometer and gyroscope axis are stacked on top of each other
to create a 2-D representation of the time-series data. Finally, we use stratified
splitting to divide the dataset into two parts: training set (75%) and test set (25%).

3.2.2 Experiments

Model Architecture and Training. We design a convolutional neural network
(CNN) model based on the work by Hammerla et al. [79] and Almaslukh et al. [145].
The model consists of two components: a feature extractor and a classifier. The fea-

4We also experimented with one and two second long windows, however, there was no significant
difference in HAR model performance. Therefore, we decided to use three-second windows, because
longer windows reduce the number of ML model executions needed at inference time.
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Target Domains

head chest upperarm forearm waist thigh shin

head 0.85 0.52 0.50 0.22 0.19 0.48 0.39
chest 0.41 0.92 0.45 0.28 0.33 0.49 0.35

upperarm 0.29 0.38 0.85 0.23 0.22 0.48 0.54
forearm 0.12 0.11 0.11 0.83 0.26 0.11 0.09

waist 0.29 0.37 0.11 0.25 0.93 0.30 0.27
thigh 0.37 0.39 0.40 0.12 0.22 0.92 0.37
shin 0.18 0.32 0.35 0.13 0.28 0.26 0.86

Table 3.4: F1 scores obtained when an HAR model is trained and tested on different
body positions.

ture extractor is a 6-layer deep CNN with temporal (1-D) convolutional layers. We
use LeakyReLU activations [146] with alpha= 0.3 and instance normalization [147]
layers between convolutional layers for faster convergence. We also employ dropout
regularization to avoid overfitting. The feature extractor takes as input a 3-second
frame of pre-processed IMU data from a given body position and outputs a 150-
dimensional feature vector. This feature vector is then passed as input to the clas-
sifier, which consists of two fully-connected layers and generates a k dimensional
output where k is the number of activity classes (e.g., sitting, walking). For the
REALWORLD dataset, k = 8.

The model is trained by optimizing the categorical cross-entropy loss. We use
a mini-batch size of 64, which is chosen based on a hyperparameter search in
{32,64,96,128}. Further, we employ the Adam optimizer [148] with a learning
rate 1e-3, which is obtained by doing a hyperparameter search on {1e-2, 5e-2, 1e-
3, 5e-3, 1e-4, 5e-4}. The training process is implemented in TensorFlow 2.0 and
executed on a NVIDIA Tesla V100 GPU. TensorFlow’s HParams API is used for
hyperparameter tuning.

Evaluation Metrics. In line with the goal of this experiment, we train a model on
data from a training body position (i.e., the source domain) and evaluate the model
on a test body position (i.e., the target domain). Class-weighted F1 score is used as
the evaluation metric.

Results. Table 3.4 shows the results of our experiments. Each row in the table
denotes a source domain from which we obtain the labeled dataset to train an HAR
model. This model is then tested on various target domains (shown in columns),
and we report the class-weighted F1 score for each experiment setting.
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Figure 3.5: Accelerometer traces for the same physical activity (walking) collected
from IMU sensors placed at three different body positions.

First, we analyze the performance of HAR models when they are trained and tested
on the data from the same sensor and body position. This represents the ideal sce-
nario with no domain shift caused by variations in sensor hardware or sensor place-
ment; hence we can expect a high classification accuracy. In Table 3.4 (diagonal), it
can be observed that models trained on head and thigh provide F1 scores of 0.85 and
0.92 respectively, when they are evaluated on the test set from same body position
on which they are trained.

Next, we analyze the performance of HAR models when they are trained and tested
on data from different sensors and body positions. From Table 3.4 (non-diagonal),
we see a significant accuracy degradation in all the source-target domain pairs. For
example, when the source=‘thigh’ model is tested on target=‘head’, the F1 score
drops from 0.92 to 0.37. Figure 3.5 provides more intuition behind this finding,
where we plot an accelerometer trace collected from three body positions while a
user is walking. As we can see, the accelerometer data captured from IMUs placed
at different body positions show clear differences, which highlights the challenges
in scaling HAR models.

3.3 Summary

In this chapter, we quantified the effect of domain shifts caused by microphone-
induced domain shift on various speech-based ML models. To facilitate this study,
we collected two new speech datasets following the Replay-and-Record method-
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ology. Our results show that this domain shift can degrade the performance of
speech classification models such as Spoken Keyword Detection by as much as
15% drop in target domain accuracy. Even the state-of-the-art ASR models such
as DeepSpeech2 and those offered by AI-as-a-Service providers are not immune
to performance degradation. Further, we studied the domain shift caused by varia-
tions in IMU sensors and their placement on the performance of HAR models. Our
experiments on the REALWORLD activity recognition dataset demonstrate the sig-
nificant challenge that HAR systems face when they are deployed on body positions
different from those on which they were trained.

In Chapter 4, we present an adaptation solution to counter microphone-induced
heterogeneities in speech classification models. Later in Chapter 5, we consider the
case of HAR models and present an unsupervised domain adaptation approach to
scale them in the presence of device and placement induced domain shift.



Chapter 4

Scaling Opaque Machine Learning
Systems

In this chapter, we propose an unsupervised domain adaptation approach to scale
speech-based ML systems in the presence of domain shift induced by microphone
heterogeneity. Our solution is grounded in a realistic scenario of ML deployment,
which we call opaque ML systems. In an opaque ML system, we can feed data to
the ML prediction model and obtain class predictions, however the parameters of the
ML prediction model cannot be accessed or modified. This is a likely scenario when
source model developers may want to keep their prediction model fS(.) private for
commercial reasons; examples include ML offerings by AI-as-a-Service providers
such as Google [134], Microsoft [135] and Amazon [136] which provide an API for
users to upload their speech files and obtain speech transcripts in response.

4.1 Problem Setting

We are given a labeled dataset XS = {(xsi,ysi)}N
i=1 from the source domain DS where

xsi is a sensor sample and ysi is the associated class label. For example, in the Multi-
microphone Spoken Keywords dataset, xsi could be a speech spectrogram sample
from the ReSpeaker microphone array and ysi could be the keyword class (e.g., Yes,
No) corresponding to it. Given this labeled dataset, a neural network fS(.) could be
trained using supervised learning to map the source domain samples to their corre-
sponding labels. Thereafter, the model developer would like to deploy this trained
neural network in a target domain DT (e.g., a Matrix Voice microphone). From the
quantification study presented in Chapter 3, we know that the hardware and soft-
ware induced variations across microphones cause a domain shift between DS and
DT , which significantly degrades the accuracy of the source prediction model fS(.)

in the target domain. Hence, our goal is to propose a solution that can counter the
adverse effects of microphone-induced domain shift and improve the recognition
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performance in the target domain.

4.2 Background and Related Work

In opaque ML systems, as we do not have access to the parameters of the source
prediction model, we need a solution that can counter the domain shift between
source and target microphones even before the data reaches the prediction model.
Clearly, many of the domain adaptation solutions introduced in Chapter 2 do not
apply here, as they relied on modifying model parameters to adapt a source domain
model for use in a target domain. One possible solution to reduce the mismatch be-
tween microphone outputs is to calibrate the microphones with each other or with
a common reference microphone using a frequency sweep signal [51]. However,
to calibrate the frequency responses of microphones, we need to place both the
source and target domain microphones in the same controlled environment (e.g., an
anechoic chamber), which may not be feasible in practical settings. Another op-
tion is to leverage speech enhancement algorithms such as Minimum Mean-Square
Error Short-Time Spectral Amplitude (MMSE-STSA) [91] to possibly reduce any
channel-induced noise in the target domain dataset. We use it as a baseline in our
evaluation and show that it does not satisfactorily alleviate the adverse effects of
domain shift caused by microphone variations.

Finally, neural network-based approaches have been proposed for converting noisy
speech to clean speech using denoising autoencoders [149, 150] and generative ad-
versarial networks [92] . The core assumption in these techniques is the availability
of paired or time-aligned data from clean and noisy conditions in order to learn a
denoising neural network model. While it is easy to generate paired clean-noisy
samples by augmenting clean speech with different types of ambient noise, it is im-
practical to assume the availability of paired speech data from the source and target
microphones. The approach presented in this chapter is also based on a generative
adversarial network, however, it does not assume the availability of paired speech
samples from source and target microphones.

We formulate the problem of microphone variability as a data translation problem,
i.e., given a speech segment recorded from a target microphone, can we translate it
to the source microphone’s domain? In other words, our goal is to learn a translation
function g : T −→ S, which can map a data sample from the target domain to the
source domain. If a translation function can indeed be learned between source and
target microphone domains, it can be subsequently used to reduce the domain shift
caused by microphone variability.
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Figure 4.1: Generative Adversarial Network (GAN) proposed in [2].

4.2.1 Primer on Generative Adversarial Networks

Before presenting our solution, we provide a primer on generative adversarial net-
works (GANs), which form a core component of our proposed solution.

Generative Adversarial Networks. Deep learning has enabled many new appli-
cations of discriminative modeling, that is learning to predict a label y for a given
input sample x. On the other hand, generative modeling is an unsupervised learning
task to learn the patterns in a given dataset with an empirical distribution pdata(x),
such that the learned model can be used to generate new examples that plausibly
could have been drawn from pdata(x). For instance, in a keyword detection model,
the task is to predict the probability of the presence of a keyword in a speech seg-
ment, and it is achieved in a discriminative fashion by choosing a keyword class
with the highest output probability for the given audio segment. On the other hand,
a generative modeling task here could be to generate an audio segment from a given
keyword class.

Generative Adversarial Networks (GANs) proposed by Goodfellow et al. [2] are an
approach to generative modeling using deep learning methods. As shown in Fig-
ure 4.1, a GAN consists of two neural networks, namely, a Generator (G) and a
Discriminator (D), which compete against each other in an adversarial zero-sum
game. The Generator G takes a random vector z often drawn from a Gaussian dis-
tribution as input and generates a data sample by evaluating G(z). Besides random
noise, other information can be fed into the Generator, in which case G is called a
conditional generator. The Discriminator D on the other hand, is trained to distin-
guish between the real samples from pdata(x) and the generated samples from G.
In this way, the two neural networks G and D play a competitive game and in the
process, both become better at their respective tasks: the Generator learns to gener-
ate data from pdata(x), and the Discriminator becomes good at distinguishing data
drawn from pdata(x) vs. other data distributions.
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Figure 4.2: A pair of grayscale and colored images, on which conditional GANs
can be trained to learn a translation function.

Conditional GANs for data translation. GANs have also been extended for the
task of data translation, particularly with images, where the Generator is condi-
tioned on an input image[151]. Assume we want to learn a mapping or translation
between two image domains, namely grayscale and colored, as shown in Figure 4.2.
The GAN takes as input a paired set of images (a,b) from the two domains where
a is a grayscale image and b is the corresponding colored image. The grayscale
image a is fed to the generator in additional to the random vector z, and the output
G(a,z) is compared against the paired colored image b by the discriminator. D
provides feedback to G on the likelihood of the generated data being drawn from
the colored image domain. G uses this information to learn an even better map-
ping between grayscale and colored image domains. Eventually, once G is trained
to convergence, it can be used as a translation function Ggrayscale→colored to convert
grayscale images into colored images.

Building on this general concept from the vision literature, Michelsanti et al. [92]
proposed an approach of denoising speech samples; here instead of learning the
Ggrayscale→colored image mapping, they learned a Gnoisy→clean speech mapping. How-
ever, as discussed earlier, these algorithms rely on the availability of paired data
from the two domains. In our problem setting, collecting paired and time-aligned
speech samples from different microphones would be infeasible in practice, partic-
ularly at scale. Hence, we seek an algorithm that can learn a translation function
between microphone domains without paired supervision.

4.3 Mic2Mic: GANs with Cyclic Consistency for
Speech Translations

We now describe our proposed solution, Mic2Mic, to learn a microphone translation
function g : T −→ S, which can map data instances from a target microphone to the
source microphone’s domain. More importantly, our aim is to learn the translation
function without requiring paired data from the source and target domains.
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4.3.1 Cyclic Consistency

Recall that the source domain contains labeled data while the target domain data is
completely unlabeled. Let XS = {xsi}N

i=1 and YS = {ysi}N
i=1 denote a set of speech

samples and their corresponding labels in the source domain DS, and p̂s(x) denote
the empirical marginal distribution defined by the source samples. Further, let XT =

{xti}M
i=1 denote a set of unlabeled speech samples in the target domain DT .

As discussed in the previous section, by training a conditional GAN, we can learn
a mapping or translation function GT→S to obtain x̂ti = GT→S(xti), xti ∈ XT . This
translation operation can induce a distribution over x̂ti that matches the empirical
distribution defined by the source samples p̂s(x), However, in the absence of any
paired samples from the two domains (as is the case in our problem setting), this
translation does not guarantee that each individual speech sample from the target
domain is mapped to its corresponding equivalent in the source domain, because
there are infinitely many translation functions GT→S that can induce the desired
distribution over x̂ti .

In order to solve this challenge, we propose to impose the cycle-consistency prop-
erty on the microphone translation function, as originally proposed by Zhu et
al. [152] for visual recognition tasks. The core intuition behind cycle-consistency is
that when an input sample xti is translated from T → S and then back from S→ T ,
we should arrive at the same input sample. This can be achieved by learning two
bijective translation functions GT→S and GS→T , which are inverses of each other. In
the next section, we present how to impose the cycle-consistency property during
the adaptation process.

4.3.2 Mic2Mic architecture and training

In this section, we describe the architecture of Mic2Mic and the various losses that
are optimized in the training process.

Training the source model. Let the source prediction model fS(.) be trained using
supervised learning on the labeled source dataset by optimizing the cross-entropy
loss between the model predictions and the ground truth labels.

min
fS

Ltask ( fS,XS,YS) =−E(xs,ys)∼(XS,YS)

K

∑
k=1

1[k=ys] log( fS (xs))

where K denotes the number of classes in the dataset.
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Figure 4.3: Architecture of Mic2Mic based on imposing cycle-consistency on data
translations. The figure only shows the cycle with target data as input,
the other cycle works similarly with subscripts S and T interchanged.

The weights of the source prediction model are frozen at this stage and are no longer
updated in the rest of the training process. This aligns our problem setting of opaque
ML systems where a model developer trains the source model and makes it available
to user applications for inferences, but without revealing the model parameters.

Training the Mic2Mic translation model. Our proposed solution, Mic2Mic, con-
sists of two generators GT→S and GS→T , and two corresponding discriminators DS

and DT . The generators networks follow the U-Net architecture[153] and con-
sist of three convolutional layers for extracting higher-level features from spec-
trograms, three ResNet blocks for transforming the features from target domain
to source domain, followed by three transpose convolutional layers for converting
the transformed features into output spectrograms. Following the work of [152],
we add skip connections[153] between the convolutional and corresponding trans-
pose convolutional layers and use batch normalization layers between the ResNet
blocks for faster convergence. For the discriminator models, a 4-layer deep fully-
convolutional network is used with a batch normalization layer between two con-
secutive convolutional layers.

The training of Mic2Mic proceeds as shown in Figure 4.3. We first sample a batch
of unlabeled data from the target and source domains and convert them to a mel-
spectrogram representation. Mel-spectrograms from the target domain xt are then
fed to the generator GT→S, and the outputs GT→S(xt) are evaluated using the source
domain discriminator DS which tries to separate them from the source domain spec-
trograms xS. This is achieved by optimizing the Adversarial Loss as follows:

LGAN (GT→S,DS,XS,XT) = Exs∼XS [logDS(xs)]+Ext∼XT [log(1−DS (GT→S (xt)))]
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Next, to enforce cycle-consistency, the translated spectrograms GT→S(xt) are fed to
the reverse generator GS→T to obtain the reconstructed spectrograms. By enforcing
a L1 penalty on the reconstruction error, we enforce the two generators to be inverse
of each other. The Cycle Consistency loss can be expressed as:

Lcycle (GT→S,GS→T,XT,XS) = Ext∼XT [‖GS→T(GT→S(xt))−xt‖]
+Exs∼XS [‖GT→S(GS→T(xs))−xs‖]

Finally, we use another loss term which encourages the generators GT→S and GS→T

to be close to an identity mapping when they are fed samples drawn from XS and
XT respectively. Known as the Identity Loss, this loss was originally proposed
by Taigman et al. [154] and has shown to be beneficial in preserving the semantic
properties of the data before and after translation. The identity loss for GT→S can
be expressed as:

Lidentity (GT→S,XS) = Exs∼XS [‖GT→S(xs)−xs‖L1]

Taken together, these loss functions result in the following optimization objective
for Mic2Mic:

min
GT→S
GS→T

max
DS
DT

LMic2Mic(XS,XT,GT→S,GS→T,DS,DT )

= LGAN (GT→S,DS,XS,XT)+LGAN (GS→T,DT ,XT,XS)

+Lcycle (GT→S,GS→T,XT,XS)

+Lidentity (GT→S,XS)+Lidentity (GT→S,XT)

After optimizing the above objective, we are primarily interested in the Generator
GT→S, which can take speech data collected from the target domain as input and
translate them to the source domain. Note that the training of Mic2Mic is com-
pletely independent of the source prediction model fS(.) and hence satisfies the
assumptions of an opaque ML system.

4.3.3 System Design

We now discuss the implementation of Mic2Mic as a component in the inference
pipeline of ML systems. As shown in Figure 4.4, a speech sample collected from the
target microphone during the inference stage is first converted to a mel-spectrogram
representation. In the absence of Mic2Mic, the mel-spectrogram would have been
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Figure 4.4: Integration of Mic2Mic’s translation component (GT→S) in the infer-
ence pipeline of an opaque ML system in the target domain.

passed to the source domain classifier directly, resulting in poor inference perfor-
mance.

Instead, with our proposed solution, the target domain mel-spectrogram is first fed
as input to the trained Mic2Mic Generator GT→S, which translates it to its source
domain equivalent. The translated spectrogram then optionally undergoes task-
specific feature extraction, such as extracting MFCC features, and is then fed to
the task-specific classifier from the source domain to output class labels. As many
speech models (e.g., keyword detection [28], DeepSpeech2 [155]) use spectrograms
or MFCC coefficients as input features, they are compatible with our current imple-
mentation.

In case no domain shift is detected in the system (e.g., source and target domain
microphones are the same), the Mic2Mic translation component could be removed,
or replaced with an identity function.

4.4 Evaluation

In this section, we evaluate the performance of Mic2Mic for speech classification
tasks. Our findings show that Mic2Mic is able to effectively learn a microphone
translation function using less than 30 minutes of unpaired speech data from the
source and target microphones. Further, Mic2Mic can recover between 67% to
89% of the accuracy lost due to microphone variability for two speech classification
tasks.

4.4.1 Tasks and Datasets

For this evaluation, we use three types of embedded microphones namely Matrix
Voice, ReSpeaker and USB microphone. More details about the hardware specifi-
cations of these microphones were presented previously in Table 3.1 in Chapter 3.

Two representative speech classification tasks are used in our experiments, namely
Spoken Keyword Detection (SKD) and Emotion Detection.
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Spoken Keyword Detection. In this task, the goal is to identify the presence of a
certain keyword class (e.g., Yes, No) in a given speech segment. To train a model
for this task, the Multi-microphone Spoken Keywords dataset presented in Chapter 3
is used. Further, we use a small-footprint keyword detection architecture proposed
in [28] to train the source domain classifier fS(.). The input to this model is a two-
dimensional tensor extracted from a one-second-long keyword recording, consisting
of time frames on one axis and 24 MFCC features on the other axis. The model
outputs a probability of a given speech segment belonging to a certain keyword
class (e.g., Yes, No) or to an Unknown class.

Emotion Detection. In this task, the goal is to identify the emotion of the speaker
in a given speech segment. We record the RAVDESS dataset [156] on the three em-
bedded microphones following the replay-and-record methodology introduced in
Chapter 3. RAVDESS consists of 1440 speech files recorded by 24 actors where
they expressed a range of emotions such as calm, happy, sad, angry, fearful, sur-
prise, and disgust. The dataset is randomly split into training (75%) and test (25%)
class-balanced subsets. We use a CNN-based speech emotion detection architecture
proposed by [69] to train the source domain classifier fS(.).

Mic2Mic training data. In addition to training the task-specific models, we also
need data to train Mic2Mic translation models. Ideally, we should ensure that the
training data used for Mic2Mic does not overlap with the data used to train the task-
specific models. To this end, we split the training datasets into two parts: 5% of the
data is used to train the microphone translation models, while the remaining 95% is
used to train the task-specific speech models.

Source
Microphones

Target
Microphones

Mean PSNR
(Pre-translation)

Mean PSNR
(Post-translation)

Matrix
ReSpeaker 20.51 28.08

USB 26.48 28.56

ReSpeaker
Matrix 20.51 24.15
USB 21.65 28.23

USB
Matrix 26.48 28.24

ReSpeaker 21.65 24.21

Table 4.1: Comparison of PSNR between the spectrograms coming from two dif-
ferent microphones before and after Mic2Mic’s translation operation.
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4.4.2 Evaluation of the translation model

We first evaluate the efficacy of the learned translation model GT→S in translating
samples from a target domain to a source domain. In order to quantitatively evaluate
the goodness of translated target samples, we need a ground truth in the source
domain against which they can be compared. Recall that the data collection exercise
described in Chapter 3 yielded speech datasets that are simultaneously recorded
on multiple microphones – hence we can use the paired samples in the dataset to
evaluate the translation model. It is important to clarify that paired samples are only
used for evaluating the model; while training Mic2Mic we explicitly discourage
any pairing between source and target datasets by randomly shuffling the datasets
before each training epoch.

As the Mic2Mic translation model operates on 2D spectrograms, we use Peak
Signal-to-noise ratio (PSNR) to compare target and source domain spectrograms
pre- and post-translation. PSNR is a commonly used metric to calculate similarity
between two images based on the mean square error between them. The higher the
PSNR, the closer the images are to each other. We can employ the same metric to
compute similarity between a spectrogram pair as follows:

PSNR(xt,xs) = 20. log10 (max(xt))−10. log10 (MSE (xt,xs))

where MSE stands for the Mean Square Error between the two spectrograms and is
computed as:

MSE (xt,xs) =
1

m.n

m−1

∑
i=0

n−1

∑
j=0

[xt(i, j)−xs(i, j)]2

Intuitively, we expect that the translation operation will lead to an increase in the
PSNR between a pair of source and target microphone samples.

Results. Table 4.1 shows the pre- and post-translation PSNR averaged over 1000
spectrogram pairs randomly chosen from the Multi-microphone Spoken Keywords
dataset. An apparent increase in the PSNR can be observed due to the translation
operation, which suggests that Mic2Mic is able to reduce the domain shift between
the source and target microphone data.

Further, Figure 4.5 presents a qualitative result to demonstrate the performance of
ReSpeaker → Matrix translation model. In this figure, spectrograms a and c cor-
respond to speech segments collected from ReSpeaker and Matrix microphones re-
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Figure 4.5: Performance of Mic2Mic for ReSpeaker→Matrix translation. (a)
shows an example spectrogram from ReSpeaker and (c) shows the cor-
responding spectrogram for Matrix microphone. (b) shows the spectro-
gram generated by applying GReSpeaker−→Matrix translation on (a).

spectively, whereas the spectrogram b is generated by applying GReSpeaker−→Matrix

translation model on spectrogram a. We observe that the generated spectrogram (b)
is visually more similar to its corresponding ground truth (c), thereby qualitatively
demonstrating that Mic2Mic managed to learn an effective translation function. Al-
though this is a positive result, we note that the explainability of Mic2Mic remains
poor and is a limitation that our approach inherits from the CycleGAN model on
which it is based. For example, it is hard to pinpoint the exact transformations that
Mic2Mic has learned to perform on the spectrograms in the time-frequency domain.
We elaborate on this limitation in Section 4.5 and highlight some of the emerging
works on understanding the internal representations of GANs.

4.4.3 Accuracy gains using Mic2Mic

After providing empirical evidence that Mic2Mic can reduce the domain shift be-
tween a given pair of microphones, we now present a series of experiments to eval-
uate the performance gains by adding Mic2Mic as a component in the ML inference
pipeline.

Baselines. We compare the performance of Mic2Mic against three baseline infer-
ence pipelines:

• Unmodified: In this pipeline, the test data from the target domain microphone is
directly passed to the source domain model without applying any modifications
to it.

• Speech Enhancement (SE): Before feeding the target test data to the source do-
main model, we first enhance its speech quality by applying a statistical speech
enhancement technique known as Minimum Mean-Square Error Short-Time
Spectral Amplitude (MMSE-STSA) estimation [91].
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• Calibrated: An alternative approach to address microphone variability is to first
measure the differences in frequency responses of source and target microphones
in a controlled experimental setup and then negate those differences during the
inference stage. While this approach of microphone calibration in controlled
environments is not practical and scalable, we use it as a baseline to show how
Mic2Mic compares with it in terms of performance. To compute a calibration
offset between a pair of microphones, we play a frequency sweep signal and
record it on both microphones in a non-reflective anechoic chamber.

The power spectral density Ri( f ) of the microphone output as a function of fre-
quency can be expressed as follows,

Ri( f ) = |Hi( f )|2.Rx( f )

where Hi( f ) is the frequency transfer function of the ith microphone and Rx( f ) is
the power spectral density of the original frequency sweep signal.

Thereafter, following the methodology proposed by [51], a per-frequency cali-
bration offset ΓS,T ( f ) between the source and target microphones representing
the difference in their frequency responses can be calculated as follows:

ΓS,T ( f ) =
HS( f )
HT ( f )

=

√
RS( f )
RT ( f )

Finally, in the ML inference pipeline, the calibration offset Γ is applied on the
data from the target microphone to compensate for the differences in frequency
response between the source and target microphones. The corrected speech data
is then fed to the source domain model for inference.

Results. In Figure 4.6, we show the test accuracy obtained by training and testing
the Spoken Keyword Detection model on different microphones. For each micro-
phone pair, we repeated the experiment five times and report the mean and 95%
confidence intervals of the accuracy results.

It can be observed that when the model is trained and tested on the same micro-
phone, we obtain the highest test accuracy as there is no accuracy degradation due
to microphone-induced domain shift. However, when there is a mismatch between
the training and test microphones, a significant accuracy loss is observed. For exam-
ple, as shown in Figure 4.6a, when a model trained on Matrix Voice is deployed on
ReSpeaker and USB microphones, there is an absolute accuracy drop of 12.4% and
6.7% respectively as compared to the accuracy obtained (78.8%) when the model is
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Figure 4.6: Accuracy of the Spoken Keyword Detection model under different sce-

narios of microphone variability. The numbers on the bars denote the
percentage of accuracy recovered using Mic2Mic.
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Figure 4.7: Accuracy of the Emotion Detection model under different scenarios of

microphone variability. The numbers on the bars denote the percentage
of accuracy recovered using Mic2Mic.
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tested on Matrix Voice itself. By incorporating Mic2Mic in the inference pipeline of
the test microphones, we can recover a significant proportion of this accuracy loss,
i.e., 73% and 87% for ReSpeaker and USB microphones respectively. In doing so,
Mic2Mic outperforms the two baseline approaches related to speech enhancement
and microphone calibration. The microphone calibration baseline has the next best
performance, and in one particular setting, i.e., USB−→ReSpeaker, it provides simi-
lar performance as Mic2Mic.

In Figure 4.7, for the Emotion Detection task, we observe accuracy drops between
4%-9% in scenarios of microphone variability, and by adding Mic2Mic as a trans-
lation component in the inference pipeline, we can recover between 67-87% of the
lost accuracy.

Training with multiple microphones. While the above experiments use data from
just one microphone to train the source domain speech models, in practice devel-
opers will have access to data from diverse microphones. We now consider the
scenario when the source domain model is trained with multiple microphones and
evaluate if there is still any accuracy degradation due to microphone variability.

In Tables 4.2 and 4.3, we present the test accuracy when the source domain models
are trained on data from multiple training microphones. Once trained, the models
are evaluated in the source domain (i.e., on test data from the microphones on which
the model was trained) and the target domain (i.e., the microphone which did not
contribute to the training data). Even here, we observe an accuracy degradation in
the target domain, e.g., the test accuracy goes from 82.35% to 74.7% when the Spo-

Training Microphones

Matrix and
ReSpeaker

ReSpeaker
and USB

USB and
Matrix

Source
Microphones 82.9 78.63 82.85

Target
Microphone 72.6 67.1 74.7

Target
Microphone

with
Mic2Mic

80.6 77.1 80.4

Table 4.2: Test accuracy of the Spoken Keyword Detection model when it is trained
on multiple microphones.
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Training Microphones

Matrix and
ReSpeaker

ReSpeaker
and USB

USB and
Matrix

Source
Microphones 87.35 89.35 91.3

Target
Microphone 83.6 84.1 85

Target
Microphone

with
Mic2Mic

86.4 87.8 89.3

Table 4.3: Test accuracy of the Emotion Detection model when it is trained on mul-
tiple microphones.

ken Keyword Detection model trained on USB and Matrix microphones is deployed
on ReSpeaker. Finally, the last rows of Tables 4.2 and 4.3 show that by incorporat-
ing Mic2Mic in the inference pipeline of the target domain, we can recover a large
proportion of the accuracy that is lost due to microphone heterogeneity.

4.4.4 How much data is needed to train Mic2Mic?

In this section, we present results on Mic2Mic’s performance as the amount of data
used to train the translation model is varied. As discussed earlier, training Mic2Mic
only requires unlabeled and unpaired data from the source and target microphones.
While collecting such data is indeed cheap, it will be ideal if the Mic2Mic transla-
tion model can be trained with minimal amount of data.

For this experiment, we systematically vary the amount of unpaired data available
to train Mic2Mic’s translation model. We gradually increase the unpaired data from
the source and target microphones from 0 minutes to 60 minutes. Once a transla-
tion model is trained in each data configuration, we incorporate it in the inference
pipeline of the Spoken Keyword Detection model in the target domain and evaluate
the test accuracy.

Figure 4.8 illustrates the findings of this experiment for two different microphone
combinations. The dotted red line shows the upper-bound test accuracy when the
Spoken Keyword Detection model is tested on the same microphone on which it
was trained. The dotted blue line shows the baseline accuracy when the model
is deployed on a test microphone without incorporating Mic2Mic in the inference
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Figure 4.8: Accuracy of the Spoken Keyword Detection model in the test (or target)

domain, as the amount of unlabeled data used to train the Mic2Mic
translation model is varied.

pipeline. We observe that as more unpaired training data is supplied, the Mic2Mic
translation model becomes better, and in turn, the inference performance of the
Spoken Keyword Detection model increases. The inference performance plateaus
around 30 minutes in Figure 4.8(a) and around 20 minutes in Figure 4.8(b), sug-
gesting that Mic2Mic is able to learn a good translation model with less than 30
minutes of unpaired data in both scenarios.

4.5 Discussion and Limitations

In this section, we discuss the limitations of this work and outline the avenues for
future work on this topic.

Explainability. A limitation of this work comes from the lack of explainability
of the translation model. While we empirically demonstrated that the translation
model is able to reduce the domain shift between microphone datasets and improve
the downstream classification accuracy in the target domain, it remains unclear what
exact transformations does Mic2Mic learn in the time-frequency representation of
speech data. Recently, methods have been proposed [157, 158] to visualize and
understand the internal representations of a generative adversarial network in the
context of images. Such works could be extended for CycleGAN-based architec-
tures such as Mic2Mic to uncover the kinds of time-frequency transformations be-
ing learned during the training process.

Scalability of Pairwise Translations. Another limitation of our current implemen-
tation is that we learn pairwise translations between training and test microphones.
Hence, in order to scale this solution to a large number of devices, multiple such
models need to be learned. Future work can investigate the development of a com-
mon microphone translation model that can be applied to any given pair of mi-
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crophones. A similar solution in the image-to-image translation domain has been
proposed, namely StarGAN [159], which uses an n-dimensional one-hot vector to
encode the input and output image labels into the translation model architecture.

Scaling to other heterogeneities. We focused on addressing the composite effect
of heterogeneities introduced by the hardware and software processing components
of the microphone in speech data. However, in practice, speech-based models will
encounter additional forms of heterogeneity such as variations in background noise
or speaker accents, which can overlap with the already challenging scenario of mi-
crophone heterogeneity. As future work, we plan to explore the applicability of
learning a domain translation function when more heterogeneities co-occur in the
speech data.

Deployment Overhead. Mic2Mic adds an extra step of data translation in the in-
ference pipeline of speech models. While it improves the prediction accuracy in
the target domain, it also increases the latency of computing inferences. This could
pose a challenge for some ML systems that aim to provide real-time inferences to
users. Future work should explore optimizing the translation model to reduce its
latency and power consumption, particularly on embedded devices. As our trans-
lation model consists of a number of convolution layers, techniques proposed for
optimizing CNNs on embedded devices could be employed [160].

Other Related Works. Contemporaneous to our work, [161] applied a similar
idea in the field of medical imaging. They found that X-ray images captured by
different machines have substantial domain shift, and training a CycleGAN-based
translation component can counter this shift. [162] is a follow-up work to ours,
which aims to adapt speech recognition systems trained on speech recorded from
telephones (source domain) to speech recorded on camcorders in-the-wild (target
domain). [163] proposed to use the GS→T mapping learned with a CycleGAN to
map synthetic images (source data) to real images (target domain). Thereafter, they
trained a model for the target domain using supervised learning on the translated
source data and source labels. This approach however requires source domain labels
during adaptation, which is a very strong assumption for opaque ML systems.

4.6 Summary

With the goal of scaling speech-based ML systems to new domains, we presented
an adaptation solution, Mic2Mic, which reduces the shift between source and target
domains by adding a data translation component in the inference pipeline in the
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target domain. This translation component is trained on unlabeled and unpaired data
from the source and target domains using a Cyclic Generative Adversarial Network
and is able to recover up to 87% of the accuracy degradation in the target domain for
two speech classification tasks. More importantly, by virtue of its design, Mic2Mic
does not require modifying the parameters of the source domain prediction model,
which makes it appropriate for use in an opaque ML system.

We also identified several limitations of our proposed solution in Section 4.5. In par-
ticular, a key limitation is the additional overhead that comes with adding Mic2Mic
in the inference pipeline, which in turn could increase the latency of computing
inferences on the data. In Chapter 5, we explore an adaptation solution wherein
instead of adding an additional component in the inference pipeline, we directly
modify the parameters of the source prediction model during adaptation in order
to improve its performance in the target domain. This solution is presented in the
context of human-activity recognition (HAR) systems that operate on inertial sensor
data.



Chapter 5

Scaling Transparent Machine
Learning Systems

The adaptation solution presented in Chapter 4 was premised upon the assumption
that we do not have access to the parameters of the source prediction model during
the adaptation process, which is a likely scenario in many commercial and propri-
etary ML systems. In this chapter, we focus on transparent ML systems wherein
we can access and modify the parameters of the source prediction model during the
adaptation process. Such a scenario can occur when either the prediction model
is publicly known (e.g., downloaded from a public model repository) or when the
source model developer themselves would like to adapt the model parameters to
new domains.

A good example of the latter scenario is the task of Human Activity Recognition
(HAR) based on inertial data collected from Inertial Measurement Unit (IMU) sen-
sors placed on the human body. Imagine that a model developer collects a large
amount of labeled data from IMU sensors on a smartphone placed in the user’s
thigh pocket (source domain), where the labels represent the physical activities of
the users (e.g., running, walking, sitting). A prediction model can be trained on this
dataset using supervised learning and then deployed through an HAR application
installed on the smartphone. At test time however, the end-users may place their
smartphones at body positions different from the training body position (i.e., thigh)
– for instance, the smartphone can be placed in the chest pocket or inside an arm-
band when the user is running. Moreover, the HAR application might be installed
on smart devices containing different IMU hardware than the training smartphone.
As we demonstrated in Chapter 3, due to device and placement induced hetero-
geneity, the distribution of the IMU test data will differ from that of the training
data, and the model developer will need to adapt their HAR model to prevent any
performance degradation in the target domain.
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In this chapter, we present an unsupervised domain adaptation solution for scaling
transparent ML systems and focus our evaluation on HAR models trained using in-
ertial sensor data1. However, the general problem of scaling transparent ML models
using is also applicable to other sensor modalities and heterogeneities. For example,
the microphone heterogeneity problem presented in the previous chapter can also
manifest in transparent ML systems, and the model developer can choose to adapt
the weights of the source microphone model to counter it. While concluding this
chapter, we briefly discuss how the solutions presented for HAR models could be
extended to speech-based ML systems.

5.1 Problem Setting

Following the notations presented in Chapter 2, let DS denote a source domain
(e.g., ‘thigh-worn IMU’) and DT be a target domain (e.g., ‘wrist-worn IMU’). In
the source domain, we are given a set of sensor samples XS = {(xsi,ysi)}N

i=1 and
labels YS = {ysi}N

i=1 where ysi is the physical activity class label associated with the
corresponding sensor sample xsi . Let XT = {xti}M

i=1 be an unlabeled dataset, where
xti is a sensor sample from the target domain. No labeled observations are available
in the target domain.

Further, let tS(.) be a task prediction model trained using supervised learning to
minimize the empirical risk in the source domain. The task prediction model tS
can be decomposed into two components: fS(.) and gS(.), where fS : X −→ Z rep-
resents a feature extractor that maps samples from the source domain into a latent
feature space Z. Similarly, gS : Z −→ Y represents a task classifier that maps the
source features to output labels. In the context of deep learning, fS(.) and gS(.)

are parameterized with deep neural networks FS and GS respectively. For a K-way
classification task, the optimization objective for FS and GS can be expressed as
follows:

min
FS,GS

Lsup =−E(xs,ys)∼(XS,YS)

K

∑
k=1

1[k=ys] [log(GS (FS (xs)))]

As we quantified in Table 3.4, due to the domain shift caused by changes in the
1A part of this work is published in [56] in which Youngjae Chang and I are the co-primary

authors. Both of us had an equal contribution in implementing the solutions and coming up with the
experiment design. However, in [56], we only experimented with the domain shift in accelerometer
data. In this chapter, I focus on HAR models trained with both accelerometer and gyroscope data,
which is a more common practice in the literature. As such, I re-implemented the code and retrained
all the HAR models. Different from [56], I present new experiments and analysis on countering
domain shift when both accelerometer and gyroscope data are used to train HAR models.
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sensor hardware, sensing pipeline and sensor placement on the human body, feature
encoder FS and classifier GS trained on the source domain are not optimal for doing
predictions in the target domain. Hence, a solution is needed which can modify the
parameters of the source neural networks FS and GS to improve their classification
performance in the target domains.

5.2 Background and Related Work

As we discussed in Chapter 2, a number of works have tackled the problem of data
heterogeneity in HAR models. To counter device-induced heterogeneities, [45] pro-
posed the idea of automatically clustering IMU devices based on the heterogeneities
in their sensor outputs. Thereafter, an activity recognition model is trained for each
cluster of devices on their aggregated labeled data, and it is used as the representa-
tive model for the entire cluster during inference. A major limitation of this solution
pertains to its lack of scalability; firstly, this solution requires collection of labeled
data from every new device on which the HAR system is deployed, which is ex-
pensive and time-consuming. Moreover, for each new device, the clustering step
needs to be repeated and followed up by retraining the HAR model for the cluster
to which the device is assigned.

With regards to IMU placement-induced domain shifts, a widely used approach
is to train placement-specific HAR models [114, 115], which are found to be more
accurate than placement-independent models such as [116]. However, this approach
also requires collecting labeled data from each body position where the sensor is
likely to be placed, thereby making it costly and less practical.

In recent years, researchers have started applying unsupervised domain adaptation
(uDA) based approaches in this problem space. One of the early works in this direc-
tion was HDCNN [131], which studied the transfer of HAR models from a smart-
phone (source domain) to a smartwatch (target domain). This solution is inspired
by the idea of feature alignment proposed in [119]. Here, a target domain model
is trained by minimizing the layer-wise Kullback-Leibler (KL) divergence between
the activations of source and target models. The proposed approach is evaluated on
a private dataset and showed promising results. We build upon this work in three
ways: (i) we propose that in order to learn effective domain-invariant features, there
is a need for principled data augmentation before performing the feature alignment,
(ii) we use a different approach of adversarial training to align the feature repre-
sentations (iii) we evaluate our solution on a much larger public dataset containing
seven different sensor placements and show that it outperforms the DDC baseline
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which inspired this prior work. Further, contemporaneous to our solution, Akbari et
al. [132] extended the HDCNN work by replacing the deterministic features with a
stochastic feature extractor. Once the features are extracted, they are aligned across
domains by minimizing the KL divergence between them. A limitation of this ap-
proach is that it assumes the availability of paired or time-aligned IMU samples
from the source and target domains for performing uDA. This is a very strong as-
sumption, which can be easily violated in practical deployment settings. Instead,
our solution does not enforce any pairing or time-alignment between source and
target IMU samples.

5.3 Scaling HAR Models with Data-Augmented Ad-
versarial Training

In this section, we present our solution to scale HAR models to target domains
which have both device and placement-induced domain shift when compared to the
source domain. Our proposed approach is built upon two promising techniques in
the field of deep learning, namely data augmentation and adversarial learning.

5.3.1 Solution Overview

The core idea of our proposed solution is to modify the weights of the source domain
feature extractor FS such that it extracts domain-invariant feature representations of
the source and target domain data. More specifically, we would like the feature
representations of data to be invariant to the sensor hardware and the placement of
the IMU sensor on the human body. If we can successfully adapt FS to map source
and target data to domain-invariant features, then the task classifier GS could be
further adapted to map the domain-invariant features to output labels by performing
supervised learning on the labeled source data.

Inspired by previous works in the uDA literature [123, 164], we leverage adversar-
ial training to adapt FS and encourage it to extract domain-invariant features from
the data. Moreover, to ensure that device-induced heterogeneities are adequately
represented in the source and target datasets, we propose augmenting the source
and target datasets by adding specific types of perturbations that are expected due
to hardware [43, 50] and software-related factors [45]. Our results in Section 5.4.3
demonstrate that performing the proposed data augmentation in a principled way
before adversarial training can significantly boost the performance of the model in
the target domain.
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5.3.2 Solution Description

Figure 5.1 shows the proposed architecture for Data-Augmented Adversarial Learn-
ing, and we now describe its constituent components.

Data Augmentation. In order to simulate device-induced heterogeneities in the
IMU data, we use three data perturbation schemes, as described below.

• Scaling: Under this scheme, we scale each axis in the accelerometer and gy-
roscope data by a random coefficient c sampled from a normal distribution
N(1, σ2). Here σ is a hyperparameter that controls the magnitude of the scal-
ing coefficient. This perturbation relates to the scale factor errors [165, 50] in
inertial sensor data, which often occur due to temperature differences between
the initial calibration and operation stages of the sensor.

• Axis rotation: Even when inertial sensors are used in a fixed body position, sensor
orientations might vary between multiple wearing sessions; for example, Min et
al. [166] showed that data from ear-worn IMU devices could vary between wear-
ing sessions depending on how the device is placed inside the ear. To simulate
this variability, we perform a rotation of both the accelerometer and gyroscope
data with a random roll, pitch, and yaw.

• Time-warping: This scheme simulates deformation in the time axis; it first adds a
random perturbation to the time intervals between consecutive data samples, and
then re-samples each axis of the data with the original sampling rate using 1-D
linear interpolation. This perturbation is related to sampling rate instability in
inertial data that occurs due to delays in the attachment of timestamps to sensor
readings by the operating system [45]. We use the time-warping implementation
provided by the authors of [167].

Figure 5.2 illustrates the effect of the three perturbation schemes on a 3-second long
accelerometer sample from the REALWORLD dataset (sampling rate = 50Hz).

During training, we first sample a batch of IMU data each from the source and

Figure 5.1: Architecture for Data-Augmented Adversarial Training
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Figure 5.2: Effect of various data perturbation schemes on a 3-second long ac-
celerometer segment from the REALWORLD HAR dataset.

target body positions, denoted by BS and BT , respectively. Between these two data
batches, there already exists domain shift induced by variations in the placement of
the IMU sensor. To introduce device-related heterogeneities in the data, we perturb
both BS and BT using the perturbation schemes described above. A perturbed batch
of data is finally concatenated with the original batch to generate an augmented data
batch. Let us denote the augmented data batches in source and target domains as
B′S and B′T respectively.

Adversarial Feature Learning. After constructing the augmented batches of data
containing both device and placement-induced heterogeneities in IMU data, we em-
ploy adversarial learning to extract domain-invariant feature representations from
the source and target domains. This is achieved by assigning a domain label to data
from each domain and training a domain discriminator, D, to classify whether a
sample is drawn from the source or the target domain. The optimization objective
of D can be written as:

min
D

LadvD =−Exs∼B′S [log(D(Finv(xs))]−Ext∼B′T [log(1−D(Finv(xt))] (5.1)

Here Finv is the domain-invariant feature extractor that we would like to learn. Finv

in initialized with the weights of the source feature encoder FS and its optimiza-
tion objective is opposite to that of the domain discriminator. More specifically,
Finv aims to confuse the domain discriminator by generating features that are invari-
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ant to source and target domains. This objective is shown in Equation 5.2 and is
implemented by inserting a Gradient Reversal Layer (GRL) [122] between the fea-
ture encoder and the discriminator. During backpropagation, the Gradient Reversal
Layer multiplies the gradients of the domain discriminator by a negative constant
(-1 in our case) and passes them to the feature encoder Finv to update its weights.

min
Finv

LadvF =−LadvD (5.2)

Looking at Equations 5.1 and 5.2, we can observe that the domain discriminator and
feature encoder are adversaries of each other, tasked with competing objectives:
while D aims to effectively discriminate data from the source and target domains,
Finv aims to learn domain-invariant features from the source and target data such
that D cannot distinguish them. They play this adversarial game of trying to defeat
the other, and in the process, both become better at their respective tasks. More im-
portantly, the feature extractor Finv becomes good at mapping samples from source
and target domain to a domain-invariant feature representation, thereby reducing
the domain shift.

Finally, to ensure that the features extracted by Finv remain meaningful for the goal
of HAR, we add the supervised cross-entropy loss to the overall optimization ob-
jective as follows:

min
Ginv,Finv

Ltask =−E(xs,ys)∼(B′S)

K

∑
k=1

1[k=ys] log(Ginv (Finv (xs))) (5.3)

where Ginv is the adapted classifier that maps the invariant feature representations
to the class labels. Ginv is initialized with the source domain classifier GS and is
optimized using the cross-entropy loss shown in Eq. 5.3.

Taken together, the overall optimization objective of our proposed solution can be
written as:

min
D

min
Finv
Ginv

Loptim = LadvD +αLadvF +βLtask

where α and β are hyperparameters that control the relative weight of each loss in
the adversarial training process.
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5.4 Evaluation

In this section, we present an evaluation of our proposed approach.

5.4.1 Experiment Setup

We begin by describing the dataset and pre-processing operations done on the data.
We then proceed to discuss the architecture of the neural networks employed for the
HAR task.

Dataset. Similar to the quantification experiments in Chapter 3, we use the RE-
ALWORLD HAR dataset [1] for our experiments. This dataset contains IMU data
recorded from 15 participants performing 8 activities: climbing stairs down and
up, jumping, lying, standing, sitting, running/jogging, and walking. As shown in
Figure 3.4, each participant was instrumented with various IMU-equipped smart-
phones and smartwatches, attached to seven different body positions: head, chest,
upper arm, waist, forearm, thigh, and shin.

Data characteristics and pre-processing. The accelerometer and gyroscope traces
are segmented into time windows of 3 seconds, without any overlap. This window
length was chosen empirically to align with the duration of various human activities
in the dataset2. If a 3-second-long trace includes an activity transition, timestamp
noise, or data points without labels, the trace gets discarded. The whole dataset is
normalized to be in the range of -1 and 1. As shown in the IMU processing pipeline
in Figure 2.2, the accelerometer and gyroscope axis are stacked on top of each other
to create a 2-D representation of the time-series data. Finally, we use stratified
splitting to divide the dataset into two parts: training set (75%) and test set (25%).

Model Architecture. We design a convolutional neural network (CNN) model
based on the work by Hammerla et al. [79] and Almaslukh et al. [145]. The model
consists of two components: a feature extractor and a classifier. The feature ex-
tractor is a 6-layer deep CNN with temporal (1-D) convolutional layers. We use
LeakyReLU activations [146] with al pha = 0.3 and instance normalization [147]
layers between convolutional layers for faster convergence. We also employ dropout
regularization to avoid overfitting. The feature extractor takes as input a 3-second
frame of pre-processed IMU data from a given body position and outputs a 150-
dimensional feature vector. This feature vector is then passed as input to the clas-

2We also experimented with one and two second long windows, however, there was no significant
different in HAR model performance. Therefore, we decided to use three-second windows, because
longer windows reduce the frequency of ML model executions at inference time.
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sifier, which consists of two fully-connected layers and generates a K dimensional
output where K is the number of activity classes (e.g., sitting, walking). For the
REALWORLD dataset, k = 8.

Our HAR architecture differs from [168, 145] in two ways. Firstly, all layers in the
feature extractor are convolutional layers. We replaced the traditional max-pooling
layers with convolutional layers with a large stride based on prior research [169],
which showed that this simple substitution can speed up the training process without
any significant loss in accuracy. Secondly, instead of flattening the outputs of the
final convolutional layer, we apply Global Average Pooling on them to obtain the
feature vector – this results in reducing the number of parameters to be learned and
avoids overfitting on the source data. A baseline result on REALWORLD dataset
(see table 3.4) shows that with this modified architecture, the HAR performance is
on par with [145] while having the advantage of smaller model size.

Training process and mini-batch generation for uDA. The source domain model
is trained by optimizing the categorical cross-entropy loss. We use a mini-batch
size of 64, which is chosen based on a hyperparameter search in {32,64,96,128}.
Further, we employ the Adam optimizer [148] with a learning rate 1e-3, which is
obtained by doing a hyperparameter search on {1e-2, 5e-2, 1e-3, 5e-3, 1e-4, 5e-
4}. For adversarial training, we follow the same methodology and got a batch
size of 32 and learning rates of 1e-3 and 1e-4 for the discriminator and feature
extractor, respectively. We use importance-weighted cross-validation [170, 171] to
select these hyper-parameters. The model is implemented in TensorFlow 2.0 and
trained on a NVIDIA Tesla V100 GPU.

5.4.2 Baselines

Our proposed solution is compared against four baseline approaches listed below:

• Source Only. This is the simplest baseline where an HAR model is trained on the
labeled source dataset and tested on the target domain test set without performing
any data augmentation or adversarial learning on it.

• Data Augmentation training. In this baseline, we apply the three proposed data
augmentation schemes on the labeled source data, and train a source domain
model on the augmented dataset. As shown in prior works in visual [172] and
speech recognition [173], data augmentation can improve the generalizability of
deep neural networks. As such, we evaluate how well does data augmentation
perform when scaling HAR models to new domains.
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• Deep Domain Confusion (DDC). This is a uDA technique [119] to enforce invari-
ance between source and target feature representations by minimizing the Maxi-
mum Mean Discrepancy (MMD) between them. Although it has been primarily
studied for visual recognition tasks, it can be implemented for HAR by applying
the MMD loss on the outputs of the feature extractor Finv. Since DDC is not based
on adversarial learning, a domain discriminator is not needed. In addition to min-
imizing the MMD loss between source and target feature representations, we also
optimize the supervised task loss Ltask presented in Equation 5.3.

• Domain-Adversarial Neural Networks (DANN). This is the adversarial domain
adaptation approach [122], which is extended by our proposed solution. In this
baseline, no data augmentation is done on the source and target samples, and they
are directly fed into the adversarial training architecture.

5.4.3 Results

We now present our experimental findings on the REALWORLD dataset. Before
presenting in-depth results in the form of heatmaps, we explain how to read and
interpret them.

Interpreting the heatmaps. As shown in Figure 5.3, each heatmap is composed
of cells, and each cell denotes an experimental setting. The body position writ-
ten on the left of the cell indicates the source body position with a labeled dataset.
The body position written on the top of the cell indicates the target body position
with an unlabeled dataset. Each cell represents an experiment setting when a model
trained in the source domain is tested on data from target domain, under different
training and adaptation techniques. Delving deeper, each cell has two attributes.
First, the number inside the cell denotes the class-weighted F1 score obtained on
a test set from the target domain. Secondly, the color of each cell denotes the in-
crease/decrease in F1 score compared to the Source Only baseline (where no adap-
tation or augmentation is applied to the source prediction model). Cells colored
‘green’ illustrate that F1 score in the target domain increase due to adaptation or
augmentation, while a ‘pink’ colored cell demonstrates a decrease in the F1 score
over the Source Only baseline. The color intensity represents the magnitude of
change in the F1 score.

Adaptation Performance. In Figure 5.3a (diagonal cells), we report the perfor-
mance of HAR models when they are trained and tested on the same body position.
This represents the ideal scenario with no presence of domain shift; thereby, we ex-
pect high classification accuracies. For instance, a model trained on head and chest
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(c) Deep Domain Confusion (DDC)
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(d) Domain-Adversarial Neural Networks
(DANN)
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(e) Our proposed solution: Data-Augmented Adversar-
ial Learning

Figure 5.3: Performance (F1 scores) of HAR classifiers trained and tested on data
from different body positions with various training approaches. Our
proposed approach of data-augmented adversarial training outperforms
other baselines in 41 out of the 42 experiment conditions.
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provide F1 scores of 0.85 and 0.92 when tested on the same body position on which
they were trained.

Further, Figure 5.3a (non-diagonal cells) shows the performance of an HAR model
trained and tested on different body positions. We can observe a significant per-
formance drop across all pairs of source-target body positions, e.g., when the
source=‘head’ and target=‘forearm’, the F1 score drops to just 0.22. There are how-
ever some pairs of body positions for which the performance drop was low, e.g.,
in the ‘head’→ ‘upperarm’ and ‘head’→ ‘chest’ experiments, the performance drop
was significantly lower than ‘head’→ ‘forearm’. Intuitively, this can be explained
by the fact that inertial data captured by forearm-worn sensors is significantly im-
pacted by rotation of the elbow joint, thereby resulting in higher domain shift from
the source body position ‘head’.

Further, in Figures 5.3b-5.3d, we show the performance of the baseline training
strategies, namely Data Augmentation, DDC, and DANN. Finally, Figure 5.3e re-
ports the performance of our proposed technique of Data-Augmented Adversarial
Learning. We observe that our approach outperforms all other baselines in 41 out
of the 42 experiment condition. For the waist→ upperarm experiment, DDC pro-
vides a slightly higher performance over our technique. As an example, for the
‘chest’→ ‘waist’ experiment, our approach improves the target domain F1 score
from 0.33 to 0.77.

Visualizing the feature representations. In Figure 5.4, we show the t-SNE [174]
visualizations of the feature representations (output of the feature extractor) ob-
tained by different training approaches for the waist→ chest experiment. For this
purpose, we ran t-SNE for 5000 iterations with a perplexity of 35 on the features
extracted from the test set of source and target body positions. In Figure 5.4a, we
observe that the feature representations of the source and target data obtained under
the Source-Only model (i.e., the model only trained with source domain data) are
easily separable, which reflects the presence of domain shift in the data. In con-
trast, our proposed solution (Figure 5.4e) forces a significantly higher overlap in the
source and target feature representations, which confirms that using data-augmented
adversarial training, we are able to extract domain-invariant features from the data.

Mismatch in Class Distributions. Although the collection of unlabeled physi-
cal activity data (e.g., when the user is running, walking) in the target domain is
relatively cheaper, it is important to note that we have little control over the class
distribution in the unlabeled data. That is, we do not know beforehand the propor-
tion of different activity classes in the unlabeled target data. Hence, it is important
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(a) Source-Only (b) Data Augmentation

(c) Deep Domain Confusion (DDC) (d) Domain-Adversarial Neural Net-
works (DANN)

(e) Our Proposed Solution

Figure 5.4: t-SNE visualizations of the feature embeddings generated by different
training approaches for the waist→ chest experiment.

to evaluate how well does our proposed technique work under class distribution
mismatch between source and target domains.

For this purpose, we simulate various scenarios of class distribution mismatch.
Since the source domain in labeled, we know its class distribution. Based on
this knowledge, we can select target domain data to have different degrees of
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Figure 5.5: Effect of varying the mismatch in class distributions on target domain
performance in the head→ thigh experiment.

mismatch with the source class distribution. We introduce a parameter η =

{0.0,0.05,0.1,0.15,0.2,0.25,0.3,0.35,0.4,0.45,0.5} to represent this mismatch –
when η = 0.0, unlabeled target data has the same class distribution as the source do-
main. On the other hand, when η > 0, e.g., η = 0.05 we introduce a 5% mismatch
in the number of samples for each class between source and target domains. This
is achieved by under-sampling data from the dynamic activity classes (climbing
up/down, jumping, running) and oversampling data from the static activity classes
(standing, sitting, lying) in the target domain. The motivation behind this approach
is that HAR systems in practice would encounter a higher proportion of static activ-
ities than dynamic activities for an average user; as such, we decide to increase the
proportion of static activities in the target domain.

Figure 5.5 shows the effect of varying η on the F1 score in the target domain. As we
can observe, our proposed technique can withstand small shifts in the class distribu-
tions, however for extreme cases (e.g., η = 0.5), there is a significant degradation
in performance.

How much unlabeled data is needed in the target domain? Next, we study the
effect of changing the amount of unlabeled data available in the target domain on
the performance of various adaptation algorithms. For this study, we choose head→
thigh experiment as a representative adaptation setting and gradually increase the
unlabeled data available in the target domain (i.e., thigh). The class distribution in
the target domain remains the same as that in the source domain for this experiment.

In Figure 5.6, we plot the F1 score obtained post-adaptation in the target domain as
we vary the count of unlabeled samples from 100 to 900. For reference, we also
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Figure 5.6: Effect of changing the size of unlabeled dataset in the target domain on
adaptation performance in the head→ thigh experiment.

show the count = 0 setting, which reflects the performance of the ‘head’ prediction
model in the ‘thigh’ domain without any adaptation. In this case, we obtain a F1

score of 0.48 in the target domain.

Interestingly, we find that all adaptation algorithms reach close to their best perfor-
mance with less than 300 samples. For example, our proposed approach achieves
an F1 score of 0.655 with just 100 samples from the target domain. Recall that each
sample in our dataset represents a 3-second IMU segment – therefore, another way
to interpret this result is that by performing data-augmented adversarial training on
just 300 seconds of unlabeled data collected from ‘thigh’, we can increase the F1

score of the ‘head’ classifier from 0.48 to 0.655.

5.5 Discussion and Limitations

In this section, we discuss the limitations of this work and highlight avenues for
future research.

Limited exploration of model architectures. Our investigation of unsupervised
domain adaptation for HAR systems was limited to a single model architecture.
That said, our model architecture has shown on-par performance compared to the
state-of-art HAR models [145], and hence, it was a reasonable choice for our study.
However, we are cognizant that new neural network architectures are being pro-
posed for HAR [81] and it is be important to explore how well the adaptation ap-
proach presented in this chapter can work with them.

Addressing Class Distribution Mismatch. We demonstrated that our approach
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can withstand low mismatches in the class distribution between domains, however
as the mismatch becomes bigger (e.g., η = 0.5), the performance of adaptation
degrades. This challenge is also known as ‘target shift’ across domains, and there
have been recent works [175, 176, 177] on correcting target shift during adaptation,
which could be tested in the context of HAR systems.

Usable HAR systems. Although our proposed approach provides significant per-
formance gains over the Source-only as well as other baselines, the F1 score in the
target domain after performing domain adaptation remains under 0.8 for all exper-
imental conditions. Clearly, there is a need for more research to further improve
the performance to make adapted HAR systems usable in practice. One potential
approach worth investigating is semi-supervised domain adaptation [178], wherein
a small amount of labeled data is collected in the target domain and is used during
the adaptation process.

Extending to other sensor modalities. Although we evaluated our proposed ap-
proach of data-augmented adversarial training in the context of HAR models, it
could be potentially extended for the microphone-heterogeneity challenge studied
in Chapter 4. In a recent work, Park et al. proposed SpecAugment [173], which is an
approach to augment speech datasets by adding time-domain and frequency-domain
perturbations in the speech spectrograms. Since one of the major causes of domain
shift in speech data is the variations in frequency responses of microphones, this ap-
proach can potentially simulate different microphone behaviors by masking certain
frequency bands. Further, the augmented spectrograms from source and target do-
mains could be used for adversarial training to adapt the weights of a source domain
prediction model in order to improve its performance on a target microphone.

5.6 Summary

In this chapter, we proposed an unsupervised domain adaptation solution to scale
transparent ML systems. The solution was proposed in the context of HAR models
and aimed to counter the domain shifts caused by heterogeneities in sensor hard-
ware, software stack, and sensor placements. We employed data augmentation to
first systematically introduce realistic perturbations in the inertial sensor data, that
are expected to occur due to hardware and software factors. After obtaining the aug-
mented dataset, we performed adversarial training to adapt the weights of the fea-
ture extractor and encourage it to extract domain-invariant features from the inertial
data. Through an evaluation on the REALWORLD HAR dataset, we demonstrated
that our proposed approach effectively reduces the domain shift in the feature space
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and improves the performance of HAR models in the target domain while outper-
forming several baseline uDA techniques. We also discussed how the proposed
solution could be extended to other sensor modalities such as speech.

One key assumption that adversarial uDA techniques make is that the label space
of the source and target domains are identical. In the next chapter, we discuss
why this assumption can be easily violated in practical ML systems and propose
an adaptation solution that extends adversarial uDA techniques to target domains
which do not have identical label space to the source domain.



Chapter 6

Domain Adaptation Under Label
Space Mismatch

In Chapter 5, we presented an adversarial domain adaptation approach to counter
the adverse effects of domain shift in ML systems. This solution assumed that the
input and label spaces of source and target domains are identical, i.e., XS =XT and
YS = YT . However, in practice, this assumption may not hold. Below we discuss
two other problem settings in which the unsupervised domain adaptation can be
studied, and then highlight the goal of this chapter.

• Source and target domains share the same label space but have different input
spaces i.e., YS = YT , XS 6= XT

This setting is referred to as heterogeneous domain adaptation in the literature and
is often studied when the data modality or input features differ between source and
target domains. For example, Chen at al. [179] and Li et al. [180] trained vision
models on RGB-D data (i.e., RGB images with depth information) captured from
devices such as Microsoft Kinect (source domain). They investigated the adapta-
tion of these models to RGB target domains where the depth information is not
available. Since the feature spaces of the two domains are different, it becomes a
problem of heterogeneous domain adaptation. Yao et al. [181] studied even more
challenging tasks such as adapting from a textual source domain to a visual target
domain.

Although these settings are interesting and challenging, we argue that they are less
likely to manifest in the problems studied in this thesis. As our aim is to scale ML
systems under the presence of sensor-induced heterogeneities, it is reasonable
to assume that the input spaces of source and target domains are identical, and
only the underlying distribution p(x,y) changes. Hence, the problem setting of
heterogeneous domain adaptation is out of the scope of this thesis.
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Figure 6.1: (a) Identical and (b) Mismatched Label Spaces in source and target
Domains. The latter scenario is likely in practical ML systems and is
the focus of this chapter.

• Source and target domains share the same input space, but different label spaces
i.e., XS = XT , YS 6= YT

This is a practical setting that we study in this chapter. The adversarial uDA so-
lution presented in Chapter 5 assumed that the label spaces between the domains
are identical. However, during the deployment of an ML system, it is infeasible to
enforce this assumption because we have no control on the classes or labels that
will be encountered in the target domain. Instead, a more practical uDA setting
is when the label spaces YS and YT only partially overlap. This setting is also
relatively less explored in the context of adversarial uDA algorithms, and hence
is the focus of this chapter. In the next section, we further motivate this problem
setting and explain the technical challenges associated with it.

6.1 Problem Setting

Consider a scenario where a model developer has a labeled dataset of spoken key-
words (e.g., Siri, Alexa) from a ReSpeaker microphone (source domain), and they
train a Spoken Keyword Detection model using supervised learning. Now, they
wish to deploy this model in an ML system with a Matrix Voice microphone (target
domain) from which only unlabeled data is available. The microphone variability
here is an example of domain shift, which may cause degrade the model perfor-
mance in the target domain. As we showed in the previous chapters, one can em-
ploy adversarial uDA techniques to adapt the source model to the unlabeled target
domain.

At their core, adversarial uDA techniques counter domain shift by aligning feature
representations of the source and target domains. However, in doing so, they make
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a strong assumption that the label spaces of the source and target domains are
identical – in the example above, this would mean that the keyword classes (e.g.,
Siri, Alexa) must be identical in both source and target datasets (Figure 6.1(a)).
However, in a practical ML system where the data in the target domain is collected
without any associated labels, it is impossible to guarantee that the target keyword
classes (or the target label space) will be identical to the source keyword classes.
For instance, users in the target domain may speak a keyword that is not at all
represented in the source dataset. As demonstrated in Fig 6.1(b), a more realistic
situation is that the source dataset may contain some keyword classes that are not
represented in the target dataset (e.g., Siri, Cortana) and vice versa (e.g., Bye, Stop).
We refer to these classes as private classes.

This generalized problem setting raises two challenges:

a) Mitigating negative transfer. Prior research has shown that the presence of pri-
vate classes in the dataset can lead to negative transfer [182] in adaptation, whereby
the adapted classifier performs even worse than a classifier trained solely on the
source domain. Note that under a uDA setting, as we have no knowledge of target
labels, it is impossible to know a priori which classes are private in the target do-
main or the source domain. Therefore, we need a data-driven solution to identify
the shared classes and perform adaptation only between them, while minimizing
any negative transfer from private classes.

b) Labeling private target data as ‘unknown’. After undergoing adaptation, when
the classifier is deployed in the target domain, it will encounter target data from
shared classes (e.g., Alexa) and private classes (e.g., Stop, Bye). While the classifier
can provide labels for the shared class data, it has no knowledge of private class
labels (recall that the target domain is unlabeled) – hence, ideally private target data
should be classified as ‘unknown’. However, prior work shows that neural networks
tend to output high confidence predictions even for irrelevant or unrecognizable
inputs [183, 40, 184]. This, in turn, means that private target instances may get
incorrectly labeled as belonging to one of the source classes.

With the goal of addressing these two challenges, we present a solution named
Adaptation under Mismatched Label Spaces (AMLS) wherein our key contribu-
tion is in proposing a weighting scheme to down-weigh the contribution of private
classes and enhance that of the shared classes in the adaptation process to counter
negative transfer. At the same time, AMLS can identify private target classes and
classify them as ‘Unknown’.
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6.2 Background and Related Work

In this section, we review some prior works which have studied the relationship
between label spaces and adversarial domain adaptation algorithms. Based on the
assumptions made about the label spaces in both domains, these uDA works could
be categorized in four buckets:

Closed-set Adaptation. This is the most common uDA setting in the literature
(illustrated in Figure 6.1(a)) and places the strongest assumption that label spaces
of source and target domains should be identical. Many of the well-known uDA
techniques in the literature have been proposed under this assumption [123, 122,
126, 127, 128].

Partial Adaptation. In this setting, the label space of the target domain is as-
sumed to be a subset of the source label space. This is a plausible scenario when
a source model trained on a large-scale labeled dataset (e.g., ImageNet [21] with
1000 classes) has to be adapted for a smaller unlabeled target domain (e.g., one
containing images of pet animals from 10 ImageNet classes). In this case, private
classes are present in the source domain, and previous works have shown that data
from private source classes can degrade the adaptation performance of uDA algo-
rithms, leading to negative transfer [182]. To address this problem, Cao et al. [185]
proposed to split the adversarial domain discriminator into multiple discriminators
(one per source class) and replace the single discriminator loss with a weighted loss
across all discriminators. The core idea behind the solution was to downweigh the
contribution of discriminators belonging to private source classes in the adversar-
ial adaptation process. Zhang et al. [186] also proposed an importance weighting
solution that assigns importance weights to each source sample using an auxiliary
domain discriminator. Further, Cao et al. [187] utilized the outputs of the label pre-
dictor to obtain class weights and used them to reweigh the contribution of different
source samples in adaptation.

Open-set Adaptation. This setting is the opposite of Partial Adaptation discussed
above; here, the target label space is assumed to contain private classes that are not
represented in the source label space. From the perspective of deploying ML sys-
tems, this is also a realistic setting because we cannot put constraints on the type (or
class) of data that would be encountered in the target domain. The goal of open-set
adaptation is to correctly transfer knowledge from the source to the target domain
in the shared classes and to classify the data from private target classes as ‘Un-
known‘. To this end, Saito et al. [188] proposed adding an ‘Unknown’ class to the
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source domain classifier and training it during adversarial learning against a feature
extractor. Liu et al. [189] proposed a more general approach of progressive sepa-
ration wherein multiple binary classifiers are used to first compute the probability
of a target sample belonging to one of the source classes. The probability outputs
are interpreted as similarity scores between a target sample and a source class, and
a second level of ‘fine-grained’ binary classification is applied to separate samples
with the highest and lowest similarity scores. The outputs of the second classifier
are taken as importance weights for target samples during adaptation.

Universal Adaptation. The most realistic setting which places no assumption on
the overlap of label spaces is known as Universal Adaptation. This is the scenario
that is studied in this chapter, and here both source and target domains are allowed to
have private classes. Indeed, as we discussed earlier, this aligns with the goal of this
thesis of scaling ML systems to unconstrained settings, where we have no labeled
data and no control over the target label space YT . A recent work in this space is by
You et al. [190] who proposed an end-to-end architecture, called Universal Adap-
tation Network (UAN), which combines prediction entropy and domain similarity
into a common metric to separate shared and private classes. UAN was evaluated on
a number of visual adaptation tasks and showed significant performance gains over
the baseline methods. The work in this chapter builds on UAN (which we use as a
baseline in the experiments), and we show that our proposed solution can achieve
performance improvements over UAN in multiple speech classification tasks.

6.3 Adaptation under Mismatched Label Spaces
(AMLS)

In this section, we formally introduce the notations and problem setting of Universal
Adaptation, and then present our solution, AMLS, for extending adversarial uDA
algorithms to this problem setting.

6.3.1 Notations

We are given a source domain with input samples XS and labels YS, and a target
domain with input samples XT . No labels are available in the target domain. Let
p(x) and q(x) denote the empirical distributions defined by XS and XT respectively.
For ease of readability, we omit the random variable x in the notations and refer the
marginal data distributions as simply p and q.

We denote the label sets of the source and target domains as CS and CT respec-
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tively. The set of classes shared between source and target domains are denoted by
Cshared =CS∩CT . Finally, CS = CS \CT and CT = CT \CS represent the private label
sets of the source and the target domains. Let p∩ and p∗ respectively denote the
empirical distributions of source data with label sets Cshared and CS. Let q∩ and q∗
respectively denote the empirical distributions of target data with label sets Cshared

and CT .

It is worth reiterating that since we have no knowledge of the target labels during
training, it is not possible to know CT , Cshared, CS or CT a priori, as they all depend
on the knowledge of target label set.

6.3.2 Challenges for Adversarial uDA

In the Universal Adaptation setting, the overall goal of an adversarial uDA algo-
rithm remains the same: how to adapt a model trained in the source domain such
that it can achieve good inference performance in the target domain. In the closed-
set adaptation setting, adversarial uDA algorithms [123, 122, 126, 127, 128] achieve
this goal by aligning feature representations of the source and target domains, using
feedback from a discriminator neural network. However, due to the presence of
private classes in the Universal Adaptation problem, there is data in the source do-
main (i.e. belonging to CS) and the target domain (i.e., belonging to CT ) for which
no natural feature alignment is possible. Since the uDA algorithms designed for
the closed-set setting do not consider label space mismatch, they may attempt to
align the data from private classes and cause negative transfer [182] in adaptation.
Hence, we need a solution that can identify the shared classes in both domains and
only perform adaptation between them.

Further, when we deploy the adapted model in the target domain, it will encounter
target data from both Cshared and CT . While a well-trained domain adaptation so-
lution can ensure that the target data from shared classes is correctly classified, it
cannot provide any labels for data from the private target classes (CT ). Hence, we
need a solution that can classify data from CT as ‘Unknown’.

In summary, the goal in universal adaptation is to learn a classifier for the target
domain which: (i) provides accurate inferences for target data from shared classes
Cshared under the presence of domain shift, (ii) mitigates the negative transfer caused
by private classes CS and CT in the adaptation process, and (iii) assigns an ‘Un-
known’ label to data instances from the private target classes CT .
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Figure 6.2: Architecture of AMLS. Solid boxes represent neural network compo-
nents and circles denote various losses that are optimized.

6.3.3 Solution Overview

We propose AMLS, an end-to-end architecture for uDA under the presence of label
space mismatch. As discussed, the core challenge here comes from the presence of
private classes in both domains, which may lead to negative transfer. Intuitively,
this negative transfer can be mitigated if we can isolate the shared classes Cshared

and only align their feature representations, while ignoring or down-weighing the
contribution of the data from private classes during adaptation.

Figure 6.2 illustrates the proposed architecture for AMLS. Similar to prior works
on adversarial domain adaptation, this solution consists of a feature extractor F , a
classifier G and an adversarial discriminator Dadv. When an input x is fed to this
architecture, a feature representation z = F(x) is obtained. The extracted features
are then passed to G to obtain a softmax probability distribution ŷ = G(z) over the
source labels CS. The classifier G is trained on labeled source data by optimizing a
supervised cross-entropy loss as follows:

Lcls =−E(xs,ys)∼(XS,YS)

|CS|

∑
k=1

1[k=ys][log(G(F(xs))] (6.1)

Next, the task of aligning feature representations of source and target domains
is performed by Dadv using adversarial learning. In closed-set adaptation, Dadv

would align the representations over the entire label space, however, this can lead
to negative transfer due to the presence of private classes. One way to mitigate
this challenge is to force Dadv to give higher importance (or weights) to the shared
classes in the feature alignment process as compared to the private classes. Thus,
the (weighted) adversarial loss formulation for Dadv could be written as:

Ladv = −Exs∼p[δ
S(xs) log(Dadv(F(xs))]− Ext∼q[δ

T (xt) log(1−Dadv(F(xt))]

(6.2)
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where δ S and δ T are the weights to be assigned to a source and target sample respec-
tively in the adaptation process. Ideally, we would like to assign higher weights to
samples from shared classes and lower weights to private samples. Formally, these
criteria could be written as:

0≤ Exs∼p∗δ
S(xs)< Exs∼p∩δ

S(xs)≤ 1 (6.3)
0≤ Ext∼q∗δ

T (xt)< Ext∼q∩δ
T (xt)≤ 1 (6.4)

6.3.4 AMLS: Weighting Schemes

One of the key contribution and technical novelty of this work is in proposing a
technique to estimate δ S and δ T that satisfy Equations 6.3 and 6.4. Below we
describe the two weighting schemes.

Estimating Target Weights. When an input sample xt from target domain is fed to
the classifier G, we get a probability distribution over the source class set CS in the
form of softmax outputs.

ŷt = G(F(xt))

We argue that the classifier G will be more confident in its predictions ŷt for inputs
from the shared classes Cshared as compared to those from the private classes CT .
This is a reasonable hypothesis because despite the presence of domain shift, classes
in Cshared are likely to be closer to the source domain as compared to the private
classes CT . Hence, any measure of prediction confidence that satisfy Equation 6.4
could be used as a weighting function to separate Cshared and CT .

We propose to employ prediction margins as the criterion for classifier confidence.
Prediction margins have been prominently used in active learning [191] to sample
data instances for which a classifier is least confident. Formally, Margin M is de-
fined as M(xt) = ŷ1

t − ŷ2
t , where ŷ1

t and ŷ2
t represent the highest and second-highest

softmax outputs in ŷt . When a classifier has high confidence about its top predic-
tion, M will be high. On the contrary, for a data sample for which a classifier is less
confident, M, i.e., the difference between the top two softmax outputs will be low.
Equation 6.5 follows from this logic.

0≤ Ext∼q∗M(xt)< Ext∼q∩M(xt)≤ 1 (6.5)

It is easy to observe that the use of prediction margins satisfies the target weighting
criterion in Eq. 6.4. However, due to the presence of domain shift, the margins
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obtained on target data could be noisy and may lead to incorrect weights for target
samples.

As such, in addition to the prediction margins, we also propose to employ a separate
non-adversarial domain discriminator to provide an additional signal about private
and shared target classes. First, the non-adversarial domain discriminator D0 is
trained to separate samples from source and target domains. This can be achieved
in the form of a binary classification task, where we assign label=1 to the source
data and label=0 to the target data, and train the discriminator by optimizing the
Binary Cross-Entropy loss as shown below.

min
D0

Exs∼p [LBCE (D0 (F(xs)) ,1)]+Ext∼q [LBCE (D0 (F(xt)) ,0)]

Once D0 is trained, we feed the unlabeled target samples to it and obtain the proba-
bility that they belong to the source domain. We can expect that D0 would output a
higher probability for samples from the shared target classes (Cshared) as they have
more similarity with the source domain. On the other hand, lower probabilities are
expected for samples from private target classes (CT ) which have no overlap with
the source domain. Therefore, the following should hold true.

0≤ Ext∼q∗ [D0(xt) = 1]< Ext∼q∩ [D0(xt) = 1]≤ 1 (6.6)

The use of both margin and domain discriminator signals to estimate target weights
can offset any noise in one of the measurements; as such, we propose to calculate
target weights as,

δ
T (xt) = 0.5∗ (M(xt)+ [D0(xt) = 1]) (6.7)

which indeed satisfies the target weighting criterion shown in Eq. 6.4.

Estimating Source Weights. As shown in Eq. 6.3, the goal of weighting source
samples is to assign higher weights to samples from shared classes and lower
weights to samples from private source classes during the adaptation process.

To estimate the source weights, we leverage an interesting property of ŷt =

G(F(xt)). Recall that ŷt is a probability distribution over the source label space
CS, denoting the probability of a target sample xt belonging to different classes in
the source set CS. We hypothesize that source classes (Cshared) which are shared
with the target domain will be given higher probabilities in ŷt and the private source
classes CS will have lower probabilities. This is reasonable because target data xt

has no overlap with private source classes; hence the classifier should estimate low
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probabilities for CS. Thus, by observing the output probability distribution over
source classes, we can potentially distinguish shared and private source classes and
assign appropriate weights to them.

However, due to the presence of samples from private target classes, these class
probabilities could be noisy. To address this, we use the target weights δ T to first
weight the class probabilities obtained for each target sample xt, and then average
the weighted class probabilities over an entire batch B of data to obtain the mean
class probability vector η .

η =
1
|B|

|B|

∑
i=1

G(F(xi
t))∗δ

T (xi
t) (6.8)

where δ T (xi
t) is the weight assigned to the ith target sample xi

t in the batch. Effec-
tively, η could be interpreted as a |CS|-dimensional vector, where ηk reflects the
weight of the kth source class in a given batch of data (k ∈ {1,2, . . . , |CS|}).

Given η , we set the weight of a labeled source sample (xs,ys) as follows:
δ

S(xs) = η
ys

and expect that under this weighting scheme, samples from shared source classes
will be assigned higher weights than samples from private source classes.

6.3.5 AMLS: Training and Inference Pipelines

We now explain the end-to-end training pipeline of AMLS. As with other adver-
sarial training architectures, AMLS jointly optimizes the classification loss on the
labeled source domain Lcls along with the weighted adversarial loss Ladv shown in
Equation 6.2 where the source weights δ S and target weights δ T are calculated as
described above.

In addition, we also propose to generate pseudo labels [192] for the target data and
use supervised learning to further refine the classifier for use in target domain. For
a given unlabeled target sample, a pseudo label can be generated by choosing the
class c∈CS which has the maximum predicted probability by the classifier G. While
pseudo-labels have been previously used for closed-set domain adaptation [193], it
is challenging to use them in the presence of private classes in the target domain
(CT ). Since CT has no overlap with the source domain classes CS, the pseduo la-
bels generated for samples from CT will be incorrect; more critically, supervised
training with incorrect pseudo labels may adversely impact the adaptation perfor-
mance. To alleviate this challenge, we can leverage the target weights δ T that were
estimated earlier and only perform pseudo-label based supervised training on target
samples whose weights are above a certain threshold δp. Formally, the pseudo label
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classification loss can be expressed as follows:

Lpseudo =−Ext∼q

[
1[δ T (xt)>δp].

K

∑
k=1

1[k=argmax(ŷt)][log(ŷt)]

]
Putting them together, the combined optimization objective of AMLS is:

min
Dadv

min
F,G

Lcls +λLpseudo−Ladv

where λ is a hyperparameter to control the contribution of pesudo-label classifica-
tion loss during adaptation.

Inference Pipeline. Given a target sample xt, we first compute its weight δ T (xt).
If the weight is below a threshold δ0, it is likely that this sample belongs to a private
class and we label it as ‘Unknown’. Otherwise, we compute ŷt = G(F(xt)) and
output argmax(ŷt) as its label. Note that δ0 and δp are hyperparameters that are
tuned using cross-validation.

6.4 Experiment Setup

In this section, we describe the experimental setup used to evaluate AMLS, includ-
ing the speech datasets, label space splittings, neural architectures, and baselines.

6.4.1 Tasks and Datasets

AMLS is evaluated on three speech classification tasks where we simulate label
space mismatch by dividing the classes across the source and target domains.

• Microphone Adaptation: For this task, we use the Multi-microphone Spoken
Keywords dataset presented in Chapter 3. This dataset has 65,000 spoken key-
word recordings from 31 classes simultaneously recorded on three microphones,
namely Matrix Voice (M), ReSpeaker (R) and USB (U). Each microphone rep-
resents a domain, and the task is to adapt a keyword detection model trained on
a source microphone to a target microphone. We show results for M→R, R→U,
and U→M adaptation tasks.

• Gender Adaptation: Next, we study cross-gender adaptation in a Keyword Clas-
sification model. For this experiment, we use the Spoken Keywords dataset [140]
from Google, which consists of >100k speech utterances from 35 keyword
classes (e.g., Yes, Right). We partitioned this dataset based on the speaker’s gen-
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der, which was obtained through a crowd-sourced gender-labeling exercise that
we ran on Amazon Mechanical Turk. The partitions, Male (M) and Female(F)
represent different domains, and we show results for M→F and F→M adapta-
tion.

• Emotion Dataset Adaptation: Finally, we evaluate a challenging task of adapt-
ing a speech emotion classification model trained on a source dataset (CREMA-
D [194]) to a target dataset (RAVDESS [156]). While CREMA-D dataset contains
emotional speech recordings of 91 different users with varying ethnicity and ages
(20-69 years), RAVDESS contains speech recordings from 24 young users based
in Toronto, Canada (age range 21-33). In addition to the demographic differences
between users, the recording environments used for the data collection study are
also different and could induce domain shift between the datasets, thereby making
it a challenging domain adaptation task. Both datasets contain emotional speech
from six classes: Anger, Disgust, Fear, Happy, Neutral/Calm, and Sad; in ad-
dition, RAVDESS contains an additional class called Surprise. We consider the
datasets as different domains and evaluate the CREMA-D→RAVDESS task.

6.4.2 Experiment Protocol

In order to evaluate AMLS under label space mismatch, we partition the label space
of the various datasets across source and target domains.

For the Gender Adaptation task on the Spoken Keywords dataset, we assign a
class number to each keyword class as per the alphabetical order, e.g., the first
class in the alphabetical order is assigned label=‘1’ and so on. Thereafter, we
randomly sample 20 classes from the complete label set without replacement
and consider them as source classes CS. The remaining 15 classes are consid-
ered as private target classes CT . Next, we randomly sample 10 classes from
CS and consider them as the shared classes Cshared between source and target do-
mains. Based on this partitioning, we obtain CS = {33,3,7,8,10,14,20,21,23,26},
Cshared = {4,5,9,11,12,15,17,24,27,28} and remaining classes are in CT .

For Microphone Adaptation, we use a similar scheme of partitioning the label space
and obtain CS = {1,3,5,9,10,11,12,22,25,28}, Cshared = {6,8,14,16,21,23,24,27,
29,30} and remaining classes are in CT .

For Emotion Adaptation with 7 classes, we use Cshared = {Calm, Angry, Fear}, CS =

{Happy, Sad} and CT = {Disgust, Surprise}.
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Baselines. AMLS is compared with four baselines: i) Source Only where the target
data is fed to the source domain model, without adaptation, ii) ADDA [123], iii)
DANN [122] and iv) UAN [190]. ADDA and DANN are well-known adversarial
uDA techniques, but do not consider label space mismatch – hence, they serve as
representative baselines for existing speech uDA works. UAN is designed for vision
tasks to handle label space mismatch and hence is an appropriate state-of-the-art
baseline for universal adaptation.

Model Architectures. In line with prior works [69, 28], we use convolutional neu-
ral networks (CNNs) to build the Keyword Classification (KC) and Emotion Clas-
sification (EC) models. The inputs to these models are two-dimensional tensors ex-
tracted from speech utterances, consisting of time frames on one axis and 40 MFCC
features on the other axis. The architectures are as follows: for KC, feature extractor
F : [Conv: {64,64,64}], classifier G: [FC: {256, 128}] where Conv represents the
number of convolution kernels in each layer and FC denotes the number of units in
each hidden layer. For EC, feature extractor F : [Conv: {128, 64,64,64}], classifier
G: [FC: {256, 128}]. The architecture for Dadv and D0 is [FC: {128, 128}]. We
use importance-weighted cross-validation [170, 171] to select the hyper-parameters
and our system is implemented in TensorFlow 2.0.

Evaluation Protocol. We follow the same evaluation protocol as earlier uDA
works: 80% of the unlabeled data from the target domain is used during adver-
sarial training, and the adapted model is tested on a 20% held-out target test set. All
the data samples from private target classes are assigned a common ground truth of
‘Unknown’, and we report the mean accuracy across all |Cshared|+1 target classes.

6.5 Results

In this section, we present the results of our experiments.

Target Domain Performance. In Table 6.1, we report the target test accuracy for
various adaptation tasks averaged over shared and private classes. When adapting
a keyword model trained on Male speakers to Female speakers (M→F) and vice-
versa (F→M), we observe that the accuracy of ADDA and DANN is similar or even
lower than the Source-only baseline, hinting to the occurrence of negative trans-
fer. Both UAN and AMLS significantly boost the target performance, with AMLS
providing accuracy gains between 3-7% over UAN. We observe similar trends for
the microphone and emotion adaptation tasks, with AMLS outperforming UAN by
1.5-3%.
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Gender
Adaptation

Microphone
Adaptation

Emotion
Adaptation

M→ F F→M M→ R R→ U U→M C→ R
Source 41.41±0.16 35.04±0.33 40.11±0.39 40.93±0.22 42.44±0.18 35.2±0.12

ADDA 41.54±0.77 28.90±1.06 39.21±0.50 39.05±0.61 39.29±1.13 30.0±0.23

DANN 40.13±0.70 29.85±0.70 40.19±0.63 41.20±0.34 42.33±0.83 28.18±0.21

UAN 66.13±0.53 60.82±0.44 66.30±0.58 67.22±0.65 67.20±0.47 38.96±0.40

AMLS w/o
Lpseudo

67.32±0.60 62.29±0.43 66.48±0.34 66.62±0.45 67.29±0.51 40.07±0.29

AMLS w/o
δ S and δ T 68.87±0.71 60.38±0.51 65.11±0.39 65.70±0.47 65.10±0.69 37.91±0.31

AMLS 73.78±0.54 64.1±0.50 69.02±0.44 67.98±0.36 68.77±0.55 41.45±0.27

Table 6.1: Target domain accuracy averaged over shared (Cshared) and private (CT )
classes, with highlighted 95% confidence intervals (over five experiment
runs). AMLS significantly outperforms ADDA and DANN, and also
provides gains over UAN, which is designed for universal adaptation.

Quantification of negative transfer. In Figure 6.3, we illustrate the change in
per-class accuracy for the shared target classes after adaptation using various tech-
niques. As evident in Figure 6.3a, both ADDA and DANN suffer from negative
transfer in the M→ F gender adaptation task, leading to accuracy degradation for
some classes after adaptation. This is primarily caused due to the label space mis-
match between domains, which these techniques do not account for during adap-
tation. UAN manages to reduce the negative transfer for most classes; however, it
does end up with minor negative transfer for some classes. AMLS, on the other
hand, is able to counter the negative transfer fully, thereby providing significant ac-
curacy gains over other baselines. Similar trends can be observed in the M → R
microphone adaptation task.

Varying the size of shared label space. We now compare AMLS with the base-
lines as the size of shared label space increases. As the total classes in each dataset
(CS∪CT ) are fixed, by increasing the size of shared label space, we reduce the label
space mismatch. We study the M→F Gender Adaptation task as an example and
gradually increase the number of shared classes from 1 to 20. In Figure 6.4, we
observe that when label space mismatch is high, ADDA and DANN baselines per-
form poorly due to negative transfer and inability to classify private target classes
as ‘Unknown’. UAN and AMLS provide significant gains in these scenarios, with
AMLS outperforming UAN in all cases. As the label set mismatch reduces, the
performances of ADDA and DANN improve, however UAN and AMLS still out-
perform them. In the other extreme case of no label space mismatch (not shown in
the figure), all the adaptation techniques converge to similar accuracies.
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(a) Gender Adaptation task: M→ F
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(b) Microphone Adaptation task: M→ R

Figure 6.3: For two adaptation tasks, this figure shows the relative change in per-
class accuracy of shared target classes after adaptation. Negative trans-
fer can be observed in DANN and ADDA.
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Figure 6.4: Comparison of different uDA approaches as |Cshared| varies in the M→F
Gender Adaptation task.

Ablation Study. Next, we present an ablation study to investigate the contribution
of the various components of AMLS. More specifically, we evaluate two settings:
i) when pseudo labels in the target domain are not used and hence Lpseudo is not
optimized and ii) when only Lpseudo is optimized, but the adversarial loss Ladv is
not adjusted based on source weights δ S and target weights δ T . From Table 6.1, it
can be observed that AMLS provides poor performance if the adversarial loss and
pseudo loss is not appropriately weighted to down-weigh the contribution of private
classes; more specifically, in all experiments with the exception of (M−→ F), AMLS
performance becomes worse than UAN. This result confirms that the weighting
schemes proposed in this chapter are important for adaptation performance under
mismatched label spaces. Table 6.1 also confirms that we can boost target domain
performance using appropriately weighted pseudo classification loss.

Hypotheses Justification. Finally, we present an experiment to evaluate the va-
lidity of the hypotheses used to design the source and target weighting schemes in
§6.3.4. Recall that the goal of both weighting schemes is to assign higher weights
to samples from the shared classes and lower weights to samples from the private
classes. Table 6.2 shows the mean (and 95% confidence intervals) of the weights
obtained for source and target domains in two adaptation tasks: gender adaptation
(F −→M) and microphone adaptation (M −→ R).

We observe that for both adaptation tasks, weights assigned to the source samples
(δ S) from shared classes are significantly higher than the weights for private classes.
We also report the results of a Welch’s t-test on the weights from shared and private
classes, and observe a significant difference between them (p < 0.00001). These
findings confirm that our source weighting scheme manages to downweigh the con-
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F→M M→R

Source Weights
(δ S)

Target Weights
(δ T )

Source Weights
(δ S)

Target Weights
(δ T )

Shared
Classes 0.64±0.015 0.69±0.009 0.67±0.009 0.65±0.014

Private
Classes 0.09±0.019 0.53±0.011 0.11±0.017 0.50±0.013

t-statistic 70.18 26.83 83.0 26.89

p-value < 0.00001 < 0.00001 < 0.00001 < 0.00001

Table 6.2: Mean and 95% confidence intervals of the weights obtained for source
and target samples in two adaptation tasks. A Welch’s t-test is done to
compare the weights from the shared and private classes.

tribution of private source classes in adaptation, which is important to avoid the
negative transfer. We observe a similar trend for the target weights (δ T ), albeit the
difference between shared and private classes is not as high as the source weights.
Nevertheless, the difference is statistically significant (p < 0.00001) and confirms
that at inference time we can use these weights to identify samples from the private
target classes and label them as ‘Unknown’.

6.6 Discussion and Limitations

The problem setting studied in this chapter relaxed a key assumption about the iden-
tical source and target label spaces in adversarial uDA algorithms. However, there
are other factors that might still degrade uDA performance in practice. Even when
the label spaces are identical, there may be a shift in the marginal label distributions
between domains, i.e., PS(y) 6= PT (y). For example, when the Keyword Detection
model is deployed in a new domain, the users may speak certain keywords (e.g.,
Alexa, Siri) more than others (e.g., Stop, Go) depending on their personal prefer-
ences. It may lead to the target label distribution to become significantly different
from the source label distribution. Prior works [176, 175, 195, 177] have studied
this problem under the umbrella of target shift and shown that the adaptation per-
formance of uDA can degrade, if target shift is not addressed.

Target shift could also manifest in the shared label space Cshared of source and target
domains. In our experiments, we did not simulate this effect and evaluated AMLS
assuming that there is no change in label distributions in the shared label space.
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This remains a limitation that could be addressed using the techniques proposed in
the computer vision literature [176].

6.7 Summary

In this chapter, we extended adversarial uDA algorithms to the universal adaptation
setting wherein label spaces between source and target domains are not identical.
Relaxing the assumption about shared label spaces is particularly useful when ML
systems are scaled to target domains in unconstrained settings, where we have little
control over the classes or labels in the target domain data. Our proposed solu-
tion, Adaptation Under Mismatched Label Spaces (AMLS), is based on a weight-
ing scheme that automatically assigns higher weights to samples from the shared
source and target domain classes, while down-weighing the contribution of private
classes in the adaptation process. In AMLS, this weighting scheme is used to mod-
ify the adversarial learning objective of uDA, and is also combined with supervised
learning in the target domain by generating pseudo labels for selected target data.
Through a series of experiments on speech classification tasks, we demonstrated
that AMLS could mitigate negative transfer due to the presence of private classes
and outperform a state-of-the-art universal adaptation baseline named UAN.

All the adaptation solutions presented in the thesis so far assumed that the source
and target domain datasets are available on the same machine. In the next chapter,
we relax this assumption and study how uDA algorithms can be used to scale dis-
tributed ML systems, where the source and target datasets are hosted on different
machines and cannot be shared with each other due to privacy considerations.



Chapter 7

Scaling Distributed ML Systems with
Multiple Target Domains

The problem settings considered in the previous chapters assumed that an ML sys-
tem trained in a labeled source domain has to be scaled to a single unlabeled target
domain. Moreover, the proposed uDA algorithms implicitly assumed that both the
source and target datasets are available on the same machine, and can be accessed
during the adaptation process. In this chapter, we propose solutions to extend uDA
algorithms to settings where ML systems have to scale to multiple target domains,
and when the source and target datasets are private and stored in distributed nodes.

7.1 Motivation

As a motivating example, consider the recent interest in using ML to predict
COVID-19 in patients by analyzing computerized tomography (CT) scans of their
chest [196, 197, 198]. Assume that scientists in China (source domain) have col-
lected a large labeled dataset of CT scans (e.g., [199]) and trained a COVID-19 pre-
diction model on it. This model now needs to be deployed in some other countries
(target domains) from where labeled data is unavailable. Due to virus mutations
across the world, the CT scan samples from different countries may follow different
data distributions, and it is possible that the source domain model may not work
accurately for all target countries. Hence, uDA could become a promising approach
to adapt the source model for each target country’s data distribution. In this context,
we introduce two challenges faced by uDA techniques:

(i) Static Adaptation Collaborators. For a given target domain, we define its
adaptation collaborator (or simply, collaborator) as the domain whose prediction
model is adapted using uDA for use in the target domain. For example, if we adapt a
speech model from ReSpeaker−→Matrix microphone, then ReSpeaker is considered
the adaptation collaborator for Matrix.
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(a) Samples from the MNIST dataset

(b) Samples from the Rotated MNIST dataset

Figure 7.1: Illustration of rotation-induced domain shift in the Rotated MNIST
dataset.

Existing uDA methods are static by design, in that they assume that when an ML
system is deployed in a new unlabeled target domain, it would always choose the
labeled source domain as its adaptation collaborator. We argue that this static ap-
proach of always adapting from a labeled source is not optimal and can result in
poor adaptation performance for a target. For instance, some target countries may
have a virus strain very different from China (the labeled source), and hence adapt-
ing from the Chinese COVID-19 model may not be optimal for them.

To better explain this problem, we show an experiment on Rotated MNIST, a variant
of MNIST [200]. Figure 7.1a shows samples from the MNIST dataset which con-
tains images of 70,000 handwritten digits from 0 to 9. Rotated MNIST, as shown in
Figure 7.1b is created by rotating the digits in MNIST dataset by different angles.
For our experiment, 0°, i.e., no rotation, represents the labeled source domain on
which we can train a prediction model using supervised learning. We take 30°, 60°,
45°, 90° and 15° as the unlabeled target domains for which we would like to learn
a prediction model using uDA techniques.

Figure 7.2a shows the accuracy obtained in each target domain if we always choose
the labeled source 0° as their collaborator. While this approach results in high ac-
curacies for 15° and 30°, it performs poorly for other domains. Can we do better?
What if a target domain can adapt not just from the labeled source, but also from
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(a) (b)

Figure 7.2: 0° is the labeled source domain while the domains in blue are unlabeled
target domains. The numbers in rectangle denote the post-adaptation
accuracy for a domain. (a) Static Design: Labeled Source acts the
collaborator for each target domain. (b) Flexible Design: Each target
domain chooses its collaborator dynamically. Previously adapted target
domains can also act as collaborators. Note that choosing the right
collaborator leads to major accuracy gains over the Static Design for
many domains (shown in red).

other target domains which themselves have undergone adaptation in the past. Fig-
ure 7.2b shows that if target domains could flexibly choose their collaborators, they
can achieve significantly higher accuracies. E.g., if 90° adapts from 60° (which
itself underwent adaptation in the past), it could be achieve an accuracy of 92.6%,
almost 75% higher than what could be achieved by adapting from 0°.

In summary, when uDA algorithms scale to settings with multiple target domains
such as the COVID-19 example, selecting an optimal collaborator for each target
domain becomes critical. How do we select this optimal collaborator is a key re-
search question that this chapter aims to answer.

(ii) Support for Distributed Domains. Most adversarial uDA methods (e.g., [122,
123]) assume that datasets from the source and target domains are available on the
same machine before the adaptation process begins. While this assumption makes
it easy to develop and evaluate uDA algorithms, it may not hold in practice. In the
example above, the CT scans of patients are sensitive health records, and the source
and target domains may not be allowed to share it with each other due to privacy
reasons. Similarly, in the microphone heterogeneity experiment in Chapter 4, the
speech data could be private, and users in the source and target domains may not
want to share it with each other. Clearly, this bottleneck can severely limit the adop-
tion of uDA techniques in realistic settings. How can we extend uDA techniques to
work in distributed settings while preserving the privacy of each domain?

7.2 Preliminaries and Problem Formulation

In this section, we formulate the technical problems that are studied in this chapter.
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7.2.1 Notations and Primer

Let DS denote a source domain with data XS and labels YS, and DT be a target
domain with data XT, but without any labeled observations. For a K-way classifica-
tion task, we train a feature extractor, FS, and a classifier, GS in the source domain
by minimizing the categorical cross-entropy loss:

min
FS,GS

L=−E(xs,ys)∼(XS,YS)

K

∑
k=1

1[k=ys][log(GS(FS(xs))] (7.1)

Now the goal for uDA is to learn a feature extractor FT for the unlabeled target do-
main, such that it minimizes the distance between the empirical source and target
feature distributions. When the distance between feature representations is mini-
mized, the source classifier GS can be directly applied to target feature representa-
tion without learning a separate GT .

To learn FT , two losses are optimized using adversarial training: a discriminator
loss LadvD and a mapping loss LadvM . uDA algorithms have different ways of com-
puting these losses— for example, ADDA [123] uses label inversion to minimize
the Jensen-Shannon divergence between source and target feature distributions as
follows:

min
DI

LadvD =−Exs∼XS [log(DI(FS(xs))]−Ext∼XT [log(1−DI(FT (xt))] (7.2)

min
FT

LadvM =−Ext∼XT [log(DI(FT (xt))] (7.3)

where DI represents a domain discriminator that aims to distinguish source and
target domains.

7.2.2 Problem Formulation

We now formalize our problem setting of scaling uDA to scenarios with multiple
target domains, each with sensitive private data. Assume that a prediction model
trained for the source domain DS has to be adapted for multiple unlabeled target
domains {D j

T

∣∣ j = 1, . . . ,K} with data X j
T and no labeled observations. We assume

that the ML system encounters new target domains sequentially, one at a time. Un-
der this problem setting, our research objectives are:

(i) Optimal Collaborator Selection (OCS). For each target domain that joins the
ML system, how do we select an optimal collaborator for uDA? We define a can-
didate set Zτ as the set of candidate domains that are available to collaborate with
a target domain at step τ . When a uDA system initializes at step τ = 0, only the
labeled source domain has a learned model, hence Z0 = {DS}. At step τ = 1, the
first target domain D

1

T joins – at this time, only the source domain DS has a learned
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representation FS. Therefore, D
1

T can perform uDA with the source and learn a
representation F

1

T .

In general, at step τ = K, ZK = {DS}∪
{
D

j
T

∣∣ j = 1, . . . ,K
}

. For a new target do-

main DK+1
T , the goal of OCS is to find an optimal collaborator domain Dopt ∈ ZK ,

such that:
Dopt = argmin

i=1...|ZK |
Φ(Zi

K,D
K+1
T )

where Zi
K is the ith candidate domain in ZK and Φ is a metric that quantifies the

risk of collaboration between Zi
K and DK+1

T . As highlighted in §7.1, the choice
of an optimal collaborator brings two key benefits for uDA: firstly, it relaxes the
static nature of existing uDA techniques and allows for a more scalable architecture.
Secondly, as shown in Figure 7.2b, choosing the right adaptation collaborator can
boost the adaptation performance significantly.

(ii) Distributed Adversarial Training. Once a collaborator Dopt is selected, how
do we enable distributed uDA training between Dopt and the target domain D

K+1

T ,
while preventing any data leaks? This opens up two challenges: i) how do we
distribute the adversarial uDA network architecture and training process across the
nodes? ii) how do we ensure that the gradients exchanged between the distributed
nodes during training cannot be used to reconstruct the raw data?

7.3 FRUDA: Framework for Realistic uDA

We first present our two algorithmic contributions on Optimal Collaborator Selec-
tion (named OCS) and Distributed uDA (named DILS). Later in §7.3.3, we explain
how these two algorithms work in conjunction with each other in an end-to-end
framework called FRUDA, and allow for scaling uDA algorithms in multi-domain,
distributed ML systems.

7.3.1 Optimal Collaborator Selection (OCS)

For any given target domain, the goal of OCS is to find its optimal collaborator
domain Dopt from a set of candidate domains. Our key idea is quite intuitive: the
optimal collaborator should be a domain, such that adapting from it will lead to
the highest classification accuracy (or equivalently, the lowest classification error)
in the target domain. We first introduce some notations and then present the key
theoretical insight that underpins OCS.

Notations. Let D be a domain on an input space X and with an associated labeling
function l : X→ [0,1]. A hypothesis is a function h : X→ [0,1]. Let εM,D (h, l)
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denote the error of a hypothesis h w.r.t. l under the domain D, where M is an error
metric such as L1 error or cross-entropy error. Further, a function f : X→ R is
θ -Lipschitz if it satisfies the inequality

‖ f (x1)− f (x2)‖ ≤ θ‖x1− x2‖ for all x1,x2 ∈ X

where θ ∈ R+. The smallest such θ is called the Lipschitz constant of f .

Theorem 1. Let D1 and D2 be two domains sharing the same labeling function l.
Let θCE denote the Lipschitz constant of the cross-entropy loss function in D1. For
any two θ -Lipschitz hypotheses h,h′, we can derive the following error bound for
the cross-entropy (CE) error in D2:

εCE,D2
(h,h′)≤ θCE

(
εL1,D1

(h,h′)+2θW1(D1,D2)
)

(7.4)
where W1(D1,D2) denote the first Wasserstein distance between the domains D1

and D2, and εL1,D1
denotes the L1 error in D1. Proof is in the Appendix.

Theorem 1 has two key properties that make it apt for our problem setting. First, it
can be used to get an upper bound estimate of the CE error in a target domain (D2),
given a hypothesis (or a classifier) from a collaborator domain (D1). Since target
CE error is the key metric of interest in classification tasks, this bound is more
useful than the one proposed by [125] which estimates the L1 error in the target
domain. Secondly, the bound depends on the Wasserstein distance metric between
the domains, which could be computed in a distributed way without exchanging
any private data between domains. This property is very important to guarantee
the domain privacy, which is one of the objectives of our work. Please refer to the
Appendix for implementation details on computation of Wasserstein distance in a
distributed and privacy-preserving manner.

Selecting the optimal collaborator. Motivated by Theorem 1, we now discuss how
to select the optimal collaborator for a target domain. Given a collaborator domain
Dc, a learned hypothesis hc and a labeling function l, we can obtain an upper bound
estimate of the CE error for a target domain DT using Theorem 1 as:

εCE,DT
(hc, l)≤ θCE(εL1,Dc

(hc, l)+2θW1 (Dc,DT )) (7.5)

We can tighten the bound in Eq. 7.5 to get a more reliable estimate of the target
CE error. This is achieved by reducing the Lipschitz constant (θ ) of the hypothesis
hc during training. In uDA, the hypothesis is parameterized by a neural network,
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(a) Optimal Collaborator Selection

(b) DILS: Distributed uDA

Figure 7.3: (a) A new target domain DK+1
T finds its optimal adaptation collaborator Dopt

from a set of candidate domains. (b) DK+1
T performs distributed uDA with Dopt

to learn a model for its distribution.

and we can train neural networks with small Lipschitz constants by regularizing the
spectral norm of each network layer [201].

Now that we have a way to estimate the target CE error, we can use it to select an
optimal collaborator that yields the minimum target CE error. Let Z = {Dk|k =

1, . . . ,K} be a set of candidate domains each with a pre-trained model hk with Lips-
chitz constants θ k

CE and θ k. Let DK+1
T be a target domain for which the collaborator

is to be chosen. Assuming the availability of a test set to compute the true error in
each candidate domain, we use Eq. 7.5 to select the optimal collaborator Dopt as:

Dopt = argmin
k=1,...,K

θ
k
CE(εL1,Dk(hk, l)+2θ

kW1(D
k,DK+1

T )) (7.6)
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7.3.2 Distributed uDA using DIscriminator-based Lazy Syn-
chronization (DILS)

Upon selecting an optimal collaborator Dopt for the target domain DK+1
T , the next

step is to learn a model for DK+1
T by doing uDA with Dopt. In line with our problem

setting, both domains are located on distributed nodes and cannot share their raw
private data with each other.

FADA [202] is a recently proposed technique for adversarial uDA in distributed
settings. Our solution (DILS) differs from FADA in three important ways: (i)
FADA was designed for a federated learning setup and assumes multiple labeled
source domains, which is not the case in our setting. (ii) FADA exchanges feature
representations of the data and corresponding gradients between nodes to achieve
distributed training. Prior works [203, 204, 205] have shown that these are prone
to privacy attacks and can be exploited to reconstruct the raw data. Instead, we
leverage a unique characteristic of adversarial training architectures and show that
adversarial uDA can be performed between distributed nodes only by exchanging
the gradients of domain discriminators. The biggest benefit of our approach is that
it provides protection against state-of-the-art gradient leakage attacks. (iii) FADA
exchanges the gradients between nodes after every batch of data, which can increase
the overall training time of uDA due to the communication overhead associated with
gradient exchange. DILS, instead, adopts a lazy gradient synchronization approach
which significantly reduces the uDA training time.

Approach. As shown in Figure 7.3b, we split the adversarial architecture across
the distributed nodes. The feature encoders of the collaborator (Eopt) and target
(ET ) reside on their respective nodes, while the discriminator DI is split into two
components DIopt and DIT . At every training step n, both nodes feed their private
training data ξ n

opt and ξ n
T into their encoders and discriminators, and compute the

gradients of the discriminators, i.e., ∇g(DIopt,ξ
n
opt) and ∇g(DIT ,ξ

n
T ) respectively.

How often should we exchange the discriminator gradients between nodes? By
exchanging discriminator gradients after every training step, we can keep the dis-
criminators synchronized and ensure that distributed training converges to the non-
distributed solution. However, this approach has a major downside, as gradient ex-
change every step incurs significant communication costs and increases the overall
uDA training time. To increase training efficiency, we propose a Lazy Synchroniza-
tion approach, wherein instead of every step, the discriminators are synchronized
after every p training steps, thereby reducing the total gradient exchange by a factor
of p. We denote the training steps at which the synchronization takes place as the
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Algorithm 1: DIscriminator-based Lazy Synchronization (DILS)
Result: FT

1 Input: Pre-trained Fopt; Randomly Initialize DIopt; Initialize FT = Fopt; DIT =DIopt;
Sync up step p; total steps N ;

2 for n = 1,2, ...,N do
3 Sample a batch of data on both nodes, ξ

(n)
opt and ξ

(n)
T ;

4 Feed ξ
(n)
opt and ξ

(n)
T into the respective Encoder-Discriminator model separately on

both nodes;
5 Based on different loss functions, calculate the gradients locally. On collaborator

node, calculate ∇g(DIopt,ξ
(n)
opt ); On target node, calculate ∇g(FT ,ξ

(n)
T ) and

∇g(DIT ,ξ
(n)
T );

6 Add ∇g(DIopt,ξ
(n)
opt ) to gradient buffer Gopt, add ∇g(DIT ,ξ

(n)
T ) to target gradients

buffer GT ;
7 if isTargetNode then
8 Apply ∇g(FT ,ξ

(n)
T ) to FT ;

9 if n%p == 0 then
10 Exchange gradients buffer and update the latest synced gradients

gsync =
Gopt+GT

2p ;
11 Clear Gopt and GT ;

12 Apply gsync to DIopt and DIT separately;

sync-up steps while other steps are called local steps. We present our DILS strategy
in Algorithm 1.

As evident, DILS works on the principle of using stale gradients (∇bsync) from the
last sync-up step to update the discriminators locally. This is particularly impor-
tant as it prevents the distributed discriminators from diverging in the local steps.
The stale gradients are refreshed at every sync-up step. Our results show that this
approach reduces the uDA training time with minimal effect on target accuracy.

Privacy Analysis. One of the key advantages of DILS is that it provides protection
against known privacy attacks. By exchanging information between the distributed
nodes using gradients of the discriminators, DILS clearly affords privacy benefits
over existing uDA algorithms since we no longer have to transmit raw training data
between nodes. However, prior works have shown that model gradients can poten-
tially leak raw training data in collaborative learning [206, 205, 204]. Therefore it
is critical to examine: can the exchange of discriminator gradients also indirectly
leak training data of a domain? Through a theoretical analysis of DILS provided in
the Appendix, we show that gradient leakage attacks can at best allow an adversary
to steal the feature representations of the data, if they get access to all the discrimi-
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(a) Samples from the Digits dataset

(b) Samples from the Office-Caltech dataset

Figure 7.4: Illustration of the Digits and Office-Caltech datasets.

nator gradients. Moreover, since our training strategy does not exchange the feature
extractor model FT between the nodes, it is infeasible to reconstruct the raw data
from the stolen feature representations.

7.3.3 Combining OCS with DILS

We now discuss how OCS and DILS work together to address the challenges intro-
duced in §7.1. As shown in Figure 7.3a, a new target domain DK+1

T first performs
OCS with all candidate domains in ZK to find its optimal collaborator Dopt. This
step makes uDA systems more flexible and ensures that each target domain is able
to achieve the best possible adaptation accuracy in the given setting. Next, as shown
in Figure 7.3b, DK+1

T and Dopt use DILS to engage in distributed uDA. This step
ensures that no private data is exposed during adaptation and yet the target domain
is able to learn a model for its distribution. Finally, the newly adapted target domain
DK+1

T (with its model and unlabeled data) is added to the candidate set Z to serve
as a potential collaborator for future domains.

7.4 Evaluation

Datasets. We evaluate FRUDA on the following image and speech datasets:
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• Rotated MNIST (RMNIST) as shown in Figure 7.1b is a variant of the MNIST
dataset with digits rotated clockwise by different degrees. Each rotation is con-
sidered a separate domain.

• Multi-microphone Spoken Keywords dataset, as introduced in Chapter 2, contains
spoken keywords recorded from three different microphones: Matrix Voice, Re-
Speaker and USB. Each microphone represents a separate domain.

• Digits, as shown in Figure 7.4a, is a widely-used meta-dataset for benchmarking
uDA algorithms in the computer vision literature. It is constructed by combin-
ing five different datasets that contain images of digits from 0-9 in various styles.
More specifically, it contains images from MNIST (M), Street View House Num-
ber or SVHN (S) [207], MNIST-M (MM), USPS (U) and SynNumbers (SYN)
[208]. Each sub-dataset is considered a different domain in our experiments.

• Office-Caltech is also a vision dataset widely used to benchmark the performance
of uDA algorithms. It contains images of office objects from 10 categories, which
are collected under four different settings: downloaded from Amazon (A), cap-
tured on a DSLR (D) camera, captured on a web camera (W), and borrowed from
the Caltech-256 (C) dataset. Each of these image settings is considered a separate
domain. Figure 7.4b shows some samples from the Office-Caltech dataset.

General Setup. We follow the same evaluation protocol as earlier uDA works
[209, 123]: a pre-trained model learned from the labeled source domain is given,
unlabeled data from the source and target domains are used for adversarial adapta-
tion, and the adapted model is evaluated on a held-out test dataset from the target
domain. The difference here is that we aim to adapt for multiple target domains,
joining sequentially in a random order. Further, we use a small subset (10%) of the
training instances for doing collaborator selection. Our system is implemented with
TensorFlow 2.0, and we use Message Passing Interface (MPI) as the communication
interface between distributed nodes.

7.4.1 Performance of DIscriminator-based Lazy Synchroniza-
tion (DILS) training

We first evaluate the convergence properties of DILS against two baselines: Non-
Distributed uDA and FADA. As discussed in §7.3.2, FADA was originally designed
for multiple sources in a federated learning setup. For a fair comparison with our
single-source setting, we modify FADA by only implementing its Federated Ad-
versarial Alignment component and setting the number of source domains to one.
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Dataset Order1 Order2

RMNIST
0,30,60,90,120,150,180,

210,240,270,300,330
0,180,210,240,270,300,
330,30,60,90,120,150

Spoken
Keywords

Matrix (M), USB (U),
ReSpeaker (R)

USB, Matrix
ReSpeaker

Digits

MNIST Modified (MM),
Synth Digits (Syn),

MNIST (M), USPS (U),
SVHN (S)

Synth Digits,
MNIST,

MNIST Modified, USPS,
SVHN

Office-Caltech
DSLR (D), Webcam (W),
Caltech (C), Amazon (A)

Webcam, Caltech,
DSLR, Amazon

Table 7.1: Domain orderings used in our experiments. Domains in bold correspond
to the labeled source domain. All other domains are unlabeled and in-
troduced sequentially in the system.

The modified FADA has the same optimization objectives as single-source DA, but
it operates in a distributed setting. Hence, it is fair to compare it with DILS. As
we discussed earlier, DILS provides privacy benefits over the baselines and is ro-
bust against gradient leakage attacks. However, two key questions still remain: (i)
Training Time: to what extent can DILS reduce the training time for distributed
uDA? (ii) Target Accuracy: can the use of stale gradients and lazy synchronization
in DILS degrade the classification accuracy in the target domain?

Results. Table 7.2 shows the performance of DILS against the baselines on 4
datasets and 8 adaptation tasks. First, we look at the mean training times for uDA
(denoted as ‘t’ in Table 7.2). As expected, non-distributed uDA, wherein source and
target datasets are required to be on the same machine, has the fastest convergence
because there is no gradient communication time involved; however this comes at
the expense of domain privacy. Importantly, the end-to-end convergence of DILS
is 37% faster than FADA in a distributed setting, primarily due to the reduced over-
head of gradient communication between nodes. Further, Table 7.2 shows a very
promising result that DILS can achieve similar accuracy as the baselines, which
confirms our theoretical analysis that lazy synchronization of discriminator gradi-
ents does not degrade the target accuracy. Averaged over all adaptation tasks, the
accuracy difference between DILS and the baselines is less than 0.5%, and it could
be further reduced by choosing a smaller p.

7.4.2 Performance of the proposed framework, FRUDA

Recall that FRUDA comprises of two algorithms: Optimal Collaborator Selection
(OCS) and distributed uDA (DILS) algorithms. In §7.4.1, we established that DILS
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RMNIST Office-Caltech

Training 30→ 60 150→ 180 t (mins) W→ C D→ A t (mins)

Source-Only 32.68 61.51 - 87.81 85.28 -

Non-Distributed 69.61 91.86 2.4 91.74 92.01 21

FADA 69.30 91.21 65.28 91.02 92.03 73.8

DILS 68.34 90.16 35.2 90.56 91.77 55.05

Digits Spoken Keywords

Training M-M→ U Syn→ U t (mins) C→ U R→ C t (min)

Source-Only 57.54 79.32 - 73.98 67.47 -

Non-Distributed 82.14 90.1 5.69 79.85 77.52 5.8

FADA 82.13 89.9 86.94 79.81 77.39 37.8

DILS 81.66 89.78 54.6 79.33 77.38 22.5

Table 7.2: Target Domain Accuracy and mean uDA Training Time (t). DILS has
a 37% faster convergence time than FADA on average, without a major
drop in adaptation accuracy. The sync-up step p for DILS is set to 4.

is an effective algorithm for distributed uDA, in terms of training time, data privacy
and adaptation accuracy. Now we evaluate how DILS can work in conjunction with
OCS to scale uDA in practical settings.

Experiment Setup. In our problem setting, domains appear sequentially in an or-
der. Let {DS,D

1
T ,D

2
T · · ·DK

T } denote an ordering of one labeled source domain DS
and K unlabeled target domains. For each target domain Di

T |Ki=1, we first choose a
collaborator domain, which could be either the labeled source domain DS or any of
the previous target domains D j

T |
i−1
j=1 that have already learned a model using uDA.

Upon choosing a collaborator (using OCS or any of the baseline techniques), we use
DILS to perform distributed uDA between the target domain and the collaborator,
and compute the post-adaptation test accuracy Acci

T in the target domain. We report
the mean adaptation accuracy obtained over all target domains, i.e., 1

K ∑
K
i=1 Acci

T .

For each dataset, we use two random orderings of source and target domains, e.g.,
for Office-Caltech, we choose Order1 = D,W,C,A and Order2 = W,C,D,A. Please
refer to the Appendix for details on orderings used for other datasets, and our com-
puting infrastructure. The optimization objectives of ADDA presented in Eq. 7.2
and 7.3 are used for adaptation in this experiment.

Collaborator Selection Baselines. We compare OCS against four baselines: (i)
Labeled Source wherein each target domain only adapts from the labeled source
domain; (ii) Random Collaborator: each target domain chooses a random collabo-
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RMNIST Office-Caltech
Order1 Order2 D,W,C,A W,C,D,A

No Adaptation 34.65 35.54 66.40 85.25
Random 28.66±6.50 37.11±4.32 69.18±1.51 80.1±2.44

Labeled Source 47.14 ± 0.85 49.08± 0.75 67.77±0.15 90.62±0.13
Multi-Collaborator 40.51±0.30 42.73±0.39 68.90±0.24 82.17±0.87
Proxy A-Distance 93.51 ± 0.22 74.14±0.05 69.37±0.2 90.62±0.13

FRUDA (Ours) 97.08 ± 0.14 81.72±0.3 74.56±0.52 90.62±0.13

Digits Spoken Keywords
Order1 Order2 Order1 Order2

No Adaptation 59.59 72.09 76.45 75.83
Random 62.77±2.19 69.13±4.0 80.17±1.60 77.34±1.09

Labeled Source 64.89±0.23 79.87±0.31 80.86 ± 0.09 79.91±0.05
Multi-Collaborator 60.94±0.13 75.91±0.30 76.90 ± 0.13 79.0±0.24
Proxy A-Distance 70.09±0.45 83.07±0.15 80.34 ± 0.19 80.02±0.31

FRUDA (Ours) 73.01±0.87 85.31±0.26 81.43 ± 0.06 81.81±0.10

Table 7.3: Mean accuracy over all target domains appearing in a given order, e.g.,
Order1=D,W,C,A for Office-Caltech.

rator from the available candidates; (iii) Proxy A-distance (PAD) where we choose
the domain which has the least PAD [210] from the target; (iv) Multi-Collaborator
is based on MDAN [211], where all available candidate domains contribute to the
adaptation in a weighted-average way. However, MDAN was developed assuming
that all candidate domains are labeled, which is not the case in our setting. Hence,
we modify MDAN and only optimize its adversarial loss during adaptation (details
in the Appendix).

Results. Table 7.3 reports the mean accuracy obtained over the target domains
for two domain orderings in each dataset. We observe that FRUDA outperforms the
baseline collaborator selection techniques in most cases. Importantly, it can provide
significant gains over the Labeled Source (LS) baseline, which verifies our hypoth-
esis that the labeled source domain is not always optimal for uDA. We highlight
three key results from Table 7.3: (a) in RMNIST, FRUDA provides 41% accuracy
gains over LS on average — this could be partly attributed to the large number of
target domains (K = 11) in this dataset. As the number of target domains increase,
there are more opportunities for benefiting from collaboration selection, which led
to higher accuracy gains over LS in this dataset. (b) For Office-Caltech (order =
W,C,D,A), the labeled source domain W turns out to be the optimal collaborator
for all target domains, and FRUDA managed to converge to the Labeled Source
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Figure 7.5: Effect of increase in the domain shift on the performance of FRUDA.

baseline. (c) Multi-collaborator baseline often performed worse than even LS. We
surmise that this is due to negative transfer caused by some collaborator domains
that are too different from the target domain. OCS, on the other hand, is able to
filter out these bad collaborators, which leads to higher adaptation accuracy. In gen-
eral, our results demonstrate that as uDA systems scale to multiple target domains,
the need for choosing the right adaptation collaborator becomes important, hence
warranting the need for accurate collaboration selection algorithms.

Delving deeper, we evaluate the performance of FRUDA as the divergence between
domains increase. We take the RMNIST dataset and vary the inter-domain rotation
from 5° (i.e., the domains are 0°, 5°, 10°, 15°....) to 40° (i.e., the domains are 0°,
40°, 80°, 120°....). Figure 7.5 reports the mean accuracy across all target domains,
and we observe that the performance gains of FRUDA over the Labeled Source
baseline increase as the inter-domain divergence increases. This is because as inter-
domain rotation increases, the shift between the target domains and labeled source
distribution (0°) also increases. Under higher domain shift, the labeled source do-
main no longer remains the optimal collaborator and the adaptation performance
drops significantly. FRUDA, on the other hand, finds an optimal collaborator in
each case and prevents accuracy degradation due to a higher domain shift.

The results presented in Table 7.3 used the adversarial loss functions of ADDA from
Eq. 7.2 and 7.3 during adaptation. However, FRUDA is intended to be a general
framework not limited to one specific uDA algorithm. We now evaluate its perfor-
mance with three other uDA loss formulations (i) when a Gradient Reversal Layer
(GRL) is used to compute the mapping loss [122], (ii) when Wasserstein Distance
is used as a loss metric for domain discriminator [125] and (iii) CADA [212] which
enforces consensus between source and target features. The optimization objectives
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RMNIST (Order1) Digits (Order1)

ADDA GRL WassDA CADA ADDA GRL WassDA CADA

No Adaptation 34.65 34.65 34.65 34.65 59.59 59.59 59.59 59.59
Labeled Source 47.14 47.26 44.39 41.30 64.89 65.51 70.34 65.22
FRUDA(Ours) 97.08 97.35 91.15 83.37 73.01 69.80 75.36 70.19

Table 7.4: Mean target accuracy for four uDA methods. Our framework can be
used in conjunction with various uDA methods, and improves mean ac-
curacy over the Labeled Source baseline.

for each of these uDA techniques are provided in the Appendix.

In Table 7.4, we observe that while different uDA techniques yield different target
accuracies, FRUDA can work in conjunction with all of them to improve the overall
accuracy over the Labeled Source baseline.

7.5 Related Work

Related work for OCS. There are prior works on computing similarity between
domains, e.g., using distance measures such as Maximum Mean Discrepancy [213],
Gromov-Wasserstein Discrepancy [214], A-distance [215], and subspace mapping
[216]. However, our results in §7.4.2 show that merely choosing the most similar
domain as the collaborator is not optimal. Instead, OCS directly estimates the target
cross-entropy error for collaborator selection. Another advantage of OCS over prior
methods is that it can work in a fully distributed manner without compromising
domain privacy.

There are also works on selecting or generating intermediate domains for uDA.
[217] studied a setting when source and target domains are too distant (e.g., image
and text) which makes direct knowledge transfer infeasible. As a solution, they
propose selecting intermediate domains using A-distance and domain complexity.
However, as we discussed, merely using distance metrics does not guarantee the
most optimal collaborator. Moreover, this work was done on a KNN classifier and
did not involve adversarial uDA algorithms. [218] and [219] use style transfer to
generate images in intermediate domains between the source and target. Although
interesting, these works are orthogonal to OCS in which the goal is to select the
best domain from a given set of candidates. Moreover, these works are primarily
focused on visual adaptation, while OCS is a general method that can work for any
modality. Finally, [220, 221] are techniques for incremental uDA in continuously
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shifting domains. However, in our problem, different target domains may not have
any inherent continuity in them, and hence it becomes important to perform OCS.

Related work for DILS. There is prior work on distributed model training, wherein
training data is partitioned across multiple nodes to accelerate training. These meth-
ods include centralized aggregation [16, 18], decentralized training [19, 20], and
asynchronous training [222]. Similarly, with the goal of preserving data privacy,
Federated Learning proposes sharing model parameters between distributed nodes
instead of the raw data [223, 224]. However, these distributed and federated training
techniques are primarily designed for supervised learning and do not extend directly
to uDA architectures. A notable exception is FADA by [202] which extends uDA
to federated learning. As we extensively discussed in § 7.3.2, FADA exchanges the
features and gradients of the feature extractor between nodes to achieve domain
privacy, which are prone to privacy attacks. Instead, DILS operates by exchanging
discriminator gradients between nodes, which bring both privacy and training-time
benefits over FADA.

Related work on practical uDA. [225] and [226] are two very promising recent
works on source-dataset-free uDA. Although the scope of these works are different
from us, we share the same goal of making uDA techniques more practical. Specif-
ically, we focus on developing general algorithms and frameworks to scale existing
uDA approaches in realistic settings.

7.6 Discussion and Limitations

In this section, we discuss the limitations of this work and avenues for future re-
search.

Extending to non-adversarial adaptation algorithms. Although our proposed
framework can incorporate different adversarial uDA optimization objectives, we
are cognizant that there are other uDA algorithms, such as those based on generative
algorithms (e.g., [209]) and those with no adversarial learning component (e.g.,
[227]) which are currently not compatible with DILS. Future work could explore
how such non-adversarial uDA algorithms could be extended for distributed ML
systems.

Selecting Multiple Collaborators. Our optimal collaborator selection algorithm
currently selects a single optimal collaborator, which is then used to perform pair-
wise uDA with the target. In the future, our method can be extended to select
multiple collaborators that can jointly perform uDA with the target domain.
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Scalability Assumption. We assumed that the ML system would scale sequentially,
i.e., it will encounter target domains in a given order one at a time. As such, at
any given step, we choose an optimal collaborator for the new target domain and
perform uDA to learn a target model. However, there could be other ways for
ML systems to scale; for example, a system may be deployed in multiple target
domains simultaneously and our current approach of step-wise adaptation may not
work here.

Security and Privacy. As with any distributed algorithm that sends data over the
communication network, our method is also prone to security and privacy hacks.
Although our strategy protects against gradient leakage attacks currently known in
the literature, we are mindful of the possibility that our technique may not withstand
new privacy attacks that will be developed in the future. Hence, we need to be
constantly aware of the developments in the ML privacy literature and be ready to
make amendments to our proposed technique.

7.7 Summary

This chapter extended the adversarial uDA solutions presented in the thesis in two
important ways. Firstly, we showed that when there are multiple target domains in
an ML system, there is merit in not always relying on the labeled source domain
as the collaborator. Instead, it is better to flexibly choose an adaptation collabora-
tor from all the domains in the system that have learned a prediction model. To
this end, we proposed an Optimal Collaborator Selection algorithm, which finds
an optimal collaborator for each target domain based on a collaborator’s in-domain
cross-entropy error and the Wasserstein distance between the collaborator and tar-
get domains. Our second contribution was in proposing a distributed adaptation
algorithm, DILS, using which we can perform uDA even when the source and tar-
get datasets are geographically distributed, and it is not feasible to exchange raw
data between them due to privacy reasons. The core idea in DILS is to perform
uDA using lazy synchronization of the gradients of the domain discriminator be-
tween the distributed nodes, which not only results in similar accuracies as the non-
distributed uDA, but also provides substantial speedup in convergence time and
prevents gradient-based privacy attacks.



Chapter 8

Concluding Remarks

This thesis investigated the challenges associated with heterogeneity in sensor data
and their impact on the scalability of machine learning systems to new domains.
The research questions were mainly inspired by the practical scenarios in which
ML systems are likely to be deployed, and a number of unsupervised domain adap-
tation solutions were proposed to counter the domain shift induced by sensing het-
erogeneities.

Below we summarize our key contributions, discuss the limitations of our proposed
solutions, and highlight the avenues for future work on this topic.

8.1 Summary of Contributions

The main contributions of this thesis are as follows:

• In Chapter 3, we quantified the effect of microphone-induced heterogeneity on
speech classification models by collecting large-scale multi-microphone datasets.
It was one of the first systematic investigations of how microphone variability
across off-the-shelf consumer-scale microphone devices can degrade the scala-
bility of deep learning based speech models. The datasets developed towards this
effort have been released in public and have been used in other research investiga-
tions [228]. We also evaluated the impact of domain shift induced by variations
in IMU sensors and their placement on the human body. Our empirical results
show that the performance of human activity recognition (HAR) models degrade
drastically under these domain shifts.

• Looking at the problem of domain shift from the perspective of ML systems, we
proposed adaptation algorithms for both opaque and transparent ML systems. In
Chapter 4, we study opaque ML systems wherein the parameters of source domain
prediction model are not accessible during adaptation. We presented Mic2Mic,
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our solution to train a domain translation model using unlabeled and unpaired
data from both domains. Our results show that by incorporating this translation
model as a component in the inference pipelines of speech-based ML systems,
we can recover a significant percentage of the accuracy that is otherwise lost due
to microphone heterogeneity.

• In Chapter 5, we presented a uDA approach for transparent ML systems that mod-
ifies the parameters of the source prediction model during adaptation. Our solu-
tion is based on data-augmented adversarial training and outperforms a number
of baseline uDA algorithms on the task of adapting HAR models to new domains.
This solution paves the way for developing HAR systems that are more robust to
the device usage preferences of end-users.

• In Chapter 6, we proposed a solution to relax a common, but limiting, assump-
tion in adversarial uDA algorithms that the label spaces of source and target do-
mains are identical. In practical ML systems where we have no control over the
data collected in the target domain, this assumption does not hold. Our proposed
algorithm dynamically assigns importance weights to samples from shared and
private classes in each domain, prevents negative transfer during adaptation and
also boosts the accuracy of the classes that are shared between the domains.

• Finally, Chapter 7 studies the case when the source and target domains are geo-
graphically distributed, and exchanging data between them could be expensive or
may have privacy implications. This challenge is often overlooked in the ML lit-
erature but is critical to the success of unsupervised domain adaptation algorithms
in practice. We proposed a distributed uDA approach, DILS, that allows for ad-
versarial training to proceed without requiring the exchange of raw data between
domains. Our second contribution in this chapter pertained to scaling uDA to ML
systems with multiple target domains, and we presented an algorithm called OCS
to select the optimal adaptation collaborator for each domain. Finally, we pro-
posed FRUDA, an end-to-end uDA framework in which OCS and DILS work in
conjunction to increase the adaptation performance of a multi-target ML system,
while preserving each domain’s privacy.

8.2 Limitations and Future Work

In Chapters 4,5,6 and 7, we highlighted the limitations of our proposed solutions.
Below we list some additional limitations of the broader methodology adopted in
this thesis, along with identifying topics for future work.



8.2. Limitations and Future Work 133

Scalability of pairwise adaptations. All our proposed solutions are designed for
pair-wise adaptation. In other words, we assume that for each target domain in
which an ML system in deployed, we need to learn a model by adapting from a
source domain. A limitation of this approach is that when ML systems scale to a
large number of target domains (e.g., to hundreds of microphones or IMU devices),
we will have to repeat the adaptation step once for each target domain. This raises
two challenges: (i) we need to collect unlabeled training data from each target
domain to facilitate uDA, (ii) the aggregated training cost of uDA over all the target
domains will become too high, which will have direct implications on the carbon
footprint of ML systems.

We see two potential solutions to this issue. First, we can investigate unsupervised
multi-target domain adaptation [229] which is a relatively unexplored topic in uDA.
In this approach, data samples from multiple target domains are used in combination
with the source domain samples to learn domain-invariant feature representations.
Domain Generalization (DG) approaches are another promising alternative – here
the goal is to train a model on multiple labeled source domains such that it can
perform well on any unseen target domains out-of-the-box, without requiring any
adaptation [230]. Although both these approaches have their own constraints (e.g.,
DG requires labeled data from multiple domains), they would clearly reduce the
training costs associated with uDA in a multi-domain system.

Monitoring and Detecting Domain Shift. Before any of our proposed uDA solu-
tions could be employed, the ML system needs to detect the occurrence of domain
shift. We did not study the detection problem in the thesis, however it is an equally
important piece of the puzzle. Fortunately, there are a number of works in the lit-
erature that have discussed and proposed solutions for monitoring [34, 33, 35] and
detecting domain shifts [36, 175].

Availability of Source Domain Data. We assumed that source domain data is
available during adaptation. While it is a reasonable assumption when the source
model developer themselves want to adapt a model to new domains, there might be
scenarios when this assumption is not practical. Particularly, in opaque ML systems,
the model developer will only expose the trained model through an API and may
not provide any data samples from the source domain. Hence, the ability to perform
uDA in the absence of source data becomes critical in these settings. [231] is an
early-stage visual recognition solution in this direction which could be extended for
IMU and speech data.

Continual adaptation of ML systems. We assumed that the target domains are sta-
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tionary, however it is plausible that they evolve continuously. Consider a camera-
based recognition system for detecting the presence of tigers in a jungle. Let us
assume that this system was trained in sunny weather conditions (source domain)
using supervised learning. When this system is deployed in real-world, it will en-
counter different weather conditions such as light rain, heavy rain and snow (i.e.,
target domains). In this setting, one approach is to consider each of these domains as
independent and employ the pair-wise adaptation algorithms proposed in this thesis
to train a model for each of them. Alternatively, it can be argued that these target
domains (light rain, heavy rain, snow) have some underlying relation and as such,
an incremental adaptation approach is more appropriate which goes from Sunny→
Light Rain → Heavy Rain → Snow, while at the same time ensuring that there is
no catastrophic forgetting in the past domains. [220] is an interesting work in this
direction, which could be extended for speech and HAR models.

Scaling ML systems using semi-supervised domain adaptation. The solutions
developed in this thesis to scale ML models to new domains assumed that there
is no labeled data available in the target domain. In some sense, this is the most
challenging scenario for adapting models across domains. Instead, if we assume
that the target domain contains a small amount of labeled data, we can design semi-
supervised adaptation algorithms. This setting has been studied in the literature
under the name of few-shot adaptation [178] and has shown promising results on
visual recognition tasks. Similar semi-supervised adaptation techniques can be ex-
plored for microphone and IMU-induced domain shifts in speech and HAR models.

Resource-efficient uDA. ML systems are being actively deployed on edge devices
with limited memory and computational capabilities. Therefore, it is important that
both the training and deployment of uDA solutions is resource-efficient. We plan to
investigate an interesting research question in future work: during uDA, in addition
to adapting the parameters of a source domain neural network, can we also jointly
learn a small-footprint neural network architecture for the target domain? While the
former is important to enhance the performance of the source model in the target
domain, the latter could improve the resource-efficiency of the target domain model.
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[83] Yu Guan and Thomas Plötz. Ensembles of deep lstm learners for activity
recognition using wearables. Proceedings of the ACM on Interactive, Mobile,
Wearable and Ubiquitous Technologies, 1(2):1–28, 2017.

https://www.bynorth.com/


BIBLIOGRAPHY 144
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Appendix A

Appendix

In this appendix, we provide the experimental details and theoretical justifications
for the algorithms proposed in Chapter 7.

A.1 Experiment Details

Loss Formulations of uDA algorithms. We now discuss the adversarial training
formulation of the various uDA algorithms with which we evaluated the efficacy of
our proposed FRUDA framework in Chapter 7. Recall that we evaluate our method
with four domain adaptation techniques: ADDA [123], Gradient Reversal [122]
and Wasserstein DA [125], and CADA [212]. Below are the adversarial training
formulations of these techniques as proposed in their original papers.

ADDA. Following the same notations used earlier in the paper, the adversarial loss
formulations of ADDA can be represented mathematically as:

min
DI

LadvDI
=−Exs∼XS

[log(DI(FS(xs))]−Ext∼XT
[log(1−DI(FT (xt))] (A.1)

min
FT

LadvM
=−Ext∼XT

[log(DI(FT (xt))] (A.2)

The Discriminator DI is optimized using LadvDI
where the domain data from source

and target domains are assigned different domain labels (0 and 1). To update the
feature extractor FT , ADDA proposes to invert the domain labels, which results in
the loss formulation given in LadvM

.

In order to run ADDA in a distributed manner, we decompose the discriminator DI
into DIS and DIT which results in the following loss functions:

LadvDIS
=−Exs∼XS

[log(DIS(FS(xs))] (A.3)
LadvDIT

=−Ext∼XT
[log(1−DIT (FT (xt))] (A.4)
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LadvM
=−Ext∼XT

[log(DIT (FT (xt))] (A.5)

Thereafter, we compute local gradients for DIS and DIT ,

∇g(DIS,xs) =
δLadvDIS

δDIS
(A.6)

∇g(DIT ,xt) =
δLadvDIT

δDIT
(A.7)

and aggregate them in the sync-up step as shown in Algorithm 1. The aggregated
gradients are used to optimize DIS and DIT , while FT is optimized using the loss
function in Equation A.5.

Gradient Reversal. The Gradient Reversal approach uses the same loss formulation
for the discriminators DIS and DIT as ADDA as shown in Equations A.1, A.3, A.4.

However, to update the target extractor FT , it leverages the gradient reversal strategy,
resulting in the following loss function.

min
FT

LadvM
=−LadvDIT

= Ext∼XT
[log(1−DIT (FT (xt))]

(A.8)

The computation of local gradients for DIS and DIT follow the same process as
shown in Equations A.6 and A.7.

Wasserstein DA. In this technique [125], the authors use the Wasserstein distance
as the loss function for discriminator. Wasserstein distance between two datasets is
defined as

Wasserstein(Xs,Xt) =
1
ns

∑
xs∼XS

DI(FS(xs))−
1
nt

∑
xt∼XT

DI(FT (xt)) (A.9)

where ns and nt are the number of samples in the dataset. The discriminator loss is
computed as:

min
DI

LadvDI
=−Exs∼XS,xt∼XT

[Wasserstein(xs,xt)]+ γLgrad (A.10)
where Lgrad is the gradient penalty used to enforce the Lipschitz constraint on the
discriminator. Further, the target extractor is optimized using the following loss
function:

min
FT

LadvM
= Exs∼XS,xt∼XT

[Wasserstein(xs,xt)] (A.11)

We use the same strategy to compute local gradients for DIS and DIT as shown in
Eq A.6 and A.7.

CADA. Consensus Adversarial Domain Adaptation is a technique recently proposed
by [212] which enforces the source and target extractors to arrive at a consensus in
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the feature space through adversarial training. It uses the same loss formulation
for the discriminators DIS and DIT as ADDA as shown in Equations A.1, A.3,
A.4. However, the key difference is that CADA optimizes both the source and
target feature extractors in the training process, until the discriminator can no longer
distinguish the features from source and target domains.

min
FS

LadvM1
=−Exs∼XS

[log(DIS(FS(xs))] (A.12)

min
FT

LadvM2
=−Ext∼XT

[log(DIT (FT (xt))] (A.13)

Thereafter, a shared classifier is trained on the sourced labeled data by keeping the
source feature extractor fixed. The shared classifier can be used with the target
extractor to make predictions.

min
CShared

Lcl f =−E(xs,ys)∼(XS,YS)

K

∑
k=1

1[k=ys][log(CShared(FS(xs))]

Computing Wasserstein distance across distributed datasets in a privacy pre-
serving manner. Our optimal collaborator selection algorithm requires computing
an estimate of the Wasserstein (W1) distance between a candidate domain (DC) and
the target domain (DT ). Let XC and XT denote the unlabeled datasets from the two
domains. As shown by [125], the W1 distance can be computed as:

W1(XC,XT ) =
1

nC
∑

xs∼XC

DI(FC(xc))−
1

nT
∑

xt∼XT

DI(FT (xt)) (A.14)

where nC and nT are the number of samples in the dataset, FC and FT are the feature
encoders of each domain, and DI is an optimal discriminator trained to distinguish
the features from the two domains. To train the optimal discriminator, following
loss is minimized:

min
DI

LadvDI
=−Exc∼XC,xt∼XT

[W1(xc,xt)+ γLgrad]

where Lgrad is the gradient penalty used to enforce 1-Lipschitz continuity on the
discriminator.

Interestingly, Equation A.14 has a similar structure to the optimization objectives
for ADDA and other uDA algorithms discussed above. Hence, we can use the same
principle as DILS and exchange discriminator gradients between nodes to compute
the Wasserstein Distance in a distributed manner, without requiring any exchange
of raw data.

We initialize FT with FC and decompose the discriminator DI into two parts (DIC
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and DIT ) which reside on the respective nodes. The raw data from both nodes is fed
into their respective encoders and discriminators, and we compute the gradients of
each discriminator as follows:

L
C

DI =
1

nC
∑

xs∼XC

DIC(FC(xc))

L
T

DI =
1

nT
∑

xt∼XT

DIT (FT (xt))

∇g(DIC,xc) =
δL

C

DI
δDIC

∇g(DIT ,xt) =
δL

T

DI
δDIT

Both nodes exchange their discriminator gradients during a synchronization step
and compute aggregated gradients:

∇g(DIagg,xc,xt) = ∇g(DIC,xc)−∇g(DIT ,xt) (A.15)

Finally, both discriminators DIC and DIT are updated with these aggregated gradi-
ents, and gradient penalty is applied to enforce the 1-Lipschitz continuity on the
discriminators. This process continues until convergence and results in an optimal
discriminator. Once the discriminators are trained to convergence, we can calculate
the Wasserstein distance as:

W1(XC,XT ) = L
C

DI−L
T

DI

To the best of our knowledge, this approach of computing Wasserstein distance
in a distributed manner has not been explored before. Moreover, this ability to
compute Wasserstein distance in a distributed manner makes it an ideal metric for
collaborator selection in a privacy-preserving setting.

Modifications done to the MDAN baseline. As we noted in Section 7.4.2, we
compare OCS against a Multi-Collaborator baseline wherein all available candidate
domains contribute in domain adaptation with the target. To this end, we employ the
MDAN [211] method proposed for multi-source domain adaptation. However, one
key difference between MDAN and our problem setting is that MDAN assumes that
there are multiple source domains and all of them are labeled. With this assumption,
MDAN optimizes the following objective during uDA:
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minimize
1
γ

∑
i∈[k]

exp(γ(ε̂Si
(h)− min

h′∈H∆H
ε̂T,Si

(h′)))

where ε̂Si
is the classification error for source domain Si obtained using supervised

learning (assuming the availability of labels), and ε̂T,Si
is the error of a domain

discriminator trained to separate Si and target T .

However, in our problem setting, there is only one labeled source and all other
domains are unlabeled. As such, we do not have a way to compute the classification
error ε̂Si

for all candidate domains. Therefore, we only use the discriminator error
proposed in MDAN as a way to weigh the contribution of each collaborator domain
in the adaptation process.

A.2 Theoretical Justifications

Optimal Collaborator Selection (OCS) algorithm. Below we provide the proof
of the theorem used for optimal collaborator selection.

Theorem 1. Let D1 and D2 be two domains sharing the same labeling function
l. Let θCE denote the Lipschitz constant of the cross-entropy loss function in D1,
and let θ be the Lipschitz constant of a hypothesis learned on D1. For any two
θ -Lipschitz hypotheses h,h′, we can derive the following error bound for the cross-
entropy (CE) error εCE,D2

in D2:

εCE,D2
(h,h′)≤ θCE

(
εL1,D1

(h,h′)+2θW1(D1,D2)
)

(A.16)
where W1(D1,D2) denote the first Wasserstein distance between the domains D1

and D2, and εL1,D1
denotes the L1 error in D1.

Proof. The L1 error between two hypotheses h,h′ on a distribution D is given by:

εL1,D(h,h
′) = Ex∼D

[
|h(x)−h′(x)|

]
(A.17)

We define softmax cross-entropy on a given distribution D as

εCE,D(h) = Ex∼D

[∣∣∣logSl(x)h(x)
∣∣∣] , (A.18)

where S is the softmax function Rn −→ Rn, l is the labelling function, and Sl(x)

denotes the projection of S to the l(x)-component.
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Then we have,

εCE,D(h,h
′) = Ex∼D

[
| logSl(x)h(x)− logSl(x)h

′(x)|
]

= εL1,D
(
logSlh, logSlh

′) (A.19)

Further, using the definition of Lipschitz continuity, we have

∣∣∣logSl(x)h(x)− logSl(y)h(y)
∣∣∣≤ θCE|h(x)−h(y)|, (A.20)

where θCE is the Lipschitz constant of the softmax cross-entropy function.

Next, we follow the triangle inequality proof from [125, proof of Lemma 1] to find
that

εL1,D2

(
logSlh, logSlh

′)≤ εL1,D1

(
logSlh, logSlh

′)+2θCE.θW1(D1,D2), (A.21)

where θ is a Lipschitz constant for h and h′, if the label l(x) were constant. Since
l(x) is constant outside of a measure 0 subset where the labels change, and h and h′

are Lipschitz, so in particular measurable, Equation A.21 holds everywhere.

Then, by substituting from Eq. A.19 and Eq. A.20 in Eq. A.21, we get Theorem 1:

εCE,D2
(h,h′)≤ εCE,D1

(h,h′)+2θCE.θW1(D1,D2)

≤ θCE(εL1,D1

(
h,h′

)
+2θW1 (D1,D2)) (A.22)

�

Privacy Analysis of DILS. Recall that a key feature of DILS is to exchange infor-
mation between the distributed nodes using gradients of the discriminators. This
clearly affords certain privacy benefits over existing uDA algorithms since we no
longer have to transmit raw training data between nodes. However, prior works have
shown that model gradients can potentially leak raw training data in collaborative
learning [206], therefore it is critical to examine: can the discriminator gradients
also indirectly leak training data of a domain? We begin by providing some the-
oretical justification on why our training algorithm prevents the reconstruction of
raw data from discriminator gradients. Later, we study the performance of DILS
under a state-of-the-art gradient leakage attack proposed by [205].

We consider the case when the domain discriminator is made of a single neuron and
later, we will explain how this analysis generalizes to deeper discriminators.
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Let x = (x1,x2, ....xn) ∈ Rn be a n-dimensional training point sampled from the
target domain. Let the target domain feature extractor FT be a neural network which
outputs a j-dimensional feature vector e =

(
e1,e2, ....e j

)
∈ R j. The squared error

discriminator loss LD is expressed as:

LD =

(
g

(
j

∑
i=1

Wiei +b

)
− y

)2

(A.23)

where Wi (i = 1...j), b and g are respectively the weights, bias, and activation function
of the target discriminator, and y is the target domain label. Under this formulation,
the gradient with respect to discriminator weight Wj is given as:

∇W j
=

δLD
δWj

=
δ

(
g
(

∑
j
i=1Wiei +b

)
− y
)2

δWj

= 2

(
g

(
j

∑
i=1

Wiei +b

)
− y

)
δ

(
g
(

∑
j
i=1Wiei +b

))
δWj

= 2

(
g

(
j

∑
i=1

Wiei +b

)
− y

)(
g′
(

j

∑
i=1

Wiei +b

))
δ

(
∑

j
i=1Wiei +b

)
δWj

= 2

(
g

(
j

∑
i=1

Wiei +b

)
− y

)(
g′
(

j

∑
i=1

Wiei +b

))
· e j (A.24)

Similarly, the gradient with respect to the bias b is given as:

∇b =
δLD
δb

=
δ

(
g
(

∑
j
i=1Wiei +b

)
− y
)2

δb

= 2

(
g

(
j

∑
i=1

Wiei +b

)
− y

)(
g′
(

j

∑
i=1

Wiei +b

))
·1 (A.25)

Note that
∇Wj
∇b

= e j, i.e., if an adversary steals the gradients of the weights and bias
of the discriminator, they can potentially (and, at best) reconstruct the feature rep-
resentation e of the training input. It is infeasible to reconstruct the input raw data
x from the stolen features e, because our training strategy does not exchange the
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feature extractor model FT between the nodes. Also note that by adding regular-
ization during the training process (e.g., using Dropout or L2 regularization), even
reconstruction of the entire feature representations e can be prevented.

Although we provided the above justification assuming that the discriminator con-
sists of a single neuron, our conclusion extends to scenarios where the discriminator
is a neural network. Here, the gradients of the first hidden layer of the discriminator
network can result in feature leakage:

∇
W (1)

c, j
=

δLD

δW (1)
c, j

= θ · e j (A.26)

where, W (1)
c, j is the weight connecting the jth encoded feature e j with the cth node in

the first hidden layer of the discriminator. θ is a real number. As described earlier,
the gradient in Equation A.26, in conjunction with the gradient of the bias can at
best result in reconstructing the feature representation e, however it does not reveal
the training data x from the target domain.

Protection against a state-of-the-art privacy attack. The above analysis was con-
ceptual in nature and intended to give an intuition on the privacy properties of DILS.
We now take a recently proposed privacy attack as an example and study the behav-
ior of DILS under it.

[205] showed that gradient matching can be a simple but robust technique to recon-
struct the raw training data from stolen gradients. Let us say we are given a machine
learning model F(.) with weights W . Let ∇W be the gradients with respect to a pri-
vate input pair (x,y). During distributed training, ∇W are exchanged between the
nodes.

A reconstruction attack happens as follows: an attacker first randomly initializes a
dummy input x′ and label input y′. This data is fed into the model F(.) to compute
dummy gradients as follows:

∇W ′ =
∂`(F (x′,W ) ,y′)

∂W

Finally, the attacker minimizes the distance between the dummy gradients and the
actual gradients using gradient descent to reconstruct the private data as follows:
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x′∗,y′∗ = argmin
x′,y′

∥∥∇W ′−∇W
∥∥2

= argmin
x′,y′

∥∥∥∥∂`(F (x′,W ) ,y′)
∂W

−∇W
∥∥∥∥2

(A.27)

[205] demonstrate the success of this attack on a number of image datasets.

Can this attack succeed on DILS? There are two key assumptions in this attack:
(i) the weights W of the end-to-end machine learning model are available to an
adversary in order for them to compute the dummy gradients, (ii) the gradients of
all the layers (∇W ) between the input x and output y are available to the adversary.

DILS never exchanges the weights of the target domain model (i.e., the feature
encoder and the discriminator) during the adversarial training process. The target
feature encoder is trained locally and only discriminator gradients are exchanged.
Without the knowledge of the model weights W , an attacker can not generate the
dummy gradients ∇W ′ necessary to initiate the attack on the target domain. Looking
at the source or collaborator domain, we do exchange its feature encoder with the
target domain in the initialization step of uDA, which could be used by the attacker
to generate the dummy gradients ∇W ′. However, for the attack to succeed, the
attacker also needs the real gradients (∇W ) of all the layers between the input x
and output y in the source domain. This includes gradients of the feature encoder
FS and the domain discriminator DIS. In DILS however, we only exchange the
gradients of the domain discriminator DIS during training; the gradients of FS are
never exchanged. Without the knowledge of the gradients of FS, an attacker cannot
use Eq. A.27 to reconstruct the training data of the source domain.

In summary, we have proven that our strategy of distributed uDA based on discrim-
inator gradients does not allow an attacker to reconstruct the private data of either
the source or the target domain.
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