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The Cell Broadband Engine (CBE) was developed as a high-performance multimedia process-
ing environment. A CBE is a heterogeneous multicore processor that incorporates the PowerPC
Processor Element (PPE) and Synergistic Processor Elements (SPEs). Each SPE is a special
purpose RISC processor with 128-bit SIMD capability. In this paper, we describe a new compu-
tational method for simulating fluid dynamics on a CBE using the FHP-III model. The approach
is suitable for simulating very complicated shapes. In our implementation, the speedup of the
FHP-III model is about 3.2 times compared with an Intel Core2 Duo E6600 running at 2.4 GHz
when there are about 11 millions lattice sites.

1 Introduction

A considerable number of studies have been conducted on the Cellular Automata (CA)
that John Von Neumann and Stan Ulam proposed1. The CAs have been widely used for
modeling different physical systems, such as systems with an emphasis on spin systems and
pattern formations in reaction-diffusion systems. Here, the Lattice Gas Automata (LGA)
that are a class of the CAs designed for simulating fluid dynamics have been one of the
central models.

Within the LGA, a transition function is broken down into two parts: collision stage
and propagation stage. In the collision stage, particle collisions are handled by a collision
rule, which broadly can be classified into two groups: the Hardy, Pazzis and Pomeau (HPP)
model2, and, the Frisch, Hasslacher, and Pomeau (FHP) model3, 4. The FHP model is used
in this paper. In the propagation stage, the particles move from one lattice site to another
adjacent site. Each of the lattice sites can be computed from the values of its own lattice
site and adjacent lattice sites. The LGA has computational locality and therefore many
approaches with parallel and distributed systems have been proposed5, 6.

The Cell Broadband Engine (CBE) is the multicore processor developed by Sony Com-
puter Entertainment Inc./Sony, TOSHIBA, and IBM7, 8. As shown in Fig.1, the CBE has
nine processor cores, one PowerPC Processor Element (PPE), and eight Synergistic Pro-
cessor Elements (SPEs) connected by the Element Interconnect Bus (EIB).

The CBE’s peek performance is 204.8 GFlops (single precision) or 14.6 GFlops (dou-
ble precision) running at 3.2 GHz. This is about 11 times better than the performance of an
Intel Core2 Duo E6600 processor which achieves 19.2 GFlops (single precision) running
at 2.4 GHz.

In this paper, we implement a particle simulation using the FHP-III model on a Cell
Reference Set (CRS)10, 11. The Cell Reference Set produced by Toshiba Co. Ltd. includes
one CBE, Toshiba’s own boards and a cooling system as shown in Figs. 2, 3, and 4.
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Figure 1. Hardware Block Diagram of the Cell Broadband Engine (CBE)

Figure 2. Cell Reference Set (CRS) Figure 3. The inside of CRS
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This paper organized into four sections. In Section 2, we describe the architecture of
the CBE. Section 3 reports on the implementation of the FHP-III LGA model on the Cell
Reference Set with one CBE. Section 4 summarizes our findings.

2 Cell Broadband Engine (CBE)

The overview of the CBE is shown in Fig.1. The CBE is composed of one PowerPC
Processor Element (PPE), eight Synergistic Processor Elements (SPEs), one Memory In-
terface Controller (MIC), I/O, and an Element Interconnect Bus (EIB) as shown in Fig.1.
The PPE is a 64 bit Power PC architecture which can run a 64 and 32 bit operating system
and applications, and manages the SPEs. The one PPE and eight SPEs are connected with
the EIB.

Each SPE has a Synergistic Processor Unit (SPU) and a memory flow controller
(MFC). It does not have branch prediction hardware but it allows for branch hint instruc-
tions and has a high-performance floating point unit12, 13. Therefore, the computational per-
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formance of one SPU (3.2 GHz) is 25.6 GFlops (single precision) and 1.83 GFlops (double
precision), and high performance has been reported in scientific applications9. Each SPU
has a 128 bit SIMD processing unit, 128 128 bit registers, and a 256 KB local storage. SPE
programs are allocated in the local storage. Direct Memory Access (DMA) is used for the
data transfer among the local storage, other SPEs, a PPE, and external memories through
the EIB.

3 Implementation of Lattice Gas Automata

3.1 FHP Model

The FHP model is designed for fluid analysis3, 4. The lattice structure is shown in Fig. 5.
One lattice site is connected to six neighbour sites and includes up to seven particles. The
particles are divided into two groups according to particle velocity. Six particles and one
particle have unit velocity and no velocity, respectively (Fig. 5). The unit velocity, ci, is
obtained by the following equation, where i (=1∼6) is a moving direction.

ci =
(
cos

(5− i)π
3

, sin
(5− i)π

3

)
(3.1)

Suppose that xk=(xk,yk) is the k-th lattice coordinate, a state on the k-th lattice site at time
t (nk(n0

k, n
1
k, .., n

6
k)) is described by

ni
k(xk + ci

k, t+ 1) = ni
k(xk, t) + ∆i

k [nk(xk, t)] (3.2)

where the function, ∆i
k, is a variation of ni

k(xk, t) by the collision.
In this paper, we consider an implementation called the FHP-III with all 76 collision

rules shown in Fig. 6. Each group lists a collection of states that can be in existence before
and after a collision with successor states chosen randomly among the alternatives.

3.2 Region Splitting Method on CBE

In this paper, we simulated the FHP-III LGA model on a 3392 × 3392 two-dimensional
space with 11 million lattice sites. The size of the LGA is too large for the local storage of
SPEs in the CBE because the total of a local storage is only 1,792 KB, sufficient only for
up to 1354× 1354 lattice sites.

We consider the following issues:

(A) computational procedure for a single SPE,

(B) data organization for the FHP-III, and

(C) parallel processing arrangement for a whole simulation space.
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Figure 5. FHP lattice structure
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Figure 6. FHP collision rules

Concerning (A), the LGA model is very simple and its computation requires only par-
ticle migrations and collisions. It alternates between migration stages and collision stages
until the whole simulation finishes. In this procedure, pseudo random numbers are fre-
quently generated and the computational effort is not negligible. We have adopted the
combined Tausworthe method14 and therefore can also reduce the program size on each
local storage.

Concerning (B), at each lattice site, a collision among particles happens based on Fig. 6.
We can assign a single bit to indicate whether there is a particle or not on each site which is
depicted as a shaded hexagon in Fig. 5, and one site can be stored in one byte as shown by
the bottom of Fig. 5. Consequently, one byte is a computing unit in our target application.
In our implementation, as shown by Fig. 7, we put together 4 procedures of 76 collusion
rules in Fig. 6. This enables us to use no branch instruction in collision computation and,
using SIMD instructions15, we achieve high performance with the CBE.

The size of our simulation space can be estimated at about 11 MB (= 1Byte×3392×
3392) which is too large for the local storage (256 KB) in a SPE. Hence, concerning (C), we
must divide the simulation space to suit a CBE, and face the bottleneck between each SPE
and external XDR DRAM (Fig. 4)16. DMA data transfers are required every some dozens
of microseconds and they cause serious performance loss. For this reason, we consider the
region splitting method shown in Fig. 8.

In Fig. 8, suppose that the whole simulation space is 14×14 lattice sites, and 6×6
lattice sites can be stored in a local storage in each SPE. At step 0, the top-left region A is
loaded to a local storage. After loading A, the SPE starts its iteration for the region. This
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block approach decreases the number of data transfers.
The LGA is one of stochastic fluid models and we must ensure the consistency of over-

lapping areas. Focusing on A and B in Fig. 8, A buffer (Abuf ) and B buffer (Bbuf ) in
Fig. 9 are the same region. Hence, we must use the same pseudo random number gener-
ators (RNGs) and their seeds for the computation because the result of Abuf is consistent
with the result of Bbuf . Here, we prepare 3 RNGs, ARNG, BRNG and CRNG for these
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Figure 10. Speedup gain
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Figure 11. The relationship of speedup gains and no.
of SPE cores

computation, which are used for the independent region of A and B, and the overlapped re-
gion, respectively. Therefore, ARNG and CRNG are used for SPE1, and BRNG and CRNG

are used for SPE2 when A and B are computed by SPE1 and SPE2, respectively. As shown
in the bottom of Fig. 9, in our current implementation, one region has normally 9 RNGs to
maintain the consistency of surrounding overlapped area.

3.3 Evaluation of Results and Discussion

The computing time and speedup gains are shown in Table 10 using kernel 2.6.17-1 and
Intel compiler 9.1 (option: -O3 -xT -parallel -static -openmp). According to Table 10, we
achieve about 3.2 times speedup with the CBE compared to an Intel Core2 Duo E6600
running at 2.4 GHz. When we compare one SPE in the CBE to a single core in an Intel
Core2 Duo E6600, an Intel Core2 Duo E6600 is about 1.5 faster than one SPE. But the
performance is the reflection of cache size; an Intel Core2 Duo E6600 has 4 MB L2 Cache
but the SPE has only 256 KB.

In our experimental result, a speedup ratio was calculated by dividing a computational
time required by an Intel Core2 Duo E6600 using both cores by a computational time for a
simulation on the CBE. A solid line in Fig. 11 shows the base line (=1.0) and a dashed line
illustrates the speedup gain (= 0.74) by dividing dual cores’ computational time by a single
core’s computational time. Figure 11 also illustrates the relationship between the speedup
ratio and the number of SPE cores used in a simulation. The speedup ratio vs. the number
of SPE cores is almost linear and is approximated by the following equation.

(Speedup ratio) = 0.45× (number of SPE cores) + 0.08 (3.3)

As can be expected from Eq. 3.3, the CBE can keep high scalability. One of reasons is that
the SPEs are connected by the EIB bus and the result can be read/written from/to the other
SPEs. The other is that memory bandwidth of the CBE is larger than an Intel Core2 Duo
E6600.

4 Conclusion

In this paper, we reported on the implementation of the LGA on the Cell Reference Set.
The speedup ratio of a CBE running at 3.2 GHz, compared with an Intel Core2 Duo E6600
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running at 2.4 GHz, was about 3.2 times. Thus, the CBE can achieve sufficient speedup
even though the implementation of the LGA does not require floating point computation
which is SPE’s strong point. In addition, experimental results lead us to the conclusion that
the CBE has high scalability in our target application.

Future tasks are to decrease the use of a local storage and the penalty of the instruc-
tion for branch on condition, and extract the part that can be parallelized dynamically and
executed with SIMD operations. So, implementing the programs with SPEs divided into
two groups, and utilizing the PPE not used at the time, we plan to categorize SPEs into
the data control elements which extract the computable part and data operating elements
which compute the data generated by the data control elements, examine the performance
of CBE as one chip.
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