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Abstract

This thesis examines four of the most influential dependence analysis techniques in use by optimizing com-

pilers: Fourier-Motzkin Variable Elimination, the Banerjee Bounds Test, the Omega Test, and the I-Test.

Although the performance and effectiveness of these tests have previously been documented empirically,

no in-depth analysis of how these techniques are related from a purely analytical perspective has been done.

The analysis given here clarifies important aspects of the empirical results that were noted but never fully

explained. A tighter bound on the performance of one of the Omega Test algorithms than was known pre-

viously is proved and a link is shown between the integer refinement technique used in the Omega Test

and the well-known Frobenius Coin Problem. The application of a Fourier-Motzkin based algorithm to the

elimination of redundant bound checks in Java bytecode is described. A system which incorporated this

technique improved performance on the Java Grande Forum Benchmark Suite by up to 10 percent.
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Chapter1
Introduction

1.1. Purpose

The purpose of the first part of the thesis is to formally answer a question that has long implicitly existed in

the literature of data dependence analysis in optimizing compilers: what is the relationship (if any) among

two of the leading techniques in detecting data dependencies arising from array subscript expressions in

nested loops?

The literature abounds with empirical studies to show the relative efficacy and performance of these tests,

but this is the first work to specifically address the issue by directly comparing the various techniques from

a purely analytical standpoint.

It is hoped that this work contributes to a deeper understanding of these integer programming techniques,

and will lead to the invention of more general tests that do not sacrifice the efficiency of their predecessors.

1.2. Preliminaries

The amount of digital data in the world is growing at a staggering pace [14]. A study by Hilbert and

Lopez attempted to estimate the amount of information which could possibly have been stored by the 12

most widely used families of analog storage technologies and the 13 most prominent families of digital

memory, from paper-based advertisement to the memory chips installed on a credit card. The authors

argue that the total amount of information grew from 2.6 optimally compressed exabytes in 1986 to 15.8

in 1993, over 54.5 in 2000, and to 295 optimally compressed exabytes in 2007 [46]. Advances in storage

technology, proliferation of data collection agents, and a precipitous drop in the price of storing digital

data means that more and more data is being collected and retained for processing. The era of “Big Data”

requires a commensurate increase in the ability to process this flood of digital information in a timely

manner, even as physical limitations in transistor density in VLSI hardware due to thermodynamics and

quantum physics are rapidly being approached [73]. This thesis will argue that “throwing hardware at the

problem” is no longer a viable option unless program performance can be optimized by fully exploiting the

hardware resources available. In a sense, the pendulum has swung back: the focus of program performance

improvement efforts, once centered on (often automatic) software optimization, took a backseat in the face

of exponential growth in computing hardware capability. Now we see the greatest opportunity to improve

program performance again shifting back to the software optimization realm.

As motivation, I begin with a necessarily cursory overview of strategies to improve program performance.

For purposes of argument, let us say that program A performs better than program B if given the same input,

program A computes the same output as B in a shorter time. There are subtleties in even this simplistic
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definition. For example, this does not necessarily imply that program A is more efficient than program

B. Suppose for example that program A makes uses of parallel hardware whereas program B must run

sequentially on a single processor. Even if the sum of the instructions executed by program A on all

processors which it uses is greater than the instruction count executed by program B, program A is said

to perform better if it finishes execution sooner than program B. Also, the definition does not preclude the

possibility that program A is the same program as program B, but simply running on faster hardware.

It is worth noting that our definition of optimal is based solely on execution time. In a different context,

the optimality may be defined using different metrics. An important example in mobile applications is

the definition of optimality in terms of total energy utilized to solve a problem. If program A computes a

result on a processor drawing 10 Watts of power in 10 seconds, then it will have consumed 100J of energy

in doing so. Suppose program B computes the same result on a less powerful processor which draws 7

watts of power in 13 seconds. Program B will therefore require 91J of energy to complete the task. Even

though program B took longer to compute the result, by this definition of optimality it is considered “better”

than program A. Unless specifically stated otherwise, I will continue to use execution time as a metric in

determining the optimality of a program.

We begin by discussing in general terms common ways in which a program’s performance may be im-

proved, and then introduce the topic of this thesis.

1.2.1. Algorithmic efficiency

By definition, an efficient algorithm will always be preferable to an inefficient one. Selection of the optimum

algorithm is thus arguably the most critical factor in optimizing program performance and consequently

represents the most promising avenue for improving the performance of a program.

Perhaps slightly less obvious is that the definition of “optimum algorithm” is an elusive one. An algorithm

that works best for a small dataset can fail miserably as the problem size is increased. Conversely, an

algorithm whose performance is formally polynomial for sufficiently large input may perform poorly for

small problem sizes. Furthermore, an algorithm that runs in polynomial time but is exponential or worse in

terms of memory usage may be optimum on a high-end server but exhaust the resources of a commodity-

class cloud instance.

Likewise, depending on the inter-task communication requirements, an algorithm that is designed to solve

a problem by running in parallel may perform much worse in a networked cluster of machines than on a

single multi-processor or multi-core system because of the network latency [6]. However, with the advent of

cloud computing, such architectures are becoming more prevalent and cost-effective. Even the performance

of a parallel algorithm on a single multi-core system may be inferior to that of a sequential algorithm

because of the overhead in locking, bus contention, and other factors. Nonetheless, exploitation of massive

amounts of loosely coupled commodity processors may be the only way to viably process enterprise-class

data warehouses.

Note that while optimizing a program’s algorithm in response to a rapidly increasing problem size or

each change in hardware technology may offer the most reward in terms of improving (or maintaining)

performance, we must bear in mind that the human costs of development, testing, and deployment are likely

to make this the most expensive approach as well. The key implication of this (and one to which I will return

shortly) is that if optimizations could be made automatically, the benefits of algorithmic improvement could

in some degree be achieved without the attendant costs of human intervention.

1.2.2. Faster Hardware

We have previously alluded to the fact that while an easy and inexpensive method in the past to incre-

mentally improve program performance was to simply buy faster hardware, this is no longer a sustainable
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approach. The growth of the problem data set has exceeded improvements in processor speed by several

orders of magnitude, and that trend will continue for the foreseeable future.

The oft-quoted Moore’s Law [60] can be paraphrased as stating that the number of transistors in a dense

VLSI chip doubles roughly every two years. The law can be applied to the resulting speedup in clock

speeds as well. Moore’s Law is based on the ability of manufacturers to continually miniaturize transistors,

enabling more and more to be packed into the same sized silicon die. The law depends on a related “law”

(“rule of thumb” would be more accurate) attributed to Robert Dennard and known as Dennard Scaling

[29]. Dennard Scaling states in effect that because voltage and current are inversely proportional to tran-

sistor size and the distance between them, the power density of a silicon wafer is proportional to its area of

the wafer independent of the number of transistors it contains. However, this miniaturization and speedup

cannot continue indefinitely, and in fact we are already seeing Moore’s Law and Dennard Scaling beginning

to break down. This is especially apparent in the consumer market, where clock speeds have not increased

to any significant degree in recent years. This is graphically illustrated in Figure 1.1, which shows how

clock frequency/MIPs in Intel chips has grown over the years, and how that growth has lately stalled. The

same phenomenon is depicted in Figure 1.2, which further shows how clock frequencies in architectures in

the industry have leveled off after an initial period of rapid growth. Additionally, Figure 1.3 plots the perfor-

mance of several processors relative to the VAX 11/780 over time, as measured by the SPEC benchmarks.

We see that after a steep increase in performance from 1986 through 2003 (roughly a 52% improvement

per year over that period), the rate of performance improvement has significantly leveled off in subsequent

years. While new technologies such as three dimensional integrated circuits, molecular, optical, or quantum

computing technology may ultimately offer some relief, these technologies will not arrive in time to deal

with the already present and intractable glut of data overwhelming existing hardware.

There are several factors contributing to the breakdown in Moore’s Law and Dennard Scaling [96].

Sub-threshold Conduction

As transistors become smaller and smaller, correspondingly smaller voltages can safely be applied to them,

which in turn supports Dennard Scaling. However, at a certain critical voltage threshold (the exact voltage

level depends on the semiconductor type), the delta between the on and off levels applied to the base of the

transistor is too small to completely switch the transistor on or off. Hardware manufacturers can attempt

to mitigate this effect by biasing the semiconductor via doping to reliably switch the transistor either on or

off, but cannot effectively do both without a greater voltage differential.

Thermodynamics and Leakage Current

As insulators within the transistor become smaller and smaller, a quantum mechanical phenomenon known

as electron tunneling (the same process behind the tunneling electron microscope) allows current to leak

into the surrounding silicon substrate. This leakage causes increased power consumption and consequently

heat buildup becomes an issue. To illustrate, whereas a commodity processor from 1993 had roughly 3

million transistors, modern processors have nearly 1 billion semiconductors in roughly the same footprint.

If this miniaturization were to continue, processors would soon produce more heat per square centimeter

than the surface of the sun [84].

RC delay

Transistors are not the only barrier to continued miniaturization and speedup. Another issue is the physical

interconnection between the semiconductors. As components become smaller and smaller, the physical

wires which conduct digital signals between them necessarily shrink as well. As they do, they not only

tend to become less reliable, but they also start to exhibit a greater resistive-capacitive (RC) delay as well,
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Figure 1.1.: MIPS/Clock-Frequency Trend for Intel CPUs. (Source: [58])

causing increased latency in the signal path. This is especially a problem in “long-haul” paths, where wires

are used to connect components on opposite sides of the CPU chip. Engineers have attempted to mitigate

the effect of the RC delay by replacing aluminum traces with copper ones, which is expensive, or by using

repeaters in the circuit path, which adds to the power and heat issues already present on the CPU.

Memory Performance Limitations

Memory latency has not kept pace with improvements in CPU transistor density. One of the key issues

again relates to transistor density in the DRAM chips, as the power necessary for the transistor/capacitor

pairs in the billions of memory cells creates heat problems for the same reasons as outlined above.

A more fundamental issue stems from the simple fact that memory chips are generally placed on phys-

ically separate dies on the mother board due to heat and power consumption issues. The physical distance

raises latency problems due to the speed of light. With a 3.33 GHz clock, a pulse of light can only travel

roughly 10cm in one cycle. The problem is exacerbated when one considers that the speed of electrons

traveling through a semiconductor material is currently anywhere from 3% to 30% of the speed of light,

and even light through optical fiber travels at roughly 60% of the speed of light. Considering the miles of

internal wiring present in modern CPUs and DRAM chips, there is simply insufficient time to communicate

data from an off-chip memory store via the bus to the CPU. Engineers have typically attempted to address

this issue by bringing more and more memory on-board in the form of multi-level caches, but this in a
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Figure 1.2.: Clock Frequency trend for multiple architectures. (Source: [45])

Figure 1.3.: Growth in processor performance since the late 1970s. (Source: [45])

sense only transfers the heat and power issue from one chip to another. Furthermore, additional circuitry

is necessary in the main CPU to handle cache logic (write-through or write-back), and cache logic again

makes the physical distance to the main memory store an issue.

von Neumann Bottleneck

The von Neumann Architecture describes a computer design wherein program instructions and data share

the same memory (as opposed to the Harvard Architecture wherein instructions and data are stored in

separate memories and accessed by separate buses). This design leads to bus contention as the same physical

set of wires are used to transfer not only memory contents and I/O requests and results, but also processor
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instructions as well. As a result of this contention combined with I/O device and memory latency, a CPU

still spends a great deal of time idle waiting for results to be returned from memory.

One solution is to increase bandwidth by increasing the width of the bus. This has successfully been

employed in the past as internal CPU architectures and the associated bus have increased in width from 8

(in the initial 8088 models), to 32 and now to 64 bits. However, increasing the bus width is not without con-

sequence. First of all, the internal data paths of the processor have to be increased as well, putting enormous

pressure on transistor density with the attendant problems outlined previously. Secondly, the physical pack-

aging of the CPU changes, leading to massive retooling and production costs. Thirdly, inductive crosstalk

on the bus increases as more wires are brought into close proximity to each other.

Wirth’s Law

A somewhat ironic counterproposal to Moore’s Law is attributed to Niklaus Wirth and has come to be known

as Wirth’s Law [100]. It can be colloquially stated as software is getting slower faster than hardware is

getting faster. Especially in the consumer market, the demand for more and more features results in larger

and larger binaries (known as “code bloat”). Furthermore, as developers continually add more code and

complexity to their code, they often incidentally introduce inefficiencies and bugs, and find it progressively

difficult to adhere to established software engineering techniques. The net result is software that is (at

best) no faster despite being run on hardware with successively greater processor, storage, and memory

resources. This phenomenon is succinctly expressed in a corollary to Wirth’s Law: software expands to fill

the available memory. It is again worth noting that this supports the proposition that automatic optimization

of code is not only not obviated by improvements in hardware technology, but perhaps counter-intuitively

is even more necessary because of it.

1.2.3. Parallel Hardware

The preceding discussion highlights the inherent scalability limits of individual computing devices. To

attempt to counter the slowing growth in hardware clock speeds and transistor density in recent years,

hardware manufacturers have increasingly shifted toward the production of parallel hardware which per-

mits portions of an application to execute concurrently on more than one computing device [35]. Parallel

hardware comes in several flavours.

Super-Scalar Processors All modern general-purpose CPUs are super-scalar. A super-scalar CPU has

multiple functional units present, each a specialized logic element designed to perform a certain task or im-

plement a specific instruction. For example, there may be multiple adders, bit shifters, multipliers, floating

point dividers, etc. These CPUs exhibit Instruction Level Parallelism (ILP) because multiple instructions

may be in-flight concurrently, each on a different functional unit. Moreover, a technique known as pipelin-

ing [45] allows each functional unit to have multiple instructions of the same type processing concurrently

within it, each in a separate phase of execution. A super-scalar CPU can either rely on an optimizing

compiler to arrange the instruction stream such that adjacent instructions can be dispatched concurrently to

separate functional units, or (more commonly), the CPU itself includes logic to schedule and dispatch inde-

pendent instructions to the functional units, often in an order different than the one in which they appear in

the actual compiled program binary. This is called out of order dispatch, and it allows ILP without the use

of a compiler specifically designed for that particular CPU, although at the cost of increased logic density.

Hyper-Threaded Processors One of the challenges introduced by super-scalar processors is finding

enough instructions to keep the available CPU hardware occupied. With a large number of functional

units, where each unit is itself deeply pipelined, a single instruction stream may not possess the right
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instruction mix to fully utilize the potential of the CPU. In this case, some number of functional units

remain idle while multiple instructions queue up waiting to access the logic of the other functional units.

Hyper-threading attempts to address this issue by allowing a single physical CPU to appear to the operating

system as multiple (usually two) logical processors. This allows the OS to schedule multiple processes

(instruction streams) for execution at the same time, and thereby allows the instruction scheduler within the

CPU the opportunity to examine more instructions in the hope of keeping all of its functional units gainfully

employed.

Multi-core Processors A multi-core processor is one in which multiple physical CPUs are present in

the same package, most often (but not necessarily) on separate dies. A die refers to a contiguous piece of

silicon with logic etched from a single wafer, and is contained in a package. A package contains one or

more dies along with all of the pins, wiring, plastic and metal housing necessary to interface it with the

processor motherboard.

Multi-core processors have several advantages over multiple separate CPU packages. The primary ad-

vantage is that because the cores share common memory cache 1, the cache logic can be made simpler and

driven at higher clock speeds. This is because the components in the same package are physically closer to

one another, meaning the distances a signal has to travel is shorter. This in turn results in less signal degra-

dation, less repeater logic, and also (importantly) less power required to drive the cache logic circuitry. The

same reasoning applies to latency reduction in inter-CPU interconnects over an interconnect such as hyper-

transport or quickpath. Another advantage is less PCB space and circuitry is required on the system main

board, which can be a significant plus in physically constrained environments, such as a cellular telephone

device.

In addition to being more expensive to produce, the primary disadvantage to multi-core designs is that,

relative to single CPU packages, thermal density increases as more circuitry is placed within a single pack-

age. Also, a single CPU makes more efficient use of wafer real-estate than multiple CPUs sharing the same

die.

Multi-Processors A multi-processor is simply a system in which multiple CPU packages are present. As

previously discussed, it is not possible to pack an arbitrary number of cores in the same package, primarily

because of thermal and transistor density problems. On the other hand, each CPU package is independently

cooled, and adding more packages means that the density within each package can be reduced. Although

this approach is more scalable than the multi-core route, especially for supercomputing applications, this

scalability comes at a price. The overall power consumption and signaling latency of a multi-processor

system is greatly increased because of the distances signals have to travel. Obviously, more PCB space is

required to house multiple packages, making this approach unfeasible for space-constrained applications.

Virtualization Similar in spirit to hyper-threading, virtualization attempts to fully utilize available hard-

ware. Whereas hyper-threading represents a single CPU as two or more virtual processors to a single copy

of an operating system, virtualization allows multiple guest virtual machines, each running an instance of an

operating system to concurrently execute on a single physical host system. This host system runs a special-

ized operating system knows as a hypervisor, whose job it is to multiplex the hardware resources of the host

machine among the various guest operating systems. Each guest operating system is (practically) unaware

that it is running on a virtual machine instead of a physical machine. Examples of prominent virtualization

systems are VMWare, Xen, z/VM, and Microsoft ESX.

1Each core in the same package has a private L1 cache, and (usually) a private L2 cache, but all cores in the same package share at

least a L3 cache
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Graphics Processing Units Graphics Processing Units (GPUS) are specialized processors designed

originally to manipulate graphics-related information in a frame buffer for subsequent presentation. Be-

cause elements in such buffers can largely be processed independently of each other, GPUs are massively

parallel devices wherein a single instruction stream (usually known as a kernel) can operate on thousands

of data elements concurrently. Thus, for applications that are very highly parallelizable, GPUs can greatly

improve performance over that on a general-purpose CPU.

General purpose GPUs are generally programmed in one of two ways. C language extensions such as

CUDA (Compute Unified Device Architecture) in the case of NVIDIA devices, or OpenCL (which is meant

to operate across a range of vendor devices using vendor-provided SDKs) are available to explicitly create

the interface between the main application and the GPU. Alternatively, OpenACC (see below) directives

can be used to identify sections of code that can be offloaded to an accelerator hardware unit such as a GPU

device as well as a CPU. Unlike the parallelization approaches we have examined to this point, usage of

a GPU for general-purpose computing thus requires highly specialized code and APIs, and is appropriate

primarily for so-called embarrassingly data parallel applications.

1.2.4. Exploiting Parallel hardware

Having briefly touched upon the various flavors parallel hardware can assume, the next question is: how

does an application actually take advantage of the parallel hardware present in the system? One approach is

to directly make use of the Operating System multi-processing primitives such as fork() and join() to spawn

heavyweight processes, or else lighter weight entities such as threads or eventlets. However, this approach

is fraught with difficulty, not the least of which being the issue of properly coding such interfaces, but also

the non-portability such a practice inherently engenders.

Another approach heavily used in the optimizing compiler and scientific community is to use a set of

compiler directives to identify the portions of a program which the programmer or optimizer has determined

can run in parallel with itself or with other portions of the code, and allow the compiler and/or support

libraries to handle the actual parallel implementation. A significant advantage of this approach in the context

of optimizing compilers (with which this chapter is primarily concerned) is that it provides separation of

concerns: the code that detects portions of code which can run in parallel need have no knowledge of how to

actually make that happen – it need only demarcate those parallelizable sections of code as such and leave

the actual implementation of the parallelization to other (probably operating system and hardware specific)

routines within the optimizer or runtime libraries.

OpenMP OpenMP [10] is an open, standardized specification for such a set of compiler directives, li-

brary routines, and environment variables that can be used to specify high-level parallelism in Fortran and

C/C++ programs. These directives are processed by a supported compiler, which generates the system and

operating system specific code necessary to create, schedule, and synchronize the various parallelizable

entities and exploit the parallel hardware available to the machine at runtime.

As an example, Figure 1.4 shows a simple C-language program annotated with OpenMP directives. Lines

19 and 24 instruct the compiler that all iterations of the loops they precede can be run in parallel.

OpenACC The OpenACC [71] specification is closely related to OpenMP. Whereas OpenMP specifies

a standard set of processor directives to identify section of code that can be run in parallel on symmetrical

processors such as multi-core or multi-processor architectures, OpenACC specifies a set of directives to

identify portions of code that can be offloaded to an accelerator hardware unit such as a GPU device. Ope-

nACC was initially created by members of the OpenMP Architecture Review Board which manufactured
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1 # i n c l u d e <s t d i o . h>

2 # i n c l u d e <s y s / t ime . h>

3 # i n c l u d e <u n i s t d . h>

4 # i n c l u d e <s y s / t y p e s . h>

5 # i n c l u d e <s y s / s t a t . h>

6 # i n c l u d e < s t d l i b . h>

7 # i n c l u d e <omp . h>

8

9 # d e f i n e DATA SIZE 100000000

10

11 i n t main ( ) {
12 s t r u c t t i m e v a l s t a r t , s t o p ;

13 i n t * i n p u t = ( i n t *) m a l l o c ( DATA SIZE * s i z e o f ( i n t ) ) ;

14 i n t * o u t p u t = ( i n t *) m a l l o c ( DATA SIZE * s i z e o f ( i n t ) ) ;

15 i n t i , j ;

16

17 g e t t i m e o f d a y (& s t a r t , NULL) ;

18

19 #pragma omp p a r a l l e l f o r p r i v a t e ( i )

20 f o r ( i =0 ; i<DATA SIZE ; i ++) {
21 i n p u t [ i ] = i ;

22 }
23

24 #pragma omp p a r a l l e l f o r p r i v a t e ( j )

25 f o r ( j =0 ; j<DATA SIZE ; j ++) {
26 o u t p u t [ j ] = i n p u t [ j ] + j + 1 ;

27 }
28

29 g e t t i m e o f d a y (& s top , NULL) ;

30

31 long e l a p s e d u s e c = ( ( s t o p . t v s e c * 1000000) + s t o p . t v u s e c ) − ( ( s t a r t . t v s e c

* 1000000) + s t a r t . t v u s e c ) ;

32 p r i n t f ( ” E l a p s e d : %l d \n ” , e l a p s e d u s e c ) ;

33

34 f r e e ( i n p u t ) ;

35 f r e e ( o u t p u t ) ;

36 }

Figure 1.4.: Sample OpenMP-annotated C program

certain types of hardware accelerators to specifically address the needs of their customers. OpenACC and

OpenMP are actively working to merge their specifications.

OpenCL OpenCL [42] is a specification and implementation whose goal is to exploit all of the available

computing hardware on a given platform. It is comprised of a C/C++ API to allow a host to discover and

configure the available computing devices available to it, as well as a dialect of C99 named OpenCL-C in

which the attached conformant devices are actually programmed. Software modules called “kernels” are

programmed in OpenCL-C and enqueued to a OpenCL device (most commonly a GPU) for execution. The

host uses the OpenCL API to transfer data to the device to be operated on, and to logically partition that data

in an application dependent fashion. The OpenCL conformant device schedules the kernels on a number

of internal “Control Units”, which are comprised of a device dependent number of “Processing Elements”.

All processing elements in the device have access to a global memory pool, and all devices with a control

unit have access to a “local” memory pool, and each processing element has access to its own “private”

memory pool. In order to hide memory latency, the device “overloads” the control units with index space

partitions so as to keep all processing elements busy. Once all kernels have completed, the host transfers

data from the device back to host memory.
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Functional Programming Long a favorite in the academic community, Functional Programming (FP)

has recently attracted a great deal of interest in industry as well [52]. As opposed to imperative languages

such as C or Fortran which are based on the idea of sequentially executing a series of statements which

read and modify memory, functional programming is a paradigm in which the execution of a program

is thought of as the execution of functions in a mathematical sense, with neither data mutation nor the

attendant “side effects”. Just as a mathematical function such as sinx uses its supplied parameters without

modifying them or anything else to produce a result, a functional program does not mutate state during the

course of its execution. In fact, a purely functional language (of which Haskell is the canonical example)

does not even provide a way to change the value of a variable once it is defined. Although this is may

sound like a crippling limitation, Haskell allows the programmer to achieve the effects of mutating state

via the use of monads. Taken from category theory, monads are a subclass of functors, which are in turn

entities which map one category to another. While some consider a monad a “container for execution”, an

alternate way to understand a monad is to think of it as a context in which execution takes place. Haskell

uses monads to allow non-functional concepts such as I/O, non-determinism, variable assignment, and

exception handling to peacefully co-exist alongisde purely functional code. Such a model provides complete

referential transparency, meaning that the same function called with the same input will always produce

the same result. Referential transparency combined with language guarantees that state will not be modified

allows the compiler freedom to execute code fragments (so-called thunks in Haskell parlance) in parallel,

and to cache and reuse results from previous function invocations. This is in stark contrast to competing

paradigms such as Object Oriented Programming, which merely attempts to hide modifiable state within

the context of an object, while offering no guarantees (at a language level) as to referential transparency.

Proponents of FP argue that it allows an algorithm to be expressed in an elegant and easy comprehendable

way (with a minimum of code). Despite the growing interest and adoption of FP in industry, several factors

may impede its impact on the scientific computing world. One is that despite the fact that the lack of state

within a functional program allows the compiler to safely execute portions of it in parallel, functional data

structures tend to have higher overhead and a larger memory footprint due to the copying and data versioning

that must take place in order to ensure the non-mutative guarantees of the language. This highlights the

somewhat counter-intuitive notion that parallelism in and of itself does not necessarily equate to better

performance. Another more mundane reason FP has yet to make inroads in scientific computing is the

simple fact that so much highly tuned and well tested imperative (especially Fortran) scientific code already

exists in libraries already.

1.2.5. Distributed Processing

Whereas multi-core systems pack multiple CPUs in a single package, and multi-processor systems pack

multiple packages in a single system, distributed systems utilize multiple network-connected systems.

Nodes in a distributed systems are said to be loosely coupled because the latency involved in communi-

cating between them is orders of magnitude greater than in the systems I touched upon earlier and make

large-scale sharing of data impractical. Said another way, distributed nodes must be made to operate as

independent as possible of the other nodes. As is the case with GPUs, distributed systems require spe-

cialized APIs to communicate among the nodes, and several frameworks have been developed to facilitate

tasks such as distributing work among the members, communicating status, gracefully dealing with node

and communication failures, etc. Generally speaking, distributed systems operate at a much higher level

of granularity than parallel sections of code running in the same system because of the latency involved.

Distributed processing is a massive topic that cannot be adequately addressed here. I will briefly describe

representative samples of the current approaches to distributed parallel processing, but as it is somewhat

orthogonal to the point of this section, will not touch upon them further in this chapter.
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PVM: Parallel Virtual Machine Parallel Virtual Machine (PVM) [50] is a software toolkit originally

developed as a joint project between the Oak Ridge National Laboratory and Emory University. It is de-

signed to make a collection of heterogeneous computers connected over the Internet or private network

function as a single virtual machine. PVM provides an API that allows a distributed application to spawn

processes on participating nodes, distribute work among them, pass messages, and detect and respond to

node failures.

MPI: Message Passing Interface MPI [33][67] is a specification for a message passing API and pro-

tocol for the reliable exchange of messages in a distributed or shared memory system. It provides numerous

data types, support for various network topologies (i.e. point to point, grid, group, etc., as well as com-

munication paradigms such as broadcast, multicast, one-to-one, scatter-gather, etc. Powerful, rich, and

expressive, it has become the de facto standard for modeling communication among participating processes

in a distributed parallel processing system. It has been implemented in a vendor specific way for a wide

variety of platforms, and a open source, vendor neutral implementation, OpenMPI [76] is also available.

Cilk Plus As opposed to a library, Cilk Plus [18] is an extension to the C and C++ programming languages

as well as a runtime environment that supports data and task level parallelism. Cilk Plus is based on

Cilk [91], a research project at MIT. Rather than forcing the programmer to explicitly schedule workers

and statically partition the work among them, CilkPlus archives parallelism via a dynamic work stealing

scheduler. Proponents argue that Cilk’s “serial semantics” allow the algorithm to be expressed in a more

natural way, without the obfuscation introduced by artificially structuring the code to make it suitable for a

particular parallel library or paradigm. There is some research [62] suggesting that Cilk not only provides

performance improvements on Intel hardware, but also allows algorithms to be expressed in fewer lines of

code.

Distributed Data and Processing: Hadoop Hadoop [34] is Java-based, open source framework

which allows distributed processing of large amounts of data on a collection of heterogeneous computing

nodes where neither the nodes themselves nor the network connections between them are assumed to be

reliable. The hardware nodes are used for either processing, data storage, or both. Hadoop consists of

two major components, a distributed file system which partitions and replicates a data set among the data

storage nodes, and a process management layer that distributes and monitors data processing tasks among

the processing nodes. It detects and responds to failed processing nodes by redistributing the failed node’s

workload to surviving nodes. Additionally, the HDFS (Hadoop Distributed File System) is location aware,

meaning that work will be sent to the processing node closest to the data nodes holding the data for the

processing in an attempt to reduce latency and network traffic. If a data node should fail, it will attempt

to reconstruct the failed node’s portion of the dataset on surviving nodes, and will redistribute in-flight

processes to nodes closer to the new data location. The Hadoop processing model is primarily map-reduce

[95] model where intermediate results are generated and progressively combined to produce the desired

result.

1.2.6. Issues with Parallel computing

The ready availability of parallel hardware is of little value if it cannot be exploited effectively. Unfor-

tunately, parallel programming is complex, and often beyond the grasp of inexperienced programmers.

Complexity aside, it is also quite a labor intensive process in terms of development, debugging, testing, and

deployment effort. Even worse, an improperly coded parallel system will either provide incorrect or in-
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termittently incorrect results with little warning, or else perform much worse than an equivalent sequential

system.

The first challenge facing a programmer is identifying parts of a program which can safely run in par-

allel with other parts. Very often, extensive program restructuring is necessary to expose the underlying

parallelism, but doing so requires an intimate knowledge of the data flow and dependencies within the

program, usage of global state, as well as side-effects produced by called sub-routines. Additionally, sev-

eral low-level and processor-specific details must be considered in order to achieve optimum (or at least

non-counterproductive) parallelism. Some of the issues to consider are described below.

Synchronization Parallel threads of execution communicating with or controlled by shared data struc-

tures present the possibility of race conditions. Left uncontrolled, simultaneous updates by multiple threads

to the same memory location lead to non-deterministic behaviour which is notoriously difficult to reason

about and debug. In order to guarantee program semantics, access to these shared structures must be care-

fully controlled via mechanisms such as semaphores, spinlocks, transactional memory, atomic operations,

and message queues. Correct usage of these primitives is non-trivial, and their incorrect usage is itself a

source of bugs and performance degradation.

Data partitioning Consideration must be be given as to how to optimally partition the data so as to

minimize communication costs and expensive cache invalidations due to competing updates by different

processors. The issue of cache performance requires detailed knowledge of the hardware on which the

program is to be run, such as the geometry, quantity, set associativity, and sharing of the various cache

levels. The distribution of and communication latency between the processing threads may also impact this

decision, as greater latency may require the data to be relocated to thread-private stores rather than being

shared in a common pool such as cached or main memory.

Task partitioning As opposed to data-level parallelism, where the source dataset is partitioned among

multiple worker threads running the same algorithm, employing task level parallelism entails dividing the

work to be done into multiple phases in a processing pipeline. Intermediate results move from stage to

stage in an assembly-line fashion, and each stage runs concurrently with all others. This may benefit appli-

cations where no single phase is readily parallelizable, and also minimizes the impact of latency between

the processing nodes, although communication bandwidth can become a limiting factor.

Parallel thread count The right number of parallel threads must be chosen to maximize processor uti-

lization while at the same time eliminating expensive context switches when one process yields a processor

to another process. The right number of threads is not only a question of how many processors are avail-

able, but also how much concurrency the application can exhibit. For example, if all threads are largely I/O

bound, then the number of threads can greatly exceed the number of processors, since each thread will spend

most of its time waiting for external events to occur. On the other hand, if the threads are CPU bound, then

increasing the thread count beyond the number of processors is counter-productive, as the threads will sim-

ply compete among themselves for access to the processor, and expensive process switching is inevitable.

Process switching is expensive for several reasons, including the fact that the Translation Lookaside Buffer

(TLB), instruction caches and data caches may all need to be purged, and the user and processor state

registers saved and reloaded each time one process must yield control of the processor to another.

The preceding discussion highlights the fact that parallelization incurs overhead, whether it be the cost

of cache invalidations, latency in communicating data from one processing element to another, or the cost

of spawning worker threads and distributing data to them. If the benefit of parallelization is dominated by

the overhead it incurs, then a sequential algorithm will obviously be a better choice.
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Even if it is determined that a section of code can profitably be parallelized, the overall speedup depends

on how much of the overall runtime is spent in that section of code. This is a paraphrasing of Amdahl’s Law

([1]), another axiomatic rule governing the benefits of optimization in general. As applied to optimization

resulting from parallelism, it can be mathematically stated as

Let:

• n ∈ N be the number of parallel threads available,

• P ∈ [0,1] be the fraction of the code that can be parallelized

• e∈ [0,1] be the efficiency of the parallel code, where 1 means no time is lost in communication, cache

contention, etc.

• k ∈ R be the time required to instantiate and dispose of each thread

then the time required to run the code in parallel on n threads is given by:

T (n) = T (1)(
p

ne
+(1−P))+nk

Assuming no thread startup/teardown overhead and perfect efficiency, the maximum speedup of a parallel

version of the program as compared to the serial version is given by

S(n) =
T (1)

T (n)
=

1
p
n
+(1−P)

1.2.7. Automatic Compiler Optimization

Common to all of the preceding techniques is the necessity for the programmer to identify those areas of the

program that can be both safely and profitably parallelized and to explicitly effect parallel execution either

by using language or library facilities. If a programmer is unfamiliar with either the nature of the algorithm

employed or the hardware on which it will ultimately execute, then in the best case potential parallelism

may be missed or unprofitably exploited, and in the worst case attempts to parallelize code that must be

sequentially executed to preserve program semantics can introduce subtle or randomly occurring errors.

For these reasons, the automatic parallelization of programs by optimizing compilers that attempt to

detect and exploit safe and profitable parallelization opportunities within a program have received consid-

erable attention. The advantages of this automatic parallelization are clear: subtle opportunities that might

go otherwise undetected can be found, and optimization will only be attempted if the compiler is able to

prove that it will not lead to erroneous results. Furthermore, a compiler targeting a particular architec-

ture has detailed knowledge of the hardware on which the program will ultimately execute, such as cache

configuration, bus interconnect configuration and latencies, CPU counts, etc.

Loops iterating over data arrays in memory are a rich source of potential parallelism in a program. An

optimizing compiler with a detailed view of the target hardware and operating system context may be able

to perform valuable program transformations such as re-ordering or reversing loops to maximize cache

efficiency, exploiting vector hardware, or (most relevant to this discussion) running one or more nested

loops in parallel on separate computing cores.

In order to safely apply an optimizing transformation to a loop structure, the compiler performs data

dependence analysis to reveal the ordering constraints among the statements in the loop that need to be

preserved in order to produce valid optimized code, and tests that that the potential transformation does not

violate those constraints. This essentially consists of determining the conditions (if any) under which one

iteration of a loop references a memory location (most commonly an array element) that is subsequently
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referenced by another iteration of the loop, and whether that reference (read or update) precludes the trans-

formation being considered. In order to permit the most fruitful transformations in terms of performance,

these data dependence tests must be as accurate as possible. On the other hand, the tests need to be efficient

in order to prevent the compilation time from becoming prohibitive.

1.3. Problem Statement

As mentioned, optimizing compilers rely upon data dependence analysis to reveal the ordering constraints

among statements in a program that need to be preserved in order to produce valid optimized and parallel

code. Testing array references for data dependence is equivalent to determining the existence of integer

solutions to a system of inequalities. A number of data dependence tests have been proposed in the literature.

Each test presents a different tradeoff between accuracy and efficiency.

The primary problem I address in this thesis is that although the literature includes numerous empirical

comparisons of dependence tests [74, 77, 80] in which benchmarks suites are used to measure the perfor-

mance and effectiveness of the various techniques, there has been no work done to explain the observations

made or conclusions drawn from these studies in a purely analytical fashion. This is a significant deficiency

in the literature, as no matter how objectively empirical studies are done, there is always the risk of some

ambiguity as to whether the results were skewed by some environmental factor or condition of the test

(algorithmic implementation, compiler optimization settings, benchmark suite chosen, etc.). That is not

meant to minimize the contribution made by empirical work, as it is conversely important to know whether

theoretical differences in dependence tests result in any practical impact. Nonetheless, these empirical tests

alone cannot fully compare and contrast these important tests without abstracting them into a mathematical

framework and performing a rigorous analysis of the algorithmic structure of the various tests being studied.

To address this shortcoming, in this thesis I study the fundamental relationships between several data

dependence tests when applied to dependence problems involving single dimensional arrays or multi di-

mensional arrays with uncoupled subscripts. I consider the Banerjee Extreme Value test, Fourier Motzkin

Variable Elimination (FMVE), the I-Test, and the Omega test, which are representative of the state of the art

in data dependence analysis. The Banerjee Extreme Value test and FMVE can only determine the existence

of real solutions to a system. Thus they can only disprove, but not prove, data dependence. The I-Test

and the Omega test refine the Banerjee Extreme Value test and FMVE, respectively, to the integer domain

and can prove data dependence. The Omega test is a more accurate data dependence test, but with worst

case exponential time complexity. The I-Test is a polynomial time test, but it is not always conclusive. I

first show that FMVE is equivalent to the Banerjee Extreme Value test. I then show that the Omega test’s

technique to refine FMVE to integer solutions (dark shadow) is equivalent to the I-Test’s refinement of the

Banerjee Extreme Value test to integer solutions (the accuracy condition). I then show that in the absence of

direction vectors, the Omega test requires an exponential time exhaustive search to produce an exact answer

(the so-called Omega Test Nightmare) if and only if the I-Test returns an inconclusive (maybe) answer. Fi-

nally, I consider dependence problems arising from direction vectors and derive the exact conditions under

which the Omega Test is more accurate than the I-Test, and vice-versa.

There are several questions that this thesis seeks to answer. Among them:

• How does the Fourier-Motzkin elimination technique compare to the Banerjee Bounds Test from a

analytical standpoint?

• How does the I-Test refinement to the Banerjee Bounds Test compare theoretically to the Omega

Test’s refinement to Fourier-Motzkin? Does one subsume the other, or are they equivalent?
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• Can the I-Test be exact and efficient when the Omega Test requires exponential time to deliver an

exact answer to the same problem?

• Conversely, can the Omega Test deliver an exact answer efficiently when the I-Test returns an inexact

“maybe” answer?

• It has been suggested in [77] that since the Omega Test is exponential in the worst case, that the I-Test

be used as a preliminary filter, and that the Omega Test be employed only if the I-Test cannot produce

an exact answer. Is there merit to this idea?

• Other than performing an exhaustive search of the iteration space for an exact answer, are there other

factors that might explain the conventional wisdom that the Omega Test is too expensive for practical

use in optimizing compilers?

• How does the Direction Vector extension to the I-Test compare to the Omega Test when both are

given equivalent problems to solve?

The answers to these research questions will be developed through the course of the thesis, and form

its novel contribution to the field. I will also describe several ancillary contributions that arose during the

course of the research, as well as describe a novel idea that I developed while collaborating with colleagues

in a project to eliminate redundant array bound checks in Java bytecode.

1.4. Importance of Data Dependence Analysis in Modern

Scientific Computing

After having started this section with an overview of modern parallel processing techniques that brimmed

with the latest buzzwords (GPUs, OpenCL, OpenMPI, Hadoop, etc), the reader may be surprised that this

thesis will concern itself with the mathematical constructs underlying data dependence tests used by compil-

ers for well established imperative languages such as Fortran. While it is true that the use of languages such

as Fortran has drastically diminished in industry, Fortran remains one of the most widely used languages

in scientific computing (along with C++). Fortran has undergone many enhancements over the years to

make it competitive with more “modern” languages such as C++. In fact, benchmarks show that in terms of

performance, Fortran and C++ are almost equivalent, with Fortran outperforming C++ on the Spectral and

N-Body benchmarks [94]. Fortran was designed with array- and vector-intensive computation in mind, and

that is expressed in native language features such as builtin array copying, addition, multiplication, element

masking, etc. For this reason, algorithms expressed in Fortran are arguably more readily understood with-

out the extraneous clutter and obfuscation introduced by modern languages. Furthermore, Fortran is still

the language of choice for a large percentage of physicists and mathematicians who rely on well tested and

mature numerical and simulation libraries such as LAPACK, EISPACK, CERN, MINPACK, etc.

More importantly, the analysis in this thesis is analytical in nature and is not tied to any particular lan-

guage implementation. It intends to investigate an area that has never been formally addressed in the data

dependence literature, namely how the predominant tests compare from a purely theoretical standpoint.

Proponents of one test or another frequently point to empirical results written for an instrumented (usually

academic) compiler demonstrating performance for a specific benchmark suite on a particular architecture.

This thesis takes a different approach. It attempts to explain the relationship among the tests, and compares

the algorithms they employ in terms of complexity and problem domain.

Lastly, the tests I examine in this thesis are integer programming algorithms, and data dependence analy-

sis is not the only problem to which they can be applied. For example, one of the fundamental impediments
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to the use of Java in the high performance computing arena is the fact that the JVM specification dictates

that array accesses are always tested for out-of-bounds violations to ensure the safety of the host platform.

In other work [85, 38, 69] we have demonstrated the tests I am about to examine can be used by an op-

timizing Java compiler to prove that an array out-of-bounds condition cannot occur, or else to specify the

exact conditions under which the access might be unsafe. In the former case, the compiler can completely

eliminate the bounds check. In the latter case, optimizations can be speculatively applied and the guard

conditions tested at run time. I describe this work in the third part of this thesis.

1.5. Structure of Thesis

The second part of this thesis focuses on describing the dependence tests on which I focus: Fourier-Motzkin

Variable Elimination (FMVE), the Banerjee Bounds Test, the Omega Test, and the I-Test, and then proving

how they are related. In chapter 2, I give a brief overview of dependence analysis, introduce the tests, and

review the literature relevant to the tests. Chapters 3,4, and 5 form the major contributions of the thesis. In

chapter 3, I show the Banerjee Bounds Test and FMVE are isomorphic given conditions under which both

are applicable. In chapter 4, I show the isomorphism of their respective integer-valued refinements (the

I-Test and the Omega Test). In chapter 5, I extend the comparison to the case where the system includes

direction vectors. The relationships I state and prove have never previously been mentioned in the literature,

explain empirical results observed in the literature, and thus are novel contributions to the field. In chapter 6,

I conclude the second part of the thesis with a discussion of a number of facets of FMVE and the Omega

Test. I also show the relationship of the Dark Shadows Inequality to the two-dimensional Frobenius Coin

problem, and further prove a tighter bound on the effectiveness of the Omega Test’s equality elimination

algorithm than was previously known. These also are my contributions.

The third part of the thesis discusses my contributions in using a form of FMVE in abstract interpretation

to enable a runtime system to eliminate redundant array bounds checks in the Java language. I heavily

reference our peer-reviewed published articles that either describe the algorithms or else utilize them as part

of a larger system. Utilizing this test to identify redundant array bound checks improved performance on

certain benchmarks by nearly 10%.
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Chapter2
Dependence Analysis

In order to safely apply transformations to a nested loop, optimizing compilers perform data dependence

analysis to reveal the ordering constraints among statements in a possibly nested loop that need to be

preserved in order to produce valid optimized code. The problem essentially is one of determining the

conditions (if any) under which one iteration of a loop references a memory location that is subsequently

referenced by another iteration of the loop. If it can be proven that no such “collisions” exist, or if such

collisions are harmless, (perhaps both iterations simply read the same location), then the compiler is free to

schedule all iterations of that loop in parallel with one another. Otherwise a data dependence is said to be

“carried” by that loop and the compiler must perform deeper analysis, perhaps to determine the so-called

“stride” between collisions. That is, if loop iteration i writes a memory location that is read by loop iteration

i+ n, then the compiler could potentially schedule n iterations of the loop to execute simultaneously, but

force the next block of n iterations to wait until the first has completed.

Amdahl’s Law tells us that the most beneficial optimization in terms of overall speedup is an optimization

to the most-frequently executed portion of the code. In scientific computing, these “hot-spots” are most

frequently loop structures in which arrays are being manipulated. The loops can be nested to an arbitrary

depth, often corresponding to the logical dimensionality of the array. It is for this reason that optimizing

the performance of these array-accessing loops has garnered so much attention in the literature, and in

particular spawned a number of dependence analysis testing techniques.

In this chapter I discuss data dependence analysis with particular emphasis on array processing in nested

loops, and present the data dependence tests that I will examine in greater detail in this thesis.

2.1. Modeling Data Dependence

One of the first tasks an optimizing compiler must perform is to analyze a program or program fragment,

and distill from its textual representation the relevant information needed to identify and evaluate potential

restructuring. As part of this analysis, the compiler represents this information in an abstract and program

language independent manner.

2.1.1. Data Dependence Graphs

The most basic abstraction is the data dependence graph, whose purpose is to represent how one section of

the program depends on other sections of the program. It is a directed multigraph whose vertices represent

sections of the program. The word section is intentionally ambiguous. It can refer to either a single source

code statement, a single machine language statement, or a block of such statements. For the purposes of
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Figure 2.1.: Address-based dependency graph

this section, however, a vertex in the graph will represent a single statement in the source code. An edge in

the data dependence graph represents a dependence between the edge’s endpoints. An edge is annotated to

describe which of the three types of dependence it represents:

Flow Dependence A flow dependence exists when a variable is assigned a value in an instruction, and

that variable is subsequently read by another instruction. In the dependence graph, the edge points from the

assigning instruction to the instruction where the variable or memory location is read.

Anti-Dependence An anti-dependence is essentially the opposite of flow dependence. It exists when a

variable is consumed in an instruction, and that variable is subsequently assigned by another instruction. In

the dependence graph, the edge points from the using instruction to the instruction where the variable or

memory location is subsequently assigned.

Output Dependence An output dependence exists between two statements if both define the same

variable, and the statement represented by the tail of the edge is reachable from the statement represented

by the head of the edge.

Consider the sequence of statements shown in this program fragment:

S1 : A = 123

S2 : B = A + 1

S3 : C = A + B

S4 : A = C + 3

S5 : D = C + A

the data dependence graph for this fragment is shown in Figure 2.1
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The solid edges represent a flow dependence. For example, the variable A is defined by statement S1

and used in statement S2. The dotted edges represent an output dependence. In this case, the dotted edge

from S1 to S4 exists because S4 redefines A, which was initially defined by S1. The dashed edges represent

anti-dependence. Note that statement S4 defines variable A that was previously used by statements S2 and

S3.

This style of dependence graph is properly called an address-based dependence graph, because it defines

dependences based solely on the addresses of the variables involved. Another style is known as value-based

graphs. To illustrate the difference, note that in Figure 2.1, a flow edge exists from statement S1 to S5, since

S1 defines variable A and statement S5 uses that variable. However, there is an intervening assignment to

variable A in statement S4 and statement S5 is not reachable from statement S1 without executing statement

S4. In a value-based dependence graph, the assignment in S4 is said to kill the flow dependence from S1 to

S5, and the solid edge from S1 to S5 would thus not appear in the graph.

2.1.2. Dependence Abstractions in Loops

The code fragment I considered earlier is intentionally trivial, as each statement is executed exactly once in

order. Clearly, real-life programs pose a myriad of complications such as I/O, conditionals, inter-procedural

calls, and especially loops.

Statements embedded in the body of loops are potentially executed many times, and a dependence may

exist between a statement and another statement either within the same loop iteration, or a subsequent or

later iteration. Also, a new wrinkle to the problem emerges in that a statement in one iteration of the loop can

have a dependence to itself in a different loop iteration. These complications make the simple dependence

graph we’ve already seen inadequate for expressing dependences for statements within loops, and so the

compiler must therefore employ different abstractions to express such loop-based dependences.

Loop Carried and Loop Independent Dependences

If a statement in one iteration of the loop has a dependence relationship to another statement in the same

iteration of the loop, we term that dependence to be loop independent (because the dependence exists

without regard to the loop). On the other hand, suppose a dependence exists between a statement in one

iteration of the loop and another statement in a different iteration of the loop. Then we say the dependence

is loop carried (because the dependence exists only within the context of the loop). The program fragment

in Listing 2.1 serves to illustrate the distinction.

for I = 1 to 100 do
S1: A[I] = B[I] + 5

S2: B[I+1] = A[I] + C[I]

end

Listing 2.1: Example of loop independent and loop carried dependences

We see that there is a flow dependence for array A from S1 to S2 because S1 defines an array element

in every iteration and S2 reads that same array element. Because the definition and the read of the element

with array A occurs within the same loop iteration, we classify this dependence as loop independent. There

is also a flow dependence for array B from S2 to S1. In this case, however, the array element defined by

S2 is not read until the next iteration of the loop. Therefore, this dependence is classified as a loop carried

dependence.



36 2 Dependence Analysis

Iteration Vectors

Optimizing compilers often find it necessary to represent a particular iteration of a nested loop. A simple

way to label an iteration of a n-nested loop is to capture the values of the enclosing n loop iteration variables

in an n element vector v̂ (called an iteration vector), where each element vi (1 <= i <= n) is assigned the

value of the i-th loop variable when that particular instance of the loop is executed.

Although this is a simple technique, it is less than optimal in the event of non-unit loop strides or decreas-

ing loop indices. For example, in the case of non-unit strides, one iteration of the loop differs from the very

next iteration of the loop by a non-unit value (the value of the stride). In the case of a loop with decreas-

ing iteration variables, an iteration vector representing a loop iteration will be lexographically greater than

an iteration vector representing a subsequent iteration of the same loop. To address these shortcomings,

compilers frequently represent iterations of a nested loop with a normalized iteration vector, which is one

where each loop is assumed to start at 0 and increase by 1 with each iteration. This simplifies the compiler’s

analysis, and it allows the iteration space spanned by the iteration vectors to form the subset of a lattice.

Distance Vectors

Building on iteration vectors, the next abstraction used by optimizing compilers to represent dependencies

is the idea of distance vectors. Assume a dependence exists between statement S1 with an iteration vector

v̂1 and a statement S2 with an iteration vector v̂2. In other words, when statement S1 executes with the

enclosing loop iteration variables set to the corresponding elements of v̂1, there is a dependency to an

instance of statement S2 when the iteration variables for its enclosing loops hold the values described in v̂2.

The distance vector d̂ for this dependence is represented by the vector difference d̂ = v̂2 − v̂1. If statements

S1 and S2 have different nesting levels, then d̂ will have an entry for each common enclosing loop.

Direction Vectors

Distance vectors are useful in cases where there is a constant, known number of iterations of each common

enclosing loop between the source and target of the dependency. In many if not most cases, however, the

distance between the source and target of a dependency is non-constant. This is illustrated in Listing 2.2

when I consider the flow dependency between statement S1 to statement S2 for the array A. In this case,

statement S1 is the source of the dependence, and I represent the iteration vector when control reaches it as

v̂S. Statement S2 is the target of the dependence, and I designate the iteration vector at this point v̂T . We see

that given the iteration vector v̂S = (1), statement S1 defines A[2]. In the very next iteration of the I loop (i.e.

v̂T = (2)) statement S2 reads A[2]. Thus, the dependence distance between these two iteration vectors is

d̂ = v̂T − v̂S = (1). However, given v̂S = (2), statement S1 defines A[4] which is read by S2 when v̂T = (4),

and so now d̂ = v̂T − v̂S = (2). It is obvious by inspection that each iteration i of the outer loop defines an

element read by iteration i∗2, and so the dependence distance cannot be represented by a constant value.

for I = 1 to 100 do
S1: A[2*I] = B[I] + C[I] + 5

S2: B[I+1] = A[I] + C[I]

end

Listing 2.2: Example of a dependence with non-constant distance vector

Fortunately, in many loop transformations (the most important being loop reordering), it is not necessary

to know the exact dependence distance. Rather, knowing whether the distance is positive, negative, or zero

is sufficient to determine whether the optimization can be safely performed. This information is captured

in a direction vector, where each component is either ’<’, ’=’, or ’>’, depending on whether the element

of the source iteration vector (v̂S) is less than, equal, or greater than the corresponding entry in the target
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iteration vector. In the example shown in Listing 2.2, for example, the flow dependence between S1 and S2

is (<), since the iteration vector at which an element of A is defined is always less than the iteration vector

at which the element is read.

2.1.3. Example of Distance Vector Usage in Loop Transformations

Arguably the most beneficial optimization an optimizing compiler can perform is loop interchange, which

involves moving an inner nested loop outside of its enclosing loop. This can result in numerous benefits.

For example, if an inner loop has a high startup cost, then that cost must be paid with each iteration of the

outer loop(s). Moving the loop to the outermost position means that this overhead is incurred only once.

Another benefit can be obtained if the inner loop is the only loop which carries a dependency. If this loop

can be moved to the outermost position, then the new inner loops can be executed in parallel, leaving the

outer loop to execute sequentially to preserve the data dependence.

Perhaps the most important benefit from loop reordering is improving memory access patterns, espe-

cially with regard to cache. Consider the example of a 100x100 matrix initialization shown in Listing 2.3.

If cache lines on this particular machine are exactly 100 bytes long, then this example demonstrates the

pathologically worst case where every execution of statement S1 causes a cache miss. On the other hand, if

the J loop is moved to the outermost position, then each iteration of the I loop (except the first) will result

in a cache hit.

for I = 1 to 100 do

for J = 1 to 100 do
S1: A[J,I] = 0

end

end

Listing 2.3: Example of Loop Interchange to Improve Memory Access Patterns

The compiler ensures the legality of the loop interchange by examining the dependence direction vectors

for the innermost loop. If the compiler is considering moving the loop at nesting level n+ 1 outside of

its enclosing loop at nesting level n, the compiler switches columns n and n+ 1 in all affected direction

vectors and checks whether the leftmost non-equal direction vector is “<”. If this condition holds, then the

interchange is legal, since all loop carried dependencies will still be preserved in the modified loop nest.

Take for example, the loop shown in Listing 2.4. The only dependency is the flow dependency from

statement S1 to S2 for the array A. The distance vector for this dependency is (0, 1), and the corresponding

direction vector is (=,<).

for I = 1 to 3 do

for J = 1 to 3 do
S1: A[I,J+1] = M

S2: N = A[I,J]

end

end

Listing 2.4: Example of loops that may be legally interchanged

The pattern of array accesses is shown in the table below. We see, for example, that there is a flow

dependency between iterations (1,1) (which defines the element A[1,2]) and iteration (1,2) (which reads the

same element). Likewise, elements A[2,2], A[3,2], A[1,3], A[2,3], and A[3,3] are each read after a prior

loop execution defined it.
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I J Read Write

1 1 A[1,1] A[1,2]

1 2 A[1,2] A[1,3]

1 3 A[1,3] A[1,4]

2 1 A[2,1] A[2,2]

2 2 A[2,2] A[2,3]

2 3 A[2,3] A[2,4]

3 1 A[3,1] A[3,2]

3 2 A[3,2] A[3,3]

3 3 A[3,3] A[3,4]

Now suppose the compiler wishes to interchange the I and J loops. The original direction vector (=,<)

is mutated to form (<, =). The leftmost non-equal position in the vector is indeed “<”, so the legality test

is met. If we move the J loop outside of the I loop, the access patterns in the new loop are shown below:

I J Read Write

1 1 A[1,1] A[1,2]

2 1 A[2,1] A[2,2]

3 1 A[3,1] A[3,2]

1 2 A[1,2] A[1,3]

3 2 A[2,2] A[2,3]

3 2 A[3,2] A[3,3]

1 3 A[1,3] A[1,4]

2 3 A[2,3] A[2,4]

3 3 A[3,3] A[3,4]

Notice how all the dependencies in the original loop are preserved: the reads of elements A[1,2], A[2,2],

A[3,2], A[1,3], A[2,3], and A[3,3] are each preceded by writes to those locations. Now let us modify the

loop slightly as shown in Listing 2.5. Again, the only dependency is the flow dependency from statement

S1 to S2 for the array A. The distance vector for this dependency is (1, -1), and the corresponding direction

vector is (<,>).

for I = 1 to 3 do

for J = 1 to 3 do
S1: A[I+1,J-1] = M

S2: N = A[I,J]

end

end

Listing 2.5: Example of loops that cannot be legally interchanged

The pattern of array accesses is shown in the table below. Note now that there is a flow dependency

between iterations (1,2) (which defines the element A[2,1]) and iteration (2,1) (which reads the same ele-

ment). Likewise, elements A[2,2], A[3,1], and A[3,2] are each read after a prior loop execution defined it.



2.2 Data Dependence Testing as an Integer Programming Problem 39

I J Read Write

1 1 A[1,1] A[2,0]

1 2 A[1,2] A[2,1]

1 3 A[1,3] A[2,2]

2 1 A[2,1] A[3,0]

2 2 A[2,2] A[3,1]

2 3 A[2,3] A[3,2]

3 1 A[3,1] A[4,0]

3 2 A[3,2] A[4,1]

3 3 A[3,3] A[4,2]

Now suppose the compiler wishes to (illegally) interchange the I and J loops. The original direction

vector (<,>) is mutated to form (>, <). The leftmost non-equal position in the vector is now “>”, so the

legality test fails. Suppose we attempt the loop interchange anyway. The access patterns in the new loop

are shown below:

I J Read Write

1 1 A[1,1] A[2,0]

2 1 A[2,1] A[3,0]

3 1 A[3,1] A[4,0]

1 2 A[1,2] A[2,1]

3 2 A[2,2] A[3,1]

3 2 A[3,2] A[4,1]

1 3 A[1,3] A[2,2]

2 3 A[2,3] A[3,2]

3 3 A[3,3] A[4,2]

Notice how the reads to elements A[2,1], A[2,2], A[3,1], and A[3,2] now occur prior to the writes to

those locations, and thus the semantics of the original program have been violated.

2.2. Data Dependence Testing as an Integer Programming

Problem

The problem of testing whether a pair of array accesses within (potentially nested) loops can safely be run

in parallel with each other is actually a problem in integer programming. In its most general form this is

an NP-complete problem, instances of which optimizing compilers may have to attempt to solve thousands

or even millions of times in the compilation of large and complex kernels. In order to keep compilation

times reasonable, compilers employ data dependence tests that attempt to efficiently and conservatively

approximate exact solutions to the IP problem. An approximate test must be conservative in the sense that

if it cannot conclusively disprove the existence of a dependence between a pair of array accesses, it must

inform the compiler that a dependence may exist in order to ensure that valid code is produced. It should be

clear that a tradeoff immediately presents itself: either expensive but more accurate data dependence tests

are used that may reveal more parallelization opportunities at the cost of extending compilation times, or

else less expensive tests are employed that keep compilation times tolerable but may fail to detect latent

parallelism in the code being compiled.

Many data dependence tests have been proposed in the literature, each of which attempts to deliver as

quickly as possible exact yes or no answers to the question of whether dependences exist between pairs



40 2 Dependence Analysis

of array accesses in a nested loop. Some tests are very efficient in a restricted problem domain, others

have higher overhead but are applicable to a larger set of problems. Broadly speaking, two dependence

tests have emerged as predominant in the literature, and these are the tests that I focus on in this thesis.

Although they have a different lineage (which we shall soon examine), common to both is their approach

to using “projection” to repeatedly reduce an integer programming problem in n dimensions to one in n−1

dimensions.

2.2.1. Formulating the Problem

I have stated that the kind of problems an optimizing compiler has to solve when attempting to determine

whether a pair of array accesses buried in an set of nested loops have an ordering dependence between them

is an instance of integer programming. I will expand on this idea more formally in subsequent chapters,

but for now, consider the simple loop structure depicted in Listing 2.6. It consists of r nested loops, where

each of the r loop iteration variables range between a lower and an upper limit. These upper and lower

loop bounds are integers, as are the loop iteration variables. Furthermore, each loop iteration variable is

incremented by a non-zero integer in each iteration. The loop is perfectly nested, and the statements S1 and

S2 which constitute the body of the loop access an array A. Note that the array indices denoting the elements

accessed are linear combinations of the enclosing loops’ iteration variables (this is the predominant pattern

in the majority of scientific loop kernels).

for I1 = L1 to U1 do

for I2 = L2 to U2 do

...

for Ir = Lr to Ur do

S1: A[ f1(I1,I2,. . . , Ir), f2(I1,I2,. . . , Ir), . . . , fd(I1,I2,. . . , Ir)] = . . . ;

S2: . . . = A[g1(I1,I2,. . . ,Ir), g2(I1,I2,. . . , Ir), . . . , gd(I1,I2,. . . , Ir)] ;

end

...

end

end

Listing 2.6: Example of a nested loop

The values assumed by the enclosing loop iteration variables I1, I2, . . . , Ir during the execution of the

loop can be thought of as forming a convex polyhedral subspace of Zr. Let the values of the loop iteration

variables reaching the body of the loop during some iteration i of the loop be expressed as the r-dimensional

vector ~vi. If there is a dependence between statements S1 and S2, then for some (possibly the same)

iterations j and k of the loop, the array subscript calculated at S1 at iteration j must equal the subscript

calculated at S2 at iteration k. That is, a dependence exists if for 1 <= w <= d, fw(~v j) = gw(~vk), or

equivalently, fw(~v j)− gw(~vk) = 0. If these equalities holds subject to the constraints on the loop iteration

variables imposed by the loop bounds, then S1 and S2 access the same element of array A at some point

during the execution of the loop. The basic job of an optimizing compiler is to prove that this inequality

cannot hold subject to the bounds on the loop iteration variables (meaning that all iterations of the loop

body can be executed in parallel), or else to attempt to determine exact conditions under which the equality

holds (meaning that a subset of the iterations may be able to be run in parallel).

Note that in order to run the entire body in parallel, all pairs of array access statements S1 and S2 within

the body must be tested for dependence. Thus, the complexity of the dependence analysis increases as the

nesting level of the loop and especially as the size of the loop body increases. As integer programming is in



2.2 Data Dependence Testing as an Integer Programming Problem 41

general an NP-complete problem, dependence tests must approximate solutions in order to keep compilation

times from becoming prohibitively long.

Thus we see that the crux of the matter is to determine whether the equality f (~v j)−g(~vk) = 0 holds given

a set of inequality constraints on the loop iteration variables combined with the requirement that any solution

be restricted to the integer domain. Rather than dealing with a system of inequalities (the bounds on the loop

iteration variables arising from the loop limits) and a linear equality (arising from equating the subscript

expressions in the array accesses), we shall see that the compiler converts the problem to one involving a

system of linear inequalities by treating the equality constraint as a pair of inequality constraints. This is the

integer programming problem optimizing compilers must solve, and the raison d’etre for the dependence

tests I shall examine. How well and how quickly the tests can solve these problems has enormous impact

on both compile time and run time performance of critical scientific applications.

The following sections give a brief overview of the techniques I will discuss throughout the remainder of

this thesis. Each will be described in greater detail in subsequent sections, along with a discussion of data

dependence analysis (especially as it applies to arrays) and a review of some mathematical principles that

arise during the analysis of the algorithms.

Real Valued Techniques

One approach to efficiently approximating a solution to the problem of determining whether a system of

linear inequalities has an integer solution is to relax the integer solution requirement and to instead treat

the integer programming problem as a linear programming problem. That is, instead of insisting that the

loop iteration variables are strictly integer valued, they are assumed to hold real values. This simplifies the

problem considerably, as linear programming problems can be solved in polynomial time in general. If this

approximation proves that no real-valued solution to the dependence equality exists, then obviously it has

also proven that no integer value solution exists, and there is no dependence. If on the other hand these tests

conclude that a real solution exists or may exist to the problem, we do not know conclusively whether the

solution is an integer solution. In this case, the compiler must conservatively assume that the solution is

integer.

Banerjee Extreme Value Test The Banerjee Extreme Value Test [3] finds the minimum and maximum

values a linear expression can assume subject to (real-valued) variable constraints. The test defines a+ (the

positive part) and a− (the negative part) of a real number a and uses that value to maintain an interval

equation as it progressively examines the use of loop iteration variables in the array subscript expression.

The test is guaranteed to execute in O(r) time, where r is the nesting level of the loop. This test has

been enormously influential, and Banerjee was the first to systematically define the dependence problem in

mathematical terms. Although limited in the domain of iteration space polyhedra it is applicable to, the test

is both extremely efficient and effective.

Fourier-Motzkin Variable Elimination (FMVE) Unlike the Banerjee Extreme Value Test, which was

specifically crafted for use in solving the data dependence problem, Fourier Motzkin Variable Elimination

[87], is a general linear programming technique that determines whether real solutions to a bounded lin-

ear programming problem can exist. It employs a technique roughly equivalent to Gauss-Jordan variable

elimination to progressively reduce a system to simpler forms until the system can be trivially inspected for

the possible existence of a solution. It has worst case double exponential complexity in the number of loop

iteration variables.
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Integer Valued Techniques

Despite the fact that integer programming is NP-complete in general, the question of whether a system of

linear inequalities has an integer solution can be answered exactly and efficiently in a number of cases. Two

of the predominant tests in the literature refine real valued techniques to the integer domain, and another

relies upon a basic theorem from number theory.

GCD Test Consider the simple linear equality

a1x1 +a2x2 + . . .+an−1xn1
+anxn = c

where:

ai,c ∈ Z,1 <= i <= n

An integer solution to this equality exists if and only if the greatest common divisor of a1,a2, . . . ,an−1,an

also evenly divides c. Thus, the GCD offers a simple way of disproving the existence of a dependence: if the

GCD of the LHS coefficients does not evenly divide the RHS, then no dependence can exist. Unfortunately,

it is often the case that at least one of the LHS coefficients is ±1, rendering the test ineffective. As we shall

see, however, the GCD test is incorporated in some form in the other tests I will examine to potentially

disprove a dependence in an intermediate phase of the test’s execution.

I-Test The I-Test [78] is a refinement of the Banerjee Extreme Values Test to the integer domain. It grew

out of the empirical observation that in the vast majority of cases, when the Banerjee test indicated that a

linear solution to a set of inequalities existed, that solution was in fact an integer solution. The I-Test refines

the Banerjee Test by applying the so-called I-Test Condition to the interval equation maintained at each step

of the Banerjee test. We shall see that in many cases this has the effect of determining whether a linear

solution detected by the Banerjee Test is an integer solution or not. The I-Test is always polynomial in the

loop nesting depth, but is not always able to conclusively determine whether a dependence exists.

Omega Test The Omega Test [81] is a refinement to Fourier Motzkin Variable Elimination that allows

it to determine whether a real solution detected by FMVE is actually an integer solution. The refinement

is based on applying the Dark Shadow Inequality at each step of FMVE’s variable elimination process. It

is therefore able in frequently occurring cases to efficiently determine exactly whether or not a system of

linear inequalities is solvable in integers or not. It is an exact test, although in the worst case is prohibitively

expensive. As it is based on FMVE, the Omega Test has worst case exponential complexity in the nesting

level of the loop body. Additionally, the Omega Test can resort to an exhaustive search of the iteration space

to prove or disprove an integer solution.

2.3. Related Work

Although the major contribution of this thesis is showing the isomorphism between the I-Test and Omega

Test under conditions in which both are applicable, it is nonetheless worthwhile to provide a broad outline

of relevant previous work in dependency analysis.

The Lambda test [53] is a very intuitive test that extends the ideas behind the Banerjee Extreme Value

test to handle multidimensional array references with coupled subscripts, but it is only able to prove real

solutions. The Power Test [101] has much in common with the Omega test. They both use the Fourier

Motzkin Variable Elimination method to prove consistency or inconsistency among the dependence problem

constraints. A significant difference is that the Power Test uses simplified constraints after performing the
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Extended GCD test [3], and that it does not force itself to produce an exact answer when this is going to be

expensive. The Range Test [8] is a different way of applying the Banerjee Extreme Value test, which makes

it suitable for problems involving symbolic variables and non-linear constraints. This test also introduces

the notion of constraint propagation that can simplify problems with coupled subscripts.

Maydan et al. [57] proposed a small set of efficient algorithms, each one exact for special case inputs,

combined with FMVE as an expensive back up test. They show empirically that they derive an exact answer

in all cases on the Perfect Benchmarks [54]. Goff et al. [40] proposed a dependence testing scheme based

on classifying pairs of subscripts. This approach is based on the fact that most array references in scientific

programs are fairly simple. Efficient and exact tests are presented for certain classes of commonly occurring

array references involving zero index variables (ZIV) and single index variables (SIV). In case of multiple

index variable (MIV) subscripts their techniques rely on the Banerjee Extreme Value test. The I-Test is

exact and more general than all special exact SIV cases. The experiments in [80] also show that the I-Test

is exact in many cases that the Banerjee Extreme Value test is inconclusive and it is also as efficient as the

Extreme Value test.

Petersen and Padua [74] performed an experimental evaluation of a proposed sequence of dependence

tests on the Perfect Benchmarks and the linear algebra libraries, Eispack and Lapack. This sequence con-

sists of the Banerjee Extreme Value test, an integer programming test based on the Simplex method, and

the Omega test. In case of an Extreme Value test inconclusive answer, exponential tests such as integer

programming and the Omega test were applied to elicit a yes or no answer. Their results indicated that

the Extreme Value test is for all practical purposes as accurate as the more complex Omega test. Their

results also show that most of the applicability of the integer programming and Omega tests is in proving

the existence of dependences, in contrast with the Banerjee Extreme Value test, which can only disprove de-

pendences. Experiments in [80] show that this can be done, i.e. the existence of dependences can be proven

(efficiently in many cases) by applying the I-Test rather than by applying expensive integer programming

tests or the Omega test.

Rauchwerger’s LRPD test [83] takes a rather different approach to dependence analysis. Recognizing

that compile time unknowns can limit the optimization a compiler can perform ahead of time, he proposes

that testing be deferred until run-time when all critical information is resolved. He proposes a lightweight

“inspector loop” that mimics the memory accesses of the original program, and that runs alongside a spec-

ulatively optimized version of that code. In the event that the inspector loop determines that the optimized

code is unsafe, changes are reverted and the unoptimized code is run instead. Nonetheless, the effec-

tiveness of this approach can still benefit from compile time analysis, especially if safety conditions are

pre-determined at compile time via “protected variables” (which I will discuss in chapter 6).

Several studies have acknowledged the limitations of certain dependence analysis techniques presented

in this thesis and they have shown that non-linear symbolic analysis is necessary in order to uncover paral-

lelism in scientic applications [43],[32]. Data dependence analysis has evolved over the years to consider

more complex instances of the dependence problem. However, future developments are based on the fun-

damentals of the data dependence tests and their relationships considered in this thesis.

2.4. Comparing the Techniques

In the following chapters, I will present the aforementioned tests more formally, and then will proceed to

demonstrate the close equivalence of the Fourier-Motzkin method to the Banerjee Bounds test, and of the

Omega Test to the I-Test. Since the Fourier-Motzkin method and Omega Test are more general than the

Banerjee Bounds and I-Test techniques, in order to make the comparisons more meaningful I will assume

the tests are applied to instances of the dependence problem to which all tests can be effectively applied.
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This will require the following conditions on problem instances (the reasons for which to be made clear as

I examine the tests in the following chapters):

2.4.1. Loop Bounds

Because the Banerjee Bounds and I-Tests eliminate terms by calculating the minimum and maximum values

they can achieve subject to the bounds on the loop iteration variables, they effectively require that bounds on

all loop iteration variables be known and constant. I make that assumption in the analysis in chapters 3 and

4. Although Banerjee extended his test to calculate inexact (conservative) bounds in trapezoidal regions

where bounds on a loop at nesting level j are linear expressions among iteration variables x1,x2, . . . ,x j,

the I-Test assumes simple rectangular regions with known and constant bounds. As mentioned in [80] and

[74], researchers have tried to address these limitations in their empirical comparisons by either attempting

to extend Banerjee’s test to accommodate infinite bounds or by substituting large constants for unknowns

to allow the I-Test to attempt to proceed (with potential loss of accuracy in both cases). In contrast, the

Fourier-Motzkin and Omega techniques are able to handle unbound variables and trapezoidal regions with-

out modification.

2.4.2. Unit Coefficient

As I will detail in chapter 4, both the I-Test and Omega Tests require that at least one term in the equality

arising from the array subscript be ±1. Whereas the Omega Test includes a pre-processing phase that forces

that condition to be met (detailed in section 6.1.1), the I-Test does not. Consequently, I will assume that

there is a unity coefficient present initially in the subscript equality. As demonstrated in [80], this condition

is met almost always in practice.

2.4.3. Multi-Dimensional Arrays

Refer again to section 2.2.1, and in particular to Listing 2.6. In order for two instances j and k of the

same or distinct references nested in a loop of depth r (r ≥ 1) to an d-dimensional array (d > 1) to refer

to the same element, iteration vectors ~v j and ~vk must cause corresponding array subscript expressions in

the references to simultaneously be equal. Using the terminology in section 2.2.1, a dependence exists if

fw(~v j)− gw(~vk) = 0 for all 1 <= w <= d. As an example, consider the simple loop in Listing 2.7 and

the problem of determining whether there is a loop carried output dependence from statement S1 to S1.

Although the first subscript expression produces the same index of 8 when I = 10 and J = 0 as it does in

a later iteration when I = 11 and J = 1, and although the second subscript expression produces the same

index of 14 when I = 10 and J = 1 as it does in a later iteration when I = 11 and J = 0, no two assignments

to I and J allowed within the iteration space will cause the two array subscript expressions to produce the

same pair of values.

for I = 10 to 100 do

for J = 0 to 7 do

...

S1: A[I-J-2, I+J+3] = . . . ;

...

end

end

Listing 2.7: Example of multi-dimensional array access with coupled subscripts
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Listing 2.7 represents a problem where the subscripts are said to be coupled, because at least one iteration

variable participates in more than one subscript expression (in this case, both do). On the other hand, if no

loop iteration variable appears in more than one subscript expression, the subscripts are said to be separable.

As the Banerjee Bounds and I-Tests deal with only a single constrained inequality, in the presence of

multi-dimensional arrays, the tests essentially resort to testing each subscript independently. If one of the d

subscript tests indicate that no dependence can exist, then the tests report that no dependence exists between

the two statements overall. On the other hand, if the subscripts are separable and the I-Test detects an integer

solution to all individual subscripts tests, it reports that a dependence definitely exists. As the Banerjee test

cannot distinguish between real and integer solutions, if all separable subscript tests indicate a real solution,

it will return a maybe answer, as the solutions may or may not be integer. Finally, in the case of coupled

subscripts, if the tests are unable to disprove a dependence in any of the d subscript problems, then the tests

will report that a dependence may exist, as these simpler tests cannot determine if any pair of loop iteration

variable assignments simultaneously cause all corresponding subscript expressions to achieve equal values.

The Fourier-Motzkin and Omega Tests consider all dimensions of the array access at once, as they deter-

mine simultaneous solutions to systems of constrained linear equalities (returning no or maybe in the case

of Fourier-Motzkin, and yes or no in the case of the Omega Test).

Thus, in order to ensure that all the tests I consider are equally applicable in case of multi-dimensional

array access, I will assume that all array accesses are either single-dimensional or else consist of separable

subscript expressions.





Chapter3

Real Valued Dependency Tests: Fourier

Motzkin and Banerjee Bounds

3.1. Preface

As we’ve discussed, data dependence analysis is the key to the detection of implicit parallelism in sequen-

tial programs. It provides the compiler with the necessary information to perform valid transformations

such as those for improving memory locality, load balancing, and efficient scheduling. Furthermore, data

dependence information is essential in detecting loop iterations that can be executed in parallel on multi-

core and multiprocessor architectures. Data dependence relations capture the essential ordering constraints

among statements in a program that have to be preserved in any compiler transformation to ensure the va-

lidity of the generated code. The dependence problem is equivalent to integer programming, which is an

NP-complete problem and so cannot be efficiently solved in general. Nonetheless, certain instances of the

problem are solvable in polynomial time. A number of data dependence tests have been proposed in the

literature. In each test there are different tradeoffs between accuracy and efficiency. Data dependence tests

must always be conservative (namely dependence is assumed if independence cannot be proved) to prevent

unsafe optimizations. Since scientific applications have been a major focus of compiler optimization and

automatic parallelization, most of the work in data dependence analysis has considered programs involv-

ing array references inside loop nests. An r-nested loop including references to a d-dimensional array is

depicted in Listing 3.1.
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for I1 = L1 to U1 do

for I2 = L2 to U2 do

...

for Ir = Lr to Ur do

...

S1: A[ f1(I1,I2,. . . , Ir), f2(I1,I2,. . . , Ir), . . . , fd(I1,I2,. . . , Ir)] = . . . ;

S2: . . . = A[g1(I1,I2,. . . ,Ir), g2(I1,I2,. . . , Ir), . . . , gd(I1,I2,. . . , Ir)] ;

...

end

...

end

end

Listing 3.1: Example of a nested loop

For the above loop nest the data dependence problem between an instance (x1, x2, . . . ,xr) of S1 and an

instance (xr+1, xr+2, . . . , x2r) of statement S2 can be formulated as follows:

f1(x1,x2, . . . ,xr) = g1(xr+1,xr+2, . . . ,x2r)

f2(x1,x2, . . . ,xr) = g2(xr+1,xr+2, . . . ,x2r)
...

fd(x1,x2, . . . ,xr) = gd(xr+1,xr+2, . . . ,x2r)

(3.1)

where

L1 ≤ x1,xr+1 ≤U1

L2 ≤ x2,xr+2 ≤U2

...

Lr ≤ xr,x2r ≤Ur

(3.2)

Note that (3.1) is a set of equalities arising from array subscript expression and (3.2) is a set of in-

equalities formed by the loop bounds. The data dependence tests I consider require that the subscripts

f1(), f2(), . . . , fd(),g1(),g2(), . . . ,gd() be affine expressions of the enclosing loop iteration variables. These

tests must determine if integer solutions exist to the system of linear equations in (3.1) subject to the con-

straints in (3.2).

In this chapter I consider data dependence problems involving single dimensional arrays or multi-

dimensional arrays with uncoupled subscripts. In this case, each variable xk appears in at most one of

the d equations in (3.1) and in one of the inequalities in (3.2). We thus can express the dependence problem

as a set of d independent linear equalities of the form:

∑
1≤i≤n

aixi = c (where n = 2r) (3.3)

subject to the constraints in (3.2).

For consistency, the tests I examine deal with a system of linear inequalities only. Thus, I express a linear

equation of the form of (3.3) as a pair of inequalities:

c ≤ ∑
1≤i≤n

aixi ≤ c (3.4)

In the following sections, I will examine how several data dependence tests attempt to determine the

existence of integer solutions to a set of inequalities of the form (3.4) subject to the constraints in (3.2). All
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tests operate by repeatedly removing a term from the center summation of (3.4), and adjusting the upper and

lower bounds on the RHS and LHS of (3.4), respectively, by taking into consideration the variable’s loop

bounds from (3.2) and variable’s coefficient in (3.4). This has the effect of “spreading apart” the constant

bounds on the LHS and RHS. We can assume without loss of generality that |ai| ≤ |ai+1|, for 1 ≤ i ≤ n−1.

We represent (3.4) after k−1 terms have been eliminated as:

cL ≤ ∑
k≤i≤n

aixi ≤ cU (3.5)

where initially cL = cU = c and k = 1. The shorthand notation in (3.5) is equivalent to the pair of linear

inequalities:

∑
k≤1≤n

aixi − cU ≤ 0 (3.6)

− ∑
k≤1≤n

aixi + cL ≤ 0 (3.7)

In this chapter I will describe the fundamental relationship between the Banerjee Extreme Value test and

Fourier Motzkin Variable Elimination (FMVE).

3.2. Overview of FMVE

Fourier-Motzkin Variable Elimination (FMVE) [26] determines whether a real solution exists to a system

of linear equations in the form of (3.1) subject to inequality constraints in the form of (3.2). The lack of a

real solution means that no integer solution exists and therefore, no dependence exists either. However, the

fact that a real solution exists does not imply the existence of an integer solution. This means that FMVE

cannot prove data dependence, but only disprove it.

FMVE determines the existence of a real solution to a system of linear inequalities by eliminating vari-

ables. Each variable elimination produces an equivalent system with one less variable. In general, the

number of inequalities in the system may increase exponentially as variables are eliminated, although this

rarely occurs when FMVE is applied to data dependence problems. Conceptually, eliminating a variable

finds the n−1 dimensional shadow cast by an n-dimensional object. FMVE eliminates variables in order of

increasing coefficient absolute value. A variable xk is eliminated by scaling and combining pairs of upper

and lower bounds on xk so as to produce a zero coefficient for xk in all resulting combinations. This is the

same principle used by such methods as Gauss-Jordan elimination to progressively reduce systems of linear

inequalities to simpler but equivalent forms. In general, given the following upper bound on xk:

akxk ≤ α (where ak > 0) (3.8)

and the following lower bound on xk:

a′kxk ≤ β (where a′k < 0) (3.9)

we eliminate xk by multiplying (3.8) by |a′k|, multiplying (3.9) by ak, and combining the results, which

produces:

akβ ≤ 0 ≤ |a′k|α (3.10)
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Note that this inequality does not guarantee that an integer multiple of |a′k|ak exists between the upper

and lower bounds. Dropping the center term produces the following inequality involving one less variable:

akβ ≤ |a′k|α (3.11)

If (3.11) is inconsistent (meaning of the form c ≤ 0, where c is a constant and c > 0), no real solution

exists to the system. We refer to this condition as a contradiction. In addition, (3.11) is ignored if it contains

only constants and is not contradictory. Once all lower bounds on xk have been combined with all upper

bounds on xk, the resulting inequalities in the form of (3.11) are added to the system and all inequalities

containing xk are removed from the system. FMVE continues eliminating variables in this fashion until

either a contradiction is reached, in which case it stops and reports that no real solution exists to the system,

or until all variables have been eliminated without contradiction, in which case it reports that a real solution

exists to the system.

The preceding discussion describes how FMVE works in the general case. However, in the case of the

data dependence problems I consider, a variable xk appears in only the following expressions:

− ∑
k≤i≤n

aixi + cL ≤ 0 (3.12)

∑
k≤i≤n

aixi − cU ≤ 0 (3.13)

−xk +Lk ≤ 0 (3.14)

xk −Uk ≤ 0 (3.15)

where cL, cU , Lk, and Uk are integer constants, and Lk ≤Uk. Inequalities (3.12) and (3.13) arise from an

array subscript expression, whereas (3.14) and (3.15) are derived from the loop bounds on xk.

Suppose we wish to eliminate xk from inequalities (3.12)-(3.15). We first isolate xk from (3.12) and (3.13)

respectively, producing:

−akxk − ∑
k+1≤i≤n

aixi + cL ≤ 0 (3.16)

akxk + ∑
k+1≤i≤n

aixi − cU ≤ 0 (3.17)

If ak > 0 in (3.3), then (3.16) is a lower bound on xk, and (3.17) is an upper bound on xk. Combining

the lower bound (3.16) with the upper bound (3.17) produces the inequality cL ≤ cU (which I will show

is always true in Section 3.2.1. Likewise, combining the lower bound (3.14) with the upper bound (3.15)

produces Lk ≤Uk, which is trivially true.

Combining the lower bound (3.16) with the upper bound (3.15) produces

cL −akUk ≤ ∑
k+1≤i≤n

aixi (3.18)

Next, we combine the upper bound (3.17) with the lower bound (3.14), yielding

∑
k+1≤i≤n

aixi ≤ cU −akLk (3.19)

Combining (3.18) and (3.19), we see that when ak > 0, the elimination of variable xk produces:
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cL −akUk ≤ ∑
k+1≤i≤n

aixi ≤ cU −akLk (3.20)

Having now eliminated xk, we set cL = cL − akUk, and cU = cU − akLk. This leaves the system in the

same form as shown in (3.12) through (3.15), except with one fewer variable. We can now continue with

the elimination of the next variable.

If ak < 0, then (3.16) is an upper bound on xk, and (3.17) is a lower bound on xk. Combining these bounds

again produces the inequality cL ≤ cU , and combining the lower bound (3.14) with the upper bound (3.15)

produces Lk ≤Uk.

Combining the lower bound (3.17) with the upper bound (3.15) produces:

∑
k+1≤i≤n

aixi ≤ cU + |ak|Uk (3.21)

Combining of the lower bound in (3.14) with the upper bound (3.16) produces:

|ak|Lk + cL ≤ ∑
k+1≤i≤n

aixi (3.22)

Combining (3.21) with (3.22) we see that when ak < 0, the elimination of xk yields:

cL + |ak|Lk ≤ ∑
k+1≤i≤n

aixi ≤ cU + |ak|Uk (3.23)

Having now eliminated xk, we set cL = cL + |ak|Lk, and cU = cU + |ak|Uk. This leaves the system in

the same form as shown in (3.12) (3.15), except with one fewer variable. We can now continue with the

elimination of the next variable.

3.2.1. Relationship of the Bounds

Referring to (3.12) and (3.13), I claimed earlier that cL ≤ cU is always true. As shown in equations (3.20)

and (3.23), cL and cU are adjusted to account for the coefficient and bounds of the eliminated variable. We

now prove that after each variable is eliminated via FMVE, cL ≤ cU .

Lemma 1. At each step of FMVE, cL ≤ cU .

Proof. We use induction on k, which is the index of the next variable to be eliminated. Initially, k = 1,

(because no variables have been eliminated). At this point we begin with the pair of inequalities shown in

(3.6) and (3.7), and cL = cU = c, establishing the basis.

For the inductive step, assume that cL ≤ cU after k − 1 eliminations. We next eliminate xk, and the

equalities in the systems containing xk are those in (3.12)-(3.15).

Assuming that ak > 0, the elimination of xk produces the inequalities shown in (3.20). We need to show

that cL −akUk ≤ cU −akLk.

Since Lk ≤ Uk and ak > 0, we have akLk ≤ akUk ⇒−akUk ≤ −akLk. Combining −akUk ≤ −akLk with

cL ≤ cU , we obtain cL −akUk ≤ cU −akLk.

Now assume that ak < 0. The elimination of xk produces the inequalities shown in (3.23). In this case,

we need to show that cL + |ak|Lk ≤ cU + |ak|Uk.

Since Lk ≤Uk and |ak|> 0, we have |ak|Lk ≤ |ak|Uk. Combining |ak|Lk ≤ |ak|Uk with cL ≤ cU , we obtain

cL + |ak|Lk ≤ cU + |ak|Uk.



52 3 Real Valued Dependency Tests: Fourier Motzkin and Banerjee Bounds

3.2.2. Example of FMVE

We illustrate how FMVE works with an example. Given the following linear equation and set of loop

bounds:

x+4y+7z−34 = 0 where:











0 ≤ x ≤ 15

−5 ≤ y ≤ 10

3 ≤ z ≤ 12

we first create the equivalent system of linear inequalities:

34 ≤ x+4y+7z ≤ 34

0 ≤ x ≤ 15

−5 ≤ y ≤ 10

3 ≤ z ≤ 12

(3.24)

We first eliminate x from the system since it has the smallest coefficient. Rearranging the first inequality

in terms of x:

34−4y−7z ≤ x ≤ 34−4y−7z

0 ≤ x ≤ 15

−5 ≤ y ≤ 10

3 ≤ z ≤ 12

(3.25)

Comparing upper and lower bounds on x yields:

Lower Bound Upper Bound Combination Result

34−4y−7z ≤ x x ≤ 34−4y−7z 34−4y−7z ≤ x ≤ 34−4y−7z 0 ≤ 0

34−4y−7z ≤ x x ≤ 15 34−4y−7z ≤ x ≤ 15 19 ≤ 4y+7z

0 ≤ x x ≤ 34−4y−7z 0 ≤ x ≤ 34−4y−7z 4y+7z ≤ 34

0 ≤ x x ≤ 15 0 ≤ x ≤ 15 −15 ≤ 0

The first and last results are consistent and involve only constant terms, and so are ignored. Combining

the middle two results yields the inequalities 19 ≤ 4y+ 7z ≤ 34. We add them to the system, and remove

from it the inequalities involving x. We are then left with the simpler system:

19 ≤ 4y+7z ≤ 34

−5 ≤ y ≤ 10

3 ≤ z ≤ 12

We next eliminate y. Rewriting in terms of y gives:

−7z+19 ≤ 4y ≤−7z+34

−5 ≤ y ≤ 10

3 ≤ z ≤ 12

(3.26)

Comparing upper and lower bounds on y:

Lower Bound Upper Bound Combination Result

−7z+19 ≤ 4y 4y ≤−7z+34 −28z+76 ≤ 16y ≤−28z+136 −60 ≤ 0

−7z+19 ≤ 4y y ≤ 10 −7z+19 ≤ 4y ≤ 40 −21 ≤ 7z

−5 ≤ y 4y ≤−7z+34 −20 ≤ 4y ≤−7z+34 7z ≤ 54

−5 ≤ y y ≤ 10 −5 ≤ y ≤ 10 −15 ≤ 0
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produces:

−21 ≤ 7z ≤ 54

3 ≤ z ≤ 12
(3.27)

which we add to the system. We next eliminate z:

Lower Bound Upper Bound Combination Result

−21 ≤ 7z 7z ≤ 54 −147 ≤ 49z ≤ 378 −525 ≤ 0

−21 ≤ 7z z ≤ 12 −21 ≤ 7z ≤ 84 −105 ≤ 0

3 ≤ z 7z ≤ 54 21 ≤ 7z ≤ 54 0 ≤ 33

3 ≤ z z ≤ 12 3 ≤ z ≤ 12 −9 ≤ 0

Since we have eliminated all variables and have not reached any contradictions, we conclude that the

original system of linear inequalities has a real solution.

3.3. Overview of the Banerjee Extreme Value Test

The Banerjee Extreme Value [4] determines whether a real solution exists to a single linear equation in the

form of (3.1) subject to inequality constraints in the form of (3.2). As with FMVE, the inability to distin-

guish between real and integer solutions makes the Banerjee Extreme Value test an inexact test. However,

an additional potential source of inaccuracy exists in the Banerjee Extreme Value test: since it tests a single

linear equation at a time (subscript by subscript testing) it can not prove the existence of a simultaneous real

solution to a system of constrained linear equations arising from coupled array subscripts.

The Banerjee Extreme Value test finds the minimum and maximum values the linear expression in (3.4)

can assume subject to the constraints in (3.2). The Banerjee Extreme Value test defines a+ (the positive

part) and a− (the negative part) of a real number a as follows:

a+ =







a if a ≥ 0,

0 if a < 0
a− =







0 if a ≥ 0,

−a if a < 0

The functions Min(akxk) and Max(akxk) are defined as:

Min(akxk) = ak
+Lk −ak

−Uk

Max(akxk) = ak
+Uk −ak

−Lk

For each term akxk in the center summation of inequality (3.4), we calculate Min(akxk) and Max(akxk),

and subtract these values from the RHS and LHS, respectively, of the inequality. As with FMVE, this

produces an expression in the form of (3.5), where cL and cU are the adjusted bounds after eliminating

the term akxk. We continue removing terms in this manner, and each such elimination spreads apart the

bounds in (3.5) according to the eliminated variables coefficient and loop iteration bounds, as is the case

with FMVE. When all the terms have been eliminated from the center summation of (3.5), we are left with

a pair of inequalities of the form:

c− ∑
1≤i≤n

Max(aixi)≤ 0 ≤ c− ∑
1≤i≤n

Min(aixi)

If these inequalities are satisfied, we report that a real solution exists. Otherwise, we report no real

solution exists.
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3.3.1. Example of Banerjee Extreme Value Test

Using the same example shown in (3.24), the Banerjee Extreme Value test first removes x from the expres-

sion 34 ≤ x+4y+7z ≤ 34 via the calculations:

34−Max(x) ≤ 4y+7z ≤ 34−Min(x)

⇒ 34− ((1)+(15)− (1)−(0)) ≤ 4y+7z ≤ 34− ((1)+(0)− (1)−(15))

⇒ 19 ≤ 4y+7z ≤ 34

Next, y is removed:

19−Max(4y) ≤ 7z ≤ 34−Min(4y)

⇒ 19− ((4)+(10)− (4)−(−5)) ≤ 7z ≤ 34− ((4)+(−5)− (4)−(10))

⇒ −21 ≤ 7z ≤ 54

Finally, z is eliminated:

−21−Max(7z) ≤ 0 ≤ 54−Min(7z)

⇒ −21− ((7)+(12)− (7)−(3)) ≤ 0 ≤ 54− ((7)+(3)− (7)−(12))

⇒ −105 ≤ 0 ≤ 33

Note that the final inequality, −105 ≤ 0 ≤ 33, is the same as that obtained via FMVE. We proceed to

show that this equivalence between FMVE and the Banerjee Extreme Value test is true in general.

3.4. Equivalence of FMVE and Banerjee Extreme Value Test

Lemma 1. The variable elimination steps performed by the Banerjee Extreme Value test and FMVE are

equivalent, and thus FMVE will detect the existence of real solutions if and only if the Banerjee Extreme

Value test does so.

Proof. We use induction on the number of variables eliminated so far. We show the inequalities produced

after every variable elimination are identical.

For the basis FMVE and the Banerjee Extreme Value test begin with the same inequality, shown in (3.4).

Now assume that after k− 1 variables have been eliminated, the LHS and RHS of the inequality are the

same using both FMVE and the Banerjee Extreme Value test. For consistency, I refer to the LHS of the

inequality as cL, and the RHS as cU . We next eliminate variable xk. There are two cases to consider. If

ak > 0, the Banerjee Extreme Value test proceeds as follows:

cL −Max(akxk) ≤ ∑k+1≤i≤n aixi ≤ cU −Min(akxk)

⇒ cL − (ak
+Uk −ak

−Lk) ≤ ∑k+1≤i≤n aixi ≤ cU − (ak
+Lk −ak

−Uk)

⇒ cL − (akUk −0) ≤ ∑k+1≤i≤n aixi ≤ cU − (akLk −0)

⇒ cL −akUk ≤ ∑k+1≤i≤n aixi ≤ cU −akLk

(3.28)

This result is identical to that produced by FMVE, shown in (3.20). If ak < 0, the Banerjee Extreme

Value test performs the following:

cL −Max(akxk) ≤ ∑k+1≤i≤n aixi ≤ cU −Min(akxk)

⇒ cL − (ak
+Uk −ak

−Lk) ≤ ∑k+1≤i≤n aixi ≤ cU − (ak
+Lk −ak

−Uk)

⇒ cL − (0+akLk) ≤ ∑k+1≤i≤n aixi ≤ cU − (0+akUk)

⇒ cL + |ak|Lk ≤ ∑k+1≤i≤n aixi ≤ cU + |ak|Uk

(3.29)



3.5 Summary 55

This result is identical to that produced by FMVE, shown in (3.23). We conclude that FMVE and the

Banerjee Extreme Value test are equivalent.

3.5. Summary

In this chapter I have presented the Fourier-Motzkin variable elimination technique and the Banerjee Bounds

Test, which are two tests that determine whether a real solution exists to a system of linear inequalities.

I have described the steps that each algorithm employs when solving the type of dependence problems

I consider in this thesis, and gave a worked example of how each step solves the same representative

dependence problem. Although the Fourier-Motzkin technique is applicable to more general dependence

problems, I showed the two tests are isomorphic under the conditions presented in section 2.4. That is, each

test takes the same steps and adjusts bounds identically as it eliminates terms, and ultimately will efficiently

reach the same conclusion as to the existence of real solutions given the same dependence problem of the

type I consider in this thesis. This result immediately suggests that replacing the Banerjee Bounds Test

with Fourier-Motzkin elimination incurs no significant disadvantages, and to the contrary offer numerous

advantages due to its ability to determine real solutions to problems involving iteration spaces too complex

for the Banerjee Bounds (or even its extension to trapezoidal regions) to handle. In fact, since a maybe

answer is effectively and conservatively treated the same a yes answer by the compiler, I suggest that if one

is willing to trade slightly fewer broken dependencies for a significant reduction in compilation time [80],

Fourier-Motzkin is a viable replacement for the Omega Test as well. This presents a slight complication in

the case of direction vector testing, however. As we shall later see, the Omega Test protects variables in this

case in an attempt to produce exact dependence distances rather than test the direction vector hierarchy.





Chapter4
Integer Valued Dependency Tests: The

Omega Test and the I-Test

In this chapter I examine the refinements to the tests considered in the previous chapter to the integer

domain.

4.1. Overview of the Omega Test

The Omega test [81] is based on and refines FMVE to the integer domain. It determines whether an integer

solution exists to a system of linear equations in the form of (3.1) subject to inequality constraints in the

form of (3.2). It produces exact yes/no answers, but has worst case exponential time complexity.

Given an upper bound α on xk:

akxk ≤ α (where ak > 0) (4.1)

and a lower bound β on xk:

a′kxk ≤ β (where a′k < 0) (4.2)

we eliminate xk by multiplying (4.1) by |a′k|, multiplying (4.2) by ak, and combining the results, which

produces:

akβ ≤ |a′k|akxk ≤ |a′k|α (4.3)

This does not imply that an integer multiple of |a′k|ak exists between the upper and lower bounds. This is

the reason why FMVE, like the Banerjee Extreme Value test, cannot prove the existence of integer solutions,

only real solutions.

Suppose that no integer multiple exists. Then there is an integer i such that:

|a′k|aki < akβ ≤ |a′k|akxk ≤ |a′k|α < |a′k|ak(i+1) (4.4)

Since both |a′k|aki and akβ are multiples of ak, we have:

akβ −|a′k|aki ≥ ak ⇒ −akβ ≤−|a′k|aki−ak (4.5)

and since both |a′k|α and |a′k|ak(i+1) are multiples of |a′k|, we have:
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|a′k|ak(i+1)−|a′k|α ≥ |a′k| ⇒ |a′k|α ≤ |a′k|ak(i+1)−|a′k| (4.6)

By adding the last two inequalities we get:

|a′k|α −akβ ≤ |a′k|ak −ak −|a′k| (4.7)

Inequality (4.7) gives the maximum possible distance between the upper bound |a′kα| and the lower bound

akβ on |a′k|akxk such that an integer multiple of |a′k|ak is not guaranteed to lie between them. Conversely, if

the distance between the upper and lower bounds on |a′k|akxk exceeds |a′k|ak −ak|a′k|, we are guaranteed an

integer multiple of |a′k|ak falls somewhere between them. Specifically, an integer solution exists if:

|a′k|α −akβ > |a′k|ak −ak −|a′k|
⇒ |a′k|α −akβ ≥ |a′k|ak −ak −|a′k|+1

Rewriting the final inequality above, we produce the “dark shadow” inequality:

|a′k|α −akβ ≥ (ak −1)(|a′k|−1) (4.8)

This inequality is the Omega test refinement to FMVE, as it specifies the condition under which an

integer solution exists to a constrained system of linear inequalities. Note that if either |ak|= 1 or |a′k|= 1,

the dark shadow inequality will be identical to the real shadow inequality in (3.11). This is termed an exact

projection. Since in the case of the data dependence problems we consider the coefficients in the loop

bounds expressions (3.14) and (3.15) are 1 and −1, the only combination where the dark shadow inequality

differs from the real shadow inequality is in the combination of the lower and upper bounds arising from

the array subscript expressions (3.16) and (3.17). This gives rise to the real shadow inequality:

akcL ≤ |a′k|akxk ≤ |a′k|cU ⇒ akcL ≤ |a′k|cU

The corresponding dark shadow inequality is produced by simply adding the extra constant term to the

LHS of the real shadow inequality:

akcL +(ak −1)(|a′k|−1)≤ |a′k|cU

Note also that the dark shadow inequality requires that at least one coefficient be ±1 in the original

equation, as the distance between the bounds cL and cU is initially 0. If none of the terms in the original

equation is ±1, then the first application of the dark shadows inequality will fail.

As discussed in Section 3.2, FMVE calculates the real n−1 dimensional shadow cast by an n dimensional

polyhedron. If this real shadow contains no integers, then no integer solution exists to the system. However,

if the real shadow does contain integers, we cannot be certain that they correspond to integers in the original

object. The dark shadow inequality calculates a conservative sub-shadow wherein every integer point is

guaranteed to correspond to an integer point in the original object. If you imagine the original polyhedron

as being translucent, the dark shadow is the sub-shadow under the object where the polyhedron is of at

least unit thickness. The Omega test essentially calculates two bounds for each variable combination: one

corresponding to FMVE’s real shadow, the other to the dark shadow. The cost of the additional shadow

calculation is minimal, since it involves the addition of a constant term to each inequality. After a variable

xk has been eliminated, a check is made to see if the dark shadow calculation has produced a contradiction.

If it has not, the Omega test continues to eliminate variables. If it manages to eliminate all variables without

producing a contradiction in the dark shadow calculation, an integer solution must exist to the original

system of linear equations, and the Omega test reports “yes”.
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On the other hand, if the dark shadow inequality from the elimination of the variable xk produces a

contradiction, the dark shadow is empty, and integer solutions cannot be guaranteed. The Omega test then

checks if the real shadow is also empty by checking the real shadow inequality for contradictions (essentially

resorting to standard FMVE). If the real shadow is empty (i.e. produces a contradiction), then no real (and

thus no integer) solution exists, and the Omega test reports “no”. However, if the real shadow is not empty,

then integer solutions may still exist, and the Omega Test begins an essentially exhaustive search of the

solution space, recursively generating and solving integer programming problems until integer solutions

are either found or disproved.

4.1.1. Example of the Omega Test

Using the running example shown in 3.25, and eliminating the variable x, we see that combining upper

and lower bounds on x produces the same results as in FMVE, because the coefficients of x are 1 in all

inequalities, and the constant added to the real shadow inequality (show in parenthesis) to form the dark

shadow inequality is therefore (1−1)(1−1) = 0:

Lower Bound Upper Bound Combination Result

34−4y−7z ≤ x x ≤ 34−4y−7z 34−4y−7z(+0)≤ x ≤ 34−4y−7z 0 ≤ 0

34−4y−7z ≤ x x ≤ 15 34−4y−7z(+0)≤ x ≤ 15 19 ≤ 4y+7z

0 ≤ x x ≤ 34−4y−7z 0(+0)≤ x ≤ 34−4y−7z 4y+7z ≤ 34

0 ≤ x x ≤ 15 0(+0)≤ x ≤ 15 0 ≤ 15

Rewriting the remaining inequalities in terms of y leaves the same system as shown in 3.26. We now

proceed to eliminate y. The constant added to the real shadow inequality to form the dark shadow inequality

in the first row is (4−1)(4−1) = 9.

Lower Bound Upper Bound Combination Result

−7z+19 ≤ 4y 4y ≤−7z+34 −28z+76(+9)≤ 16y ≤−28z+136 −51 ≤ 0

−7z+19 ≤ 4y y ≤ 10 −7z+19(+0)≤ 4y ≤ 40 −21 ≤ 7z

−5 ≤ y 4y ≤−7z+34 −20(+0)≤ 4y ≤−7z+34 7z ≤ 54

−5 ≤ y y ≤ 10 −5(+0)≤ y ≤ 10 0 ≤ 15

The elimination of z begins with rewriting the remaining inequalities in terms of z, leaving the system

shown in 3.27. The constant added to the real shadow inequality to form the dark shadow inequality in the

first row is (71)(71) = 36.

Lower Bound Upper Bound Combination Result

−21 ≤ 7z 7z ≤ 54 −147(+36)≤ z ≤ 378 −489 ≤ 0

−21 ≤ 7z z ≤ 12 −21(+0)≤ 7z ≤ 84 −105 ≤ 0

3 ≤ z 7z ≤ 54 21(+0)≤ 7z ≤ 54 0 ≤ 33

3 ≤ z z ≤ 12 3(+0)≤ z ≤ 12 −9 ≤ 0

Since we have eliminated all variables and have not reached any contradictions, we conclude that the

dark shadow is not empty, and report that integer solutions exist.

4.2. Overview of the I-Test

The I-Test [78] is based on and refines the Banerjee Extreme Value test to the integer domain. Whereas the

Banerjee Extreme Value test is unable to distinguish real from integer solutions, the I-Test can conclusively
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prove or disprove the existence of integer solutions (and hence dependences) in many cases. The I-Test

arose from an observation that most real solutions predicted by the Banerjee Extreme Value test are in fact

integer solutions. This insight led to the development of a condition, which if met, guarantees that a given

linear expression achieves every integer value between the minimum and maximum values calculated by

the Banerjee Extreme Value test. This accuracy condition states the necessary and sufficient relationship

between the coefficients of loop index variables to the range of values they can assume in order to guarantee

that every integer value between the extreme values is achievable. In practice these conditions are met so

frequently that the I-Test is in most cases a linear time exact test. The I-Test in some cases can disprove a

dependence even if the Banerjee Extreme Value test fails to do so.

The I-Test is applied on a subscript by subscript basis in the case of multidimensional array references. If

dependence is disproved when considering any of the subscripts then there can be no dependence. However,

if all the individual tests produce “yes” answers, a dependence is known to exist only if the subscripts are

uncoupled, as the I-Test (like the Banerjee Extreme Value test) does not test for simultaneous solutions to

systems arising from array references with coupled subscripts. The I-Test refines the Banerjee Extreme

Value test in the same fashion as the Omega test extends FMVE: it adds a condition (called the accuracy

condition), which if met, allows a variable to be safely eliminated from the system. “Safely” means the

reduced system created by the elimination has an integer solution if and only if the original system has

an integer solution. Conceptually, it performs the same calculations done in the Banerjee Extreme Value

test: eliminating a term at a time from the center of a linear equality in the form of (3.5), and subtracting

the term’s maximum and minimum value from the LHS and RHS, respectively, of the inequality. In I-Test

terminology, the upper and lower bounds (cU and cL, respectively, from (3.5)) form the RHS of an interval

equation, which is a notation for a set of linear equations maintained as variables are eliminated, while the

set of terms yet to be eliminated from the center of (3.5) form the LHS of this interval equation. The I-Test

determines if the original linear equality in (3.3) has an integer solution by checking if the magnitudes of

the coefficients of variables being eliminated are “small” relative to the distance between the upper and

lower bounds in (3.2). This condition almost invariably arises in practice. We now describe the necessary

relationship between variable coefficient and the bounds:

Let cU and cL be the current RHS and LHS, respectively, of the inequality in (3.5). We can move a term

akxk from the center and adjust the lower and upper bounds accordingly if:

|ak| ≤ cU − cL +1 (4.9)

This implies, as in the case of the Omega test, that at least one term of the original linear equation has

a coefficient of ±1. If we remove all the terms and the interval equation contains 0, we report that an

integer solution to the original linear equality in (3.3) exists. Otherwise, no integer solution exists. If we

reach a point where a term cannot be moved, we continue moving terms anyway (essentially reverting to the

Banerjee Extreme Value test), in the hope of disproving real solutions. If the result produces a contradiction,

we know no real solutions exist, and “no” is returned. Otherwise, we know a real solution exists, but are

unsure if an integer solution exists. In this case, the I-Test returns a “maybe” answer.

Note that the I-Test performs the same calculations as a term-by-term application of the Banerjee Extreme

Value test, except that before moving a term, we check the magnitude of the coefficient against the length

of the distance between the bounds. If all the terms qualify, the end interval equation will be identical to

that produced by the standard Banerjee Extreme Value test.

4.2.1. Example of the I-Test

We use the interval equation format
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∑
k≤i≤n

aixi = [cL,cU ]

This is to be understood as the set of linear equations

∑k≤i≤n aixi = cL

∑k≤i≤n aixi = cL +1

...

∑k≤i≤n aixi = cU −1

∑k≤i≤n aixi = cU

where as long as the accuracy condition in (4.9) is met, all equations are guaranteed to have an integer

solution. If this condition is not met, then the bounds have the same meaning as in the Banerjee Extreme

Value test: namely, the region in which a real solution exists. We continue with the running example system

shown in 3.24

x+4y+7z = [34,34] (Initial system)

4y+7z = [19,34] x moved because (|1| ≤ 34−34+1)

7z = [−21,54] y moved because (|4| ≤ 34−19+1)

0 = [−105,33] z moved because (|7| ≤ 54− (−21)+1)

Since −105 ≤ 0 ≤ 33, the I-Test returns a “yes” answer, meaning that integer solutions definitely exist to

this system.

4.3. Equivalence of the Omega Test and the I-Test

The Omega and I-Test are equivalent when the I-Test is applicable. To show this, we need to compare the

dark shadows inequality in (4.8) and the I-Test accuracy condition in (4.9). Recall that when we eliminate

a variable xk, we combine pairs of upper and lower bounds on xk. The bounds are those described in (3.12)

- (3.15). Note that xk has a coefficient of ±1 in three of the four combinations to be made in eliminating

xk. Recall also that in this case the dark inequality is inconsequential, since when either ak = 1 or a′k = 1 in

(4.8), the dark shadow inequality adds a constant of 0.

The one combination where the dark shadow inequality plays a role is the combination of (3.16) and

(3.17), and is also where the I-Test accuracy condition compares the coefficient ak to the range of the

interval cU − cL + 1 to decide whether it was legal to move the term from the center to either side of the

inequality. Since the coefficient of xk is the same in both bounds (ak), the dark shadow inequality becomes

ak(cU − cL)≥ (ak −1)2
. We now show that the Omega Test’s dark shadow inequality (4.8) and the I-Test’s

accuracy condition (4.9) are equivalent in this case. Note that the coefficient ak is positive. If the coefficient

is negative, we simply reverse signs and swap the LHS and RHS of the inequality. To begin, we state and

prove a simple lemma:

Lemma 1. If ak,x ∈ Z+ and ak ≥ 1, then akx ≥ (ak −1)2 if and only if x ≥ ak −1.

Proof. (if-part)

x ≥ ak −1 Given

(ak −1)x ≥ (ak −1)2 (since ak ≥ 1 implies (ak −1)≥ 0)

akx ≥ (ak −1)2 (Since ak ≥ (ak −1) and x ≥ 0)
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Proof. only-if

akx ≥ (ak −1)2

akx ≥ ak
2 −2ak +1

x ≥ ak −2+
1

ak

x ≥ ak −1 (Since ak,x ∈ Z+, and ak ≥ 1)

We now show that the dark shadows inequality is equivalent to the I-Test’s inequality as seen in (4.9)

when the coefficients of xk in the bounds are equal:

ak(cU − cL)≥ (ak −1)2 Dark Shadows inequality when ak = a′k

cU − cL ≥ ak −1 Using Lemma 3 with x = (cU − cL)

cU − cL +1 ≥ ak I-Test condition

and

cU − cL +1 ≥ ak I-Test Condition

cU − cL ≥ ak −1 Rearranging

ak(cU − cL)≥ (ak −1)2 (Since ak ≥ 1. (Dark Shadows inequality))

This leads us to the following theorem:

Theorem 1. 1. If the I-Test returns a yes answer, the Omega test will return a yes answer.

2. If the I-Test returns a no answer, the Omega test will return a no answer

3. If the I-Test returns a maybe answer, the Omega test will return a yes or no, but only after exhaustively

searching between the upper and lower bounds on some variable xk.

Proof. (Claim 1) If the I-Test returns a yes answer, it is because all terms passed the I-Test’s checks, and

the resulting interval equation contained 0. If this is true, then by Lemma 3 all terms would pass the dark

shadows inequality as well. Furthermore, because all the remaining comparisons involve a coefficient of

1, the calculation of the dark shadow will be identical to that of FMVE, which in turn is identical to the

Banerjee Extreme Value test. Since the I-Test’s final interval is equal to that obtained by the Banerjee

Extreme Value test, the Omega test would also find no contradiction, and return yes.

(Claim 2) Similar to the first: if the I-Test returned no, it is because either all terms were moved and 0 did

not lie between the interval bounds, or because a term could not be moved, but the Banerjee Extreme Value

test found that no real solutions existed. In the former case, Lemma 3 ensures that the Omega test would

also move all terms and produce the same results as FMVE, which are in turn the same results produced with

the Banerjee Extreme Value test. Since the I-Test’s final interval is equal to that obtained by the Banerjee

Extreme Value test, the Omega test would make the same observation as the I-Test, and return no. In the

latter case, the Omega test would also be unable to move the same term, and would revert to FMVE to try
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to rule out real solutions. If the Banerjee Extreme Value test ruled out real solutions, FMVE would as well,

and the Omega test would return no.

(Claim 3) If the I-Test produced a maybe answer, it is because some term akxk did not pass the I-Test’s

check, and furthermore, the Banerjee Extreme Value test was unable to disprove real solutions. By Lemma

3, we know that the Omega test would also detect a contradiction in the real shadow’s calculation after

moving akxk, and would attempt to disprove the existence of real solution by checking the real shadow

produced by FMVE. Since the Banerjee Extreme Value test was unable to rule out real solutions, FMVE

would also be unable to do so. Thus, the Omega test would begin exhaustively searching bounds on xk for

an integer solution.

4.4. Multidimensional Arrays

The previous results apply to multidimensional arrays provided the subscript expressions are uncoupled. If

so, then regardless of the number of array dimensions, when any of the tests we’ve considered eliminates

a variable xk, there are only four inequalities in the system that contain xk. The first two arise from the

inequality describing the loop bounds on xk:

Lk ≤ xk ≤Uk

and the last two arise from the subscript expression in which xk appears:

cL ≤ ∑
k≤i≤n

aixi ≤ cU

The tests we’ve considered will simply make a single pass through the variables in order of non-

descending coefficients. As each variable is considered, the tests will attempt to eliminate it from one

of the d subscript expressions in which it appears.

4.5. Summary

This chapter closely follows the outline established in chapter 3. I have presented the Omega Test and the I-

Test, which are two tests that determine whether an integer solution exists to a system of linear inequalities.

I have described how each test refines its real valued predecessor presented in chapter 3, Fourier-Motzkin

Variable Elimination and the Banerjee Bounds Test, respectively. I have described the steps that each

algorithm employs when solving the type of dependence problems I consider in this thesis, and gave a

worked example of how each step solves the same representative dependence problem. I then showed the

equivalence of the tests’ refinement to the integer domain, that is, neither refinement subsumes the other.

Although the Omega Test is applicable to more general dependence problems, I showed that the two tests

are isomorphic under the conditions presented in section 2.4. I concluded with a discussion of dependence

analysis in the presence of multi-dimensional arrays, which augments the discussion in section 2.4.3. The

key observation is that when presented with the types of dependence problems considered in this thesis (as

described in section 2.4), the Omega test does not require exponential time to produce an exact answer (i.e.

fall into the “Omega Nightmare”) without the I-Test necessarily being forced to return an inexact “maybe”

answer. Said another way, the Omega Test only incurs the expense of the exhaustive search if it is attempting

to provide more information than the I-Test would have been able to provide. Conversely, the I-Test only

produces a maybe answer when the Omega Test would require and expensive search in order to return a

more accurate answer. However, if one were to relax the conditions in section 2.4 and present the tests with

non-unity coefficients, unbound variables, more complex loop regions, or dependence problems arising
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from coupled subscripts, then it is indeed possible for the Omega Test to efficiently return exact answers

when the I-Test is forced to return inexact answers. This suggests that if the Omega Test were augmented

so as to accept a flag instructing it to forego the exhaustive search if it cannot efficiently return an exact

answer, then it would be applicable to a more general class of dependence problems than the I-Test while at

the same time delivering close to the same performance. The performance gap would be closed even more

if upon receipt of this flag, the Omega Test were to forego the overhead associated with forcing a unity

coefficient (to be detailed in chapter 6) if one did not already exist. Finally, I note that some researchers

have suggested that the I-Test be used as a initial filter, and only invoke the Omega Test if it is not able to

conclusively prove or disprove a dependency [77]. However, the results in this section show that the Omega

test would reach the conclusion that an efficient answer was not possible as fast (or nearly so) as it would

take the I-Test to return a “maybe” answer. In other words, this section suggests that there is very little to

be gained by such a strategy, and that letting the Omega test handle the problem alone is a more reasonable

approach.



Chapter5
Extending the Comparison to Direction

Vectors

5.1. Distance and Direction Vectors

If a dependence exists between statements S1 and S2 in Listing 3.1 on page 48, then at least two sets of

values for the loop iteration variables resolve to the same array location. That is, (3.1) can be rewritten in

vector notation as

f1(~x) = g1(~x′)

f2(~x) = g2(~x′)
...

fd(~x) = gd(~x′)

(5.1)

where the r-dimensional vectors~x and ~x′ (where r is the loop nesting level) represent two sets of iteration

variables at statements S1 and S2, respectively, that refer to the same array location. Note that there may be

many such pairs of vectors that give rise to data dependence. Compilers seek to characterize the relationship

between such pairs of vectors in an attempt to optimize the loop nest. In particular, recall from chapter 2 that

the distance vector ([57],[102]) is the vector difference ~d =~x−~x′. Informally, it gives the number of times

each loop iterates between accesses to the same location. Frequently, this distance is not constant. If only the

sign of the elements of ~d are relevant to a particular optimization, and not necessarily the magnitude, then a

less precise characterization called a direction vector ~ψ will suffice to describe the relationship between the

vectors. Each element ψ of the direction vector is one of {’=’, ’<’, ’>’} if the corresponding element of~x

is respectively always equal to, less than, or greater than the same element of ~x′. If the relationship between

corresponding elements of~x and ~x′ is not constant (or is immaterial), then the corresponding element of ~ψ

is set to ’*’.

The feasibility of certain compiler optimizations (loop interchange, for example) depends on the com-

piler being able to determine if dependences exist with a particular type of direction vector. In order to

make this determination, the compiler adds additional constraints to (3.2) and tests whether the system has

integer solutions. For example, suppose we are interested in knowing whether a dependence exists between

statements S1 and S2 in Listing 3.1 on page 48 such that the value of x2 when statement S1 executes is

less than the value of x2 when statement S2 executes (that is, the compiler seeks to determine if the second

element of the direction vector ~ψ is ’<’). To make this determination, the compiler adds the additional

constraint x2 < xr+2 to (3.2) and tests for integer solutions to the system.
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In this section, we compare how the I-Test and Omega Test compare when dealing with system of lin-

ear inequalities that incorporate one or more additional inequalities arising from direction vectors. It is

important to note that the Omega Test does test the direction vector hierarchy in the same way the I-Test

does (that is, by systematically and iteratively introducing a direction vector constraints and then testing the

system). Rather, the Omega uses the variable protection technique I will discuss in section 6.2 to attempt to

determine precise dependence distances. However, for purposes of the comparison in this chapter, I assume

that a similar constraint has been added to the system to be solved by the Omega Test. Such a system

may reasonably arise, for example, if a conditional constraint arising from an if statement is added to the

problem presented to the Omega Test. This will allow me to draw an “apples to apples” comparison of the

Direction Vector I-Test with the Omega Test.

5.1.1. I-Test Direction Vector Extension

As the Omega Test deals with arbitrary systems of linear inequalities, it requires no modifications to handle

constraints comparable to those introduced by direction vectors. On the other hand, the (original) I-Test as

described in the preceding sections cannot accommodate the additional constraint. However, extensions to

the I-Test as described in [79] extend the I-Test to accommodate a system of linear inequalities augmented

with direction vector constraints. The Direction Vector I-Test groups the variables to be eliminated into

two sets: those that are coupled to other variables via a direction vector, and those that are not. As with

the original I-Test the DV I-Test eliminates variables after first testing a condition that guarantees that the

simplified problem resulting from the elimination is equivalent to the original problem. Variables that are

not related by direction vectors are tested and eliminated in exactly the same way as in the original I-Test.

However, when a pair of variables are related by a direction vector, the condition tested is more complex,

and the DV I-Test eliminates both paired variables simultaneously, and adjusts the bounds to account for

not only the paired variables’ coefficients and loop bounds, but also the relationship between the variables

expressed by the direction vector which relates the pair.

The τ Value

Whereas the original I-Test condition (shown in Eq. 4.9) is a simple comparison of the magnitude of a

term’s coefficient to the distance between the expression’s lower and upper bounds, the DV I-Test compares

a τ value to the distance between the bounds. If the term to be eliminated is a simple (uncoupled) term,

then the τ value is simply the magnitude of the term’s coefficient (as in the original I-Test). However, if

a pair of coupled terms is to be eliminated, the corresponding τ value is a slightly more complex function

of the pairs’ coefficients. Specifically, let αi be either an uncoupled term aixi or the pair of coupled terms

aixi +a jx j, where xi and x j are related by the direction vector xi < x j. The DV I-Test defines the τ value as:

τi =



















|ai| if xi is uncoupled,

max(|ai|, |a j|) if aia j > 0

max(min(|ai|, |a j|), |ai +a j|) if aia j < 0

(5.2)

The DV I-Test’s condition for moving αi is simply:

τi ≤ cU − cL +1 (5.3)

where cU and cL are defined as in Eq. 4.9. It is obvious that the original I-Test can be seen as a degenerate

case of the DV I-Test where all terms are uncoupled.
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Adjusting the Bounds

If the above τ condition is satisfied, the term αi is eliminated, and the bounds adjusted. How the bounds

are adjusted depends on whether αi represents a single uncoupled term aixi or a pair of coupled terms

aixi +a jx j.

In the case of a single uncoupled term aixi, cL and cU are adjusted as in the original I-Test:

cL = cL −ai
+Ui +ai

−Li

cU = cU −ai
+Li +ai

−Ui

(5.4)

In the case of a pair terms aixi +a jx j coupled with a direction vector xi < x j, the bounds are adjusted as

follows (note that xi and x j share common loop bounds. Let the lower and upper bounds on the variables

be represented as M and N, respectively, so that:

M ≤ xi < x j ≤ N

The DV I-Test eliminates the pair of terms and adjusts cL and cU as follows:

cL = cL − (ai
++a j)

+(N −M−1)− (ai +a j)M−a j

cU = cU +(ai
−+a j)

+(N −M−1)− (ai +a j)M−a j

(5.5)

The essence of the above bounds adjustments is that in either case, the new upper bound cU is the old

upper bound minus the minimum value the uncoupled term (or pair of coupled terms) can achieve subject

to constraints, and the new lower bound cL is the old lower bound minus the maximum value the uncoupled

term (or pair of coupled terms) can achieve subject to constraints. The DV I-Test operates by repeatedly

moving either single uncoupled terms or pairs of coupled terms whose τ-values satisfy (5.3) until all terms

are exhausted, or until no more terms can be found to satisfy (5.3). In the former case, if 0 is found to lie

between the simplified RHS bounds expression resulting from the removal of all the terms, the DV I-Test

reports that a dependency exists. Otherwise, or if no more terms can be found satisfying (5.3), the DV I-Test

reports that a dependency may exist.

5.1.2. The Omega Test and Direction Vectors

Unlike the I-Test, the Omega Test requires no additional modifications to handle additional constraints such

as those arising from direction vectors. It eliminates variables in the same way as discussed in the first part

of the thesis, namely by combining all upper bounds on a variable with all lower bounds on the variable,

and tightening the resulting inequality constraint via the Dark Shadow term. Let aixi and a jx j be the two

terms related by the direction vector xi < x j, and let

aλ =







|ai| if ai < a j,

|a j| otherwise
aµ =







|ai| if ai > a j,

|a j| otherwise
(5.6)

xλ =







xi if ai < a j,

x j otherwise
xµ =







xi if ai > a j,

x j otherwise
(5.7)

In contrast to the DV I-Test, the Omega Test does not eliminate the pair of coupled terms aixi + a jx j

together, but independently. Neither does it necessarily eliminate aµ xµ immediately after eliminating aλ xλ ,

but may instead eliminate other variables in between.
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Inequalities in the Direction Vector Dependence Problem

Table 5.1 lists the inequalities comprising a dependence problem with a direction vector xi ≤ x j − 1. The

symbol φ represents the sum of all non-eliminated terms in the center of (3.5) with the exception of those

joined by the direction vector (aixi and a jx j). That is:

φ = ∑
k/∈{i, j}

akxk

Dark Shadows and Direction Vectors

When eliminating a term related by a direction vector to another term, the Dark Shadow term plays a role

(that is, the DS term can potentially be non-zero) in three bound combinations. As we shall see, these

combinations correspond to the clauses in the derivation of the τ condition shown in (5.2). As we will refer

to them in subsequent discussions, we label and describe them as follows:

• DS0 Occurs when bounds (6) and (7) are combined to eliminate the term aλ xλ . The Dark Shadows

term added to the LHS is (aλ − 1)2, and the resulting inequality: (aλ − 1)2 ≤ cU − cL holds when

aλ ≤ cU −cL +1 by Lemma 4.3. The DS0 inequality is a comparison of constants - that is, DS0 is not

a bound on any variable.

• DS1 Similar to DS0, but arises during the subsequent elimination of aµ xµ . The inequality tests

whether the distance between the bounds after the elimination of aλ xλ has spread them apart is

at least as great as aµ . As we shall see in the next section, the specific bound combinations giving

rise to this inequality vary depending on the direction vector and the magnitude of the coefficients

involved, but all have the form (aµ − 1)2 ≤ aµ((cU − cL)+ aλ (N −M)). Note that this assumes the

elimination of aµ xµ follows immediately after the elimination of aλ xλ . If other terms have been

eliminated after the elimination of aλ xλ , then the bounds will have been spread even farther apart,

making it less likely this combination will produce an inconsistency. Like DS0, this is an inequality

involving constant terms.

• DS2 This combination occurs as part of the elimination of xµ , and pairs an inequality whose xµ

coefficient is aµ with an inequality whose xµ coefficient is either aµ − aλ if aµ aλ < 0 or aµ + aλ

otherwise. Like DS1, the specific combinations leading to this combination varies according to the

magnitude of the coefficients of the variables involved in the direction vector. DS2 is the only one of

the three Dark Shadow combinations that produce an inequality in which φ is not eliminated. Unlike

DS0 and DS1, the inequality resulting from the DS2 combination will be either a lower or upper bound

on φ , depending on the relative magnitudes and signs of ai and a j. As we shall see, if cL and cU are

sufficiently far apart, the DS2 inequality will be a weaker constraint on φ than that produced by other

combinations, and in particular than that produced by the DV I-Test. However, if cU − cL is small,

then the DS2 inequality can be a stronger constraint than that produced by the DV I-Test.

Cases of the Direction Vector Dependence Problem

The workings of the Omega Test is most easily understood by examining the eight possible variations of

the direction vector problem with pairs of coupled terms of the form aixi + a jx j subject to xi < x j. Table

5.2 describes each of these cases, and shows the bounds produced by the Omega Test’s elimination of the

coupled terms from the system shown in 5.1, and illustrates how these resulting bounds compare with those

calculated by the DV I-Test. Consistent with Table (5.1), the bounds resulting from the elimination are on



5.1 Distance and Direction Vectors 69

Label Bound

1 M ≤ xi

2 xi ≤ N

3 M ≤ x j

4 x j ≤ N

5 xi ≤ x j −1

6 cL ≤ aixi +a jx j +φ
7 aixi +a jx j +φ ≤ cU

Table 5.1.: Bounds arising from direction vectors

φ , which represent the remaining terms after aixi and a jx j have been eliminated. For each case, Table 5.2

lists several pieces of information:

• Variation: Describes how the values of ai and a j relate to zero and to one another for the particular

case.

• LB: Describes the exact lower bound on φ calculated by the Ω Test after the expression aixi +a jx j :

M ≤ x,y≤N,xi < x j is eliminated, as well as listing the sequence of bounds combinations from Table

5.1 which produces it. Note the expression is invariant: the new lower bound on φ is the old lower

bound cL minus the maximum value the expression aixi +a jx j can achieve subject to all constraints.

• UB: Similar to “LB”. In all cases, the new upper bound on φ is the old upper bound cU minus the

minimum value the expression aixi +a jx j can achieve subject to all constraints.

• DS2 Bound: The bound on φ produced by the DS2 combination. Depending on the case, this is

either a lower or upper bound on φ , and grows weaker relative to the corresponding exact upper or

lower bound as cU − cL increases. If cU − cL is sufficiently small, this inequality may be stronger

than the corresponding exact upper or lower bound, meaning that the Omega Test can potentially

produce a contradiction and resort to an exhaustive search when the DV I-Test efficiently produces

an exact answer. The Dark Shadow term added to the LHS of the inequality is the same in all cases:

(|ai +a j|−1)(aµ −1). This value is represented by DS2 for brevity.

• Accuracy Condition: Specifies the conditions under which the DS2 bound is weaker or equal to the

corresponding upper or lower exact bound. It is derived by comparing the DS2 bound with either the

exact UB or LB. Since the DS2 bound becomes stronger as cU − cL diminishes, this condition is a

relationship between the DS2 term and cU −cL. If this condition is not met, the Omega Test produces

an overly restrictive constraint that may eventually lead to a contradiction and exhaustive search for

an integer solution.

Importantly, note that in each case of the direction vector problem, the Omega Test calculates the same

upper and lower bound (that is, new values for cU and cL respectively) as is calculated by the DV I-Test via

Equation (5.5). Thus, it is clear that the new bounds calculated by the Omega Test after eliminating a pair

of coupled terms will be at least as strong as those calculated by the DV I-Test.

Example

To illustrate, we will step through the relevant bound combinations performed by the Omega Test to derive

the DS2 inequality for Case 5 in Table (5.2). In this case, we have ai > 0,a j < 0,ai < |a j|, aλ = |ai|, and

aµ = |a j|. Beginning with the elimination of xi, the combination of the bounds from Table (5.1) include the

following:
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Case 1 Variation ai > 0, a j > 0, |ai|< |a j|
LB cL − (ai(N −1)+a jN)≤ φ (5+6)+(4)

UB φ ≤ cU −aiM+a j(M+1) (1+5)+(1+7)

DS2 Bound φ ≤ cU − (aiM+a j(M+1))+ | a j

ai
|(cU − cL)− DS2

|ai| (5+6)+(1+7)

Acc. Cond. |a j|(cU − cL)≥ DS2

Case 2 Variation ai > 0, a j > 0, |ai|< |a j|
LB cL − (ai(N −1)+a jN)≤ φ (6+4)+(5+4)

UB φ ≤ cU − (aiM+a j(M+1)) (5+4)+(1)

DS2 Bound cL − (ai(N −1)+a jN)−| ai
a j
|(cU − cL)+

DS2
|a j | (6+4)+(5+7)

Acc. Cond. |ai|(cU − cL)≥ DS2

Case 3 Variation ai < 0, a j < 0, |ai|< |a j|
LB cL − (aiM+a j(M+1)≤ φ (1+5)+(1+6)

UB φ ≤ cU − (ai(N −1)+a j(N)) (7+5)+(4)

DS2 Bound cL − (aiM+a j(M+1)−| a j

ai
|(cU − cL)+

DS2
ai

≤ φ (7+5)+(1+6)

Acc. Cond. |a j|(cU − cL)≥ DS2

Case 4 Variation ai < 0, a j < 0, |ai|> |a j|
LB cL − (aiM+a j(M+1)≤ φ (1)+(5+6)

UB φ ≤ cU − (ai(N −1)+a j(N)) (7+4)+(5+4)

DS2 Bound φ ≤ cU − (ai(N −1)+a j(N))+ | ai
a j
|(cU − cL)+

DS2
|a j | (7+4)+(5+6)

Acc. Cond. |a j|(cU − cL)≥ DS2

Case 5 Variation ai > 0, a j < 0, |ai|< |a j|
LB cL − (aiM+a j(M+1))≤ φ (1+5)+(6+5)

UB φ ≤ cU − (aiM+a jN) (1+7)+(4)

DS2 Bound cU − (aiM+a j(M+1))−| a j

ai
|(cU − cL)+ DS2

ai
≤ φ (1+7)+(6+5)

Acc. Cond. (|a j|−ai)(cU − cL)≥ DS2

Case 6 Variation ai > 0, a j < 0, |ai|> |a j|
LB cL − (ai(N −1)+a jN)≤ φ (6+5)+(4)

UB φ ≤ cU − (aiM+a jN) (1+7)+(4)

DS2 Bound cU − (ai(N −1)+a jN)− ai

|a j | (cU − cL)+
DS2
|a j | ≤ φ (6+5)+(7+4)

Acc. Cond. (ai −|a j|)(cU − cL)≥ DS2

Case 7 Variation ai < 0, a j > 0, |ai|< |a j|
LB cL − (aiM+a jN)≤ φ (1+6)+(4)

UB φ ≤ cU − (aiM+a j(M+1)) (1+5)+(7+5)

DS2 Bound φ ≤ cL − (aiM+a j(M+1))+
a j

|ai| (cU − cL)− DS2
|ai| (1+6)+(7+5)

Acc. Cond. (a j −|ai|)(cU − cL)≥ DS2

Case 8 Variation ai < 0, a j > 0, |ai|> |a j|
LB cL − (aiM+a jN)≤ φ (1+6)+(4)

UB φ ≤ cU − (ai(N −1)+a jN) (7+5)+(5+4)

DS2 Bound φ ≤ cL − (ai(N −1)+a jN)+ |ai|
a j
(cU − cL)− DS2

a j
(7+5)+(6+4)

Acc. Cond. (|ai|−a j)(cU − cL)≥ DS2

Table 5.2.: Bounds resulting from the elimination of coupled variables
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(1) M ≤ xi

(5) xi ≤ x j −1

(1+5) M+1 ≤ x j

(1) M ≤ x j

(7) aixi ≤ cU + |a j|x j −φ

(1+7) aiM− cU +φ ≤ |a j|x j

(6) cL + |a j|−φ ≤ aixi

(5) xi ≤ x j −1

(6+5) (|a j|−ai)x j ≤−cL −ai +φ

(1+7) aiM− cU +φ ≤ |a j|x j

(4) x j ≤ N

(1+7)+(4) φ ≤ cU − [a jN +aiM]

(1+5) M+1 ≤ x j

(6+5) (|a j|−ai)x j ≤−cL −ai +φ

(1+5)+(6+5) cL − [aiM+a j(M+1)]≤ φ

(1+7) aiM− cU +φ ≤ |a j|x j

(6+5) (|a j|−ai)x j ≤−cL −ai +φ

(1+7)+(6+5) (|a j|−ai)(aiM− cU +φ)+DS2 ≤ |a j|(−cL +φ −ai)

Note that the combination (1+7)+(4) is the upper bound calculated by the DV I-Test. To verify this,

observe that for Case 5 the upper bound calculation in Equation 5.5 becomes:

cU = cU +(ai
−+a j)

+(N −M−1)− (ai +a j)M−a j

= cU +(0+ |a j|)+(N −M−1)− (ai +a j)M+ |a j|
= cU + |a j|N −aiM

= cU − [a jN +aiM]

Likewise, the combination (1+5)+(6+5) is the lower bound calculated by the DV I-Test, and is shown as

the exact LB in Table 5.2. To verify this, observe that for Case 5 the lower bound calculation in Equation

5.5 becomes:

cL = cL − (ai
++a j)

+(N −M−1)− (ai +a j)M−a j

= cL − (ai −|a j|)+(N −M−1)− (ai +a j)M+ |a j|
= cL − (0)(N −M−1)− (ai −|a j|)M+ |a j|
= cL − [aiM+a j(M+1)]
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The DS2 inequality for this case arises from the combination (1+7)+(6+5), and the corresponding DS2

term is (|a j|−ai −1)(|a j|−1). We can derive an explicit bound on φ from the combination as follows:

⇒ |a j|aiM−|a j|cU + |a j|φ −ai
2M+aicU −aiφ +DS2 ≤ −|a j|cL + |a j|φ −|a j|ai

⇒ aicU −ai
2M+ |a j|aiM+ |a j|ai −|a j|cU + |a j|cL +DS2 ≤ aiφ

⇒ ai[cU −aiM+ |a j|M+ |a j|]−|a j|(cU − cL)+DS2 ≤ aiφ

⇒ cU −aiM+ |a j|M+ |a j|− |a j |
ai
(cU − cL)+

DS2
ai

≤ φ

⇒ cU −aiM+ |a j|(M+1)− |a j |
ai
(cU − cL)+

DS2
ai

≤ φ

⇒ cU − [aiM−|a j|(M+1)]− |a j |
ai
(cU − cL)+

DS2
ai

≤ φ

⇒ cU − [aiM+a j(M+1)]− |a j |
ai
(cU − cL)+

DS2
ai

≤ φ

The final inequality above is recorded as the DS2 bound for Case 5 in Table 5.2. Like the combination

(1+7)+(6+5), it is a lower bound on φ . Subtracting the LHS of the above version of (1+7)+(6+5) from the

LHS of (1+5)+(6+5) tells us how much stronger a lower bound (1+5)+(6+5) is compared to (1+7)+(6+5):

cL − [aiM+a j(M+1)]− [cU − [aiM+a j(M+1)]− |a j |
ai
(cU − cL)+

DS2
ai

]

=
|a j |
ai
(cU − cL)+ cL − cU − DS2

ai

=
|a j |
ai
(cU − cL)− (cU − cL)− DS2

ai

=
|a j |−ai

ai
(cU − cL)− DS2

ai

This latter inequality shows that as cU − cL increases, the DS2 bound (1+7)+(6+5) tends to be weaker

than the exact bound ((1+5)+(6+5), and so is inconsequential. That is, when

|a j |−ai

ai
(cU − cL)− DS2

ai
≥ 0

⇒ |a j |−ai

ai
(cU − cL) ≥ DS2

ai

⇒ (|a j|−ai)(cU − cL) ≥ DS2

⇒ (|a j|−ai)(cU − cL) ≥ (|a j|−ai −1)(|a j|−1)

the Omega Test produces the same constraints as the DV I-Test. This last inequality is reflected in Table

5.2 as the accuracy condition for Case 5. When it does not hold, the Omega Test places an overly restrictive

bound into the system, which potentially could later cause the Omega Test to perform an exhaustive search

for integer solutions.

Comparison of the Omega Test and DV I-Test

Before attempting to eliminate a pair of coupled terms, the DV I-Test checks whether the τ condition

specified in Equation (5.3), which guarantees the existence of integer solutions, is satisfied. If it is, the

terms are eliminated and the bounds of the expression (cU and cL) are adjusted according to Equation

(5.5) to reflect the exact minimum and maximum values the terms can attain subject to constraints. If the

condition is not satisfied, the DV I-Test conservatively reports that an integer solution may exist. In contrast,

the Omega Test always attempts to eliminate the pair of variables, and adjusts the bounds sufficiently such

that, if satisfied, an integer solution is guaranteed to exist. In a sense, the Omega Test’s integrality test is

encoded into the resulting bounds instead of being explicitly applied prior to the elimination of the terms.

In the first part of this thesis, I showed that in the absence of direction vectors, the two tests are essentially

equivalent. However, when direction vectors are introduced into the problem, either test can out-perform

the other under a specific set of circumstances. For instance, the DV I-Test τ condition may fail to hold,

causing the DV I-Test to conservatively return a “maybe” response, whereas the Omega Test can success-
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fully eliminate both terms and efficiently return an exact answer. As an example, consider the following

simple direction vector problem:

15 ≤ 5x+7y+8z ≤ 20

x < y

1 ≤ x,y ≤ 10

1 ≤ z ≤ 10

the τ inequality is not satisfied because max(5,7) > 20− 15+ 1, and thus the DV I-Test conservatively

reports that a dependency may exist. On the other hand, the Omega Test checks the smallest coefficient

against the distance between the bounds, and since 5 ≤ 20− 15+ 1, it is able to eliminate the x term (i.e.

DS0 is satisfied). This spreads the bounds far enough apart to subsequently move the y (i.e. DS1 is satisfied)

and z terms in succession and ultimately return an exact answer in polynomial time. The key distinction is

that the Omega Test eliminates each term independently while still retaining the relationship imposed by

the direction vector.

On the other hand, the DV I-Test is a customized test that (provided the τ inequality holds) calculates

exact bounds for the specific case of the dependence problem involving constant loop bounds and one

or more direction vectors. The Omega Test is a more general test that can in some cases (via the DS2

inequality) produce more conservative bounds than necessary for the same instance of the problem. These

overly-conservative bounds may result in the Omega Test encountering an inconsistency and beginning an

exhaustive search for integer solutions.

We first observe that if any of the three clauses comprising the τ inequality are satisfied, then neither DS0

nor DS1 will produce a contradiction. The DS0 inequality ((aλ −1)2 ≤ cU −cL) holds when aλ ≤ cU −cL+1

by Lemma 4.3. If aia j > 0 and the τ condition is satisfied, then aλ + aµ ≤ cU − cL + 1, and this implies

aλ ≤ cU − cL +1. On the other hand, if aia j < 0 and the τ condition is satisfied, then max(aλ ,aµ −aλ ) ≤
cU − cL +1, and DS0 will again be satisfied.

The DS2 inequality ((aµ − 1)2 ≤ aµ((cU − cL) + aλ (N −M))) is likewise satisfied when any of the τ

clauses are satisfied. If aia j > 0 and the τ condition is satisfied, then aµ +aλ ≤ cU − cL +1, and certainly

aµ −1 ≤ cU − cL. Since N −M ≥ 1, we can then rewrite DS2 as follows:

(aµ −1)2 ≤ aµ((cU − cL)+aλ (N −M))

(aµ −1)2 ≤ aµ((aµ −1)+aλ (N −M))

(aµ −1)2 ≤ aµ((aµ −1)+aλ )

a2
µ −2aµ +1 ≤ a2

µ −aµ +aµ aλ

1 ≤ aµ +aµ aλ

1 ≤ aµ(1+aλ )

which always holds. On the other hand, if aia j < 0 and the τ condition holds, then aµ −aλ −1 ≤ cU −cL

since MAX(aλ ,aµ −aλ )≤ cU − cL +1. Since N −M ≥ 1, we can then rewrite DS2 as follows:
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(aµ −1)2 ≤ aµ((aµ −aλ −1)+aλ (N −M))

(aµ −1)2 ≤ aµ((aµ −aλ −1)+aλ )

(aµ −1)2 ≤ aµ(aµ −1)

a2
µ −2aµ +1 ≤ a2

µ −aµ

1 ≤ aµ

which again always holds. Thus, if the τ condition holds, the Omega Test will not immediately detect a

contradiction via the DS0 and DS1 inequalities. However, under certain circumstances the DS2 may produce

a bound on the remaining variables that are tighter than the exact bounds produced by the DV I-Test.

Recall that unlike DS0 and DS1, which are inequalities among constants that can immediately be val-

idated, the DS2 inequality produce a bound on the remaining variables. This bound is weaker than the

corresponding (exact) bound produced by the DV I-Test When the accuracy condition listed in Table (5.2)

is satisfied. However, when the accuracy condition is not met, the DS2 inequality is tighter than necessary

and may eventually produce a contradiction.

To summarize the accuracy conditions in Table (5.2), if aia j > 0, the Omega Test produces overly restric-

tive bounds when:

aµ

|ai +a j|−1
<

aµ −1

cU − cL

(5.8)

If aia j < 0, the Omega Test will produce tighter bounds than is necessary when:

|ai +a j|
|ai +a j|−1

<
aµ −1

cU − cL

(5.9)

As an example, consider the simple (and contrived) system

21 ≤ 5x+7y+8z ≤ 27

x < y

1 ≤ x,y ≤ 4

1 ≤ z ≤ 10

This system fails the accuracy condition for Case 1 from Table (5.2) since (7)(6) 6≥ (7+ 5− 1)(7− 1).

The relevant bounds combinations are as follows:

(6) 21−7y−8z ≤ 5x

(5) x ≤ y−1

(6+5) 13−4z ≤ 6y (After normalization)

(1) 1 ≤ x

(5) x ≤ y−1

(1+5) 2 ≤ y
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(1) 1 ≤ x

(7) 5x ≤ 27−7y−8z

(1+7) 7y ≤ 22−8z

(5+6) 13−4z ≤ 6y

(4) y ≤ 4

(1+5) −11 ≤ 4z

(1+5) 2 ≤ y

(1+7) 7y ≤ 22−8z

(1+5) z ≤ 1 (After normalization)

(6+5) 13−4z ≤ 6y

(1+7) 7y ≤ 22−8z

(91−28z)+(6−1)(7−1)≤ 132−48z

20z ≤ 11

(1+5) z ≤ 0 (After normalization)

Note that the DS2 combination (6+5)+(1+7) is a stronger constraint than (1+7)+(1+5). When the DS2

(z ≤ 0) inequality is subsequently combined with 1 ≤ z, the Omega Test detects a contradiction. On the

other hand, the DV I-Test is able to move the pair of coupled terms 5x+7y since max(5,7)≤ (27−21+1),

which then spread the bounds far enough apart to allow the elimination of the final term.

As a final note, the conditions under which one test is more accurate than the other do not arise in

practice. The bounds on the loop variables would have to be relatively small compared to the loop variable

coefficients. That being the case, even if they did occur and an exhaustive search needed to be performed,

the small loop iteration space would make the search relatively inexpensive.

5.2. Summary

In this chapter I consider how the extension to the I-Test to handle direction vectors compares to the Omega

Test when each are given an equivalent problem to solve. I showed that the Direction-Vector I-Test is

a specialized test to handle a particular instance of the dependence problem which arises when a simple

inequality of the form xi < x j is added to the dependence problem of the form described in chapter 4. I

also derived and described the conditions under which each test could at least theoretically perform better

than the other, and noted that these conditions are highly unlikely to arise in practice, meaning that the

equivalence of the tests for all practical purposes extends to the case when direction vectors are added to

the problem.





Chapter6
Further Discussion

This chapter contains discussions of a number of aspects of the Omega Test that have not been discussed

earlier because they do not directly concern the comparison of the Omega Test to the I-Test. However,

several facets of the test are interesting in their own right and ought to be examined.

6.1. Dealing with non-Unit Coefficients in Equality Constraints

As noted at several points in the preceding presentation, both the I-Test and and Omega Test require that the

inequalities arising from the equality constraint have at least one term with a coefficient with an absolute

value of 1. If this condition is not met, then the I-Test condition and the Dark Shadow inequality will fail

when comparing the two inequalities arising from this constraint, owing to the fact the distance between the

limits are initially zero.

However, if the equality constraint has no such suitable term, the Omega Test performs a series of substi-

tutions that eventually create a system with a coefficient with an absolute value of 1 that is equivalent to the

original system (meaning it has an integer solution if and only if the original system has an integer solution).

In this section, I describe the mechanics of this substitution and determine the rate at which coefficients are

reduced.

6.1.1. The Coefficient Reduction Strategy

Suppose the equality constraint in the system is:

∑
1≤i≤n

aixi = c (6.1)

Without loss of generality, the Omega Test creates the equivalent equation

∑
i∈V

aixi = 0 (6.2)

where V is the set of indices from equation 6.1 plus 0 (i.e. V = 0..n, x0 = 1) and a0 = c. Assume no ai

for 1 <= i <= n is ±1. The Omega Test will perform a series of substitutions designed to systematically

reduce the absolute value of the coefficients until a system with at least one term with a coefficient of ±1.

Assume that ak is the coefficient with the smallest absolute value in equation 6.1. The Omega Test defines

the following:
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m̂od f (a,m) =

⌊

a

m
+

1

2

⌋

m̂odh(a,m) = a−m m̂od f (a,m)

m = |ak|+1

sign(x) =











−1 : x < 0

0 : x = 0

+1 : x > 0

Intuitively, m̂odh(a,m) returns the difference between a and the closest multiple of m to a, and

m̂od f (a,m) returns the coefficient of m required to produce that closest multiple. Therefore, the following

relationship holds:

x = m m̂od f (x,m)− m̂odh(x,m) (6.3)

The Omega Test then creates a new variable σ , as well as the following equality:

mσ = ∑
i∈V

(m̂odh(ai,m))xi (6.4)

Note that by definition of the m̂odh function and m, m̂odh(ak,m) =−sign(ak):

mσ =−sign(ak)xk + ∑
i∈V−{k}

(m̂odh(ai,m))xi (6.5)

Solving equation 6.5 for xk produces:

xk =−sign(ak)mσ + ∑
i∈V−{k}

(sign(ak) m̂odh(ai,m))xi (6.6)

We now can substitute the RHS of equation 6.6 for xk in equation 6.1 as well as all occurrences of x in the

inequalities arising from loop constraints and direction vectors. In the case of the substitution into equation

6.1, the result is:

−|ak|mσ + ∑
i∈V−{k}

(ai +(|ak| m̂odh(ai,m)))xi = 0 (6.7)

Since |ak|= m−1 by definition, we have:

−|ak|mσ + ∑
i∈V−{k}

((ai − m̂odh(ai,m))+ m̂odh(ai,m))xi = 0 (6.8)

As discussed earlier, m̂odh(a,m) produces the smallest difference between a and a multiple of m. Using

this fact and equation 6.3, the coefficients of all terms are now divisible by m. We simplify equation 6.8 and

produce:

−|ak|σ + ∑
i∈V−{k}

(m̂od f (ai,m)+ m̂odh(ai,m))xi = 0 (6.9)
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Figure 6.1.: Graph of φ(a,m) for 3 ≤ m ≤ a+1, (a = 100)

All of the coefficients in equation 6.9 will be less than the corresponding coefficients in equation 6.1 (I

will prove this in the next section when I describe how quickly the coefficients reduce). Therefore, repeated

applications of this technique will eventually produce a coefficient of ±1, allowing the Omega Test to begin

to eliminate variables and apply the Dark Shadows inequality as described in the earlier sections of this

thesis.

6.1.2. The Coefficient Rate of Reduction

I now investigate the rate at which coefficients are reduced by the methodology described above. We define

a new function φ(a,m) based on 6.9 that will describe the value of the new coefficient for a variable with

an original coefficient a and an m value described in the preceding section.

φ(a,m) = m̂od f (a,m)+ m̂odh(a,m) (6.10)

Thus, φ(ai,m) will equal the new coefficient for xi after the previously described substitution algorithm

produces a new equality constraint. Using this new function definition, we can express equation 6.9 as

follows:

−|ak|σ + ∑
i∈V−{k}

φ(ai,m)xi = 0 (6.11)

Note that 3 ≤ m ≤ |a|+1 since m = |ak|+1 and 2 ≤ |ak| by definition, and |ak| ≤ |ai| for all i ∈V −{k}
by virtue of the fact that xk was chosen to be the variable whose coefficient has the smallest absolute value

in the original equality constraint. A graph of φ(a,m) for a = 100 where 3 ≤ m ≤ a+1 is shown in Figure

6.1. The discontinuities and open circles in the graph result from the floor function in the definition of

m̂od f (a,m) causing the function to instantaneously transition when a
m

reaches an inflection point (defined

below).

If we disregard the floor functions contained in the m̂od f and m̂odh components of the φ function defined

in equation 6.10, we can conservatively approximate the upper bound on phi with g and the lower bound

on φ with f defined as follows:
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Figure 6.2.: Graph of φ(a,m) for 3 ≤ m ≤ a+1, (a = 100) with bounding functions

g(a,m) = a− m2 −2a−m

2m

f (a,m) = a− m2 +2a−m

2m

To illustrate, Figure 6.2 shows the same phi-function along with the bounding functions f () and g().

To describe how effective the Omega Test’s substitution algorithm is at reducing coefficients, we must

derive the worst case relationship between ai and |φ(ai,m)| (worst case means determining the maximum

value |φ(ai,m)| can obtain, which is the worst case coefficient reduction).

Let us examine the case where a > 0 (the argument for negative a is symmetrical). Since φ(a,m) has

g(a,m) as an upper limit, we begin by fixing a and letting m span its range of possible values. Taking the

partial derivatives of the bounding functions g(a,m) with respect to m yields:

y = g(a,m)

z = f (a,m)

∂y

∂m
= − a

m2
+

1

2

∂ z

∂m
= − a

m2
− 1

2
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Figure 6.3.: Graph of modh(a,m) for 3 ≤ m ≤ a+1, (a = 100)

Setting the partial derivatives to zero and solving for m yields:

∂y

∂m
= 0 ⇒

[

m =−
√

2
√

a,m =
√

2
√

a
]

∂ z

∂m
= 0 ⇒

[

m =−
√

2
√
−a,m =

√
2
√
−a

]

From this we determine that f has no real critical points, whereas g has a critical point at m =
√

2a.

Referring once again to Figure 6.2, we see that this is a lower limit, and that we must examine the function

at the endpoints of the range to determine upper limits.

To do so, let us examine the m̂odh function’s contribution to φ . The graph of m̂odh alone is depicted in

Figure 6.3. Recall that m̂odh(a,m) returns the smallest distance from a to an integer multiple of m.

Let c be integer and let c = a
m

. Obviously, when a is an integer multiple of m already, m̂odh returns

0. For example, note how the graph of m̂odh in Figure 6.3 crosses the y axis at m = 20,25,33 1
3
,50,100,

corresponding to c = 5,4,3,2,1. I will refer to m-values at such points as zero-points. Also note that m̂odh

reaches local maximum and minimum values when m is exactly halfway between these integer values of

c, i.e. c = 11
2
, 9

2
, 7

2
, .... Such points at which m̂odh reaches a local extreme will be referred to as inflection

points. Let m′ be some zero-point corresponding to an integer value of c, say c′. Then the closest inflection

point for mp < m′ corresponds to a c value of 2c′+1
2

.

The corresponding value of mp then becomes

mp =
a

2c′+1
2

=
2a

2c′+1

and m̂od f (a,mp) is calculated as follows:
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m̂od f (a,mp) =

⌊

a
2a

2c′+1

+
1

2

⌋

=

⌊

a(2c′+1)

2a
+

1

2

⌋

=

⌊

c′+
1

2
+

1

2

⌋

= c′+1

substituting this result along with the value of mp into the formula for m̂odh, we obtain:

m̂odh(a,mp) = a− 2a

2c′+1
(c′+1)

= − a

2c′+1

This negative value requires special attention. Substituting this value for m̂odh(a,mp) and c′ + 1 for

m̂od f (a,mp) would lead to φ(a,mp) = c′+1− a
2c′+1

. However, this leads to a coefficient with an absolute

value that is not conservatively large. To see why, note that as m approaches mp = 2a
2c′+1

from above,

m̂odh(a,m) asymptotically approaches + a
2c′+1

. Furthermore, as long as m > 2a
2c′+1

, m̂od f (a,m) = c′ and

φ(a,m) approaches a
2c′+1

+ c′. Stated formally,

lim
m→ 2a

2c′+1

+
m̂odh(a,m) =

a

2c′+1

lim
m→ 2a

2c′+1

+
m̂od f (a,m) = c′

lim
m→ 2a

2c′+1

+
φ(a,m) =

a

2c′+1
+ c′

This latter value for φ(a,m) is conservatively large for a > 0, and so we define

φ(a,mp) =
a

2c′+1
+ c′ (6.12)

We calculate mn along with the associated values for m̂odh(a,mn), m̂od f (a,mn) and φ(a,mn) similarly.

The closest inflection point for mn > m′ corresponds to a c value of 2c′−1
2

.

The corresponding value of mn then becomes
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mn =
a

2c′−1
2

=
2a

2c′−1

and m̂od f (a,mn) is calculated as follows:

m̂od f (a,mn) =

⌊

a
2a

2c′−1

+
1

2

⌋

=

⌊

a(2c′−1)

2a
+

1

2

⌋

=

⌊

c′− 1

2
+

1

2

⌋

= c′

substituting this result along with the value of mn into the formula for m̂odh, we obtain:

m̂odh(a,mn) = a− 2a

2c′−1
(c′)

= − a

2c′−1

As before, we conservatively use a
2c′−1

as the value for m̂odh(a,mn). Substituting this value of

m̂odh(a,mn) and m̂od f (a,mn) into the formula for φ(a,m), we have

φ(a,mn) =
a

2c′−1
+ c′ (6.13)

We are now ready to analyze the behaviour of the φ function at its endpoints. To describe the behaviour

of φ when m assumes its smallest value of 3, we consider three cases, corresponding to the three possible

values of a mod m.

• When (a mod 3) = 0, m evenly divides m, so m̂odh(a,3) = 0. On the other hand, m̂od f (a,3) returns
a
3
, and so we add these components to see that φ(a,3) = a

3
.

• When (a mod 3) = 1, m̂odh(a,3) = 1, since a value of 1 must be subtracted from a to produce an

integer multiple of m. Also, m̂od f (a,3) returns ⌊ a
3
⌋, and so φ(a,3) = ⌊ a

3
⌋+1.

• When (a mod 3) = 2, m̂odh(a,3) = −1, since 1 must be added to a to reach an integer multiple of

m. Meanwhile, m̂od f (a,3) = ⌈ a
m
⌉, and so φ(a,3) = ⌈ a

3
⌉−1.

Note that in all of the above cases, φ(a,3)≤ a
3
+1.
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At the other extreme, as m approaches its maximum value with respect to a we note that at m = a,

m̂odh(a,a) = 0 and m̂od f (a,a) = 1, so φ(a,a) = 1. At m’s extreme value of a+ 1, m̂odh(a,a+ 1) = −1

and m̂od f (a,a+1) = 1, meaning φ(a,a+1) = 0.

Recall that m̂odh(a,m) reaches a local maximum value at the inflection point mp and then decreases to 0

as m approaches a zero-point from the left, and then increases as m approaches the next inflection point at

mn. The greatest zero-point in m’s domain occurs at m = a (corresponding to c = 1). Accordingly, we set

c′ = 1 and m′ = a, and find the bracketing inflection points. We observe that mn is 2a
2(1)−1

= 2a, which is not

in the range of m for a > 2 (when a = 2, m = 3, and φ(2,3) = 0). However, mp occurs at 2a
2c′+1

= 2a
3

, and

according to Equation 6.12, we have

φ(a,mp) =
a

2c′+1
+ c′

=
a

2(1)+1
+1

=
a

3
+1

We thus conclude that the reduced coefficient for xi after the Omega Test substitution algorithm is used

is at most ai
3
+1, where ai is the original value of the coefficient. This is actually a stronger result than has

been previously published. For example, the original Omega Test paper [81] states

“In the original constraint, the absolute value of the coefficient of σ is the same as the absolute

value of the original coefficient of xk. For all other variables, the absolute value of coefficients

are reduced to at most 2/3rds of their previous value.”

6.1.3. Impact of Substitutions on Other Inequalities

In this section I wish to examine an aspect of the substitution algorithm that to the best of my knowledge

has heretofore not been explored in the literature.

The Omega Test employs the substitution algorithm described in the preceding subsection in an attempt

to force at least one variable in the equality constraint to have a coefficient of ±1 where no such coefficient

originally existed. To reiterate, if no inequality in the system met this criteria, then the Omega Test’s

Dark Shadow would immediately fail when it attempted to compare the upper and lower bound inequalities

arising from the equality constraint.

In general, successful application of the Dark Shadow inequality relies on variable coefficients being

relatively small in relation to the loop bounds. While on one hand the substitution algorithm reduces the

coefficients in the equality constraint, it can have the undesirable effect of increasing coefficients in the

inequalities in the system (i.e. those arising from bounds on the loop iteration variables as well as direction

vectors).

To see this, recall that the formula for xk as shown in equation 6.6 is substituted for xk not only in the

original equality constraint, but also in all other constraints where xk appears. One of these will be the

inequality arising from the loop iteration bounds on xk.

Assume that after the equality constraint is rewritten in the form of equation 6.6, the system arising from

the new equality along with the existing constraints arising from bounds on the loop iteration variables are

as follows:
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∑
i∈V

aixi = 0

L j ≤ x j ≤ U j (1 <= j <= n)

where U j and L j are the upper and lower bounds, respectively, on the loop iteration variables. Assuming

that no coefficient in the equality constraint is ±1, we add a new variable σk (I have added subscripts on the

synthetic variable σk to denote this variable arises from the substitution for variable xk; likewise, mk refers

to |ak|+1) and employ the m̂odh-based algorithm. This first part derives an equation for xk in terms of the

remaining variables and the σk variable:

xk =−sign(ak)mkσk + ∑
i∈V−{k}

(sign(ak) m̂odh(ai,mk))xi (6.14)

After substitution (and using the φ function defined in the previous section), the system now appears as

follows:

−|ak|σ + ∑
i∈V−{k}

φ(ai,mk)xi = 0 (6.15)

Lk ≤−sign(ak)mkσk + ∑
i∈V−{k}

(sign(ak) m̂odh(ai,mk))xi ≤ Uk (6.16)

L j ≤ x j ≤ U j ( j ∈V −{k}) (6.17)

Assume again that no coefficient in the equality constraint is ±1. Further assume that the variable in the

equality constraint whose coefficient has the smallest absolute value is xq (it could also have been the σ

synthetic variable)

When the process is repeated, the equation for the new substitution becomes

xq =−sign(aq)mqσq + m̂odh(−|ak|,mq)σk + ∑
i∈V−{k,q}

m̂odh(φ(ai,mk),mq)xi (6.18)

This expression has to be substituted for all occurrences of xq. Note that xq appears in three places in the

system represented by 6.15-6.17:

• In the equality constraint (6.15), with the coefficient φ(aq,mk)

• In the interior of the first inequality (6.16), which were the bounds on xk before being substituted with

the expression for xk in the first step. In this inequality, xq has the coefficient (sign(ak) m̂odh(aq,mk))

• In the inequality representing the bounds on xq (6.17)

In the expression for xk (6.18), the absolute value of the coefficient for σk could be as great as |ak|+ 1,

and the φ expression in the summation in (6.18) could be as great as ai
mk

+1. This entire expression will be

multiplied by the absolute value of the coefficient of xq in (6.16), which could be as great as |aq|+1.

As can be seen, each time a synthetic variable is introduced in an attempt to drive a coefficient to ±1,

substituting the expression for occurrences of the variable to be eliminated may cause the absolute values

of the remaining variables in the system to increase significantly, perhaps preventing the Dark Shadows

Inequality from being successfully applied once a coefficient of ±1 appears in the equality constraint and

the Omega Test begins to eliminate variables as described in the preceding chapters.
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6.2. Symbolic Projection and Protected Variables

In this thesis I have described the Omega Test as a yes/no decision procedure for dependence analysis. In

order to do this, the test eliminates all variables from the system and then bases its decision on whether

a contradiction was encountered at any point in the process, However, it is actually more general, which

enables it to be applied to a broader range of problems.

For example, one can optionally pass a system of equalities and inequalities to the system (as we have

done heretofore), but additionally pass a list of protected variables as well. These protected variables form

a set of variables P that will not be eliminated. Rather, all non-protected variables will be projected onto

the set of protected variables. The output of the Omega Test in this instance will be a set of conditions

(inequalities) over the variables in P which if met imply that the original system has an integer solution.

The Omega Test enables this functionality by not only excluding the protected variables from elimination,

but also by recording the steps it took in eliminating the non-protected variables. For example, during the

elimination of equality constraints described earlier involving a non-protected variable, a protected variable

may undergo substitution via the sigma mechanism. As the system will no longer refer to the original

variable, the Omega Test must report the sigma variable in the output, along with a formula for converting

the sigma to the original protected variable. Additionally, the elimination of a non-protected variable may

trigger the Omega nightmare, so the Omega Test must report the dark shadow calculation as well as the

constraints near the lower bound (used in the Nightmare algorithm).

It should be noted that protecting variables may increase the risk of the Omega Test falling into the

Nightmare scenario, as a protected variable may be required to drive the bounds far enough apart such that

other variables can efficiently be eliminated.

This capability of the Omega Test makes it useful in a variety of contexts. For example, I shall show

in a later part of this thesis that protecting variables enables a compiler to create a system of checks that a

runtime system can evaluate to determine if certain optimizations are possible. This often arises in cases

where loop bounds are unknown at compile time.

6.3. Presburger Formulas

In this thesis, I have discussed FMVE and the Omega Test in the context of dependency analysis, and have

focused on how it solves problems in the domain of problems that can also be solved with the Banerjee

Bounds test and I-Test. However, FMVE and the Omega Test can be used to solve a much broader range

of problems. In general, they can be used as a decision procedure for determining whether a Presburger

formula is consistent, that is true with respect to normal arithmetic. FMVE accomplishes this when variables

in the formula can be taken from the real domain, whereas the Omega Test can determine whether the

formula is consistent when the variables are restricted to the integer domain.

A Presburger formula [89, 49, 70] is a theorem proposed in a relatively weak language in first order

logic known as Presburger arithmetic. It is weak in the sense that the only arithmetic operators it allows

are addition, equality, and negation. Multiplication of a numeral and variable is allowed, although it is

actually a shortcut for repeated addition. Nevertheless, multiplication of two variables is not allowed. It

also cannot express concepts such as divisibility and prime numbers. This makes it less powerful than

Peano arithmetic [48], which is also qualified and is capable of expressing theorems using multiplication

and addition. However, this limitation of Presburger arithmetic has a significant advantage: Presburger

arithmetic is decidable because it is not strong (expressive) enough for Gödel’s Incompleteness Theorem to

apply to it. Specifically, theorems in Presburger arithmetic are:
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• complete: Every statement in Presburger arithmetic can be derived from axioms, or else its negation

can be proven from its axioms

• consistent: A statement in Presburger arithmetic is either true or false, never both

• decidable: There exists an effective procedure for determining whether a statement in Presburger

arithmetic is true or false

FMVE and the Omega Test can serve as decision procedures for Presburger formulas. The key to deciding

the validity of a Presburger formula is eliminating qualifiers from the formula, as an unqualified Presburger

formula can trivially be validated via the rules of ordinary arithmetic. FMVE and the Omega Test are used

to systematically reduce a system with m quantifiers to a system with n quantifiers, with (n < m). Both tests

require a system with only existential quantifiers. Furthermore, these existential quantifiers must be in the

subclauses in the innermost layer.

The first step is to normalize the formula into the form described above via a series of boolean logic

identities. For example, universal quantifiers are converted into existential quantifiers via

(∀x.P(x))≡ ¬(∃x.¬P(x))

and the following are used to convert the system into a disjunction of conjunctions:

p∧ (q∨ r) ≡ (p∧q)∨ (p∧ r)

(p∨q)∧ r ≡ (p∧ r)∨ (q∧ r)

¬(p∧q) ≡ ¬p∨¬q

¬(p∨q) ≡ ¬p∧¬q

¬¬p ≡ p

Additionally, the existential quantifiers can be moved inward via

(∃x.p∨q) ≡ (∃x.p)∨ (∃x.q)

(∃x.P(x)∧q) ≡ (∃x.P(x))∧q

At this point, FMVE or the Omega Test is called upon to systematically remove the existentially quanti-

fied variables via a number of axiomatic transformation. In the real domain, FMVE eliminates existentially

quantified variables that should look quite familiar at this point:

(∃x.c ≤ ax∧bx ≤ d) ≡ bc ≤ ad

(∃x.c < ax∧bx ≤ d) ≡ bc < ad

(∃x.c ≤ ax∧bx < d) ≡ bc < ad

(∃x.c < ax∧bx < d) ≡ bc < ad

The general method to eliminate an existentially qualified variable given a mixture of upper and lower

bounds containing both less than and less than or equal inequalities is ([70]):
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∃x.(
∧

h ch ≤ ahx)∧ (
∧

i ci ≤ aix)∧ (
∧

j b jx ≤ d j)∧ (
∧

k bkx ≤ dk)

≡
(
∧

h, j b jch ≤ ahd j)∧ (
∧

h,k bkch < ahdk)∧ (
∧

i, j b jci ≤ aid j)∧ (
∧

i,k bkci < aidk)

Despite the cosmetic differences, this is essentially the same procedure described earlier, where each

upper bound is compared to each lower bound on x to eliminate x.

In the integer domain, the Omega Test proceeds by first converting equalities to inequalities using the

m̂odh and m̂od f functions I’ve already covered. It then applies the Dark Shadow inequality as it eliminates

existentially quantified variables using the procedure described above for the real domain. As expected, if

a contradiction is reached after applying the Dark Shadow inequality, but no contradiction is reached after

reverting to FMVE, the Omega Test performs an exhaustive search of the iteration space to determine the

validity of the formula.

The Omega Library [93] (written at the University of Maryland by Bill Pugh and his team) is a C++ im-

plementation of the Omega Test. It exposes a number of classes which allows a user to express a Presburger

formula and to subsequently request the Omega Test to prove or disprove its validity. The Omega Library

has been incorporated into several automated proof assistant systems. One example is Coq [92], wherein

the Omega Library is used to power the “omega” tactic [21]. However, this implementation does not take

advantage of all of the expressivity of the Omega Library, as (for example) it requires that the user remove

the quantifiers apriori (via the “intros” tactic, among others). It has also been observed [21] that theorem

proving via this tactic is quite slow. Although this may be due to a less than optimal implementation, an-

other possibility is that use cases in general Presburger theorem proving (unlike array dependency analysis)

cause the Omega Test to employ the constraint reduction strategy, or to fall into the Omega Nightmare as it

exhaustively searches for a definitive answer to the formula validity problem.

6.4. The Frobenius Coin Problem

Investigating the Omega Test led me to a famous problem in linear Diophantine equations that has fascinated

researchers for well over a century. The Frobenius Coin Problem can be stated as follows: Given a monetary

system of n kinds of coins with denominations given by a1,a2,a3, ...,an what is the largest amount that

cannot be represented? For example, given coins of denomination 7 and 9, one can represent amounts of

7x+9y(x,y ≥ 0) (where x and y are the numbers of coins of value 7 and value 9, respectively. In this case,

one can verify that 47 cannot be represented by these coins, but any larger amount can.

This problem is attributed to Georg Ferdinand Frobenius (1849-1917) [97], who according to legend,

often raised this problem in his lectures. Although no closed form solution to this problem exists for values

greater than n > 3, the case of n = 2 has been well investigated. In particular, James Joseph Sylvester

proved in 1884 that for n = 2, the largest non-representable number is a1b1 −a1 −b1 [55, 90]. Said another

way, any number n(n ≥ (a1−1)(b1−1)) is representable as n = a1x+b1y(x,y > 0). The equivalence to the

Dark Shadow term is apparent, and in fact serves the same purpose: defining the point in a set of integers

above which all values are representable by an linear equation in integers.

And so a solution from 1884 to a seemingly unrelated problem (that of assuring that a particular monetary

amount is achievable using a given set of coins) is the same key to insuring that a linear integer solution in

a convex region is captured in the shadow cast when the region is projected onto fewer dimensions.
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6.4.1. Additional results

It is interesting to note that since the Frobenius Coin problem is related to the Omega Test, other results

long ago obtained related to the latter may in fact be usefully applied to the former.

For example, Sylvester also showed [55, 90] that exactly half of the numbers c between the lower bound

and ab−a−b inclusive (that is, (a−1)(b−1)−1 are representable as a integer linear combination (ax+

by = c). That tells us that 50% of the time the Omega Test falls into the Nightmare exhaustive search, it

will on average prove independence 50% of the time.

Another interesting result related to the Frobenius Coin problem is due to to Schur [36] which states that

an upper limit on the Frobenius problem with denominations given by (a1,a2,a3, ...,ak) is (a1 − 1)(a2 +

a3 + ...+ ak−1). This could be usefully employed in a pre-processing step to detect dependencies early in

the test.

6.5. FMVE and the Simplex Method

In this section I will briefly discuss Dantzig’s Simplex method [25], one of the most important algorithms

in the 20th century, as well as its relationship to FMVE.

6.5.1. Overview of the Simplex Algorithm

The Simplex method is a solver for linear programming problems (LPPs), in which a cost function is

to be optimized subject to a system of constraints. It accepts a problem in the following general linear

programming problem (GLPP) form [98]:

optimize: cT ·x (the objective function)

subject to: Ax ≤ b and ∀i,xi ≥ 0 (the constraints)

where:

x = (x1, . . . , xn) are the variables of the problem,

c = (c1, . . . , cn) are the coefficients of the objective function,

A is a p×n matrix,

b = (b1, . . . , bp) are nonnegative constants, and (∀ j,b j ≥ 0 )

The graphical intuition behind Simplex is visualizing the feasible solution space as an n-dimensional

convex polytope formed by the intersection of the p hyperplanes. The problem is determining which point

within that feasible region causes the objective function to attain its maximum value. The Simplex algorithm

relies on the following properties of convex spaces [66]:

• If some point in the feasible region causes the objective function to reach its extreme value, then that

point must be at one of the extreme points (informally, “sharp exterior points” where the bounding

planes intersect, rather than some point within the region) of the feasible region.

• If one of these extreme points p of the feasible region is not maximal for the objective function, then

that point has an incident edge that connects it to another extreme point p′where the value of the

objective is greater than or equal to that at p. Conversely, if all reachable vertices from p cause the

objective function to decrease, then p is the desired global maximum point.
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The Simplex method exploits these properties by first finding a basic feasible solution (BFS) at an ex-

treme point of the feasible region, and then greedily visiting adjacent extreme points on the surface of the

polytope until it reaches the global extreme point that maximizes the value of the objective function. The

Simplex method has worst case exponential cost [30], but only for a carefully crafted problem which causes

Simplex to visit all extreme points of the feasible region. In practice, Simplex has polynomial complexity,

which is why it still is the leading LPP solver in industry.

The key phases of the Simplex method are as follows:

Convert problem from GLPP form to SLPP In this pre-processing phase, the GLPP is converted into

Standard Linear Programming Problem (SLPP) form. SLPP has the following characteristics:

• The objective function is optionally re-stated so that the “optimization” is defined as maximiza-

tion

• All inequality constraints are rewritten as equalities via the addition of so-called slack variables.

That is, if the constraint 3x−6y+7z ≤ 5 is one of the inequality constraints, it is expressed as

3x−6y+7z+s= 5 (s is a slack variable that absorbs the difference between the LHS and RHS).

Find an initial BFS As mentioned, this step finds an initial starting extreme point in the feasible region.

One of the advantages of expressing the LPP in SLPP form is that the origin is always a feasible

extreme point, so a trivial (and common) approach is to select the BFS by setting the variable vector

to the zero vector.

Iteratively choose an adjacent BFS from among the adjacent extreme points (pivot) This step

begins by selecting the variable xp in the objective function with the greatest non-negative coefficient

(since increasing that variable will cause the objective function to increase the fastest). Next, the

amount by which xp can be increased is determined by examining the constraints and determining

the maximum increment to xp that does not violate the non-negativity constraints. The standard

method for doing so is the minimum ratio test, which scans the inequalities and selects the tightest

bound by examining the ratio of the constraints RHS to the coefficient of xp in that constraint. Once

that constraint is found, it is expressed in terms of xp and substituted into the remaining constraints,

including the objective function (essentially performing a form of Gaussian elimination). This step

has the effect of finding and transitioning to a more optimal corner vertex on the polytope, and

continues until further iterations serve only to reduce the value of the objective function.

6.5.2. The Simplex Method’s Links to FMVE

According to Dantzig [24] his development of the Simplex method was influenced by an 1826 paper by

Fourier in which he suggested visiting the exterior extreme points of a polytope successively until an ex-

treme point was reached (although he thought it would be too expensive to be practical). He also quotes

Motzkin’s PhD thesis which suggested the use of the mathematical simplex as an approach to the LPP

(although the simplex does not directly play a role in Dantzig’s method).

Although FMVE can be used as a LPP solver using back substitution [87], it is far too impractical to

be considered for use in problems involving hundreds or even thousands of constraints, which Simplex

routinely solves in real-world scenarios.

Conversely, the branch and bound [51] method can be used in conjunction with Simplex to search for

integer solutions to a system of linear inequalities, although it has gained little traction in dependence

analysis because Simplex has a relatively high startup cost which makes it unsuitable to the small problems

encountered in dependence analysis. FMVE’s simple projection strategy of pairwise pairing of bounds

makes it much more practical in this realm.
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6.6. Work Related to FMVE Refinement

Although it is arguably the most widely known and implemented method of refining FMVE to the integer

domain, the Omega Test is not the first approach to adapting linear programming solutions to the integer

domain.

One of the first and most widely known attempts is one that still is of at least theoretical interest today.

R. Gomory’s approach [41] was to iteratively use the Simplex algorithm to create a linear solution to a

problem, and then adapt it to integers by using “cutting planes” to shave off fractional solutions. The basis

for this approach was actually discovered a few years earlier by Dantzig (the inventor of the simplex method

for LP), et al. [23] in an attempt to solve the Traveling Salesman Problem. The approach was of theoretical

interest, but never seemed to garner much attention outside of academia due to its runtime costs.

Similar methods have arisen based on the idea of first creating sample solutions and then (expensively)

attempting to iteratively refine them using cutting planes or similar search space techniques such as branch

and bound [51] (not unlike the Omega Nightmare algorithm). In particular, [56] specifically addresses

FMVE. In the paper introducing the Power Test [101], Wolfe, et. al. describe determining when FMVE

produces conservative results, but do not implement an exact decision procedure. Shostak, et al. [88]

describe a inexact (real-valued) method for deciding Presburger formulas by constructing a convex hull.

Cooper’s well-known algorithm [16],[44] for deciding Presburger formulas is in my opinion quite inter-

esting, and the variable elimination algorithm bears a resemblance to that used the Omega Test (although

the Dark Shadows inequality is replaced by a set of divisibility tests represented in Conjunctive Normal

Form(CNF). Like the Omega Test, it removes quantifiers from the inside out, but it doesn’t require that

Presburger formulas be converted to DNF first. However, it does require several normalization steps, such

as conversion of all occurrences of ≤,≥ to <,>, respectively, and the use of DeMorgan’s laws so that

negations are not applied to variables.

6.7. Summary

In this chapter I have discussed several topics that arose during my research into the Omega Test and related

techniques. I presented the algorithm used by the Omega Test to force a unit coefficient to appear in the

system of constraints if one was not present intially. I also proved that the technique’s rate of reduction is

greater than than mentioned in the Omega Test paper. I discuss the projection technique that the Omega Test

uses to “protect” variables so as to produce a set of conditions that produce an integer solution to a set of

linear inequalities. This is relevant to the discussion on direction vectors, as the Omega Test does not test a

direction vector hieracrchy as the the I-Test does, but rather attempts to produce a more precise dependence

distance by protecting variables. I briefly introduce Presburger formulas, as one must express formulas to

the Omega library to solve in terms of these formulas. I then mention the Frobenius problem and describe

how the solution to the two-coin instance of the problem (known since the late 19th century) is identical

to the Omega Test’s Dark Shadow inequality. To my knowledge, this thesis makes the first mention of this

correlation. I conclude with an overview of the famous Simplex algorithm and outline its relationship with

FMVE.

It is worth noting that the ancillary operations performed by the Omega Test that I’ve described in chapter,

such as forcing unit coefficients, projecting variables, and especially the Omega Library’s use of Presburger

formulas to express problems contribute to the test’s run-time overhead. The library’s use of Presburger

formulas is particularly worrisome as the client must first express a dependence problem in this form to

present to the library, and then the library must convert the problem into canonical format and into internal

data structures as described in section 6.3. I suggest this may explain why the Omega Test has been ob-

served [80] to be slightly less efficient than the I-Test, even when non-exponential. However, in order to
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conclusively prove this hypothesis, one would need to instrument and profile the Omega Library while an

appropriate compiler compiled a benchmark suite.
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7.1. Chapter Introduction

To this point, I have discussed FMVE in the context of dependence analysis, and especially (in some detail)

how the Omega Test employs it and several related algorithms to enable it to solve general Presburger

formulas. In this chapter, I briefly describe peer reviewed and published work that I’ve done that uses a

modified form of FMVE in the context of a different program optimization - the elimination of redundant

array bound checks. As this thesis concerns itself chiefly with FMVE, I will only briefly describe the details

of the algorithm dealing with orthogonal issues such as flow control and provability. For more details and

psuedo-code, I would refer the interested reader to the published literature [85][69][38][37].

As I will develop more fully in the introduction to the Constraint Analysis System (CAS), the problem

we were addressing is that in order to reduce the costs of runtime program analysis, deeper analysis can

be done at compile time, but much of the information needed to make the correct optimization decisions

may not be known. If necessary and sufficient conditions for the safe application of an optimization can

be determined at compile time, they can be encoded as a series of checks in the code (which detract from

performance), or else somehow communicated to the runtime system where they can be checked once all

key compile-time unknowns have been resolved. The optimization can then be fully implemented prior

to actual program execution. In the case of Java, a way to encode such meta information already exists:

the classfile architecture [72] allows the inclusion of user-defined attributes that can be interpreted by the

runtime system or else simply ignored.

But this raises another issue. How can the runtime be sure that a malicious pre-processor did not encode

“optimizations” that were actually unsafe? If the runtime were to blindly trust these optimizations, then the

safety guarantees afforded by the Java architecture would be rendered useless. Consequently, not only does

the preprocessor have to identify optimization opportunities (such as array accesses that are always safe or

safe given a set of conditions), it must also be able to record its reasoning in the classfile in a way that can

be verified by a “sceptical” runtime system.

My contribution was developing a technique to identify potential or actual opportunities to eliminate

array bound checks and to pass to other components in the system the bookkeeping information behind the

reasoning so that it could be recorded in classfile attributes and later checked and acted upon at runtime.
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My idea was to construct a system of linear inequalities by traversing an intermediate representation of

the code in extended Static Single Assignment (e-SSA) form (to be described). Having done so, I then create

a new system by adding a proposed constraint to the system that stated that an array access was unsafe

(i.e. beyond the bounds of the array). Since the original system was derived directly from the compiler,

it is assumed to be consistent. If the new system (including the proposed constraint) was demonstrably

inconsistent (determined by using a variation of FMVE), then it must be because the proposed constraint

was inconsistent with the semantics of the program and must be rejected. The implication is that the array

access is in fact safe. In order to support the reasoning, references to the instructions giving rise to the

constraints in the system as well as to the relevant basic blocks was reported as well. This is the common

theme in both the Constraint Analysis System as well as the BQVE system.

It is worth noting that I originated the idea of CAS as a purely runtime optimization scheme. In fact,

the original prototype was meant to be used at class load time, where components were dynamically in-

corporated into the JVM only when needed as part of Java’s class loading mechanism. For this reason,

performance was of paramount importance, even at the cost of forgoing analysis of potential optimization

hiding in complicated flow-control graphs. Nonetheless, we used CAS as an offline analyzer because it was

still able to identify profitable optimization opportunities, could handle general linear constraints, and its

basis on FMVE made it possible to record its reasoning in a way that could be verified at runtime.

In contrast, BQVE is an extension to my work meant for offline analysis from the ground up. In BQVE,

colleagues augmented the constraints in the system with references to the blocks in which they were valid

and synthesized additional blocks in order to deduce additional constraints on variables.

7.2. Overview of the Constraint Analysis System

The Java Virtual Machine specification requires that all array accesses are checked at run time, and that

an out-of-bounds reference cause an ArrayIndexOutOfBoundsException to be thrown. However, these run

time checks (especially those occurring in nested loops) degrade performance, and so eliminating redundant

checks can significantly increase the the performance of Java programs.

Redundant bounds check elimination for Java programs thus relies on the optimizer’s ability to determine

that the index used to index an array is always both strictly less than the array’s upper bound and also

non-negative. If the optimizer is able to make that determination, then the bounds check can be safely

eliminated. If this analysis is performed at run-time, then it must be done as efficiently as possible so as not

to degrade performance. However, techniques that sacrifice precision for efficiency are not able to detect as

many redundant checks, with resulting sub-optimal run time performance. Alternatively, if optimizations

were able to be performed at compile time, then it is possible to devote more time to the analysis in an

attempt to locate more redundant checks. However, any system that relies solely on compile time analysis is

susceptible to a malicious optimizer that claims that an unsafe access is actually safe, thereby compromising

system integrity. Therefore, the results of the compile time analysis must be encoded, communicated to the

run time system, decoded, and verified at run time.

In contrast, traditional approaches generally sacrifice performance for precision, or vice versa. For exam-

ple, in an attempt to reduce the cost of the analysis, some systems [11, 82] restrict the relationship among

the variables to being only simple difference constraints of the form x−y+c≤ 0, where x and y are program

variables, and c is a constant. Other more precise techniques [20, 7] are not efficient enough to be used at

run time, nor are capable of producing verifiable proofs.

In previous work, we described how proofs of the redundancy of a check can be efficiently represented

and verified [85]. This chapter describes the Constraint Analysis System (CAS), a symbolic program con-

straint analyzer that detects redundant checks and provides a proof of its redundancy claims that can be

passed to and verified by a run time system. Furthermore, in order to exploit as much known information
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as possible, CAS uses general linear relationships among variables. That is, our system processes linear

constraints over program variables of the form

∑
1≤i≤n

aixi + c ≤ 0 (7.1)

CAS constructs a ConstraintSystem(CS) consisting of the variables in a program and the linear relation-

ships among them implied by program logic. It then determines if a proposed inequality constraint (a logical

relationship among program variables that is not directly implied by program statements) is consistent with

those constraints that are known to hold because they are directly derived from statements in the program

(program constraints). CAS does so by finding sequences of program constraint combinations which pro-

duce an inconsistent (illogical) result (0 < c ≤ 0) when combined with the proposed constraint. Constraints

are combined via elementary row operations to produce an equivalent constraint with fewer variables. A

sequence of program constraint combinations corresponds to a particular control flow (CF) path in the pro-

gram. If each CF path (that is, the corresponding sequence of program constraint combinations) can be

combined with the proposed constraint to produce an inconsistency, then the proposed constraint can be

rejected. Specifically, if the proposed constraint disproven by CAS states that an index is out of bounds,

then the array access is safe. Alternatively, a consistent result indicates the proposed (unsafe) constraint

may hold over at least that CF path, and safety checks need to be added. CAS records the sequence of

constraint combinations from which an inconsistency or consistency was derived, enabling its reasoning to

be later checked by verification systems.

This set produces an inconsistent inequality 0 < c ≤ 0 when a sequence of elementary row operations

are applied to the constraints to eliminate the variables. Exactly one of the n constraints in this sequence

is a proposed constraint, whereas the remaining n− 1 constraints are program constraints. Since program

constraints were derived from the program itself, they are by definition consistent with program semantics,

and the proposed constraint necessarily causes the inconsistency. CAS employs negated logic, proposing

a constraint that implies an index is out of bounds, and so when it discovers inconsistencies it is actually

discovering paths for which the index will always be within bounds. Because of the nodes in the CS

correspond to variables in the e-SSA representation of the program, which are defined in specific blocks

of the control flow graph (CFG), an inconsistent path in the CS means that the proposed constraint never

holds in the program executions that traverse those blocks. CAS produces only constraints and variable

sequences that correspond to valid paths in the CFG, and further ensures that all CFG paths have been

examined and are safe after its graph exploration is complete. These inconsistent paths can then be used to

supply a verifiable proof that the bounds check is unnecessary. 1. When exploring the CS, CAS explores

all possible paths. Using a set of validity rules and essentially mathematical induction, CAS collapses and

summarizes the effect of assignment loops such that its conclusions hold regardless of the number of loop

iterations actually taken.

CAS is novel in several respects. First of all, it employs a new elimination algorithm over an e-SSA

program representation to ensure that constraint combinations correspond to valid CF paths. Secondly, it

is more general than other systems, and the sequence of constraint combinations leading to a contradiction

that CAS produces can be quickly validated as authentic by a properly-equipped run time system. This

analysis is intra-procedural. However, in Gampe et al. [38], we describe an orthogonal approach similar

to that of Würthinger et al. [103] that speculatively removes checks whose redundancy can be determined

by inserting an additional but less expensive check at runtime; this technique is effective in reducing the

overhead of many of the bounds checks that could only otherwise be removed with an interprocedural static

1Alternatively, the proposed constraints could imply that accesses are safe, and if CAS was unable to find an inconsistency, then

the bounds check would be fully redundant. Although appropriate for a fully run-time implementation, this approach sacrifices

verifiability, as CAS can only prove the validity of inconsistencies, not the validity of their absence
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analysis.

7.2.1. Overview of the ABCD Algorithm

CAS derives from and is meant to extend the ABCD algorithm [11], a lightweight but effective runtime

technique for eliminating Java bound checks on demand. ABCD is novel in the sense that it converts the

problem of identifying redundant or partially redundant bounds check into the problem of traversing a

sparse, weighted Inequality Graph (IG) whose nodes and edge weights are derived from simple difference

constraints [17] among variables in an e-SSA (extended-Static Single Assignment) program representation

using a customized path search algorithm that uses a non-standard concept of a shortest path. I will briefly

outline the ABCD algorithm, and describe these constituent components in greater detail. Section 7.2.1 is

particularly relevant, since CAS also makes use of the e-SSA program representation.

e-SSA Representation

ABCD considers program control and data flow to make meaningful conclusions about how program vari-

ables relate to one another because the IG used by the system is derived from the program’s e-SSA [11]

representation. e-SSA extends traditional Static Single Assignment (SSA) [22] representation with “π-

assignments”, which reflect constraints resulting from control flow paths taken subsequent to conditional

statements. These π-assignments create new variables (aliases) along control flow paths that are dominated

by the outcome of a conditional expression. The π-variables referenced in constraints implicitly identify

a particular control flow path within the program, and are later combined via an SSA φ -assignment at a

control flow merge point. For example, the following code fragment in SSA form:

read(a);

read(b)

if (a < b) then

{Block A}

else

{Block B}

end

{Rest of program}

would be transformed into the equivalent e-SSA fragment:

read(a)

read(b)

if (a < b) then

a_1 = pi(a) /* a_1 < b_1 in Block A */

b_1 = pi(b)

{Block A} /* a,b replaced with a_1, b_1 */

else

a_2 = pi(a) /* a_2 >= b_2 in Block B */

b_2 = pi(b)

{Block B} /* a,b replaced with a_2, b_2 */

end

a_3 = phi(a_1, a_2)

b_3 = phi(b_1, b_2)

{Rest of program} /* a,b replaced with a_3, b_3 */

There are several interesting properties of e-SSA representation. First of all, its π assignments allow

the encoding of constraints arising from conditional expressions or successful bounds checks. Secondly,

variable live range splitting via π and φ assignments mean that constraints derived from a program in e-SSA

form are valid wherever the variables they reference are live. This latter property allows the IG derived from

a program in e-SSA form to be flow-insensitive.
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ABCD Inequality Graph (IG)

Once ABCD has constructed an e-SSA representation of the program, it identifies simple difference con-

straints [17] of the form x− y ≤ c where x and y are program variables or a symbolic literal (an important

example is the length of an array) and c is a constant. For example, the Java assignment a = b+ 1 would

result in the inferred constraint a−b ≤ 1.

Once all the constraints are gathered, the IG is constructed. For the constraint x− y ≤ c, two nodes

representing x and y are added to the IG, and an edge from y to x with weight c.

ABCD’s Shortest Path

The fact that ABCD represents only simple difference constraints in the graph instead of more complicated

linear relationships has the happy consequence of keeping the graph sparse. More importantly, it means that

relationships among program variables can be derived via a non-standard shortest path search algorithm.

The reason that the shortest path is non-standard is because φ nodes force the algorithm to conservatively

select the greatest incoming weight (i.e. the weakest constraint on the φ variable), whereas other nodes

select the least incoming weight (i.e. the strongest constraint on the variable).

The algorithm employed by ABCD takes this distinction into consideration by distinguishing φ nodes

from non-φ nodes and propagating weights accordingly. It detects negative and positive weight cycles by

tracking the nodes already visited along a path and the path weight when it was visited, and also makes

heavy use of memoization.

For an array access of the form A[x], ABCD searches for shortest path from the node A.length (i.e. the

node representing the symbolic length of the array A) to the node x. If the length of that path has negative

length, then ABCD can infer that x will always be less than the length of the array and the upper bound

check can be eliminated. The lower bound check elimination process is symmetrical.

ABCD’s Efficiency

There are two reasons why ABCD is efficient. As has been mentioned, representing only difference con-

straints means that the IG is relatively sparse and the shortest path algorithm converges quickly. Secondly,

ABCD can be incorporated into a JIT compiler and only invoked if a particular array check is a program

“hot spot”. For this reason, ABCD has become a widely-used algorithm, and has been incorporated into

several production compiler systems.

e-SSA and Array Aliasing in Java

Aliasing [47] refers to a situation where the same memory object can be referenced by different names,

and is a complication with which optimizers have to contend in order to ensure the generation of safe code.

This is a notoriously difficult issue that most often manifests itself in languages such as C and C++ which

allow pointers to variables to be accessed and passed and manipulated as variables themselves. Consider

the following simple C++ code fragment:

#include <iostream>

using namespace std;

int main()

{

int x = 72889;

int *p = &x;

cout << "x is: " << x << endl;

*p = 0;
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cout << "x is: " << x << endl;

}

The program fragment produces

x is 72889

x is 0

A compiler would have to be aware of the fact that both p and x refer to the same memory location, and

track these aliases as part of its analysis.

Despite the fact that one cannot take the address of a variable in Java, the potential for aliasing still exists

via references. Consider the following fragment:

class Point

{

double x;

double y;

}

class PointDemo

{

public static void main(String args[])

{

Point p1 = new Point();

Point p2 = p1;

p1.x = 10.0;

p2.x = 20.0;

System.out.println("p1.x : " + p1.x);

System.out.println("p2.x : " + p2.x);

}

}

The program output is:

p1.x: 20.0

p2.x: 20.0

However, ABCD’s array bound analysis is safe due to its use of e-SSA representation, and the fact that

it is not possible to change the size of a Java array referenced by a Java local variable. Two kinds of array

aliasing can occur. The first occurs when a variable holding the address of an array is reassigned to another

variable, and that second variable is redefined. Consider this fragment:

1: a = new long[25];

2: b = a;

3: b = new long[10];

4: ... = a[15];

The reference to array a on line 4 will in this case be proven redundant. The e-SSA representation of this

example will record the definition of a on line 1, followed by uses of a on lines 2 and 4. No modification of

a is implied, as lines 2 and 3 do not affect a.

The second form of aliasing occurs through references stored in object fields. Consider the following:

1: a.r = new long[25];

2: b = a;

3: b.r = new long[10];

4: ... = a.r[15];
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After line 2, a.r and b.r are aliases for the same array. However, the assignment to b.r on line 3 redefines

that array. Fortunately, e-SSA treats the reference to a.r on line 4 as the load of a reference to an unknown

array, and therefore does not eliminate the check. Thus, line 4 will result in an ArrayIndexOutOfBounds

exception being thrown. It is clear that e-SSA (and by extension, ABCD) is safe (although conservative)

with regard to potential aliasing.

7.2.2. Elementary Row Operations in CAS

CAS reduces the problem of determining whether a proposed constraint holds in the context of a program

to deciding whether a system of linear inequalities is consistent. Several of the techniques used to solve

this and related problems, such as Gaussian, Gauss-Jordan, and Fourier-Motzkin elimination, operate on

the principle of iteratively reducing the original system to simpler but equivalent forms until it is able to

determine consistency (or solutions). One of the fundamental concepts underlying such techniques is that

of elementary row operations, which are transformations to the set of linear inequalities which do not

change the solution set of the system. Techniques such as Gaussian and Gauss-Jordan elimination reduce

a matrix representing a system of linear equations into an equivalent but simpler form by performing only

the following row operations:

Row Switching A row within the matrix can be switched with another row

Row Multiplication Each element in a row can be multiplied by the same non-zero constant

Row Addition A row can be replaced by the sum of that row and a multiple of another row

A related technique to determine the consistency of a system of linear inequalities via elementary row

operations is Fourier-Motzkin Variable Elimination (FMVE) [87]. FMVE continually applies elementary

row operations to eliminate variables from the system until the its consistency is readily decidable. It

eliminates a variable by combining all upper bounds on a variable x with all lower bounds on x. Whenever

a lower bound on x is paired with an upper bound on x, a new inequality constraint is produced in which x

does not appear. After all variables have been eliminated, the system contains constraints of the form c ≤ 0.

If all such constraints are valid (that is, c is negative or zero), then the original system is consistent (has a

real solution). Otherwise, the original system is inconsistent.

7.2.3. CAS Algorithm in Brief

Unlike other approaches based on DFS graph searches, CAS’s approach is based on FMVE: it eliminates

a variable from all constraints at the same time (roughly akin to a breadth first graph traversal). CAS con-

structs an Constraint System (CS) and combines constraints within it to reason about inequality relationships

imposed by the program’s logic and dataflow. Our representation can be loosely thought of as a graph, with

nodes representing variables and constraints representing difference constraints between adjacent vertices.

Similarly, the algorithm CAS uses to disprove proposed constraints can be likened to a traversal of the

graph. Although this analogy makes the algorithm easier to understand, bear in mind that it breaks down if

the program contains general linear versus simple difference constraints. We now describe these two facets

of CAS: representation via the CS and reasoning via constraint combination.

The CAS Constraint System

CAS builds and manipulates a ConstraintSystem (CS = (V,C)) to represent relationships among program

variables. V contains representations of the variables in the program, while C contains linear inequalities

of the form in Figure 7.1 representing constraints over those variables. These elements of CS are derived
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from the program’s assignment and conditional statements. CAS continually reduces CS by eliminating

variables in V until it is able to determine consistency. To eliminate a variable xn in V, CAS combines each

lower bound (LB) on xn in C with every upper bound (UB) on xn in C via elementary row operations that

produce a zero coefficient for xn in the result. At the conclusion of this step, xn is removed from V, all new

constraints formed by these combinations are added to C, and all former bounds on xn are removed from

C. Thus, as processing continues, the set V becomes progressively smaller, while C (potentially) becomes

larger.

Vertices in CS and their Properties

CS contains a vertex for each variable in the e-SSA representation of the program (including π and φ

variables). Each vertex v ∈ V has several properties, including:

v.LB the set of constraints e ∈ C representing lower bounds on xn.

v.UB the set of constraints e ∈ C representing upper bounds on xn.

v.PHI a boolean indicating whether v is a phi variable

Constraints in CS and their Properties

The constraints in C represent linear constraints over the program’s variables. CAS deals generally with

two kinds of constraints: the constraints in C that are derived from program statements are called Program

Constraints, and are known to be mutually consistent, whereas a Proposed Constraint represents a linear

constraint over variables that CAS attempts to disprove. In our work, a proposed constraint represents

an array-out-of-bounds condition (either upper or lower bound). Since the program constraints are self-

consistent (arising directly from program logic), and since a proposed constraint state an access is unsafe

(exceeds array bounds), an inconsistent system means that the array access is actually safe. Since all

constraints represent less-than-or-equal relationships, assignments and equalities are represented by a pair

of inverted edges. That is, if the assignment statement x = y occurs in the program, then two constraints

are added to C: x− y ≤ 0 and y− x ≤ 0. In order to distinguish between them and to ensure constraints are

combined in a consistent manner, constraints in C have a “direction” flag associated with them to distinguish

whether data flows from the LHS of the inequality to the RHS, or vice versa. In the earlier example, since

x = y implies a data flow from y to x, the constraint y−x <= 0 has a “forward” direction, whereas x−y ≤ 0

that a “reverse” direction. Since inequalities and equalities so not involve the flow of data, they (initially)

have a direction of “independent”. As we shall see later, if an “independent” constraint is combined with a

constraint from an assignment, the new constraint will carry the direction of the assignment. Additionally,

proposed constraints are initially assigned an “independent” direction as well. Another flag associated with

a constraint is the “proposed” flag which is a binary indication of whether a constraint is a program or

proposed constraint. If a proposed constraint is combined with a non-proposed constraint, the proposed

constraint is set on the result. Finally, the “deleted” property determines whether the constraint has been

logically deleted from the system.

Any constraint in C in which xn’s coefficient is negative is a lower bound on xn, and is added to the collec-

tion xn.LB, while those with positive coefficients for xn are upper bounds and appear in the collection xn.UB.

Since a single constraint can contain terms for multiple variables, the same constraint can simultaneously

be in the multiple UB or LB collections.
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int A[] = new int[y];

/* y == A.length */

x0 = 0

L: x1 = phi(x0, x3)

if (x1 >= y) goto E:

x2 = pi(x1)

y1 = pi(y)

/* x2 < y2 */

A[x2] = ...

x3 = x2 + 1

goto L:

E: x4 = pi(x1)

y2 = pi(y)

/* y2 <= x4 */

...

Figure 7.1.: e-SSA Version

Constraint Direction

x0−ZERO+0 ≤ 0 Rev

−x0+ZERO+0 ≤ 0 Fwd

A.length− y+0 ≤ 0 Ind

−A.length+ y+0 ≤ 0 Ind

x0− x1+0 ≤ 0 Fwd

−x0+ x1+0 ≤ 0 Rev

x2− x1+0 ≤ 0 Rev

−x2+ x1+0 ≤ 0 Fwd

y1− y+0 ≤ 0 Rev

−y1+ y+0 ≤ 0 Fwd

x2− y1+1 ≤ 0 Ind

x2− x3+1 ≤ 0 Fwd

−x2+ x3−1 ≤ 0 Rev

x3− x1+0 ≤ 0 Fwd

−x3+ x1+0 ≤ 0 Rev

x4− x1+0 ≤ 0 Rev

−x4+ x1+0 ≤ 0 Fwd

y2− y+0 ≤ 0 Rev

−y2+ y+0 ≤ 0 Fwd

y2− x4+0 ≤ 0 Ind

Figure 7.2.: Constraint System (CS)

An Example of a CS

As an example, consider a simple program that allocates an integer array of length y elements, and then

assigns to each element in ascending order. The e-SSA listing is shown in Figure 7.1, and the resulting CS

is shown in Figure 7.2.

Constraint Combination in CAS

Once all program constraints and the proposed constraint are added to CS, CAS determines the consistency

of the proposed constraint by eliminating variables. Unlike conventional FMVE where each upper bound

on a variable is combined with each lower bound on a variable to eliminate it from the system, CAS restricts

which constraints can be combined in order to produce a meaningful result.

Direction Compatibility

As a simple example of why this is necessary, consider the consequences of the indiscriminate constraint

pairing given the following simple code fragment in which the phi variable x is assigned twice: x= y; ...;x=

z; The first assignment produces the constraints x− y+ 0 ≤ 0 and −x+ y ≤ 0, and the second −x+ z ≤ 0

and x− z ≤ 0. Combining upper and lower bounds to eliminate x gives us z− y ≤ 0 and −z+ y ≤ 0, which

imply y == z. However, this relationship does not follow based on the above code fragment. Therefore,

CAS prohibits the combination of bounds with incompatible directions. That is, the bounds must have

the same direction, or at least one must have an “independent” direction. If that condition holds, then

the combination’s direction is either “independent” if both parents had independent directions, or the non-
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independent direction of the parent(s). In the case above, the combinations to eliminate x would be allowed,

but the combination of the results would be prohibited.

Sub-Cycle Elimination

CAS also disallows a combination if the same variable was previously eliminated in the production of both

the LB and the UB (preventing “sub-cycles” in graph terminology). CAS detects (in)consistencies through

the formation of inequalities in which all variables have been eliminated, leaving only the constant term

(we refer to these as “reduced” constraints). This can be viewed as a “cycle” in which each term with a

positive coefficient is paired with a term with an negative coefficient. For example, combining x− y ≤ 0

with y− z+1 ≤ 0 produces x− z+1 ≤ 0, which when combined with z−x ≤ 0 produces the inconsistency

1 ≤ 0. Cycles such as this can occur as a result of loops, which CAS detects and summarizes in the course

of variable elimination. CAS further assumes that loop back edges are traversed either an infinite number

of times, or else not taken at all, depending on which gives the most conservative (safest) answer. (As an

aside, this is the reason why proposed constraints are assumed to state an unsafe condition – this assumption

enables the algorithm to produce conservative but safe results.) A “sub-cycle” corresponds to a loop being

taken exactly once, which cannot be assumed to occur during execution.

Phi and Pi nodes

As we shall see, CAS caches the “optimum” intermediate results as constraints are combined. The definition

of “optimum” affects performance as well as safety decisions and depends upon whether the variable being

eliminated is a phi node. As described in [11], phi nodes are “minimum” nodes, whereas other nodes

are “maximum” nodes. We ensure that only the weakest constraints are propagated when a phi node is

eliminated, and the strongest constraint otherwise. To achieve this, CAS maintains a cache hash keyed by

the set of variable terms (excluding the constant) on the LHS of the inequality, plus the direction of the

constraint. The value of the entry is the “best” constraint with those terms. This hash initially is populated

by program and proposed constraints as they are added to the system. Thereafter, when a new constraint

is produced via LB-UB combinations, the cache is consulted to see if a “better” value (depending on the

type of eliminated variable) has already been produced. This is done by comparing the constant in the new

constraint with the constant in the cached constraint. If the new constraint and cached constraint are of

equal strength, a constraint carrying the “proposed” indicator takes preference. If not, the cache is updated,

and the old constraint is deleted from the system.

Caching a reduced result requires a bit of explanation. Consider the combination of z− y ≤ 0 (Forward)

and y− z ≤ 0 (Forward) to eliminate y. The reduced result (0 ≤ 0) (Forward) has no terms, and the cache

key cannot directly be derived. In this case, CAS constructs a key constraint to be used as a hash key. The

key constraint is of the the form (α , direction), where α is the set of all terms in the LB, excluding the

variable being eliminated, and direction is the direction of the reduced constraint. For example, suppose

we wish to combine 3x+4y−2z <= 0 (Forward) with −3x−4y+2z ≤ 0 (Forward) to eliminate z. Since

the result is reduced, our key constraint is (3x+ 4y, Forward). Furthermore, if the constant in the reduced

constraint is non-zero and the reduced constraint is not proposed, then the constant in the key constraint

is set to +∞ or −∞, depending on whether the reduced constant is positive or negative, respectively. This

allows CAS to safely summarize the effect of loops.

Unbound Variables

CAS presently detects unbound variables but does not generate run-time checks when they are encountered.

When a proposed LB is selected for pairing, a check is done to see if the variable being eliminated is

unbound. If so, CAS conservatively reports that the proposed constraint holds. Equivalently, the unbound
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variable will remain after all other variables are eliminated, but this approach allows us to terminate the

algorithm quickly.

Initialization

CAS processing begins by initializing an empty CS, and program constraints are added as the program is

being parsed. CAS creates the internal representations of the constraint and referenced variables, adds new

variables to V, sets the direction vector in the new constraint, and adds the new constraint to the appropriate

variable’s LB and UB queues. Additionally, if the constraint arises from an assignment or equality, the

constraint is copied, the coefficients and directions inverted in the copy, and the copy is queued to UB and

LB queues. Once all the program constraints are added, a proposed constraint is formulated and passed to

the propose() method. This routine creates and initializes a new constraint, sets its proposed flag, and

adds it to appropriate UB and LB collections. Next, assignments in the program are examined. For each

assignment constraint where none of the variables in either the LHS or RHS are phi variables, the direction

in the original and copied constraint is changed to “Independent”. This enables CAS to infer relationships

between in simple cases such as x = 5;y = 6.

Processing

Next, propose() begins eliminating variables by calling the eliminate() method. This method combines

each LB on a variable with all compatible UBs on the variable, checks for unbound variables, and invokes

the method update-cache() to manage the cache of “best” constraints. As part of the combination, a new

direction is computed, and the parent UB, parent LB, and the eliminated variable are recorded in the result

for possible verification at a later time. If a cycle is detected, it creates key constraints and passes them to

update-cache() to record cycles.

CAS first eliminates all non-phi variables, leaving only the strongest constraints linking the phi variables.

Thereafter, the phi variables are eliminated taking only the weakest results at each intermediate stage. After

CAS eliminates a variable v, it checks the cache with keys (v, Independent), (v, Forward), and (v, Reverse)

for a non-negative proposed cycle. If one is found, it immediately returns “true” meaning that the unsafe

proposed constraint may hold. Otherwise, if a negative proposed constraint is found, a flag is set to indicate

that at least one inconsistency was encountered.

Termination

Once all variables have been eliminated without discovering a proposed consistency, propose() returns

“false” if at least one proposed inconsistency was discovered. Otherwise, propose() conservatively returns

“true”.

7.2.4. Experimental Results

CAS was implemented in the SafeTSA compiler [2] and was used to identify redundant bound checks and

produce verifiable proofs of its redundancy claims. These proofs were encoded in the form of annotations

and were passed to a run-time system for verification. Additionally, we added an annotation verifier and

annotation directed optimization into the SafeTSA classloader and JIT compiler of the SafeTSA virtual

machine (which is based on Jikes RVM 2.2.0).

For comparison, we also took the implementation of ABCD [11] found in the Jikes RVM Optimizing

bytecode compiler [13] and ported it to work with the SafeTSA data structures. Several features of SafeTSA

required extensions to the original algorithm, most notably, SafeTSA’s type infrastructure. SafeTSA in-

cludes several explicit type coercion instructions to simplify type-checking; these were accounted for in
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proposed inconsistencies = 0 ;

foreach v in pc do

if v’s coefficient is negative then

Add pc to v.LB;

else

Add pc to v.UB;

end

end

foreach non-phi v in V do

if v is assigned in constraint c and c has no phis then

c.direction = Independent;

end

end

foreach non-phi v in CS do

eliminate(v);

end

foreach phi v in CS do

eliminate(v);

end

if proposed inconsistencies > 0 then

return FALSE;

else

return TRUE;

end

Procedure propose(pc)
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Figure 7.3.: Precision of CAS and ABCD

ABCD by extending ABCD’s existing Global Value Numbering system. In addition, since the existing

ABCD implementation analyzed only upper-bounds checks, we extended ABCD to support lower-bounds

checks.

We evaluated our prototype system using the Java Grande Forum benchmarks [12]. The benchmarks were

modified to make some of the array bounds limits be expressed as symbolic constants rather than passed in

as parameters so that more array bounds could be eliminated with conservative, intraprocedural analysis.

These benchmarks were compiled into SafeTSA and optimized using common subexpression elimination,

which eliminates duplicate bounds checks using SafeTSA’s safe-element-reference type. This version of

each class was used as the baseline to which CAS and ABCD were applied. All of the experiments were

conducted on a 1.5GHz G4 PowerMac with 1GB of RAM running a Linux 2.6.15 kernel. All timing

measurements were made by repeatedly running the benchmark program in a fresh virtual machine at least

200 times. The first fifty runs were discarded and the mean of the subsequent runs is reported.

Figure 7.3 shows the number of bounds checks (beyond those eliminated by common subexpression

elimination) that were eliminated by CAS and ABCD, respectively, in each of the benchmark classes.

Since CAS can reason about general linear constraints while ABCD is limited to a subclass of difference
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foreach LB in v.LB do

if LB.proposed AND v is unbounded then

EXIT(TRUE);

end

foreach UB in v.UB do

if LB and UB have compatible directions AND do not form a subcycle then

new con = combine(LB,v,UB);

if new con is reduced then

calculate key constraint from LB and v;

if new con.constant 6= 0 and !new con.proposed then

if new con.constraint > 0 then

hash key.constraint = +∞;

else

hash key.constraint = −∞;

end

else

hash key.constant = new con.constant;

end

update-cache(key constraint);

else

update-cache(new con);

end

end

end

end

delete all bounds in v.UB and v.LB;

if cache[v, *].constant <= 0 then
EXIT(TRUE)

end

if cache[v, *].constant ¡= 0 then
proposed constraints += 1

end

Procedure eliminate(v)

if cache[(con.terms,con.direction)] exists then

old con = cache[(con.terms,con.direction)];

if con.terms contains a non-phi then
if con.constant > old con.constant OR (con.constant == old con.constant AND

con.proposed) then

cache[(con.terms,con.direction)] = con delete old con;

end

else
if con.constant < old con.constant OR (con.constant == old con.constant AND

con.proposed) then

cache[(con.terms,con.direction)] = con delete old con;

end

end

else
cache[(con.terms,con.direction)] = con

end

Procedure update-cache(con)
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Figure 7.4.: Runtime Cost of CAS and ABCD

constraints (which is a subclass of linear constraints), one would expect CAS to eliminate more bounds

checks than ABCD. For our benchmarks, all of the bounds checks removed by ABCD were also eliminated

by CAS, and in nearly three-quarters of the classes, CAS’s extra precision results in more eliminated bounds

checks. Notably, for the the Moldyn benchmark, CAS was able to eliminate 15 bounds checks where

ABCD could only remove 5. Manual inspection of several bounds checks revealed that these were bounds

checks that the ABCD algorithm is unable to prove because ABCD can only reason about a restricted

form of difference constraints. In particular, it only supports constraining the variable being defined by an

instruction relative to the variables being used by that same instruction. This restriction speeds up ABCD

significantly (since it allows ABCD to piggy back on the existing compiler data structures) but does so at

the cost of precision. The following code fragment is an example where this class of difference constraints

is insufficient to eliminate a bounds check:

x = y;

if (y < A.length) {

A[x];

}

ABCD cannot infer that the access is safe in this case because its traversal algorithm follows the def-use

chain, whereas CAS is able to prove the access as safe.

Figure 7.4 shows the cost of the runtime verification of CAS’s proofs vs. the runtime use of ABCD

as a percentage of baseline JIT compilation time. For CAS this is primarily the time required to verify

annotations at run-time, whereas for ABCD this is the time required to carry out the ABCD algorithm. With

one exception (RayTracer), verification has a lower runtime cost than ABCD. For some of the benchmarks

(notably Crypt, Search, and LUFact), verification is several times faster. The primary reason that verification

outperforms the ABCD algorithm is that the verification component only needs to verify those bounds

checks that are actually unnecessary, whereas ABCD checks all bounds checks. Compared to the total

JIT compilation time, however, both methods impose a very small runtime cost (up to about 0.2% for

verification and up to about 2.0% for ABCD).

Figure 7.5 shows the speedup in total benchmark execution time resulting from the use of verification

compared to the baseline SafeTSA version of the benchmark. The bounds check elimination resulted in

improvements of nearly 10% on the SOR benchmark and over 3% on the SparseMatMult and MolDyn

benchmarks. On the other benchmarks the speedup was small or negligible; this is because most of the

bounds checks that could be eliminated in those benchmarks were not in the benchmark’s inner loop. Since

time spent in verification was relatively small (a couple milliseconds) compared to the total execution time

(15s–200s), the effect of verification cost is not noticeable.
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Figure 7.5.: Overall Execution Speedup with CAS

7.2.5. Related Work

There have been several works addressing the array bounds check problems in Java. Moreira et al. [61]

used heavy-weight loop-based transformations and optimizations to optimize bounds checks in scientific

applications; their goal was to provide a traditional static compiler for Java programs that provides perfor-

mance approaching that of traditional optimizing compilers for Fortran, so their approach does not support

just-in-time compilation and is not a general solution to the Java bounds check problem.

The ABCD algorithm [11] provides a runtime global bounds check elimination based on extended-SSA

(e-SSA) form and difference constraints, it is quite efficient but has some limitations since it can only obtain

difference constraints that can be overlayed onto the e-SSA graph. Menon et al. [59] extended the ABCD

algorithm to produce optimized programs augmented with verifiable proof variables. Like ABCD, CAS

represents programs using e-SSA, but CAS’s constraint system is more general and allows it to reason about

general linear inequalities. Linear programming techniques such as Fourier-Motzkin Variable Elimination

[87] also handle such inequalities, but CAS is more efficient because of the path pruning that takes place

as the graph is explored. Furthermore, our system takes into account control flow when choosing paths

through the graph as well as when presenting proofs.

Qian et al.[82] use an iterative dataflow analysis based on difference constraints to annotate bytecode

with an indication of which bounds checks are unnecessary, but it does not provide verifiable proofs of its

claims. Chen and Kandemir [15] describe a method for annotating the fixed point of a iterative dataflow

analysis of integer variable ranges which can then be verified using a single iteration of the same algorithm,

but their constraints are limited to a subset of difference constraints.

Zhao et al.’s [105] optimization is restricted to limited loop forms (and is, therefore, less comprehensive

than our approach) but is quite efficient during JIT compilation. Würthinger et al. [103] have developed a

bounds check elimination for use in the HotSpot JIT compiler, which similarly identifies simple patterns in

the source code but adds speculation to reduce the overhead of some of the bounds checks that cannot be

completely eliminated statically.

Besson et al.’s [5] proof-carrying code architecture is based on Cousot’s abstract interpretation [19] and

produces a certificate at analysis time that is passed to a consumer for certified verification. Their system

checks if all accesses within a program are safe, rather than testing the safety of individual array accesses.

Their experimental results are based on a small set of codes rather than general benchmarks, and their

technique appears to be less efficient than our approach.
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7.2.6. CAS: Discussion

I present in this part of the thesis a lightweight theorem prover suitable for determining whether a proposed

constraint over variables is consistent with the semantics of a particular code fragment. CAS uses e-SSA

representation to form a constraint system expressing relationships among variables with sufficient control

flow information to ensure semantically meaningful conclusions. It then simplifies the system until it can

determine whether the proposed constraint is consistent with the system. This information can be used

to determine that array bounds checking is not necessary along particular control flow paths. We present

experimental results that demonstrate that CAS finds more redundant checks than previous work, and im-

proves the runtime of JAVA benchmarks up to 10%. Our results show how CAS is useful when used at

compile time to identify fully or partially redundant bounds checks, and having its conclusions encoded in

the form of annotations which are efficiently verified at run-time.

7.3. BQVE: Block Qualified Variable Elimination

The Block Qualified Variable Elimination (BQVE) algorithm is based on CAS and extends it by qualifying

each constraint with a Region of Validity (ROV)] where the constraint is known to hold. Primarily due to

von Ronne in [38][37], BQVE allows multiple proposed constraints to be tested at once with synthesized

blocks in the e-SSA control flow graph.

Being derived from CAS, BQVE initializes in a similar fashion. The e-SSA representation of the graph

is read and linear constraints deduced from assignment instructions and targets of conditional expressions.

However, and as mentioned, the key feature of BQVE is that a linear constraint is qualified by the loca-

tion in the e-SSA graph where the expression is known to hold. For constraints derived from conditional

expressions, the inequality is known to hold in the region of the code dominated by the target of the condi-

tional branch (or fall through). For constraints arising from assignments, the constraint holds as long as the

variables involved in the variable definition are in scope and unmodified (and since the graph is in e-SSA

form, that means at all locations dominated by the block in which the assignment occurs). Furthermore,

when constraints are combined to eliminate a variable, the resulting constraint is likewise qualified by the

area of the e-SSA graph where both of the the combined constraints were valid (the region of validity of the

resulting constraint is essentially the intersection of the ROVs of the constraints combined to create it):

ROV (m,n) =











ROV (m) : i f n dom m

ROV (n) : i f m dom n

nil : otherwise

When BQVE adds a proposed constraint P to the system that is assumed to hold in some basic block B,

it synthesizes a new basic block PB, such that PB is dominated by all blocks that dominate B (including B

itself), and PB dominates only itself. If an inconsistency is eventually reached that involved P, the incon-

sistent constraint will carry a qualifier of PB. Alternatively, an inconsistent constraint without a synthetic

block as its ROV was caused by an unreachable code block. Multiple assumed constraints can be tested

simultaneously using this method.

BQVE also creates synthetic φ parameters for each predecessor block of a phi join node. To ensure

safety, only the weakest constraint on one of these synthetic phi variables are transferred (the literature

refers to this as lifting).

BQVE attempts to preserve precision as constraints are combined by eliminating φ variables only after

non-phi variables have been eliminated, and by cloning certain variables so constraints derived from their

elimination can be made stronger as edges through the CFG are explored. Additionally, cycles detected
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Figure 7.6.: Array Bound Checks Removed by BQVE-equipped System

during graph exploration may indicate monotonically increasing or decreasing loop iteration variables, and

BQVE incorporates logic to assign precise lower (upper) bounds in the case of monotonically increasing

(decreasing) cycles.

Finally, the Java Virtual Machine specification dictates that integer overflow and underflow results in

“silently” wrapping using 2’s complement arithmetic. This can cause issues as, for example, a sufficiently

large index being incremented in a loop could wrap and become negative, which should cause an Index-

OutOfBoundsException. BQVE provides safeguards by adding constraints to the system which specify

that such overflow is possible, and then using the CAS inverse logic machinery it inherited from CAS to

disprove the conjectures.

Figure 7.6 demonstrates that the BQVE system was quite successful in identifying and removing bound

checks from the Java Grande Forum Benchmarks [75]. The graph indicates how Gampe’s BQVE-equipped

system (MBCE) [37] fared against Bodik’s ABCD [11] and Chen and Kandemir’s Verifiable Attribute [15]

algorithms on a set of benchmarks.

7.3.1. Related Work

Xi and Pfenning’s [104] used a restrictive form of dependent type systems in Standard ML to address array

bounds checking. They rely on program annotations to develop a system of linear inequalities, whereas

BQVE is designed for imperative languages and does not depend on annotations. Dor [31] employs a

system based on Couset’s work [20] to address the related problem of detecting buffer overruns, but this

technique requires the creation and solution of a series of linear programming problems. Ganapathy [39]

also addresses the buffer overrun problem, and attempts to reduce the problem to a single system of linear

inequalities, but appears to lose precision by not fully taking all control flow paths into account. Rugina

[86] also reduces the problem to a single system of inequalities, but restricts coefficients to positive integers.

7.3.2. Satisfiability Modulo Theories (SMT)

Satisfiability Modulo Theories (SMT) [65][64] is potentially quite useful in program optimization in gen-

eral, and in detecting redundant array bound checks specifically. SMT can be thought of as a generalized

propositional constraint Satisfiability (SAT) solver, which accepts a formula over a theory (a set of sen-

tences or axioms that describe or govern how symbols in a formula interact or are to be interpreted) and

decides whether the formula is satisfiable (that is, whether there is an assignment to the variables in the

formula that makes the formula true). We’ve seen that the Omega Test can be used to decide whether a

formula over Presburger arithmetic is satisfiable. SMTs generalize this by using a set of modules per theory
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(i.e. Peano arithmetic, boolean logic, arrays, difference arithmetic, bit-vectors, etc) with domain-specific

heuristics and algorithms along with a generalized solution search (theorem prover) engine (most commonly

based on the well-known DPLL algorithm [27]).

Z3 [28] is an automated SMT solver that employs the DPLL as a core theory solver, along with embedded

support for a number of theories, such as linear arithmetic, bit-vectors, arrays, tuples, etc. It allows the

expression of formulas either via a textual format, or else via a programmtic API (similar in spirit to the

Omega Test’s API for expressing formulas over Presburger arithmetic).

Despite its promise, SMT solvers are still relatively slow, and most offer no way of automatically pro-

ducing a verifiable proof. Even when a verifiable proof is produced, it has been noted [63] that verifying

the proof can be an order of magnitude more expensive than producing the proof itself.

7.4. Concluding Remarks

This chapter was included in the thesis because the two algorithms I briefly discussed are based on FMVE,

and thus are related to the main theme of the thesis. I thought it demonstrates that although FMVE seems a

more natural fit for inclusion in dependency analysis algorithms such as those I discussed in the preceding

part of the thesis, it is just as useful in other areas of program optimization, such as the elimination of

redundant array bound checks in Java byte code.

The second reason I included it was to demonstrate that my work (and the work derived from it) related

to using FMVE as a lightweight theorem prover, and the notion of injecting proposed constraints into a

system to test arbitrary conjectured relationships among program variables, was an additional contribution.



Part IV.

Conclusion





Chapter8
Conclusion

As each of the preceding sections are relatively self-contained, and as each concluded with summary re-

marks, the conclusion to this thesis will be brief.

8.1. Summary of Contributions

The contribution of this thesis consists of the answers to the research questions raised in section 1.3. I

summarize these findings below.

• Although the Fourier-Motzkin technique is in general applicable to more general dependence prob-

lems, under the conditions I specified in section 2.4, Fourier-Motzkin and the Banerjee Bounds Test

are equivalent: each test takes the same steps and adjusts bounds in an identical fashion as it elim-

inates terms, and ultimately reaches the same conclusion as to the existence of real solutions to the

dependence problem.

• Likewise, I have proven that the Omega Test’s refinement to Fourier-Motzkin (the Dark Shadows

Inequality) is exactly equivalent to the the I-Test’s refinement to the Banerjee Bounds Test (the “ac-

curacy condition”): the real solution is restricted to the same integer sub-solution, and neither refine-

ment subsumes the other.

• When the Omega Test requires exponential time to determine an exact solution to the dependence

problem, the I-Test is guaranteed to return an inexact “maybe” answer. It is not possible for the I-Test

to be exact and efficient if the Omega Test requires exponential time to determine an exact answer.

• Under the conditions I specified in section 2.4, when the I-Test returns an inexact “maybe” answer,

the Omega Test is guaranteed to require exponential time to return an exact answer. It is not possible

for the Omega Test to be efficient and exact if the I-Test returns an inexact “maybe” answer. However,

if the conditions in section 2.4 are relaxed, then it is possible for the Omega Test to be efficient and

exact while the I-Test returns an inexact “maybe” answer.

• As a result of the above, using the I-Test as a filter and resorting to the Omega Test only when the

I-Test is inexact offers very little advantage: the Omega Test will detect that it needs to resort to an

exhaustive search in virtually the same time as it would take the I-Test to realize that it cannot produce

an exact answer and must resort to the Omega Test.

• The most likely reason the Omega Test (implemented via use of the Omega library) has been observed

to be slightly less efficient than the I-Test even when it is non-exponential is very likely to be related to
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the overhead of the compiler’s expressing a problem in a Presburger formula and the Omega library’s

parsing and converting that expression into data structures before the test actually begins. Other

ancillary steps taken by the Omega library, such as forcing a unit coefficient in the system, are also

expensive, but are not relevant given the conditions in section 2.4. Profiling of the library would be

necessary to definitively answer this question.

• The Direction-Vector I-Test is a customized test to handle a special instance of the dependence prob-

lem which arises when a simple inequality of the form xi < x j is added to the dependence problem of

the form described in chapter 4. I derived and described the conditions under which each test could

at least theoretically perform better than the other, and noted that these conditions are highly unlikely

to arise in practice, meaning that the equivalence of the tests for all practical purposes extends to the

case when direction vectors are added to the problem.

• The Banerjee Bounds Test could reasonably be replaced with Fourier-Motzkin with little practical

negative impact; Fourier-Motzkin will report the same answer as Banerjee’s Test at the same cost

if the iteration space is simple enough for the latter to accommodate. On the other hand, FMVE is

applicable to more general iteration spaces than Banerjee’s Test. The expense of Fourier-Motzkin’s

bound pairings will certainly increase rapidly with the number of constraints in the system, but the

number of constraints arising from dependence problems is unlikely to be so great that compilation

time becomes untenable.

• Replacing the Omega Test with Fourier-Motzkin in the hopes of reducing compilation time is slightly

more complicated in light of the Omega Test’s use of variable protection to produce exact dependence

distances. If the cost of compilation time is more of an issue than the potential loss of a relatively

small number of broken dependences, then FMVE could also replace the Omega Test, at least at

lower optimization levels. When direction vectors need to be considered (for example, of loop in-

terchange is being contemplated by the compiler), then testing the hierarchy as is done by Banerjee

and the I-Test would have to be done. Alternatively, FMVE would have to be augmented with a

suitable variable protection mechanism by the implementation. Nonetheless, trading the expense of

the Omega Test nightmare for that of direction vector hierarchy testing is still very likely to result in

reduced compilation times, at the cost of slightly fewer broken dependences.

• If a non-unit coefficient does not appear in the original problem, the Omega Test employs a substi-

tution technique to reduce the coefficients in the system until a unit coefficient appears. The rate

at which this technique reduces coefficients as described in the Omega Test paper is conservative.

The reduced coefficient for xi after the Omega Test substitution algorithm is used is actually at most
ai
3
+1, where ai is the original value of the coefficient.

• As a minor historical curiosity, the Dark Shadow inequality used to refine Fourier Motzkin to the

integer domain is actually the same formula in Sylvester’s 1884 solution to the two-coin Frobenius

Coin Problem, and I show the equivalence of the two problems.

8.2. Discussion

This thesis arose from the observation that although numerous works in the literature exist which em-

pirically compare the various dependence tests I examine in this work, there has been no work done to

examine the tests from a purely analytical point of view. Without reducing the tests to their mathematical

underpinnings and examining them in the abstract, it is difficult to definitively explain the observations and

importantly, to defend some of the conclusions drawn in these empirical studies.
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This is by no means an attempt to minimize the significant contributions made by this empirical work.

In fact, this thesis highlights the usefulness of even further empirical studies. As an example, I mention the

usefulness of instrumenting the Omega Test to determine whether Presburger formula conversions indeed

accounts for the observed Omega Test overhead (as I suggest). As another example, I cite how analytical

work could determine whether replacing the Omega Test with Fourier Motzkin in an attempt to reduce com-

pilation cost is practical given that doing so would require testing direction vector hierarchies to compensate

for the loss of the Omega Test’s variable protection technique to determine precise dependence distances.

Nonetheless, empirical work alone (no matter how carefully done) is likely to raise as many questions

as it answers. Such studies generally involve researchers implementing their technique in a compiler (most

likely a research compiler such Polaris [9] or SUIF [99]). For purposes of comparison, the researchers

would then have to implement the algorithms of other researchers, run a series of tests using established

benchmarks, describe the experimental conditions (benchmark names, compiler optimization flags, machine

architecture, etc), present the results, and in some cases attempt to rationalize why some results favored

one test while others favored another. Reviewers of such empirical results submitted to conferences or

journals (not unreasonably) raised questions as to whether the researchers completely understood competing

techniques and implemented them as efficiently as the original authors might have. If the authors attempted

to use the published results of other researchers, and attempted to create as faithfully as possible identical

conditions, questions nonetheless might be raised about slight differences in test conditions, such as cache

configuration, or perhaps in the way results were tabulated, or about whether newer developments in the

competing algorithms were incorporated that might favor a particular implementation environment. And

such a publication might trigger another empirical comparison in response, and the cycle continued.

Even if a research group provided a library that implemented their technique and was optimized by the

original researchers as much as possible, empirical results using that library were still subject to some

degree of debate. As a case in point, this occurred with the publication of the Omega Library [93], a tool for

deciding the satisfiability of general Presburger formulas, and thus expected problems for it to solve to be

phrased as such. Even simple systems had to be built up using the Presburger-oriented APIs provided by the

library. Then the general-purpose library would begin the steps we discussed earlier, including quantifier

elimination, conversion to DNF, simplification, identifying protected variables, etc, in order to reproduce

the original system. Results of the processing then similarly had to be converted to a canonical format

before being returned to the caller. This overhead alone could easily dominate the time taken to return a

result to the caller of the Omega Library, and it was thus difficult to fairly characterize the performance of

the techniques.

In general, despite the fact that the overwhelming majority of such literature was produced with the

utmost integrity, and every attempt was made to be as fair as possible, empirical comparisons seemed to

give rise to as many questions as they answered. For example, if the Omega Test were to bypass the

exhaustive search and simply return an inexact “maybe”, would its performance be comparable to the I-

Test? Were the accuracy conditions of the two tests directly comparable, and if so, was one a subset of the

other, and what were the precise conditions under which one test would be more overly conservative?

These were the questions which had never been addressed in the literature, and are the questions I wanted

to answer. This thesis shows that the original I-Test and the Omega Test are more than equivalent when both

are applicable – they are actually identical, meaning that they proceed in lock-step fashion under the con-

ditions mentioned in section 2.4. I show the same isomorphism between FMVE and the Banerjee Bounds

Test (from which the Omega Test and the I-Test respectively derive and refine), again under conditions

under which both are applicable. This is the major contribution of this thesis, and most importantly, serves

to explain many observed empirical results in comparisons among the tests. These results are considered

relevant and of some value in the community, as evidenced by the publication of a portion of this work in

the May, 2018 edition of the International Journal of Parallel Programming [68]. When direction vectors
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are added to the mix, then I’ve shown that either the I-Test or the Omega Test may be more accurate than the

other in some extremely rare circumstances. Specifically, the DV I-Test precisely calculates the accuracy

condition in this case (i.e. is a hand-crafted test for this instance of the problem), but may be thwarted by

its insistence that both variables related by the direction vector must be moved simultaneously (which may

mean the accuracy condition may fail). The Omega Test, on the other hand, does not treat the inclusion

of constraints similar to those introduced by direction vectors as a special case, and uses the same FMVE-

based variable elimination scheme to eliminate the related variables independently. This may mean that

the elimination of the first variable increases the distance between the upper and lower limits such that all

variables can be eliminated and the result still be valid in the integer domain. However, one can at least

theoretically construct conditions (as I’ve done in chapter 5) where the FMVE-based solution calculates

overly-restrictive bounds.

I discuss the Omega Test as a decision procedure for the satisfiability of formulas over Presburger arith-

metic, comment on its correlation to the Frobenius Coin Problem, and show that a result from the late

nineteenth century (Sylvester’s Theorem) is the same idea that the Dark Shadows in predicated on. At least

in theory, that may allow research done into that well-known problem to be useful in optimizing the Omega

Test further. Also, I prove that the effectiveness of the Omega Test’s equality elimination algorithm based

on substitution is actually better than was previously known.

Finally, I present an overview of my work in bringing FMVE to bear on the problem of redundant array

bound check elimination in Java via the Constraint Analysis system, and also describe how that work served

as a basis for BQVE. I also showed several graphs demonstrating the effectiveness of these techniques in

the elimination of these redundant checks.

8.3. Future Work

During preparation of this thesis and review of the literature, I have identified several opportunities for

further research which I am anxious to pursue.

• Determining how much of the observed overhead of the Omega Test (even when non-exponential) is

due to conversion to and from Presburger formulas

• Researching the question of whether reducing compilation times is best achieved via a specialized

Omega Test that delivers a maybe answer upon determining a real solution may exist when an integer

solution cannot be proven to exist, or alternatively using Fourier-Motzkin (possibly after augmenting

it with a variable projection technique to efficiently handle direction vector testing).

• Extending FMVE into more complicated non-convex iteration spaces by generalizing the concept

of eliminating a variable via a linear combination of constraints to elimination based on functional

composition of simple non-linear functions.

• Exploring whether a derivative of the simplex algorithm might be devised that is efficient and effective

when applied to problems derived from dependence analysis.

• Improving the Omega Test Nightmare performance by using the ideas behind the branch and bound

technique in integer programming

• Simplify and expand on the ideas behind the CAS algorithm to develop a successor algorithm that

employs FMVE as the machinery to traverse and reason about a program representation in e-SSA

form.
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