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Abstract
These instructions are intended for using the ar-
tifact for our ECOOP’20 paper entitled “Static
Analysis of Shape in TensorFlow Programs”. They
can be used to run Pythia – the tool implementing

the paper’s analysis – on the paper’s evaluation set
demonstrating bug detection in the most precise
configuration of our analysis as well as the precision
of the analysis under different configurations.
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1 Scope

The artifact captures code that is also available in a public repository (https://bitbucket.org/
yanniss/doop/). The latest version can be obtained online. The artifact snapshot the state of
the code at the time of paper publication and can be used to reproduce two experiments from our
paper; with the first one demonstrating precise bug detection and the second one showcasing the
effect different analysis configurations have on precision.
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6:2 Static Analysis of Shape in TensorFlow Programs (Artifact)

1.1 Bug Detection
The first experiment includes analyzing our evaluation set using the most precise configuration of
our analysis (1-call-site-sensitive with a context-sensitive heap and full-tensor-precision).

Table 2 in our paper summarizes the results for the 14 input programs in our evaluation set.

1.2 Precision
The second experiment demonstrates the effect different analysis configurations have in the
precision of the analysis, reproducing the experiment shown in section 7.3 (and Figure 2) of our
paper. We partly reproduce the results of the chart in Figure 2. The reason we cannot fully
reproduce these results is that the false positives of our analysis require manual labor to be
identified. For this reason we report the imprecision metrics that can be automatically produced
by our analysis.

2 Content

The artifact contains the Doop program analysis framework that includes Pythia, the dataset of
“An empirical study on TensorFlow program bugs”[1] (part of which is our evaluation set), the full
artifact documentation in markdown and PDF formats, and scripts for running the analyses and
post-processing their results.

3 Getting the artifact

The artifact endorsed by the Artifact Evaluation Committee is available free of charge on the
Dagstuhl Research Online Publication Server (DROPS).

4 Tested platforms

Our artifact is bundled for AMD64 Linux using an Ubuntu 18.04 Docker image. If you do not
already have Docker installed, follow the official installation instructions for your Linux system
(can be found at https://docs.docker.com/install/). We’ve successfully tested our artifact
using machines that have 16 GBs of RAM or more. Has been tested using ubuntu 18.04 and
Windows 10 using WSL and WSL2.

5 License

The artifact is available under The Universal Permissive License (UPL), Version 1.0, Copyright
(c)2017 PLAST lab, University of Athens and Martin Bravenboer.

6 MD5 sum of the artifact

12c251ecc51a5c6dc8bf1fe7ff2e873a

7 Size of the artifact

1.3 GiB

https://docs.docker.com/install/
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