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Abstract

Data-driven artificial intelligence applications arising from Internet of Things technologies can have

profound wide-reaching societal benefits at the cross-section of the cyber and physical domains. Use-

cases are expanding rapidly. For example, smart-homes and smart-buildings provide intelligent mon-

itoring, resource optimisation, safety, and security for their inhabitants. Smart cities can manage

transport, waste, energy, and crime on large scales. Whilst smart-manufacturing can autonomously

produce goods through the self-management of factories and logistics. As these use-cases expand fur-

ther, the requirement to ensure data is processed accurately and timely is ever crucial, as many of these

applications are safety critical. Where loss off life and economic damage is a likely possibility in the

event of system failure. While the typical service delivery paradigm, cloud computing, is strong due

to operating upon economies of scale, their physical proximity to these applications creates network

latency which is incompatible with these safety critical applications. To complicate matters further,

the environments they operate in are becoming increasingly hostile. With resource-constrained and

mobile wireless networking, commonplace. These issues drive the need for new service delivery ar-

chitectures which operate closer to, or even upon, the network devices, sensors and actuators which

compose these IoT applications at the network edge. These hostile and resource constrained environ-

ments require adaptation of traditional cloud service delivery models to these decentralised mobile

and wireless environments. Such architectures need to provide persistent service delivery within the

face of a variety of internal and external changes or: resilient decentralised cloud service delivery.

While the current state of the art proposes numerous techniques to enhance the resilience of services

in this manner, none provide an architecture which is capable of providing data processing services in

a cloud manner which is inherently resilient. Adopting techniques from autonomic computing, whose

characteristics are resilient by nature, this thesis presents a biologically-inspired platform modelled

on embryonics. Embryonic systems have an ability to self-heal and self-organise whilst showing ca-

pacity to support decentralised data processing. An initial model for embryonics-inspired resilient

decentralised cloud service delivery is derived according to both the decentralised cloud, and resilience

requirements given for this work. Next, this model is simulated using cellular automata, which il-

lustrate the embryonic concept’s ability to provide self-healing service delivery under varying system

component loss. This highlights optimisation techniques, including: application complexity bounds,



differentiation optimisation, self-healing aggression, and varying system starting conditions. All at-

tributes of which can be adjusted to vary the resilience performance of the system depending upon

different resource capabilities and environmental hostilities.

Next, a proof-of-concept implementation is developed and validated which illustrates the efficacy

of the solution. This proof-of-concept is evaluated on a larger scale where batches of tests highlighted

the different performance criteria and constraints of the system. One key finding was the considerable

quantity of redundant messages produced under successful scenarios which were helpful in terms of

enabling resilience yet could increase network contention. Therefore balancing these attributes are

important according to use-case. Finally, graph-based resilience algorithms were executed across

all tests to understand the structural resilience of the system and whether this enabled suitable

measurements or prediction of the application’s resilience. Interestingly this study highlighted that

although the system was not considered to be structurally resilient, the applications were still being

executed in the face of many continued component failures. This highlighted that the autonomic

embryonic functionality developed was succeeding in executing applications resiliently. Illustrating

that structural and application resilience do not necessarily coincide. Additionally, one graph metric,

assortativity, was highlighted as being predictive of application resilience, although not structural

resilience.
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”The world is either the effect of contrivance or chance; if the latter, it is a world for

all that, that is to say, it is a regular and beautiful structure. Now can any man

discover symmetry in his own shape, and yet take the universe for a heap of disorder?

I say the universe, in which the very discord and confusion of the elements settles into

harmony and order.”

– Marcus Aurelius



Chapter 1

Introduction

1.1 Problem Definition

The ever increasing societal dependence upon information systems has catalysed the drive towards

novel computer service delivery models. Traditionally, users of computer equipment would purchase,

maintain and upgrade their own. However, more recently, the growing complexity of computer tech-

nologies and systems in tandem with economic and environmental factors have driven the creation of

the cloud-computing paradigm. The notion of allowing resources to be provisioned from a 3rd party

who will own, maintain, and support them (Mell & Grance 2011). Initially a business model to allow

owner’s of pooled resources to share their spare capacity with the public, cloud-computing rapidly

grew into the foremost computing delivery paradigm of choice. Benefits include: increased economy

due to lack of software licenses, enhanced staff expertise, hardware costs, security and maintainability

from trusted expertise, economical and environmentally friendly resource management, on-demand

resource scalability and more (Vu et al. 2020).

Cloud computing’s service-oriented perspective focuses upon the Service Level Agreement (SLA)

which defines the constraints in which the service must be delivered according to the costs agreed

by the Cloud Service Provider (CSP) and the user who provisions them (Mell & Grance 2011). For

example an SLA may dictate that a specific application functionality will be available to a specific

quantity of users in a geographical location with a specific up time percentage, at a particular speed

and latency, whilst supporting certain interfaces. Failure to meet the SLA would be in breach of a

business contract and thus not reflect positively upon the CSP (Sun et al. 2019).

Modern applications are complex, composed of multiple layers, operating in a modular manner.

An example application may involve the integration of a number of services : e.g. back-end data stor-

age, data processing and analytics (business-logic), data-presentation and web services. Moreover, to

accommodate management processes such as software updates and scalability, there has been a trend

for cloud service architectures towards microservices. Where large numbers of loosely coupled small
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services connect together to deliver a complete service (Gan et al. 2019). Therefore the success of

an application’s service delivery, from the user’s perspective, will require the successful integration

of a number of potentially disparate components, each with their own underlying requirements. To

accommodate this, at scale, for multiple simultaneously running applications, cloud data-centre man-

agement relies upon autonomic resource management and mass resource redundancy to ensure these

applications are delivered, particularly in the case of inevitable hardware failures (Colman-Meixner

et al. 2016) (Panwar & Supriya 2019) . This ensures that cloud services must be delivered resiliently.

Where Laprie (2005) describes resilience as ”the persistence of service delivery that can justifiably

be trusted, when facing changes”. While Sterbenz et al. (2010) suggests ”the ability of the network

to provide and maintain an acceptable level of service in the face of various faults and challenges to

normal operation”. Within this context, a service could be considered to be executed resiliently if all

required sub-components are made available in order to enable the total execution of the service, de-

spite changes in the underlying environment. Therefore, the goal of a resilient service delivery platform

would be to maximise the availability of these service sub-components in the presence of perturba-

tions. The variation in this availability between sub-components could be considered as connectedness.

Where a fully connected application is one where all sub-components can currently communicate with

each other, thus enabling the application to successfully execute.

However, not all applications are created equally. Advances in energy efficient microprocessors and

internet connectivity, combined with both an industrial, societal and commercial demand for ubiqui-

tous computing devices has driven the creation of new business markets. The novel paradigm: the

Internet of Things (IoT) where everyday objects are induced with sensors and actuators to enable their

greater observation and influence upon the physical world has birthed the creation of smart-objects

(Al-Fuqaha et al. 2015a). They may be integrated into buildings (Metallidou et al. 2020) to create

smart-homes and smart-factories (Oztemel 2019), or aggregated together to create smart-vehicles. At

scale these components can provide management of transport, waste, crime and energy in smart-cities

(Ismagilova et al. 2019). While these applications still rely upon the supporting cloud service deliv-

ery infrastructure, they have drastically different characteristics from the conventional. The mobile

and possibly hostile environments they operate within decree the use of wireless communications.

This in turn creates further constraints for energy consumption and communication activity. To

complicate matters further, many of these use-cases, such as autonomous vehicles, or manufacturing,

require low-latency responses from their back-end application (Bellavista et al. 2019a). The addition

of safety-critical operation requirements ensures that cloud service delivery infrastructures hosted in

remote geographical locations do not offer data processing responses within the latency constraints

of these safety critical applications (Desai & Punnekkat 2019). This fundamentally pushes the data

processing closer to the end-devices, at the edge of the network or the devices themselves (Bellavista

et al. 2019b).
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Unfortunately the applications which were currently being hosted within resilient data-centres are

now found operating on decentralised architectures, distributed across resource constrained devices,

potentially operating upon mobile nodes and across wireless links. This has driven an even stronger

requirement for resilient cloud service delivery, although now it operates upon hostile decentralised

environments. This is also referred to as decentralised cloud computing (Ferrer et al. 2019).

Three main techniques for providing resilience to systems are redundancy, diversity, and autonomic

management (Maruyama 2013). Additionally, introducing decentralisation minimises any central weak

point and should be employed wherever possible. However providing resilience comes at an expense

of both resource cost, and code/system complexity. Providing redundancy is the simplest form of

resilience, but increased in a linear manner with the additional resource cost. Providing stronger

techniques such as diversity come at the cost of complexity and sometimes additional resource cost also.

Increasing all of these attributes has negative effects upon already resource constrained environments

such as those within IoT and edge networks. Additionally, an increase in resources or software/system

complexity also increases the attack surface, creating more places for components to fail or attackers

to target.

For an extensive survey of the resilience techniques in cloud computing, the reader is directed

to Appendix B - Paper 1. In summary, the requirements for providing resilient service delivery are

defined below:

• Decentralisation is crucial. System centralisation or even hierarchy presents central weak

points which may be exploited through subversion or component/system failure. Many systems,

such as Peer-to-Peer (P2P) networks remain resilient through reducing or eliminating centrali-

sation. Therefore in order to remain resilient, decentralised cloud services should operate in a

decentralised or distributed architecture to minimise this central point of failure.

• Autonomic management is an enabling factor for decentralisation, to reduce centralised

control. Additionally, self-management enables a system to adapt to a variety of changes and

thus makes them inherently resilient. Selected autonomic processes will need to focus on service

management and operate with minimal overhead.

• Redundancy is a critical component of resilience. Therefore, the ability to provide it should

be universal. This means the capacity for service components or resources to scale and integrate

as needed so that replicas will always exist to replace those failed or subverted. This will occur

without the constraints of the resources available at the hostile IoT/edge networks.

• Diversity is another common technique for resilience. While simple characteristics such as

diverse hardware may be included by default in decentralised architectures they may be difficult

to control. As with redundancy, the focus of diversity should therefore be on the distribution of

service components.
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Autonomic management of resources is a common technique for both cloud resource and service

management in addition to application to a variety of decentralised processes (Vu et al. 2020) They

enable system self-management characteristics which are inherently resilient due to their self-adaptive

nature. This comes at the expense of additional code complexity, which may pose difficulties for

development and maintenance. To mitigate this, developers of autonomic solutions often take inspi-

ration from biology. One such bio-inspired autonomic architecture, embryonics, has been shown to be

particularly adept at self-healing (Benkhelifa et al. 2013) (Mange et al. 1998) whilst having an affinity

for distributed data processing. This work selects embryonics as a potential architectural solution for

providing resilient service delivery in hostile edge network environments.

An investigation will determine its efficacy in providing cloud service functionality in constrained

environments. It will also seek to understand practical implications such as suitability for different

platforms and the bounds of successful application delivery under different resilience requirements.

Finally, optimal parameters according to use-case and methods of measuring the system’s state and

resilience will be determined.

1.2 Aim, Objectives and Research Methods

The aim of this thesis is to test the hypothesis ”A P2P architecture, with characteristics inspired

by embryonic development, will provide persistent decentralised cloud service delivery in the face

of system perturbations.” This aim will be fulfilled through achieving the following objectives and

corresponding deliverables:

1. To conduct a literature survey which covers the area of service resilience for decentralised cloud

computing. (Deliverable 1 - Literature Survey)

2. To model the characteristics of the chosen embryonic development process and develop a P2P

service delivery architecture in its likeness. This architecture should be suitable for constrained

and hostile decentralised cloud computing environments. (Deliverable 2 - Embryonic Decen-

tralised Cloud Model)

3. To implement the proposed architecture and evaluate it’s ability to provide persistent service

delivery. (Deliverable 3 - Embryonic Cloud Implementation)

4. To determine the constraints of the system to understand the suitability of different applications

and scenarios. (Deliverable 4 - A data set and analysis detailing the system constraints)

5. To investigate different metrics for analysing the embryonic system’s state for inferring informa-

tion about its resilience. (Deliverable 5 - A data set and a proposal for quantitative measurement

of the proposed system)
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6. To evaluate the resilience of the system using the predetermined metrics and employ as a basis

for comparison. (Deliverable 6 - A data set with corresponding analysis of the embryonic system’s

resilience)

Figure 1.1 presents an overview of the methodology used to achieve these objectives. Firstly a

literature review covers 3 areas: the IoT whose emerging use-cases and applications require resilient

service delivery, cloud computing and its novel decentralised paradigms which provide the service

delivery, and finally the state-of-the-art in resilience techniques for decentralised cloud computing.

This also includes a review of resilience metrics to be employed later for evaluation of the system.

Next, a model for resilient cloud service delivery is derived through a mapping of resilient de-

centralised cloud requirements and embryonic characteristics. This is then validated qualitatively,

including through use-cases. The self-healing characteristics of embryonic development, derived from

cellular differentiation and division is then simulated through two complementary means. The first is

a probabilistic model (for defining initial constraints) while the second is a Cellular Automata (CA)

based simulation which is used to examine the resilience of the model. The results of this analysis

inform the later development of characteristics enabling resilience.

Next, software engineering processes utilising Unified Modelling Language (UML) and test-driven

development realise the practical implementation of a proof-of-concept of the embryonic cloud service

delivery system. This is then validated against its requirements. In the next section, batches of

tests are conducted to develop a dataset which can be employed to analyse the service performance

characteristics of the proof-of-concept, in addition to an analysis of its resilience during different

system states. These two analyses will feed into an overall qualitative and quantitative evaluation of

the proof-of-concept embryonic system.

1.3 Scope of the Thesis

This research designs and implements a resilient decentralised cloud service delivery architecture,

modelled on the self-healing characteristics of embryonic development.

Traditional cloud computing operates upon data-centres employing vast resources which are re-

silient by nature and therefore there is a low need for novel resilient service delivery solutions there.

Emerging use cases for cloud service delivery operate upon decentralised networks (e.g. fog comput-

ing) with low resources situated at the edge of the network or even deployed across the end-devices

themselves. The architecture within this work is specifically for deployment in these decentralised

cloud environments which will see high-levels of node churn. For example, this could be through

continued network link or system failure/subversion.

Resilience techniques can be found employed on any networking or system layer. For example,

numerous solutions exist within hostile networking environments to provide routing and networking
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Figure 1.1: Research Methodology Process
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protocols which are resilient. However, the focus of the resilience enabling characteristics in this

work is purely on the service-layer. I.e. the availability of sub-components of functionality which will

collectively contribute to the delivery of a service. A platform which delivers services resiliently should

be successful operating upon a variety of lower level networking protocols and system architectures.

This can increase the resilience of the system due to diverse underlying architectures although it will

also increase the complexity of the system, which should be managed.

In evaluating the resilience of the system, a number of resilience metrics, from literature, are

employed to develop a technique for determining the current system’s state and use as a basis for

comparing with the resilience of other systems. One of the metrics in particular, assortativity, was

successfully employed in this manner. However the exact method developed is only for use with the

embryonic system and, as yet, cannot be deployed for resilience analysis of other systems. Although

the output of this method is easily employed for comparison.

1.4 Resources and Tools

To achieve the objectives, numerous resources and tools are employed. This work relied heavily on

custom developed code and therefore the majority of tools employed are 3rd party software libraries.

All code was developed and executed on an i5 Linux Laptop with 4GB of ram. 1

• Literature - All Thesis - To manage the organisation and review of literature on the 4 topics

of IoT, Cloud Computing and Biologically inspired autonomic methods, a number of tools are

employed. Bibtex reference management software tools (Fenn 2006) are used to store, organise

and search references of academic papers. Online resources including: Google Scholar, IEEE

Explore, ACM Computing Library and Science Direct are used to search for suitable academic

work.

• Modelling and Diagramming - Chapters 1 to 6 - to aid in understanding and representing

complex conceptual topics, visual representations were essential. A number of different tools are

used. Diagrams.net2 was employed for the vast majority of diagrams for visual representation

of concepts, in addition to UML based software engineering diagrams. Data representation in

the form of different graphs were developed predominately using R - the statistical package3 but

also using Libre Office Calc/Microsoft Excel4.

• Simulation Tools - Chapter 4 - Two different simulations are conducted, one stochastic based

and the other a CA. Both of these simulations are written from scratch using Python 5 while a

1All code and datasets developed for this thesis can be found at : https://github.com/tomwelsh/embryonic-cloud
2https://apps.diagrams.net - Previously draw.io
3https://www.r-project.org/
4https://www.libreoffice.org/
5https://www.python.org/
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Graphical User Interface (GUI) for the Cellular Automata simulation was developed using the

Gnome Tool Kit (GTK)6 with Python Bindings (PyGTK). Data analysis of both simulations is

conducted using a combination of R Studio and Libre Office Calc/Microsoft Excel.

• Prototype Development and Validation - Chapter 5 - The embryonic development pro-

totype is written in Python 3. It relies on the ZeroMQ library which is employed for high

performance, brokerless distributed message passing (Hintjens 2013). For system validation,

a custom back end logging environment is employed using a custom written ZeroMQ based

message sink which stores all of the system and test communication activity in a MYSQL

database7. This database is accessed through a custom developed RESTFul web service. A

custom developed web GUI written using the Python Flask Library8 then allows presentation

and examination of a current, or historically run system for validation and experimentation

purposes. The alchemy.js9 library is employed for visualation of discrete graph structures, while

bootstrap.js10 and jquery.js11 were employed for presentation and data retrieval.

• System Analysis and Evaluation - Chapter 6 - Experimentation and analysis of the re-

silience and performance characteristics of the embyronic architecture used the prototype imple-

mentation developed in chapter 5. However to perform experimentation and analysis, Python

scripts were employed to execute tests with different parameters. After each test, a timeline

of activity is created using custom developed Python scripts using the networkx library12 for

graph analysis, the numpy library13 for mathematical operations and matplotlib library14 for

images. This tool creates a snapshot everytime the network changes and uses the aforementioned

libraries, in addition to custom algorithms, to analyse different resilience and performance cri-

teria. Data analysis was conducted entirely using R statistics package.

1.5 Structure of the Thesis

This thesis is structured as follows: Chapter 2 provides a literature review for this work. Firstly

an overview of IoT technologies and their resilience challenges. It then discusses cloud computing

and the need for resilient service delivery close to the IoT devices. Next, it presents the state-of-

the-art in resilience techniques for decentralised cloud computing. Chapter 3 derives an embryonic

decentralised cloud model and evaluates it against resilience and functional service requirements.

6https://www.gtk.org/
7https://www.mysql.com/
8https://flask.palletsprojects.com/en/1.1.x/
9https://graphalchemist.github.io/Alchemy//

10https://getbootstrap.com/
11https://api.jquery.com/
12https://networkx.github.io/
13https://numpy.org/
14https://matplotlib.org/
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Chapter 4 simulates the embryonic cloud model using CA to evaluate its efficacy in meeting the

resilience objectives. Chapter 5 presents a software engineered proof-of-concept implementation with

validation for the embryonic architecture. Chapter 6 presents the results and analysis of a dataset

consisting of the performance of the proof-of-concept, which is used to determine a method for its

resilience measurement. Finally, chapter 7 concludes the work.
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Literature Review

2.1 Introduction

The literature review presented in this chapter lays the background research for the thesis and high-

lights the gap in literature and motivation for this work. Firstly the scope of this work is discussed

through an overview of IoT technologies which have a high requirement for resilient data processing.

Next discussed are the variety of cloud computing models, whose architectures typically delivers the

services for IoT. Next, resilience techniques for decentralised cloud computing are discussed for their

suitability in enabling the persistent and trusted delivery of services. Finally a discussion of current

work within the area of resilient service delivery for decentralised cloud computing highlights gaps in

the area of bio-inspired autonomic solutions; deriving a motivation for this work.

2.2 The Internet of Things

The Internet-of-Things (IoT) is a paradigm concerned with building a pervasive environment of smart

devices (or things), seeking to enhance everyday life through ubiquitous connectivity (Atzori et al.

2010). This is accomplished via the interconnectivity of sensors and actuators, in order to facilitate

smart decisions made via analysis of an inherent wealth of data. The IoT technologies are expected to

offer unprecedented opportunities to interconnect human-beings. Additionally, the proposed platform

for the future IoT will be through Machine-to-Machine (M2M) communications, whereby sensors and

networks allow all ‘things’ to communicate directly with each other to share vital information. This

will allow us to have a truly instrumented universe where accurate data is radially available to inform

optimal decision making.

The IoT is typically considered to have partially evolved from the implementation of Radio Fre-

quency Identification Devices (RFID) (Atzori et al. 2010). RFID consists of very low power, wireless

tags used to electronically identify physical objects and animals. Whilst allowing the wireless intel-
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ligent tracking of objects within confined spaces, RFID tags are passive and unintelligent; features

disallowing the ability to log and understand their environment (Kortuem et al. 2010); preventing col-

laboration with other devices and generally stunting the evolution and further analysis of the inherent

wealth of data. With the realisation that the interconnection of these devices, coupled with intelligent

data analytics, may enhance services and facilities in the physical world; such devices evolved from

being passive objects to interactive, cooperative and smart devices. Although, still retaining the orig-

inal mantra of low-power and wireless communication, these devices combine sensors with RFID tags

to produce wireless devices capable of sensing their environment and thus producing dynamic data.

However due to the low power nature of these devices, their range is limited. Therefore, by harnessing

the enabling technologies from wireless computing networks, the capabilities to produce wide-scale

sensor networks were achieved (Atzori et al. 2010). Also, in order to economise on this sensor usage, it

is important to implement these networks in an efficient manner, which is accomplished by applying

ad-hoc and distributed networking protocols.

Despite the growing adoption and interest in IoT systems, the term IoT merely describes the idea

of global connectivity among smart devices, i.e. it does not specifically define the way in which these

devices should communicate. Therefore IoT might best be considered an umbrella term encompassing

a variety of technologies and standards, both hardware and software, and does not denote any par-

ticular standardisation. IoT networks typically consist of heterogeneous, intercommunicating devices

Or ”things” and their networks.

2.2.1 Enabling Technologies

IoT networks are (in the majority) driven by and built upon wireless networking specifications. As

stated previously, RFID is one of the founding hardware types for IoT devices. Other low-power

wireless technologies used include Wireless Sensor Networks (WSNs), Near Field Communication

(NFC), Zigbee, 6LoWPAN etc. most of which are considered personal area network technologies due

to their low range and bandwidth. Networks may also be constructed upon slightly longer range such

as Wi-Fi and Bluetooth (Zanella et al. 2014). In addition, IoT devices may utilize wide area protocols

(Ali et al. 2017) such as General Packet Radio Service (GPRS), 3G, 4G, WiMax etc. or bridging with

wired protocols to facilitate access to the internet and other external networks (Borgia 2014) Whilst

these protocols and technologies are not specifically designed for IoT, their integration and potential

use is illustrative of the array of protocols which will require consideration. An extensive survey of

these technologies is given by Al-Fuqaha et al. (2015a) and Al-Fuqaha et al. (2015b).

IoT may be thought of as a 3-layer model. Consisting of the perception, transportation and

application stages (Borgia 2014) (Frustaci et al. 2017). Where the perception stage consists of the

sensing technologies such as RFID and Global Positioning System (GPS) and short range transmission

such as Bluetooth and 802.15.4. The transportation stage consists of longer range communication such
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as Internet Protocol (IP), 802.3, 4g, etc. Whilst the final application phase, consists of platforms such

as cloud architectures for data management and actuators e.g. traffic management systems.

Due to the resource constraints of the devices, some protocols have been designed specifically

to support low power hardware. For example IEEE 802.15.4 is a low power physical and media

access specification for resource constrained wireless hardware, Zigbee and 6LoWPAN are both built

upon this specification (Gutierrez et al. 2001). With networking protocol packets being mostly too

large for constrained resources, 6LoWPAN was developed as a low resource replacement. Specifically

designed to connect constrained devices to the internet; 6LoWPAN provides compression in order to

accommodate IPv6 over IEEE 802.15.4 or other low power physical and media access protocols. In the

literature, 6LoWPAN is often discussed with the Routing Protocol for Low-Power and Lossy Networks

(RPL), a multi-functional routing protocol for constrained devices, where both are considered the most

common IoT based networking set-ups (Raza et al. 2013).

Within security specifically, this lack of standardisation creates issues when attempting to develop

generalised research solutions to determine exactly what must be secured. Therefore, this section

described an overview of the characteristics of IoT technologies; including the networking technologies

used and the specific device features. IoT based networking stacks may be considered as a typical

layered networking stack; with each layer being dependent upon the other.

As IoT based networks may still be quite diverse, it is important to consider all types of IoT

protocols. A non-exhaustive overview of protocols and standards which may be seen in current IoT

systems are depicted in Table 2.1. For a more comprehensive coverage of IoT enabling protocols the

author is directed to the work of Borgia (2014).

2.2.2 Applications

Applications in IoT are commonly known within the home such as smart lighting and smart appliances

(Fridges, toasters, etc.). As the technology progresses these applications steadily integrate to become

larger smart homes with integrated intelligent security, power, environmental controls etc. (Hassija

et al. 2019)

As the need for a globalised access to networks of heterogeneous device types was realised in all

facets of society, the IoT was born as a vision of global interconnectivity where embedded devices

and sensors facilitate a new age where internet connected devices improve our everyday lives. This is

famed to be accomplished via the mass collection and analysis of data, however with this enhanced

interconnectivity comes further issues.

Moving out of the home, these technologies integrate with more serious concerns for security and

energy management in smart buildings (Hassija et al. 2019). On a wider scale the introduction of IoT

into public applications such as transportation, crime, and waste gives rise to smart cities (Gharaibeh

et al. 2017), and smart energy (Sun et al. 2015) where the services delivered affect large groups of
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Name Layer Description

COAP Application Constrained Application Protocol

HTTP Application HyperText Transport Protocol

MQTT Application MQ Telemetry Transport

XMPP Application Extensible Messaging and Presence Proto-

col

REST Application Representational State Transfer

IPV4/6 Network Internet Protocol 4 / 6

RPL Network Routing Protocol for Low power and Lossy

Networks

6LoWPAN Network IPv6 over Low power Wireless Personal

Area Networks

802.15.x Link / Physical IEEE Wireless Personal Network Stan-

dards

802.11 Link / Physical IEEE Wireless Local Area Network Stan-

dards

802.3 Link / Physical IEEE Local Area Network Standards

2G/3G/4G/5G Link / Physical 2nd-5th Generation Mobile Telephony

Standards

RFID Link / Physical Radio-frequency identification

NFC Link / Physical Near Field Communication

WiMax Link / Physical Broadband Wireless Metropolitan Area

Networks

ZigBee Link / Physical High-level Wireless Personal Area Network

Standard

GPS Other Global Positioning System

Table 2.1: A non-exhaustive list of standards and protocols used in IoT
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Networking Layer Attack Facilitating Features

Physical External deployment, open wireless medium, em-

bedded design, constrained resources

Link-Layer Contention based access / collision avoidance

Network Multi-hop routing, decentralization, broadcast

transmissions

Application Insecure-lower levels, lack of encryption

Table 2.2: Network Layer Insecurities

people. Furthermore, due to the popularity of IoT, many safety-critical applications are now deployed

on the IoT technologies described above. The term Industrial IoT (IIoT) refers to the application of

IoT technologies within industrial settings. This includes the concept of smart factors, where IIoT

technologies autonomously manage machinery and products (Xu et al. 2018). Failures within the

system can be extremely costly to a business and therefore they come with enhanced requirements for

safety, security, and resilience.

2.2.3 Security and Resilience Challenges in IoT

Security within computer networks has always been a major issue. With sensor based networks being

used in a variety of critical infrastructures and applications, the need to secure them is arguably

greater than ever (Hassija et al. 2019). With the introduction of data protection laws decreeing the

responsible collection and storage of data (Seo et al. 2017); coupled with issues relating to privacy of

the individual and above, the secure handling of data contained within IoT based networks is vital to

everyone. In addition, digital forensics is becoming an essential tool for the police as well as anyone

wishing to protect their own legal interests. Therefore the correct logging of computer network activity

is a must. IoT is an emerging technology, famed with being able to change and improve societal life,

as such its security is a crucial issue.

Therefore, due to the heavy data collection and processing aspects of IoT, it is particularly prevalent

to ensure data security (Availability, Integrity, Confidentiality). Types of attacks on data may be

classified as being passive or active (Modares et al. 2011). While passive attacks are concerned

with the theft of data or privacy subversion, active attacks are concerned with the destruction, or

subversion of data within the network. Table 2.2 lists the features at each networking layer which

have been known to create security related issues within IoT networks.

A number of inherent characteristics of IoT cause security issues to be prevalent and varied from

conventional security issues. These mostly stem from the perception layer, due to the constrained

nature of these devices. According to Trappe et al. (2015), all of these security issues could be
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thought of an extension of device power limitations. Something which conventional security solutions

do not suffer from due to their non-mobile nature, allowing them to draw from fixed (and potentially

unlimited) energy sources. As a unconstrained energy source is able to support large amounts of

memory and processing, Cryptographic principles, which are the foundation of information security,

require considerable processing and memory for key storage and processing in order for them to be

effective (Trappe et al. 2015).

However, technology and implementation related issues are not the only area which causes IoT

devices to be insecure. Profit-driven business and a novel, competitive market causes device manufac-

turers to consider security as an afterthought, if at all (Frustaci et al. 2017). Due to the predominate

sensing nature of the devices, theft of data is considered the largest risk. Unfortunately, the data

is often seen to be too trivial for concern. However this tends to be far from the truth e.g. Smart

Meters can betray privacy and even physical security breaches through the leaking of data (Asghar

et al. 2017). A deeper concern is with smart cities, where data privacy issues may cause ”an unequal

society” through discrimination (Eckhoff & Wagner 2017).

Whilst data security aspects are an essential consideration, the rise of IoT in safety critical appli-

cations means that ensuring that the services that they are part of operate resiliently is vital. The

networking features of IoT listed in Table 2.1 all require networking solutions for resilience. However,

many of the complex smart services discussed which employ IoT networks have low-latency require-

ments (Bellavista et al. 2019a). Low latency coupled with data security and safety critical applications

strengthens this requirement even further. While IoT technologies are adept at sensing and actuat-

ing upon data, their inherently constrained nature used to reduce power consumption makes them

unsuitable for heavy data processing. The same constraints that reduce their capacity to provide

strong security mechanisms reduce their feature set in other means. Additionally, not only do these

constraints ensure they lack the ability to provide data processing functionality, they also lack the

ability of centralised and unconstrained resources to provide service management, orchestration and

scheduling facilities (Al-Fuqaha et al. 2015b). Finally, the open wireless mediums and mobile nature

of nodes ensures they are susceptible to partial link failure, requiring network protocols to survive

non-deterministic and hostile environmental conditions. While these have developed over the years

(Paradis & Han 2007) to be resilient in terms of maintaining network communication (Al-Fuqaha

et al. 2015b), they can be costly in terms of energy usage.

Therefore IoT applications depend upon a supporting back-end in which to store and process data

to provide intelligence to their services. The foremost delivery model for IoT is cloud computing

(Biswas & Giaffreda 2014) (Al-Fuqaha et al. 2015b) and therefore cloud computing provides resilience

to the IoT service by providing additional resources in a stable and persistent manner. It also creates

another layer in which to provide security and resilience services.
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Figure 2.1: Cloud data centre layers

2.3 Cloud Service Delivery

Cloud computing is a service-driven computing model whereby an end-user will provision and use

computing resources from a Cloud Service Provider (CSP) in line with an agreed upon Service Level

Agreement (SLA). The service hosted by the CSP could take many forms. Consisting of networking,

storage or computational components (Mell & Grance 2011). Similar to traditional computing envi-

ronments, cloud environments are multi-layered. The composition differs depending upon the CSP

infrastructure, the application’s use-case or the particular model used for analysis.

A typical cloud datacentre (DC) (Figure 2.1) would consist of the underlying physical infras-

tructure: servers, storage arrays and networking hardware. Virtualised Infrastructure (VI), a pool

of resources: virtual machines (VMs) and/or containers running atop of virtual machine monitors

(VMM)s with Virtual Storage (VS) devices and Virtual Networks (VNs). These resources are sit-

uated upon the Physical Infrastructure (PI) hardware, connected by Physical Networking (PN). A

management layer coordinates physical Resource Management (RM) and the service life cycle. Per-

formance is managed through distributing services using Load Balancing (LB). Services are created

and managed using Service Orchestration (SO) and executed using Service Scheduling (SCH). Further

service-oriented capabilities such as security are also provided.

In the NIST definition for cloud computing (Mell & Grance 2011) the prominent service delivery

models are defined as a layered architecture:

• SaaS - Software as a Service - the CSP provides the software application only. The end-user

will use the application and provide some configuration/customisation.

• PaaS - Platform as a Service - the CSP provides a programming interface typically with logical

storage, networking etc. The user end-user must program their own application logic.
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• IaaS - Infrastructure as a Service - the CSP provides only the infrastructure, such as virtual

machines, virtual networking etc. The user must configure, install and maintain their own

systems.

Within each model, the level of responsibilities (for the management/configuration/security etc.)

of the service being delivered will vary between the Cloud Service Provider (CSP) and the end-user

who provisions the service. This division of responsibility is an important concept to be aware of within

the context of resilient services, as the level of control given to the management and configuration of

the service may determine the user’s abilities to affect its resilience.

Within the datacentre, these models and roles fit well. However services are frequently being found

away from the datacentre. A number of emerging use-cases require data processing to be closer to the

end device, at the edge of the network. In tandem with new technologies and use-cases, new forms

of cloud computing have therefore developed to accommodate emerging paradigms such as the IoT

and big data. These involve distributing the cloud services across devices or network architectures

dissimilar to the typical DC only model. Combining these two models gives a distinction between

centralised cloud computing, which operates from datacentres, and decentralised cloud computing

(Figure 2.2) where cloud services are delivered across more constrained devices closer to, or at, the

network edge (Ferrer et al. 2019) (Appendix B Paper 1).

2.3.1 Decentralised Cloud Computing

A variety of different architectural models which push the resources to the network edge are employed

in order to reduce latency and enable communication in real-time (Bilal et al. 2018). Despite their

differences, these variants all largely attempt to accomplish the same goal. What varies is their

use-case, and the underlying technologies in which the new processing occurs (Baktir et al. 2017).

They have evolved to provide data processing for end-devices to mitigate latency issues resulting from

processing in the DC hosted clouds.

A summary of these emerging architectural cloud models are below:

• Fog Computing - seen first as an extension to the cloud but now as complimentary or indepen-

dent from it. It involves a hierarchy of services where some processing/storage is executed closer

to the edge of the network whilst analytics can occur in the cloud. This can occur in small-scale

clouds but also on a variety of different hardware such as base stations, routing hardware, etc.

(Roman et al. 2018) (Mouradian et al. 2018) (Bilal et al. 2018) (Pan & McElhannon 2018)

• Mobile Cloud Computing (MCC) - the concept of resource augmentation from a mobile

to a remote device in order to maximise resource efficiency and power consumption. Originally

intended for centralised cloud DCs, the potential for processing at the edge and on other mobile

devices is now seeing interest (Wang et al. 2017) (Bilal et al. 2018) (Roman et al. 2018).
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Figure 2.2: Centralised and Decentralised Cloud Layers

• Cloudlets - involve the deployment of small clouds, used to reduce short falls in mobile cloud

computing (Bilal et al. 2018) (Ai et al. 2018) .

• Edge Computing EC and Mobile Edge Computing (MEC) - provides cloud services at

the edge of the network such as gateway devices or even the end-user devices. This increases

performance through latency reduction, traffic optimisation and enhanced services e.g. location-

driven. MEC specifically operates upon cellular networks such as 5G nodes (Roman et al. 2018)

(Mach & Becvar 2017) (Mao et al. 2017). (Pan & McElhannon 2018) (Bilal et al. 2018) (Wang

et al. 2017) .

• Mist Computing - pushes data processing services as far as possible to the sensor and actuator

devices (Preden et al. 2015) (Vasconcelos et al. 2018)

These definitions illustrate the variety of related disciplines which have developed to accommodate

different service delivery use-cases. While many still maintain characteristics of cloud computing,

specifically shared service delivery models, their inherent characteristics such as a resource constrained

nature, wireless mediums, and mobile nodes prevent feature rich applications from being processed,

although the latency issues have been solved. The goal of these architectural models, in essence, is to
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Figure 2.3: Centralised and decentralised cloud computing model. Illustrating the relationship and

overlap between different cloud models and architectural components. MEC=Mobile Edge Computing,

MCC=Mobile Cloud Computing

permit services to be delivered in environments which are considered to be more resource constrained

and non-deterministic than those of cloud services in a DC. To accomplish this, they employ protocols

for communication, data storage, and processing which are more robust in terms of failure and latency.

Figure 2.3 illustrates the comparison in component use and the way in which emerging cloud models

are distributed across the underlying architecture. The constrained resource nature of these devices

ensures their feature set is drastically reduced and security issues are greater, when compared to a

resource rich centralised cloud. Levering Fog computing nodes as a data processing platform for IoT

is discussed in a number of places (Baccarelli et al. 2017) with use-cases such as energy management

(Faruque & Vatanparvar 2016), smart-cities (Lyu et al. 2018), they benefit from only simple data

pre-processing on the nodes closest to the edge. Additionally, to improve the chance of successful

service delivery, particularly in more hostile open environments, these techniques require techniques

to further enhance their security and resilience.
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2.3.2 Applications for Resilient Decentralised Processing

A number of use-cases are highlighted within the application of Industrial IoT (Aazam et al. 2018).

Mining (Singh et al. 2018), transportation, crime (Neto et al. 2018) and agriculture (Heble et al.

2018) are examples where large scale IoT systems may operate in environments with changing and

non-deterministic environmental conditions in addition to device mobility.

There are many types of networks which must persist in their service delivery yet their underly-

ing environmental conditions are non-deterministic, resulting in Intermittently Connected Networks.

Examples of these include: Mobile Ad-hoc networks, such as with mobile devices or vehicle communi-

cations, wireless sensor networks used for environmental monitoring often in extreme conditions and

Exotic Media Networks in highly disruptive locations such as space. Most solutions rely on employing

delay or disruption tolerant networking approaches such as store and forward, parallel routing, error

correction etc. (Khabbaz et al. 2012).

Networking solutions are not compatible with all types of harsh environments. Some use-cases

involve the destruction of nodes such as adversarial attacks in warfare (Amin et al. 2015) or node

subversion during cyber-attack (Makhdoom et al. 2018). This increase in use-cases integrated with

Cyber Physical Systems (CPS) ensures that breaks in service could be catastrophic, with the potential

for huge financial loss, or even loss of life. This safety-critical motivation and complexity of security

issues drives a focus upon services to be delivered resiliently, where the service delivery must persist

in the face of internal and external threats.

2.4 Resilient Techniques for Cloud Computing

Due to the constrained nature of IoT devices, data processing, storage and representation must be

provided by a third party platform, typically the cloud. However, the high latency, non-deterministic

wireless mediums and high volume of data make this relationship difficult. Decentralised cloud com-

puting (e.g. Fog, Edge, Mobile Cloud etc.) is the medium in which cloud services, mostly temporary

data processing, are provided closer to the edge of the network and/or distributed across end devices.

Processing data in this form has a requirement for resilience due to device mobility, open wireless

mediums, constrained device resources, heterogeneous device types, cyber-physical systems and hos-

tile environmental conditions. This resilience may be accomplished through a number of different and

complementary techniques.

The Resilinets model (figure 2.4 proposed by Sterbenz et al. (2010)) is often refereed to within

resilience literature and helps to classify resilience techniques in terms of their disciplines. The authors

provide a comprehensive analysis of resilience, defining it as superset of a number of sub-disciplines

with two major sets consisting of challenge tolerance and trustworthiness. The authors explain that

some of these disciplines are means and others are quantifications of resilience. Taking this clas-
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Figure 2.4: The resilinets model of resilience disciplines (Sterbenz et al. 2010)

sification further, figure 2.5 classifies these disciplines into means or quantifications to more easily

determine their influence in work to be surveyed.
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A number of resilience techniques exist for resilient cloud computing. Appendix B - P1 presents

a comprehensive survey of these techniques across all cloud layers. It highlights 3 main categories:

redundancy, diversity, and autonomic management. A summary is found below:

2.4.1 Redundancy

Providing redundancy is a simple and effective technique for resilience. It works through providing

sufficient back up quantities of any resource such that if the resource being used failed, is subverted or is

not currently available, the redundant copy of the resource can be employed in its stead. Redundancy

can be applied almost anywhere, it can start at the physical layer by having multiple cloud datacentres

(Goścień & Walkowiak 2017), or through duplicate network hardware and links (Luo & Liu 2011),

or even duplicate storage and servers. Virtual resources are replicated in a similar manner, although

given the inherent functionality of virtual infrastructure the resilience techniques are more varied and

some optimisation is given. For example, snapshots of instances of virtual machines or containers can

be periodically taken and reverted to when necessary (Lombardi et al. 2010)(Jhawar & Piuri 2013).

Similarly, virtual storage replication can take advantage of coding techniques to reduce space (Jaiswal

et al. 2014). Redundancy techniques are a wholly effective solution to resilience. Unfortunately

they come at considerable cost, which typically increases linearly with the quantity of redundant

resources. Some virtualisation techniques are developed to mitigate this cost effect to a degree.

However, maintaining replicas of instances and storage that are accurate can be challenging, increasing

strain on networking resources. Storing long expired replicas is also a concern. Redundancy techniques

are simple to implement and are generally suitable for environments such as centralised cloud, which

have considerable amounts of spare resources available.

2.4.2 Diversity

Diversity techniques for resilience consider that threats specific for one situation, architecture, soft-

ware, location, protocol etc. are typically designed only for that circumstance. Having diversity in

any characteristic therefore increases the resilience of the system. On the lowest levels, diversity of

hardware (both physical and virtual) prevents issues related to code bugs, exploits, or hardware com-

ponent defects from affecting the entire system. For example, a flaw affecting one vendor’s network

switch will unlikely affect a different vendor. Similarly software bugs affecting x86 architecture are

unlikely to affect x64 Similarly, this concept can be employed at the software layer. Execution diver-

sity techniques can compile multiple versions of the same software, with identical functionality, yet

with different underlying code logic (Kanter & Taylor 2013). A service might use multiple different

types of protocols in tandem to accomplish the same functionality, these could be largely different

or simply different versions. A service itself might use multiple clients, for example a web service

might run Apache and IIS simultaneously (Guo & Bhattacharya 2014). Finally location diversity is
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a commonly employed technique, for example distributing cloud services across multiple geographical

locations (Souza Couto et al. 2014) or network paths (Secci & Murugesan 2014).

Similarly to the cost of deploying redundancy, diversity costs are high. Although this is dependent

upon the technique employed, if the diversified resource is simply replacing a resource then the major

cost is the complexity of the solution. This includes the level of work for pre-deployment, such as

developing a new technique to diversify software. There is additional software complexity required

to ensure disparate technologies interoperate. Sometimes this can be through the multiple layers of

abstraction inherent to computing, such as differences in hardware being less relevant if the service

is developed in a high-level cross-platform language. A caveat of this approach is the increased code-

complexity for interoperability and pre-deployment can create a larger attack surface, therefore this

should be minimised as much as possible.

2.4.3 Autonomic

Autonomic computing was initially proposed by IBM (Ganek & Corbi 2003), and describes a visions

in which computer systems can dynamically manage themselves through self-adaptation. It is inspired

by the biological nervous system’s ability to manage low-level vital functions of a biological being.

An autonomic computing system is described as having a number of self-* properties. At the highest

level self-managing, but also self-healing, self-protection, self-optimisation and self-configuring. These

autonomic systems employ a control loop. The most common activities are to Monitor, Analyse, Plan

and Execute according to stored Knowledge (MAPE-K) actions in order to adjust their processes

according to the current situation and environment (Rutten et al. 2017). Self-* properties create

resilient systems by nature, self-healing and self-repair are some obvious attributes. Whilst the fun-

damental ability to adapt to a variety of internal and external perturbations using self-management

permits autonomic systems to maintain their operation in the face of changes. Cloud computing itself

is inherently autonomic, particularly for service-level resource management (Faniyi & Bahsoon 2015).

Management processes within the cloud such as service scheduling and orchestration, and resource

provisioning are all good target for resilience optimisation. Additionally, networking at both the

networking and service layers are strong targets to accommodate variable performance. Autonomic

techniques tend to come at a cost of high computational complexity, which can be distributed across

many nodes or conducted on a single node. The heavy reliance upon these processes requires them

to operate with a high degree of accuracy and dependability. Therefore they will likely require a high

cost of development pre-deployment. For these reasons, these techniques are often developed in the

likeness of their original motivation, biology. Many differenet aspects can be seen in literature such

as animal cell-based models (Hariri et al. 2011), networking approaches based upon the distributed

processing capabilities of ant colonies (Baran & Sosa 2000), intrusion detection methods (Mart́ı &

Schoenauer 2018) or service orchestration methods (Ha 2018) based upon artificial immune systems,
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alternatives to public key infrastructure based upon family genetics (Wang et al. 2010) and many

more.

2.4.4 Comparison

Figure 2.6 classifies the previously discussed resilience techniques for coud computing. Table 2.3

compares the cost and complexity of each of the cloud techniques in terms of their pre-deployment,

deployment, maintainability and code complexity. Redundancy has a low pre-deployment cost as it

requires minimum effort to integrate redundant resources. However the deployment and maintain-

ability costs are both high, as needing to replace the resources is costly. The overall complexity is low

due to homogeneous resources. Diversity has a medium to high pre-deployment cost, as this depends

on the particular technique but will almost always require the interoperability of diverse technolo-

gies. Its deployment is medium, as it often requires less cost than a complete replica, but there is

additional code to employ, likewise with the maintainability. The complexity of the solution is also

medium, due to the additional code required to link diverse resources yet this tends to be minimal.

Autonomic techniques have a high pre-deployment cost, largely due to the issues associated with their

development. However their deployment cost is low as the code is capable of self managing itself.

Maintainability is medium as it may be difficulty to change the code while it is operating. Finally the

code complexity is ranked as minimum, as while autonomic techniques tend to use simplistic control

loops, their implementation may cause them to be deployed in a distributed manner.

Description Pre-Deployment Deployment Maintainability Complexity

Redundancy Replicated re-

sources

Low High High Low

Diversity Heterogeneous

configurations

Medium-High Medium Medium Medium

Autonomic Adaptive self-

management

High Low Medium Medium

Table 2.3: Cloud Resilience Technique Cost Comparison

While these techniques are easily employed in the centralised cloud, the resource constrained

nature of the decentralised cloud makes them non-trivial. Therefore techniques to enable resilience in

decentralised cloud environments focus on novel applications number of different cloud service related

attributes.

2.4.5 Survey of Resilience Techniques for Decentralised Cloud Computing

Following from the classification of resilience techniques, this section surveys a number of different

works which attempt to enhance service resilience in the decentralised cloud.
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Figure 2.6: Classification of techniques used in cloud resilience

Service orchestration (SO) is an important process to conduct resiliently in fog computing. In

order to optimise constrained device resources, only the minimum amount of nodes necessary will

be provisioned for an end-user. This requires service requirements to be broadcast for a network

which provides a number of security issues, particularly confidentiality. Viejo & Sánchez (2019) use

Ciphertext-Policy Attribute-Based Encryption (CP-ABE), whereby nodes will have keys correspond-

ing only to the attributes they are allowed to process. Their network is structured hierarchically so

that nodes pass messages to those they can control further down the tree. The nodes will require

a generalised key. For example, a message containing ”temperature” will also need a ”weather” key

to process it. These messages form policies such as ”temperature, zone 1” which are then encrypted

separately and transmitted. If any messages can be decrypted by a node it means that further nodes

in the hierarchy can also be decrypted so the service discovery can continue. Once the service has

been orchestrated between the required nodes, the client and nodes exchange keys to communicate

securely. The cryptography heavy nature of this solution is questionable in terms of energy cost.

Chejerla & Madria (2017) instead chose to develop a scheduling algorithm that uses a game-theoretic

and Bayesian approach to mitigates against attack in real time, for Cyber Physical Systems (CPS).

Scheduling is a known key focus of cloud resilience although assuming the rationalisation of an attacker

such that they can be modelled is contentious.

Rios et al. (2017) explain that modelling fog networks in a hierarchical manner, with a singular

provider, is oversimplified and detrimental to its security. They should instead be considered as a
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federated architecture with numerous service providers within different trust domains. The authors

propose an architecture (SMOG) to provide resilience in fog networks. It consists of number of

baseline characteristics such as secure interconnection, authentication and authorisation, protection

of virtualised environments and situational awareness. They list enhanced characteristics as trust

services, distributed decision making, privacy capabilities and digital evidence management. They

explain that these base line requirements are largely missing from literature and are necessary to

ensure a secure and resilience fog. This work highlights that for some scenarios, resilience requirements

can require multifaceted and complex solutions. Highlighting their inherent inadequacy.

The edge nodes are without doubt a point of failure in any decentralised cloud network. Le et al.

(2017) give a solution to partial failures in MEC (e.g. connectivity loss) between the edge nodes. Their

architecture is again hierarchical, with mobile nodes storing local back up data dispersed amongst

them. If partial failure with the edge nodes occurs, the devices switch to a P2P model, processing

data collaboratively. This is an alternative mobile computing model and the results show good time

reduction performance when the task is disrupted across the nodes. However the power consumption

is likely to be highly variable according to the difference between nodes and therefore the suitability

will not be universal.

Modarresi & Sterbenz (2017) consider Fog Computing as a solution for resilient IoT/edge com-

puting in. They argue that the uncertainty surrounding resource, link and bandwidth availability

ensures that typical edge computing is not resilient for IoT processing. For example, too many clients

can overload resources and thus cause a denial-of-service. They argue that the introduction of fog

nodes between the edge and the cloud creates greater autonomy within the network. If a connection

is lost between the edge and the cloud, the fog maintains this network and increases the survivability

of the ecosystem. Further to this, they suggest that the diversity of standards, protocols and network

links, which cause fog computing to be quite complex, is actually beneficial to its resilience due to

the increase in variety. They also indicate that through fog reducing traffic further in the core and

distribution network, its implementation provides traffic tolerance. Finally, disruption tolerance is

enhanced through a reduction in latency permitting applications to be processed quicker and thus

any disruption has less impact. The authors support these statements with numerous simulations

inclusive of the fog environment.

Hussein et al. (2017) provide a mobile edge computing solution which applies Software Defined

Networking(SDN) to 5G provide resilient processing to Vehicle Area Networks (VANETS). Safety con-

cerns are paramount in vehicles and as such so is the resilience of VANETs. Their proposed solutions

provides enhanced security through an additional security layer using SDN. As opposed to a tradi-

tional centralised SDN approach or a traditional distributed VANET approach, they present a hybrid

method. A centralised 5G base station is used to manage SDN security functions distributed across

a number of roadside controllers. This approach illustrates a strong example of custom networking
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hierarchy technologies being supported at the edge for specific use-cases and resilience requirements.

Modarresi et al. (2017) deploys SDN again in tandem with fog for resilience. This time fog

nodes are used to detect anomalies in network traffic and notify the SDN controller. This can make

security-focused decisions about what traffic to drop or restrict. A strongly illustrative example of

the application of fog for greater network resilience although does not help to strengthen resilience of

the fog nodes themselves.

Benson et al. (2018) takes a middleware approach to provide continued operation of critical events

from IoT devices when their connection to the cloud fails . Their system contains two components, the

first periodically probes different paths to the cloud, detecting possible faults or failures. The second

provides multicast message dissemination according to information received from the first component.

They again use SDN to provide this information and use it create ”resilient overlays”. This middleware

approach enables varied support for IoT devices as the middleware works seamlessly.

Kahla et al. (2018) provide a solution to low trust in IoT environments. They leverage moving

target defence to migrate targeted or subverted virtual instances to another host fog machine. It is not

clear how this would prevent a number of different attacks or heal the instance once it had migrated

although the autonomic aspect of integrity verification is commendable.

Eisele et al. (2017) state that resilience is necessary to consider in edge environments due to

both resource and network uncertainty. Whilst security is important due to the resource constrained

nature of edge devices preventing virtualisation providing adequate isolation. They propose a novel

programming paradigm: RIAPS (Resilient Information Architecture Platform for Smart Grid) which

provides a platform for distributed applications to be deployed resiliently. The platform provides a

diverse number of different services and managers (such as for security, persistence, fault management

etc.). Whilst the platform appears to be complex and thus has an increased attack surface, given the

number of required components, it illustrates the notion of an underlying platform providing resilience

to higher levels.

Aral & Brandic (2018) use bayesian belief networks to mine dependencies between replicated edge

nodes. Their solution uses past server performance from logs and temporal dependencies to highlight

the probability of when failures may occur concurrently. Although their current solution is theoretical

it shows strong optimisation through replica reduction.

Araujo Neto et al. (2018) tackles a somewhat different resilience problem . Where a Fog enabled

service does not suffer a fault but an outage related to the CSP’s SLA. They focus on Amazon’s

Spot Instances which are transient servers acquired by the user when the maximum they wish to pay

(bid) is greater than the value of the instance. Due to the nature of this acquisition the continued

operation of these servers cannot be guaranteed. Therefore in this fog platform the failure results from

the unavailable CSP back-end. To mitigate this, they propose an agent-based case-based-reasoning

solution which aims to predict the survival time of an instance. This enables checkpoints to be made in
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order to resume the work in case of application fault. Their solution could be modified for application

processing closer to the edge, although the resource requirements for checkpoints must be considered.

Ozeer et al. (2018) have a similar focus on recording and reverting to application states. They

take an uncoordinated approach, recording application events with a corresponding recovery timer.

Expiration indicates lack of synchronisation with the physical world and can’t thus be ignored. Event

details are logged in a global and failure-free storage system to permit recovery to any node from a

central location. This centralised storage suffers from central point of failure. The authors present

a competent yet complex solution consisting to enable system fault tolerance. The question of how

failures are to be handled in the system handling the failures is still open.

Khalifa et al. (2014) move away from a traditional cloud architecture, improving the resilience of

Hybrid Mobile Clouds. Mobile clouds require a static system due to the dynamic network charac-

teristics. The proposed architecture is interesting due to its flexibility in running on diverse devices,

essentially ignoring the underlying hardware. The resilience requirements are aided through a re-

source prediction mechanism and an early failure detection mechanism to facilitate handover of vital

services. The system proves successful, although performance is still dependent upon the quantity of

fixed nodes within the cloud, making the system not purely mobile. However, overall it exhibits a

good example of how cloud systems can be built upon non-deterministic environments.

2.4.5.1 Analysis of Decentralised Cloud Resilience

The requirement for resilience at the decentralised cloud layer is greater than the centralised due

to data-centre hardware being resilient by nature. Such constrained environments have less ability

to fall back upon redundancy and cryptographic methods in order to provide their resilience and

generally operate in a hostile environment. Literature on techniques for decentralised cloud service

resilience are spread across a number of disciplines. Survivability and fault tolerance are present

but a number of security disciplines can be seen in addition such as disruption and traffic tolerance.

These techniques often focus on networking such as routing or middleware, which is intuitive given

the hostile networking environment. These are the strongest resilience techniques given the history of

wireless sensor networks’ focus on resilient networking. However while they enable network routing

and communication, they do not provide service support. The foundation of IoT networks (WSNs

and MANETS) have seen bodies of literature (Zhou et al. 2008) (Benkhelifa et al. 2018) attempting

to optimise resilient communication, security etc. It could therefore be argued that the entire focus

of these disciplines is in delivering a resilient platform given the hostile environment in which they

operate. However the decentralised cloud disciplines defined previously consist of more than simply

IoT networks. There is now an entire ecosystem where continuously evolving use-cases demand rich

data processing at any and all layers from the IoT device, to the transportation/Fog layer back

to the centralised cloud. These networks are heterogeneous and non-deterministic which further
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complicate matters. Traffic will traverse multiple governance domains, operate on a diverse plethora

of hardware/software configurations and requirements for performance and resilience will change in

fractions of a second according to external and internal requirements.

The data-driven nature of these environments, coupled with the inherently low security drives data

security methods. Techniques such as CP-ABE and anomaly intrusion detection are low-resource al-

ternatives to traditional security solutions, designed to operate in hostile environments. Unfortunately

they are also resource intensive and costly in terms of computation, storage and therefore energy. Re-

dundancy techniques are still prevalent despite the lack of resources through the use of instance check-

pointing, although the efficacy of this is questionable. While diversity related techniques are deployed

in a minor way due to disparate hardware involved. Finally, decentralised autonomic management

techniques are shown to be effective and are suited to the decentralised environment. However their

complexity is in question. Additionally, none of the works surveyed accomplish the effect of providing

all resilient service management features.

Some key challenges to the future or resilient cloud computing are highlighted below:

1. Use-case Diversity - While cloud environments are inherently employed to provide resources

for diverse use-cases, resilience techniques tend to be developed for specific use-cases. This

highlighted the need for cloud environments to provide adaptive resilience according to the

need. Integrating a plethora of techniques and selecting the most appropriate is thus an ongoing

challenge for the current and emerging cloud.

2. Uncertain and dynamic governance and responsibility - Traditional cloud delivery mod-

els (SaaS/PaaS/IaaS) define clear responsibility boundaries between the CSP and the user. They

can assist in determining which actor can affect resilience at which layer. However, in decen-

tralised cloud disciplines, particularly those with node mobility (e.g. MEC and fog computing)

these actors can dynamically change according to physical boundaries and network requirements.

Ensuring the capacity to both understand and monitor who has responsibility for resilience ex-

temporaneously is crucial to providing resilience in decentralised clouds.

3. Evolving cloud paradigms - Summarising a key concern during this survey is the manner

in which cloud computing, as a concept, is continuously in flux. Driven by both changing

use-cases and continuous strives for optimisation, the deployment of new and emerging cloud

paradigms poses a challenge to service resilience. Where the resilience of new techniques should

be considered during their development and not post-deployment.

2.4.6 Resilience Metrics and Evaluation

As with the resilience disciplines, measurement of cloud resilience could follow traditional performance-

based resilience metrics such as Mean Time Between Failures (MTBF) and Mean Time Taken to Repair
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(MTTR) and the corresponding availability which is easily calculated from the two. However these

metrics could be considered primitive at best (Colman-Meixner et al. 2016) considering the complexity

of these environments. The resilinets model (Sterbenz et al. 2010) provides a method of determining

which resilience features are available through binary selection of distinct features (e.g. the network

provides confidentiality or it does not). Other non-cloud specific resilience metrics also suffice, such

as graph metrics. Graph metrics are noted for their ease of comparing distinct architectures as they

examine the structural characteristics of a network. Alenazi and Sterbenz evaluate a number of graph

metrics for resilience are (Alenazi & Sterbenz 2015a) and (Alenazi & Sterbenz 2015b). These include

elementary metrics such as the quantity of nodes, node connectivity (the average number of connected

nodes to each other node), node centrality (the most important nodes) etc. They also include those

specifically for network resilience through removal of links and nodes e.g. network criticality and

effective graph resistance. All of the above are arguably strongest when examining a distinct service

as opposed to the entire cloud environment. Some of the works surveyed according to layer perform

some simulation of a model in order to evaluate resilience within the context of that particular use-

case, the following works focus upon more generalised models for resilience. An example of some of

these metrics found within literature which have been used for measuring resilience in networks to

varying degrees can be found in table 2.4

Name Description

N The total number of nodes

Total Path Diversity Links between alternative paths between two communicating nodes

Average Node Connectivity The average number of nodes each node is connected to

Weighted Spectrum Distribution Permits comparison between graph through ranking feature importance

Average Shortest Path Length The average shortest path between two nodes

Eccentricity The longest of the shortest path length between two nodes

Betweenness The number of shortest paths through a node or link

Clustering Coefficient The connectedness of a node’s neighbours

Node Degree centrality Indicates how important a node is. i.e. the network will be disrupted

if removed

Assortivity Describes node similarity

Network Criticality Used to measure the resilience of a network against structural changes

Effective Graph Resistance Used to measure the resilience of a network against structural changes.

Table 2.4: Some example graph metrics seen in literature for measuring resilience of different network

types

Jabbar (2010) states that resilience is more difficult to measure than traditional security metrics

due to the need to evaluate how effectively the service is still being delivered. They propose that
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resilience should be measured as a state space considered in terms of degradation. Where a service

is more resilience if it contains more states in which it stays operational and not severely degraded.

Such a high-level approach may be applicable to complex environments.

Ghosh et al. (2010) provides a model for resiliency based on stochastic reward nets. The work is

interesting in that the metrics for resiliency focus upon evaluating how effectively the job is scheduled

through Quality of Service (QoS) metrics. Those given are the rate of rejected jobs, and the delay in

VM provision. Following from the definition of resiliency: ”quantification of service delivery during

changes”, the authors evaluate changes as fluctuations in job arrival rate and the quantity of physical

machines. Their results showed a faster provision rate was more resilient. Also that removal of a hot

physical machine has an adverse effect upon resiliency, whereas removal of a cold one has a minimal

effect.

Ju et al. (2013) evaluate the resilience of OpenStack. They develop a novel fault injection frame-

work for both the architecture and its services. They uncovered 23 different bugs which developed

into faults in the system. Highlighting the lack of effective resilience considerations within the stock

cloud management software.

Tu & Xu (2013) present a resilience model built for a typical IaaS cloud, using Eucalyptus. They

explain that resilience and robustness are strongly connected in complex systems, where both prop-

erties describe the system’s ability to react to disturbances but vary in how they do so. Considering

the cloud as a multi-component, hierarchical system, the model evaluates the component interaction

and interdependency upon resource consumption. Resilience is modelled by the strength of interac-

tions between the components, where the strength is the percentage needed to consume from another

component. A disturbance within the system results in a large queue, exhausting resources causing

the services to fail. The authors describe system wide resilience as the quantity of processes which fail

due to the inability to consume. They note that this system does not take into account factors which

may influence the interaction strength such as one to many and many to one resource consumption

interactions. It is mentioned that resiliency is accomplished through redundancy, which has an ad-

verse affect upon cost. To fit in line with the author’s model, they explain that increased redundancy,

weakens the requirements for resource consumption links between individual components. Whilst re-

dundancy is a key component of resiliency, it is not the only method, and poor implementations can

even reduce resiliency under certain circumstances. The authors then attempt to understand more

about this effect, examining of replication algorithms with modularisation of a cloud system. Their

results show that as size increases, modulation is more important to prevent duplicate replication

updates. However they also mention that poor modularisation implementation can create a single

point of failure and thus become an enabling factor for poor resilience.

Scholler et. al. present an architectural model which enables insight into the security implications

of cloud architectures (Scholler et al. 2013) (Hecht et al. 2014). Their motivation is that current
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cloud services do not accommodate security and resiliency for critical infrastructures. Their model

distinguishes between the different roles, (such as the physical provider, service developer and service

user) as well as the different infrastructures (the physical and virtual) to assess the given requirements

against the system. It promotes greater logging for audit purposes, as well as increased transparency

between the physical and virtual layers, in order to increase trust between the users. Arguably,

many issues within current cloud architectures ensure their unsuitability for a wide range of critical

infrastructure services.

Sousa et al. (2014b) conduct an evaluation of Quality of Resilience evaluation criteria within the

cloud, in order to activate appropriate proactive resilience measures. They propose to use multiple

criteria to evaluate the resilience, partly due to the wide variety of requirements associated with

resilience and also because many proactive mechanisms require further information. The authors

implement proactive resilience systems using multiple criteria for the cloud, MeTH (Sousa et al.

2014a) and TOPSIS (Tran & Boukhatem 2008). The results showed that both methods improved the

resilience of protocols which were unable to detect cloud layer faults but MeTH provided the greater

performance in both fault and non-fault scenarios.

A classification of types of resilience metrics found within cloud computing are described below:

• Binary feature based metrics are those relating to the resilinets model such as confidentiality

which either exist in the service of cloud or do not.

• State-based are those which examine the degradation of service to determine when resilience

has failed.

• Performance-oriented metrics are the traditional type such as MTTR or QoS which typically

involve examining one distinct service.

• Graph-based metrics examine issues in topologies such as network criticality.

• Multi-criteria metrics aggregate and summarise a variety of metrics into one to take into

account very complex systems.

2.5 Resilience for Decentralised Cloud Services

It was highlighted in the previous sections that there is a wider uptake of IoT enabled services which

are more safety critical in nature and whose failure or gaps in service delivery could be costly to life

or economy. Additionally, the emergence of many applications requiring lower latency has caused

data processing to be pushed to the edge of the network or to the end-devices themselves. Tradi-

tionally data-centre hosted cloud services are now required to operate in a decentralised manner yet

simultaneously in more hostile environments.
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This drives the need for enhanced resilience for decentralised cloud services. This is particularly

pertinent to those use-cases with strongly constrained resources and the mobile, wireless and poten-

tially hostile environments cause failure between computing network entities. Enabling resilience will

then also permit feature rich data processing within non-deterministic environments, and typically

over mobile wireless links. Section 2.4.5 analysed a number of these techniques and highlighted that

predominately they provide resilience through costly redundancy (Le et al. 2017), security techniques

(Viejo & Sánchez 2019) (Kahla et al. 2018) or rely upon centralised or hierarchical management

(Viejo & Sánchez 2019) (Le et al. 2017), which present single points of failure. Most importantly,

no techniques currently exist which permit data processing to exist distributed across the resource

constrained nodes, in a resilient manner while also providing: redundancy, diversity and standard

service management techniques. Some techniques proposed novel architectures for resilient service

delivery, but are generally complex and require additional servers (Modarresi & Sterbenz 2017) being

less suitable for the constrained environments.

2.5.1 The Requirement for Autonomic Service Management

Lacking in particular are autonomic techniques specifically focused on service delivery, which have seen

much success within centralised cloud computing (Panwar & Supriya 2019). They are also found with

good success in the lower level networking protocols in IoT such as for self-organising and self-healing

routing protocols (Dressler & Akan 2010) (Zheng & Sicker 2013). Autonomic techniques strongly fit

the requirement for providing resilient decentralised cloud services for the following reasons:

• Decentralised nature - Autonomic techniques have been shown to be adept at self-managing

environments void of centralised control (e.g. with wireless sensor networks (Marsh et al. 2004)).

This is suitable firstly because decentralisation is a strong requirement for resilience and many

of the current techniques reviewed are centralised or hierarchical. Secondly, due to the hostile

network environments operating themselves in a largely decentralised manner.

• Low resource cost - In comparison to redundancy and diversity techniques, autonomic man-

agement has a low resource cost per each device. After a medium-high resource cost to develop

the technique, overall the cost is low. This is accomplished through distributing computational

complexity across the network and using relatively simple control loops. This is suitable for

nodes at the network edge (or distributed across the end-devices) due to their lower resource

capacity.

• Inherent Resilience - autonomic techniques create resilient systems by nature of their ability to

adapt to changes in their environment. Many of the techniques for decentralised cloud resilience

discussed are solutions adapted for resilience. The ability to self-heal, self-repair, and self-

organise according to environment perturbations is inherent to autonomic systems.
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• Compatibility with Cloud Service Management - the cloud service management functions

(discussed in section 2.3) are typically employed in an autonomic manner in order to allow

resources to be provisioned autonomously, provide resource optimisation and be able to react to

service and environment changes.

Therefore by building service delivery platforms at the edge which are autonomic by nature, service

delivery will also be resilient by nature. Many autonomic techniques have been shown in different

areas of computing. As mentioned in section 2.4.3, autonomic computing was inspired by biological

autonomic systems. Developing bio-inspired systems in this manner mitigates the issue of having a

high pre-development cost, due to the effectiveness of a bio-inspired technique being already proven.

Artificial Neural Networks (ANNs) are arguably one of the most commonly known bio-inspired

techniques. ANNs are modelled upon biological neural networks, which are the fundamental structure

and function of the animal brain. The programs in use today are founded upon the propositional logic

model proposed by McCulloch & Pitts (1943). This model simplifies the neuron (the atomic structure

of a neural network) as a threshold function which ”fires” to another node if a threshold value is

breached from its input neurons. From this base model, ANNs are constructed from multiple neurons,

in varying quantities of layers and with varying threshold functions. Used as method for learning

built upon the connectivist theory of intelligence. Initially they were thought to drive a revolution

in computing as artificial brains. However initial progress was relatively slow, with the perceptron

being a famous failure in that it couldn’t learn the XOR logic due to being a non-linear problem.

The effectiveness of ANNs is mostly being seen today, with the rise of deep-learning algorithms

beginning to match the effectiveness of biological algorithms with processes such as complex pattern

recognition in images (Kulwa et al. 2019) or document classification (Marinai et al. 2005). While

ANNs provide distributed learning capability, they are typically used for converging on a particular

result and therefore are not suitable architecturally for building distributed software systems, due to

their non-dynamic nature.

Another popular biologically inspired technique is modelled on the theory of evolution such as with

Genetic Algorithms (Davis 1991) and Genetic Programming (Koza et al. 1994). These processes find

optimal solutions through the selection of the best offspring which are produced through recombination

of previous generations as well as mutation. These new solutions allow the population to be adaptive

but also robust to changing environmental conditions. This process allows survival of the overall

species through the diversity which is introduced through mutations and allows adoptions. Whilst

proven in a variety of situations they typically find solutions in an offline setting. Similar to ANNs

these techniques are less suitable to be employed as a distributed system architecture due to their

convergence and high resource cost.

Swarm computing is a common autonomic technique which is self-organising and self-optimising

(Tambouratzis 2009). Swarm intelligence is developed from a large number of decentralised and
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distributed, cooperating agents. Ant Colony Optimisation (ACO) is perhaps one of the most well-

known examples. Proposed by Dorigo et al. (2007), he provides a fitting description of ACO as well as

all other swarm algorithms when he states they are, for “distributed problem solving and optimization

based on the result of low-level interactions among many cooperating simple agents that are not aware

of their cooperative behaviour”. ACO in particular was designed for finding the shortest path in a

graph but since its conception it (and other swarm algorithms) have been used for solving different

problems within computer systems. Networking optimisation (Hsin et al. 2014), intrusion detection

(Gao et al. 2005) and pattern recognition (Tambouratzis 2009) are just some examples of these. These

techniques are typically employed to solve a specific problem, as opposed to have support for diverse

logic processing.

Artificial Immune Systems (AIS) are modelled upon biological immune systems. Forrest et al.

(1994) proposed a system based upon the theory of an immune system’s ability to distinguish infected

cells from uninfected cells known as negative selection. T-cells within an immune system attach to an

infected cell in numbers in order to destroy it, however each T-cell is designed to specifically attack

only one type of infected cell. The t-cells are created with random features and any features which

might bind to healthy cells cause the t-cells to be destroyed prior to entering the blood stream. Forrest

et al. (1994) successfully used this scheme within an integrity checking system. Additional work in

AIS adapts this scheme to include a concept within immunology known as ”danger theory” which

posits that t-cells detect danger vs. safe as opposed to self vs non-self. The difference being that

the dangerous cells would exhibit a signal which would declare them dangerous. In computers, for

example, this might be a symptom such as suspicious activity. AIS techniques are typically used for

a classification problem and (as with swarm computing) lack the ability to arbitrarily compute.

Another bio-inspired autonomic technique is embryonics (Benkhelifa et al. 2013) (Sipper et al.

1997) (Miorandi et al. 2010). They are distinguished by their ability to inspire the creation of systems

composed of multiple-cells which divide from the mother cell, each one containing the same code (or

zygote) which allows it to perform any function as the other, ensuring it is capable of self-replication,

and thus the organism’s ability to self-heal. The way in which the cells differentiate varies according

to their surrounding neighbours and therefore the systems develop according to the functions required

as a whole and from their neighbours, although flaws in the original genome will be present in every

single cell. The characteristics of adapting and self-healing through cellular differentiation and division

are advantageous for resilience. In addition, embryonics share an affinity for distributed processing

using a cell-based architecture. Therefore, this work selects embryonics as a proposed autonomic

architecture for providing resilient decentralised cloud service delivery which is discussed below.
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2.5.2 Embyronics for Resilient Decentralised Cloud Service Delivery

Embryogenesis inspired electronics have shown that resilience may be achieved by modelling a system

on these self-healing capabilities (Benkhelifa et al. 2013). Some early examples of similar systems

in computing are Von-Neumans self-replicating automata (Von Neumann et al. 1966). They have

been applied to electronic engineering to provide circuits with the ability to self-heal (Sipper et al.

1997). Embryonic software has been shown to provide similar self-healing properties for distributed

systems (Miorandi et al. 2010) and is therefore proven in its application for the management of

complexity for resilience. Therefore the concepts of cellular differentiation and cellular division of

animal embryonic development are employed to provide self-healing functionality in a multi-agent

system. Within embyronics, cells (which compose the system) employ the MAPE-K control loop to

permit distributed self-organising, self-healing and adaptive behaviour.

Embryonic techniques have a strong affinity with the requirements for resilient decentralised cloud

service delivery:

• Embryonics are distributed systems composed of many atomic units. The atomic component

is the cell, whose goal is to deliver a specific functionality. Collectively, many cells functioning

together create more complex functionalities which emerge from the interactions of these cells.

This characteristic is easily suited to distributed service delivery environments, such as cloud-

based systems. This is because services within cloud-based systems are composed of many

interacting, loosely coupled units which each provide a distinct functionality. These are usually

virtualised machines or containers, which collectively can be employed to create more complex

services out of these atomic functions.

• Embyronic systems have fundamental characteristics of cellular differentiation (functionality spe-

cialisation) and division (replication). These characteristics give rise to self-healing behaviour.

The system is able to respond to internal and external changes and self-heal in order to maintain

the overall functionality of the system. This provides inherent service resilience and is a strongly

beneficial requirement of a resilient cloud platform.

• In addition to the self-healing functionality, an additional behaviour which emerges as a result

of cellular differentiation and division is self-organisation. Differentiation occurs according to

the need for specific functionality and therefore cells collectively organise. This ability to self-

organise meets another requirement of resilience decentralised cloud service delivery. Whereby

service management and orchestration can occur void of centralised control.

This work proposes that through modelling distinct application functions as embryonic cells and

then employing the characteristics of cellular division and differentiation, a service delivery architecture

for decentralised cloud environments which is resilient by nature can be developed. The rest of this

thesis will promote the investigation of this approach and will evaluate its efficacy.
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2.6 Conclusion

This chapter reviewed the necessary background literature in resilient decentralised cloud environments

for this thesis. It began with a review of IoT technologies, whose devices and technologies are the

users of cloud services. Due to emerging low-latency and safety critical use-cases, there are now

greater requirements to have cloud service delivery physically closer to or even upon these devices.

Due to the constrained nature of these devices and the hostile environment in which they operate,

providing services resiliently is essential to their operation. A review of different resilient techniques

in decentralised cloud computing highlighted that currently no architectures permitted decentralised

cloud service delivery distributed in a resource efficient and resilient manner. In particular, it was

highlighted that autonomic techniques create environments which are resilient by nature but solutions

of which are largely lacking. Due to the initially high development cost for these techniques, they are

often inspired by biologically processes and systems. Embryonics was highlighted as a technique with

an affinity for the proposed environments and resilient requirements so was selected as a technique for

investigation within this work.
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Embryonic Model for Resilient

Cloud Service Delivery

3.1 Introduction

In the review of the state-of-the-art in decentralised cloud resilience, the need for autonomic manage-

ment solutions and their lack in literature highlighted their suitability for this task. Many autonomic

techniques are developed through inspiration from biology due to their inherent self-adaptive charac-

teristics. Embryonics was selected as a bio-inspired technique for this study due to its characteristic

affinity for resilience and decentralised cloud environments. Consequently, this research leads into the

investigation of the suitability of embryonic techniques for providing resilience in decentralised cloud

environments.

In order to determine if embryonic concepts can be applied to cloud environments in the interests

of providing a resilient platform, this chapter defines requirements for decentralised cloud functional-

ity. It then maps these to derived characteristics of embryonic development. A conceptual model is

then developed closely to the functional requirements in line with their available resources and envi-

ronments. Finally, an analysis of the conceptual model is given to assess it’s suitability in achieving

the previously defined requirements.

3.2 Resilient Cloud System Requirements

As a follow up from the previous definition of resilience, now the requirements for a novel highly-

resilient cloud architecture are given. These are broken down into two categories, functional require-

ments to provide a cloud architecture and requirements for resilience.
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3.2.1 Functional Cloud Requirements

In order to provide a cloud service, the following characteristics are required of the architecture:

• As the purpose of a cloud service platform is to replace the traditional computing facilities,

a resilient decentralised cloud will also provide standard computing capabilities: computation,

storage, communication. Each resource is varied according to the user’s specific needs and

constraints.

• Continuously emerging and evolving cloud disciplines are driven by evolving user-cases. A re-

silient cloud model will be required to deliver a resilient service across emerging decentralised

architectures. In particular, those which are particularly resource-constrained, mobile and wire-

less.

• The system should expose an interface which permits a user to upload, execute and interact

with an application which provide an on-demand and automated service for the provisioning of

the aforementioned computing resources.

• The system should permit an application to scale up and out according to load, cost and other

service requirements, in an autonomous manner. This would be within the maximum constraints

of the system.

• The system should have the capacity to provide resource monitoring for metering and billing

This is essential for the underpinning agreement of the cloud service which is the SLA. It is also

necessary to maintain the economy driven model of cloud environments.

3.3 Embryonic Development Characteristics

To meet the requirements, this study focuses upon testing the resilience of a cloud architecture inspired

by embryonics. Embryogensis is the development of a biological being from a mother cell - the

zygote. This biological process provides a high degree of resilience through redundancy and self-

healing. Embryonic inspired electronics have shown that resilience may be achieved by modelling a

system on these self-healing capabilities (Mange et al. 1998) (Benkhelifa et al. 2013), whilst embryonic

software has shown similar self-healing properties for distributed systems (Miorandi et al. 2010) and

is proven in it’s application for the management of complexity for resilience. This section will briefly

discuss the basic process of embryonic development and cellular self-repair so as to derive some features

to enable future modelling. This is a high-level abstraction and is by no means comprehensive.

The development of a biological animal is accomplished through embryogenesis. It is a process

of iterative cellular-division, whereby each cell will contain the information, DNA (Deoxyribonucleic

acid) or genome, to create additional cells. The cells begin as stem-cells, which are pluri-potent, in that
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Figure 3.1: Asymmetric Segregation of Protein Determinants

they can develop into any cell. Whilst all cells in an organism will share the same DNA, different cells

will express different genes, which in turns causes differing proteins to be made and in effect will cause

the cells to develop differently; also known as cellular differentiation (Wolpert 2008). This process

enables extremely complex, multi-organ biological systems to develop from a single cell and with the

process of self-check and cell-division, this organism has the ability to self-repair and self-organise

(Mange et al. 1998).

Cellular-differentiation may be instigated through a number of means which may be either internal

or external to the cell. Internally, the selection comes about through the presence of transcription

factors, which are proteins found within the zygote. They are spatially-distributed according to the

DNA and as the cells divide, those that remain in the same location denote the proteins which will

be activated. This process is knows as asymmetric segregation of protein determinants (figure 3.1)

(Knoblich 2010).

Externally, the cell can receive a prompt from other cells in a process known as inductive signalling

or induction. This may occur in three forms: a) diffusion from a group of cells b) direct contact with

another cell c) via a gap-junction between cells (figure 3.2) (Rudel & Sommer 2003). These cellular

signalling methods are analysed in further detail in the next section.

Once the organism has developed, it maintains the ability to self-repair certain tissues through

the application of stem-cells, also known as somatic stem cells. Typically, these cells, which are from

an already developed animal, will be multipotent at best and thus only able to differentiate into a

subset of the collection of possible cells. Pluri-potent stem-cells are less common although may be

induced through artificial means (Mitalipov & Wolf 2009) (Schöler 2016). Table 3.1 lists the coverage

of different cell potencies.

Self-repair will occur due to cell-death, which in turn may be instigated in a number of forms.

Programmed Cell Death (PCD) or apoptosis which is cell-suicide and can occur due to an intrinsic

prompt e.g stresses to the cell causing chemical changes, or damage to the DNA; or may be due to an

extrinsic prompt from proteins binding externally to the cell. An alternative method is necrosis which

is due to an external prompt such as trauma or infection. Necrosis is considerably more traumatic to

the processes and other cells within the body than apoptosis (Majno & Joris 1995).

To summarise, embryonic systems consist of the following key characteristics:
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Figure 3.2: Inductive Signalling

Potency Coverage of Cell Types

Totipotent Embryonic

Pluripotent Any type of cell

Multipotent Multiple but similar

Oligopotent A minority of cells

Unipotent Only the self cell

Table 3.1: Cell types and the range of coverage for different cells.
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• Genome - all cells contain the same genetic material. The genes which are enabled denote the

proteins which will be made and thus the function and form of the cell.

• Division - a cell may self-reproduce through division.

• Differentiation - cells become specialised to a number of different functions and through dif-

ferent means.

• Self-repair - an organism can repair through the application of stem-cells although the potency

of each cell varies the type in which they can reproduce.

The aggregation of these characteristics will be the basis for the structure and architecture of the

resilient cloud architecture.

3.3.1 Cellular Signalling

In addition to the development and self-repair functionality detailed previously, it is also necessary to

understand the communication methods of multi-cellular systems, which is particularly relevant for

development and self-healing.

Cells must have the right receptor (ligand) to receive a message and thus not all cells will receive all

messages. Therefore signals are only acted upon by a cell if the cell has the correct receptor and thus

supports that signal type. Therefore signals are received and processed according to their purpose, as

opposed to be directed towards a specific cell (Dressler & Akan 2010).

There are a variety of different forms of cellular signalling. Predominately they differ in the distance

and recipient of the message, although some usages and features vary. These are autocrine where a

cell communicates with itself or the same type of cell. Paracrine used for communication with cells

within the immediate vicinity. Endocrine which is used for long distance/scale is based on hormones

which provides global control such as encouraging growth and physiology. Juxtacrine which must be

direct contact with an adjacent cell and could operate through either: gap junctions or direct contact

via bind due to corresponding receptors (Ben-Jonathan & Liu 1992). A comparison of these signalling

methods is presented in table 3.2.

3.4 Embryogensis for Resilient Decentralised Cloud Comput-

ing - Feature Mapping

The natural resilience of embryogenesis is indubitable due it’s self-healing functionality. This sec-

tion illustrates how the characteristics of embryogesis can aid in achieving the previously defined

requirements for a resilient decentralised cloud architecture. In order to correctly leverage these char-

acteristics into a resilient architecture, the appropriate features must be mapped to the previously
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Type Propagation Usage Message Distance / Scale

Autocrine Self / Same Development (reinforce-

ment) / Pain / Inflamma-

tion / Self-destruction

Low

Juxtacrine –

Gap Junction

Local Differentiation / State Info

(coordination)

Very Low

Juxtacrine –

Contact

Local Differentiation / Immune

(safe non-safe)

Low

Paracrine Vicinity Differentiation / Behaviour Diverse but Streamlined/Quick/

Degrades Rapidly/ High Concen-

tration

Endocrine Long Dis-

tance/Scale

Most common. Hormonal

used for global control.

Physiology and Growth

Slow and Long Lasting Low concen-

tration

Table 3.2: Cellular Signalling Methods

defined requirements. Table 3.3 refers to the combined features of a resilient cloud architecture (as in

section 1) which are mapped to the appropriate embryonic features and corresponding implementation

method.
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Number Requirement Represented as Implementation

Functional F1 Provide standard computing capabilities: computation,

storage, communication.

Cell Network Node

F2 Deliver across decentralised cloud models. Constrained / Hierarchical Functionality Virtual Instances

F3 Expose an interface which permits a user to upload, ex-

ecute and interact with a an application.

Cell receptors RESTful API, Message-oriented communi-

cation

F4 Provide an on-demand and automated service. Multi-cellular Organism, Cellular Sig-

nalling

Autonomic management

F5 Permit the application to scale up and out according to

load, cost and other service requirements.

Multi-cellular Organism, Cellular Sig-

nalling

Autonomic management

F6 Provide resource monitoring for metering and billing. Higher-level Platform Cloud manager

Resilience R1 Purely distributed architecture to exclude central point

of failure.

Multi-cellular Organism Multiple nodes with network overlay

R2 Provide universal redundancy. Cell division Self-reproducing software

R3 Provide diversity in the service network. Cell diversity Cross platform support, geo-distribution

R4 Enable the selection of appropriate resilience features

such as security based characteristics.

Differentiation Software libraries

R5 Permit the ability to verify the integrity of any node. Autocrine DNA check Cryptographic node hash

R6 Provide dynamic self-organisation for service-

composition and self-healing.

Multi-cellular Organism, Cellular Sig-

nalling

P2P Overlay Network

Table 3.3: Requirements to Feature Mapping
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3.4.1 The Cell

The cell is the only architectural component. Total system functionality is distributed across cells to

create a true P2P network. Cells differentiate according to the functionality required by the system

and are networked together to provide platforms for the cloud architecture. Therefore their software

functions and their collective network structure may vary, but their internal architecture does not.

The components of the cell are illustrated in figure 3.3 and described as follows:

• Genome - will differentiate to a particular software function, as required by the global network.

It will only process data of its function type, ignoring other messages. Once the data has been

processed it passes the output to the node, for distribution to other cells or the end user.

• Node - uses the publisher/subscribe communication pattern to pass messages between other

cells. There are two types of messages, data messages to be processed by the corresponding

function and organisational messages. Organisational messages involve broadcasting known

local node addresses, the current function types the cell can see, and requests for differentiation.

• RESTFul Application Programming Interface (API) - is exposed to the end-user/devices.

It is used to push data to be processed onto the MC platform and also to return results.
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3.4.1.1 Cell Functionality

The cell consists of a number of concurrently processing components. The different functionality of

the cell is described below.

Cell Inception - Upon creation the cell must communicate with its neighbours. If it is not the

first cell it will be given the address of its mother node upon start-up. This address is stored as its

closest node and will use it to request further information about the network. If it is the first cell it

will divide to provide further functionality as required. The cell receives ”DNA” from its mother cell

which defines the parameters of its life. This can include how many times it should divide, and the

range of applications (genes) it can execute. Figure 3.4 presents this process in a flow chart.

Node - Organism Functions - The node will listen from its peers for signals. If a message

contains data appropriate for its genome then it will be passed for processing. It forwards messages

to its vicinity according to the message hop count and current resilience requirements.

Node - API Functions - The node will listen for requests, and pass responses to, an external

client interfacing with the API. These will be processed and/or forwarded to other cells as appropriate.

Differentiation - involves activation or deactivation of software functions in order to provide

specialism for a particular purpose. Appropriate genes will be toggled which will enable the corre-

sponding functionality. The cell will then process requests for this functionality from the organism

as well as advertise capability when appropriate. The differentiation process will occur as the cell is

spawned, through a prompt from the MC organism or self-initiated according to an internal decision

made according to information about requirements and the state of the network.

Self-check Integrity Verification Periodically, or when prompted, the cell will perform a hash-

check on its internal genome to verify its integrity and will respond to challenges from adjacent nodes.

Failure indicates that the underlying code is subverted or corrupted. If this check fails then the node

will be cut off from the rest of the network or will self-destruct.

Self-reproduction Through an external prompt or internal decision the cell will self-reproduce,

generating a new version of its application and notify the new cell of its heritage with corresponding

DNA to establish communication.

3.4.2 Multi-Cellular Organism

The multi-cellular (MC) organism is an autonomic network with self-organising and self-healing prop-

erties. It is a composition of an arbitrary and dynamically determined number of atomic cells with

the purpose of executing numerous, scalable applications simultaneously and in a resilient manner.

Therefore it only consists of one architectural component, the cell, yet maintains the resilient service

delivery provision through collective self-organisation. Its functionality is discussed below.
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Figure 3.4: Cell Inception and Communication Loop. This flow chart illustrates the process by which

the mother cell self-reproduces. This child subscribes to it’s mother then loops, waiting for messages.

It will receive all messages but process only those relevant to it.
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3.4.2.1 Communication

Operating in a hostile, mobile and wireless environment requires a system to accommodate high-levels

of node churn. Due to this, the ability to maintain routing tables is deemed unsuitable, therefore

flooding is used to distribute messages. Subsequently this architectural model employs local-only

communication to mitigate network link contention. Each cell will receive messages from all other

cells it is subscribed to, however it will only process those messages which are related to its par-

ticular function, or any global messages. This flooding based communication will put excess strain

on communication links due to the increase in sent traffic. Therefore a number of operations must

be tuned to minimise this link contention whilst still enabling services to be delivered in a resilient

manner. For example, a cell may choose to propagate messages further to other cells that subscribe

to it, depending upon the platform characteristics and Time To Live (TTL) of the message. Cells

will also not make collective decisions, request information or respond to queries in order to reduce

communication. Instead, each cell will act in a local manner, using gossiping methods (Haas et al.

2006) to provide information to its local peers about the current environment and can then choose to

act accordingly.

To accomplish this, the communication functionality employs local only (juxtacrine), i.e. nodes

will only communicate with their immediate neighbours and therefore no medium or long range

communication, or routing, will occur. An example message could consist of the cell informing its

neighbours of its current state (e.g. genome function and availability) or data for applications.

Due to the constraints upon the networking features, the applications placed upon this system will

have less functionality. The state of each application will now be contained in the transmitted message,

which will allow it to be executed upon any node and thus permit a higher degree of dynamism in

the system, such that the loss of one node should not adversely affect any one application. The

consequence of this is providing less power and customisability to each end-user application. However

whilst this might seem less useful, such a constrained system would be more applicable to decentralised

cloud architectures. It has been shown that Fog and other edge architectures are more suited to the

use of SaaS/PaaS architectures due to the devices’ constrained nature (Dastjerdi & Buyya 2016)

(Vandebroek 2016).

3.4.2.2 Application Management

A service is an application composed of a number of different distinct software functions in a micro-

services like fashion. This division of distinct functionality relates to the concept of cellular differenti-

ation. The application data resides in the passing of messages and therefore no crucial data persists on

any cell. Figure 3.5 presents the message based application execution which has reduced functionality

when compared to the unconstrained architecture. As opposed to writing and executing a script or

application (e.g. in an interpretive language such as Python or Ruby) the user must now define the
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Figure 3.5: This diagram illustrates the constrained application execution. The application starts as

a tuple of data (D) and functionality F). The data is passed to the top function of the list which is

removed as the data is passed to the next cell. The current state of the application therefore resides

in the message.

data and function calls in a tuple, which will then be iterated upon until it reaches its final destination

and is sent back onto a network external from the MC.

The primary goal of the embryonic platform is to persistently deliver applications regardless of

threats to its operation. Micro services based paradigms partition applications according to distinct

functionality in a loosely coupled manner where an application is composed of a number of different

microservice functions (Thönes 2015). An application is argued to be successfully delivered if all

functions can communicate, permitting data to flow from start to finish. This may be quantified

as its connectedness, an application which is fully connected at any point in time such that the

next function is fully connected. An application which has temporarily lost connectivity is partially

connected. This requirement for connectedness drives the autonomic management of the system which

attempts to distribute the spread of functions in an optimal manner.

A service is delivered successfully if all required functionality of the application can be reached,

in the required order within the networking hop constraints. These constraints will be set accord-

ing to the network resilience requirements in order to reduce excessive communication due to the

flooding-routing. The purpose of the platform is to autonomously operate in a way which maximises

the connectivity between different applications according to the user’s requirements in the face of un-

derlying internal and external changes to the system. Due to the state of applications residing in the

messages and not the cells, the application management is markedly less complex and mostly consists

of optimising the distribution of function types across the network according to prompts from cells

and the user. The autonomic functionality to accomplish this is described below.

3.4.2.3 Self-organisation and Self-healing

In order to optimise the structure of the network to maximise the connectedness of functions execut-

ing upon genomes, the underlying platform self-organises in a decentralised manner. Self-healing of

the network occurs through cells dividing according to requests for applications, or through noticing

that capacity has been reduced. Through simply dividing and differentiating, cells refill capacity
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and therefore the overall system self-heals. This autonomic functionality is chosen over a centralised

organisation mechanism for resilience purposes. Through reducing any central point of failure the

application can continue to operate in the face of node subversion/destruction. However these de-

centralised mechanisms come at increased operating overhead and communication complexity. The

original protocol design (first defined in Appendix B Paper 2) proved to be too complex and posed

a number of security flaws. Therefore a minimalist approach was taken in an attempt to reduce the

amount of possible organisational functions, attack service and communication overhead. This drove

the architecture to be more suitable for the most resource constrained environments. The chosen tech-

nique leverages gossiping protocols, which in contrast to the original design which involved a number

of request and response communication functions, in the new design, cells will continuously gossip in

a localised manner about their current view of the network and opt to make their own decisions about

how to act.

Cells periodically broadcast their view of the network consisting of their current function and the

last time they saw functions local to them, in keep-alive packets. A cell will check the updates received

to determine if their particular function is over-represented. This could be due to local visibility,

extremely low update times or a more complex algorithm. If the cell determines that its current

function is over-represented it will differentiate to one deemed under-represented. For example, if a

cell were to see many neighbours processing cryptographic data they might differentiate to a function

for compressing data, after seeing corresponding requests being not-processed. Figure 3.6 presents an

example, where cell 1 broadcasts keep alives to its neighbours. After the first broadcast both cells

which have differentiated to function 3 will notice that another function 3 is being regularly updated.

After a random amount of time one or both of the cells will choose to differentiate to one that can’t be

seen in order to minimise the likelihood of updates not being seen and having both cells differentiate

to the same. This is a race condition as it is possible that both cells will differentiate causing 3 to no

longer be represented well. A number of factors will be put in place to mitigate this such as random

timeouts, verification of time between keep alives or more complex distributed verification algorithms.

User Interaction The previously discussed functionality which enables the architecture to self-

organise and self-heal is only relevant when considered within the context of user/node interaction

which provides SaaS functionality. This section illustrates the way in which the service requests from

a user, drive the autonomic aspects of the platform.

Figure 3.7 illustrates the entire autonomic processes of the platform via interaction from the end-

user. A user (person or device) will submit their application and data to the API of any cell. The

cell will then check its latest information about the network state (achieved through gossiping). If the

full capacity to process each function within the application does not exist or the delay is too long,

the cell will request it’s neighbour cells to differentiate, divide, or divide itself if none are able to.

Once enough functionality is available to process the application, the user will begin transferring the
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Figure 3.6: This diagram illustrates to time steps in the platform showing the keep alive being

broadcast by cell 1 to its surrounding neighbours. In the first instance one or more cells differentiated

to function 3 will notice that there is another cell in the vicinity at which point they will differentiate

to an under represented function in the next instance.

first message which will be subsequently propagated through the network until its processing has been

completed. This enables the platform to scale up to process data as needed. After a predetermined

time of no data processing, cells may self-destruct according to a predefined timeout. This can assist

in freeing up resource capacity for later divisions.

3.5 Use-Cases

This section will discuss a number of real-world use-cases deemed suitable for the architecture. Specif-

ically these are cases where constrained devices, require low latency cloud like data processing in a

resilient manner. Most of which may suffer from partial link failures due to mobility or total failure

due to node subversion or destruction.

A number of use-cases are highlighted within the application of IIoT where a large number of

nodes collect data on the edge (Aazam et al. 2018). Mining (Singh et al. 2018), transportation,

crime (Neto et al. 2018) and agriculture (Heble et al. 2018) are examples where IoT systems may

operate in environments with dynamic and non-deterministic environmental conditions in addition to

device mobility. The next few subsections present some fictional scenarios which have been based on

a number of these use-cases. These scenarios are discussed whilst illustrating the application of the

proposed embyronic architecture to illustrate its benefit over alternative solutions.
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Figure 3.7: The architecture inspired by animal embryonic development, composed of Multi-Cellular

Platforms (MC). It provides resilient service delivery in hostile environments through leveraging the

concepts of self-healing, cell division and differentiation.

3.5.1 Smart Transport with VANETS

Vehicle Area Networks (VANETs) are an emerging concept which will become more commonplace

with the rise of autonomous vehicles. Cooperative driving between smart vehicles, optimised traffic

management and emergency response will be enabled through the sharing of information concerning

threats, location of vehicles and other actors, and environmental conditions etc. The highly mobile

nature of the nodes, delay intolerant nature of the data processing and safety critical nature of the

applications are only some problems which VANETs must overcome. As with the work by Pereira

et al. (2019), VANETs which leverage a fog architecture consist of On Board Units (OBUs) which

provide data processing on the vehicle, Road Side Units (RSUs) which provide data processing at the

base station, and the back-end cloud platform which provides enhanced data processing and storage

capabilities. Figure 3.8 illustrates this architectural model with the MC nodes overlayed.

The MC platform can provide a variety of low-latency data processing tasks to enable vehicles to

communicate with each other without having to reach the cloud. As node mobility inevitably causes

partial-failures, the self-healing aspects of the platform will enable data processing to continue.

3.5.1.1 Potential Application - Cooperative Vehicle Telemetry

VANETS may support autonomous vehicles in the future by permitting them to collaborate through

the sharing of information. This might, for example, include the awareness of possible incidents such
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Figure 3.8: Multicellular architecture leveraged as a SaaS platform for smart transport and VANETS.

At the device, the platform provides resilient, distributed data processing to enable co-operative

driving amongst mobile device. As data moves towards the cloud it can be pre-processed to optimise

resource consumption where it will finally reach the cloud in order to provide full features analytics

and control.

as collisions or bad weather conditions. It might also involve the sharing of real time traffic information

to mitigate congestion or simply to process and send this important data to the cloud to be processed

to provide benefit to all. This use-case presents such a scenario, where critical car telemetry data

needs to be processed and sent to the cloud in a resilient manner, which is described below.

As the car is conducting its journey from point A to point B, data is periodically forwarded to the

cloud about it’s current location, speed, known environmental conditions (e.g. the state of the road

and weather) and any other important environmental information. This information is important for

legal and insurance purposes so must be processed correctly following strict data-provenance methods.

During a routine trip the vehicle periodically moves in and out of range of nearby RSUs so data

is collaboratively processed between nearby vehicles. A collision occurs between two vehicles whereby

both vehicles are no longer able to process or send data. The speed of the collisions ensures that

the most recent data was not processed but fortunately it had been pushed to other cells on external

devices and continues its journey to the cloud. Figure 3.9 illustrates this scenario.

Without the multi-cellular network the data would struggle to reach the cloud or it would only be

half processed, the collaborative nature of the data processing ensures this. Additionally, redundant

messages and links increase the likelihood of the data arriving despite the loss of link to the back

end cloud and through the originating system’s destruction. In this case the data will provide crucial

evidence for crash investigation in addition to warnings for local vehicles.
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Figure 3.9: A use case illustrating resilient and collaborative data processing

3.5.2 Adversarial Warfare

Military applications for information processing are seeing increased deployment in order to provide

an advantage over the enemy. Application types are many which include secure communication,

ordinance targeting, remote system commands or even cooperative unmanned vehicle coordination

(Tortonesi et al. 2012). Consequently, transmitting nodes may be jammed or destroyed in order

to disrupt supporting operations (Amin et al. 2015). Aerial vehicles can be used to provide bridging

between distant terrestrial nodes, although link failure can be induced by device mobility and external

attack. Therefore communication between terrestrial nodes may be frequently disrupted.

This scenario therefore consists of an environment in which node failure is an almost certainty

and data processing requirements are critical. Therefore there is a very high resilience requirement.

Traditional mitigation techniques focus upon disruption tolerant networking approaches. In this

instance the MC architecture intends to provide persistent service delivery despite conditions of the

underlying infrastructure.

3.5.2.1 Potential Application - Secure and Resilient Communications

In this scenario, the MC architecture is distributed across all nodes in the battlefield. The application

used is a simple one, consisting of a destination identifier (a cryptographic hash) and a communication
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Figure 3.10: Example MC Architecture in an adversarial environment.
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payload. As the message is pushed from node to node it is authenticated to further enhance the

security of the message. Messages that cannot be authenticated will be dropped in order to prevent

misinformation from the adversary. Aerial support units both leverage the platform for communication

and data processing whilst additionally providing redundancy for communication links.

Figure 3.10 illustrates such a scenario where the blue team have deployed MC nodes across all

available architecture. The soldiers on the left and right can communicate in a resilient manner using

the MC architecture as their destruction or disruption does not prevent the data from continuing to

be transmitted. If a node is to be destroyed, the initial payload can still be processed on future nodes.

Finally, constrained nodes (such as the mobile units) can leverage the richer processing of stationary

nodes to provide enhanced data processing in a cloud-offloading manner.

3.5.3 Industrial IoT in hostile environments

There are numerous cases discussed previously where the application of IoT to industrial environments

results in these technologies being deployed in hostile conditions. Similarly to warfare situations,

networks of nodes operating in these environments will likely have an adversary which results in the

destruction of nodes or communication links between them. However in these instances that adversary

is more often than not weather phenomena, although the potential for human-driven attack still exists.

The disruption may be predictable, permitting the system to adapt to provide higher resilience in times

of need.

The requirements for these environments may vary although the likelihood of data collection and

decision making to perform some actuation is high. Additionally the potential for financial loss due

to the result of incorrect information causing the mismanagement of industrial machinery is also high.

Therefore resilient, autonomous, and accurate data processing is required.

3.5.3.1 Potential Application - Robotic Marine Data Processing

In this scenario, a network of autonomous sensors and robots are operating in a remote marine

location. Their goal is to collect data concerning a variety of environmental parameters including

the local weather, the chemical consistency of the water and the known quantity of some marine life.

The nodes are constrained to minimise power usage and widely dispersed to create an accurate data

sample of a wide area. These combinations of characteristics, combined with the hazardous weather,

variable power and node mobility ensures that link failures are frequent.

The MC architecture is therefore deployed across all nodes in the environment. In this instance,

environment data is sensed, then data processing consists of a number of steps which culminates

in a validation of the data before a collective decision is made by all MC nodes. As with previous

scenarios, once transmitted the data can still be processed through the iterative functions of the

application despite link or node failure. Redundancy in processing will enhance the ability of the
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Figure 3.11: Example MC Architecture in an industrial IoT hostile environment

system to successfully process the application. Finally the distributed data processing will allow

resource constrained nodes to perform complex calculations in a timely manner which might otherwise

not be possible. Figure 3.11 illustrates this scenario.

3.6 Summary

This chapter has presented a conceptual model for a resilient decentralised cloud architecture inspired

by animal embryonic development. A review of embyrogensis characteristics gave way to a mapping

between decentralised cloud resilience requirements and this features. The purpose is to determine if

a cloud platform could be developed in it’s likeness, enabling cloud functionality and also maintain

a high-level of resilience using these embryonic development characteristics. A model was developed

which employed cellular signalling methods and reduced networking communication to a flooding-

based local-only communication. As routing-based methods were unsuitable due to the potential for

high levels of node churn. The chapter ended with some suitable use-cases.
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Cellular Automata Embryonic

Simulation

4.1 Introduction

In the previous chapter, an architectural model based upon embryonic development was presented for

a decentralised cloud service. The architecture was designed to provide cloud computing functionality

yet in a manner which has greater resilience than its traditional form. It was proposed to investigate

the embryogensis-derived model’s ability to provide resilience at the decentralised cloud layer. Driven

by the concept of emergent, self-organising behaviour as a result of local communication, this model

removes the need to maintain routing tables or traffic by employing flooding based routing and tactical

node placement.

In order to understand more about the resilience characteristics of this embryonic cloud model, a

Cellular Automata (CA) based simulation will examine its ability to maintain network connectivity

under varying environmental and application conditions. The results of this stage provide quanti-

tative data which supports whether or not a cloud architecture modelled on embyronics can deliver

applications resiliently. Successful delivery within hostile environments will provide support for this

model being deployed to provide cloud services in domains which currently are unsuitable.

This study starts by defining the CA model and linking it to the previously defined embryonic

architecture. The model is implemented in Python. It was then validated using a number of means

such as graphical validation, extreme conditions and internal validity. Batches of tests were then

conducted in an empirically sound manner to derive a dataset of 10 lots of each possible configuration

permutations resulting in 27000 different test runs. These are described in further detail later in

this chapter. This enables insight to determine the constraints of applications processing upon this

architecture. A quantitative analysis of this dataset then provides insight into this question. Finally,
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the results of this analysis drive further considerations for a proof-of-concept implementation.

4.2 Cellular Automata Model Simulation Description

This section describes the Cellular Automata (CA) based model for the embryonic architecture in-

cluding the independent and dependent variables with motivations for their use. CA are discrete

models of dynamical and complex systems. They are employed for modelling and simulating a variety

of discrete scenarios of complex systems. Within this simulation a stochastic CA is employed, due

to having varying factors, such as the decision to spawn, the function, to spawn and the simulated

FR being dependent upon a random distribution. These stochastic CA are sometimes referred to as

Probabilistic Cellular Automata(PCA) (Kephart & Chess 2003). When appending service character-

istics and algorithms for service self-organisation, these can be suitable for simulation of the previously

defined embryonic decentralised cloud model.

4.3 Cellular Automata Model Simulation Description

4.3.1 Definitions

The following definitions should be considered within the context of this model.

• Cell - representing a node within the network and the cell in the cellular automata. It also

represents the biological cell within the model. It differentiates to a particular software function

and will execute code of that function. Or it will be dead (state 0)

• Function - A logical software function e.g. cryptographic functions, web service

• Application - Composed of multiple functions to provide a specific service. An application’s

functions must be able to reach each other in a consecutive manner.

• Update Function - Probabilistic function which determines the state of each cell within the

simulation. Executed upon each cell. Updated asynchronously and randomly to account for

similarities to real world networking.

• Multi-Cellular Organism (MC) - a collection of multiple cells which allows 1 or more appli-

cations to be executed via functions distributed across the cells.

• Connectedness - the quantity of fully connected applications. I.e. those where all functions

can be reached consecutively in order to fully process the data.
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Figure 4.1: Connected0 and Connected1 modelled as von-neumann neighbourhoods r=1 and r=2

respectfully. The red squares indicate the nodes in the central squares neighbourhood, the nodes

which will receive communications.

4.3.2 Variables

The purpose of the simulation is to understand more about the constrained model’s ability to resiliently

deliver services. The external or internal changes to the system will be represented by the failure of

nodes, according to a given stochastic variable. Whilst the resilience of the system will be measured

through the number of services that are fully connected at any step within the simulation. This

therefore will illustrate to what degree the network is still able to deliver its service under varying

changes.

The following dependent variables (connectedness values) will be used to measure this resilience.

• Connected0 - % of fully connected services with 0 networking hops allowed

• Connected1 - % of fully connected services with 1 networking hop allowed

Neighbourhoods are von-neumann, where r=1 is a neighbourhood size of 5 inclusive of the central

cell and r=2 is a neighbourhood size of 13, inclusive of the central cell. Connected0 and connected1

networks are von-neumann neighbourhood sizes of r=1 and r=2 respectfully (figure 4.1). Von-neumann

neighbourhoods were chosen over larger neighbourhood sizes, such as moore neighbourhoods, as it is

essential to reduce the number of communications being broadcast to nodes due to the flooding routing

present in the network.

Figure 4.2 illustrates a network which is successfully connected with 0 hops allowed. Whilst

figure 4.3 illustrates two possibilities. The 1st red node on the left is not fully connected in 0 or 1 hop

networking, whilst the network on the right is fully connected with 1 hop networking allowed.

Connectedness is calculated as follows: at each step in the simulation, all starting nodes are checked

to see if they can reach the next consecutive function. This process continues until the next consecutive
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Figure 4.2: An example of a fully connected network. The arrows indicate the connection flow between

nodes.

function cannot be found (i.e. no function 4 can be found after function 3), or if the final function

(i.e. function 5 in a list of 5 functions) is found creating a fully connected application. The quantity

of fully connected networks is then recorded for that step in the simulation. Figure 4.4 illustrates two

sub networks in a test network. One where the starting node can create a fully connected network

and the other where it cannot.

The following application related independent variables are used within the simulation to under-

stand more about the self-healing characteristics:

• Spawn Rate (SR) - % chance a node will grow another cell

• Failure Rate (FR) - % chance a node will fail

• Quantity of Functions (Q) - the variety of different function types

• Neighbourhood Size (N) - quantity of adjacent nodes to each cell.

The following independent variables are employed to understand more about the complexity char-

acteristics of the system and their effect upon the resilience of the network.

• Starting Location - the starting location of the MC in the grid. e.g. central, top-left, bottom-

left etc.

• Neighbour Start Size - the initial size of the neighbourhood.

The initial cell update function is shown in Algorithm 1, as follows: firstly a random variable will

decree (according to a pre-set probability of failure) if the node fails. If not the node checks its local
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Figure 4.3: A network is connected if all nodes can communicate in consecutive order, otherwise it is

unconnected. The left red node is an example of an unconnected network as it is not able to reach

the next node (blue) in 0 or 1 hops. The red node on the right is a fully connected network with 1

hop allowed as it can reach its second node (blue) through communicating via the green node.

Figure 4.4: The nodes in the red box are examples of a network which is not fully connected within

the connected0 tests. The two starting nodes (node 1) can reach a single node 3 using local only

communication (i.e. via a node 2) but not to the final required function (node 5). In contrast the

networking with a starting node highlighted in the green box can reach up to node 5.
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neighbourhood. If a node is found to contain the same function as the current node, then the current

node will differentiate according to an under-represented function.

Algorithm 1: Cell Update - No differentiation Optimisation

Data: NeighbourhoodState, CellState, Functions

Result: CellState, DivideCellState

Check Neighbourhood States;

if Cell is alive then

if Cell does not die then

if CellState is in NeighbourhoodState and N > 4 then

CellState = random from Functions not in NeighbourhoodState;

end

if Cell should divide then

Check Functions in NeighbourhoodState;

for Function in Functions do

if Function not in NeighbourhoodState then

DivideCellState = Function;

else

DivideCellState = random from Functions;

end

end

Divide with DivideCellState;

end

else

CellState = dead;

end

end

4.4 Simulation Model

This section presents the simulation of the CA-based model presented in the previous section. Includ-

ing implementation characteristics, validation and results. The model was implemented in the Python

scripting language using test driven development and executed on an i5 Linux system with 4GB of

RAM. The grid of cells was represented as a 2D array, where the state of each cell is in the range 0

to function quantity.
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Parameter Description Value

Time Steps The quantity of discrete increments per test, chosen

through experimentation

500

Grid Size Discrete area of the simulation test. Chosen in line with

similar applications and to constrain test sizes for later

processing.

10x10

Nodes Total number of possible network nodes in each test. 100

Independent Variables The number of variables which are varied. Chosen

through analysis of the embyronic model characteristics.

5

Test Runs Number of test runs per each variable. Chosen as a mid-

dle ground between empirical consistency and experiment

run time.

10

Total runs Total number of tests which were executed 27000

Table 4.1: Simulation Parameters

4.4.1 Validation

The simulation model was validated through a number of different yet complimentary means.

4.4.1.1 Graphical Validation

The two graphical representations were used to validate the model simulation. The independent vari-

ables related to resilience could be adjusted prior to the simulation. The interface would then permit

stepping through the simulation (up to the maximum 500 time steps). The graphical representations

(figures 4.5 and 4.6) would then enable stepping through varying configurations. This was used to ex-

amine the system operating under varying levels of strain. For example, operating under a maximum

SR and zero FR allowed easily validation that the software was representing the model correctly, as

these two scenarios are easily verifiable. Conversely, using a high FR and low SR caused the system

to be completely inactive. Both of these cases illustrate validation of the model through extreme

condition testing.

A time series graph will display the quantity of node types at each point at the end of the simulation.

For example figure 4.7 indicates a low stress network where there is minimal change in the environment

(low node failures) whereas figure 4.8 indicates a network with a high degree of failures. The failed

nodes (dashed line) at some points increase drastically. The self-healing ability of the system can

clearly be seen through its ability to maintain an even distribution of function types and return to a

nominal baseline despite this. This can be seen through the cyclic peaks. The peak representing active

nodes will fall as they fail, but rise again once the system has self-healed through self-replication.

Interestingly the cyclic nature of these graphs illustrate an elementary method of determining the
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Figure 4.5: GTK GUI which permits experimentation in a graphical manner. The coloured nodes

allow ease when examining the function of the networks.

Figure 4.6: ASCII Graphical interface. The grid is composed of a number of cells which can be in

states 0 to the number of functions. A fully connected network is one in which the functions can be

reached consecutively.
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Figure 4.7: An example test run of a Low Stress Network where time(t) is a discrete time step. This

test was not included in the data set and was run as an example for only 200 steps. Each line indicates

quantity of functions at each point in time where blue is failed or inactive cells. The low variability

illustrates the stability of the network.

state of the system. Known from complexity theory, a system will iterate through different states or

attractors. In these examples, the first part of the simulation shows the network converging into a

relatively baseline state. Note that at these higher FRs the majority of tests do not get to this stage

and fail. Once the converged state is reached the system will cycle between performing and degraded

performance as illustrated by the increase and decrease in cells. These stages, and the transitions

between them, will prove useful when deriving a method for measuring resilience later in this work.

4.4.1.2 Extreme Condition Validation

Within the empirical experimentation dataset (presented in the next section) unstressed networks

(0 FR) were tested. Verification occurred by examining only those tests where the FR == 0 and

SR == 1, with the means of each quantity of function being approximately Grid size / Function

quantity. Table 4.2 presents these values. Which illustrates that in a non hostile environment where

the software is aggressively reproducing, the random selection algorithm evenly distributes the function

types. However as there is no cell destruction this network will converge to a solution with minimal

dynamism and informs very little about the selection process’ effect upon resilience.

Page 68



Chapter 4. Cellular Automata Embryonic Simulation

Figure 4.8: A validation run for 200 steps for 1 function where FR = 0.4 and 0.45. The periodic

cycling between high-levels of nodes is an elementary representation of the system states. With high

numbers of cells it is resilient, with low numbers of cells it is not resilient. Moving from high to low

failed nodes illustrates the networks ability to heal after losing nodes.
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Variables Functions NeighbourhoodStart Connected0 Connected1

Connected0 -0.954 -0.049 1.000 1.000

Connected1 -0.896 0.096 1.000 1.000

Quantity of Node 0 0.012 -0.523 0.003 -0.086

Quantity of Node 1 -0.977 0.032 0.920 0.864

Quantity of Node 2 -0.125 -0.024 0.166 0.25

Quantity of Node 3 0.419 0.010 -0.350 -0.288

Quantity of Node 4 0.713 0.000 1 -0.697 -0.649

Quantity of Node 5 0.786 -0.006 -0.760 -0.737

Quantity of Node 6 0.651 -0.004 -0.642 -0.654

Table 4.2: Correlation Coefficients for validation via an extreme condition. FR == 0 & Spawnrate

== 1

4.4.1.3 Internal Validity

The empirical experimentation consisted of 27000 simulation tests. These consisted of 10 runs of

all independent variable permutations. The averages were then taken and due to the low variability

and large amount of consistency (presented in the next section), these results seek to validate the

simulation model.

4.4.2 Results and Analysis

The purpose of the simulation was to verify that the constrained system with no real routing could

remain resilient i.e. continue to deliver services under varying network changes. As the services

(applications) will successfully execute when all functions of each application are fully connected,

the goal is to examine the quantity of connected applications at each time step. This connectedness

of each network is then compared against the independent variables (application and complexity

characteristics) mentioned in the previous section.

4.4.2.1 Stochastic Model of Best-Case Function Distribution

Prior to the CA results, this section presents a theoretical analysis to examine the effect of cell

distribution on the connectedness of the applications where functions are evenly distributed. This

provides a baseline ideal result with which to compare the CA results.

In an ideal situation where the cells would differentiate in a manner which left the functions evenly

distributed the following applies. If q <= 4 then there is > 100% chance of a neighbour node being

in a required state. As q increases, this value decays at an exponential rate (figure 4.9). Therefore

in a less than ideal situation where nodes will fail and there is a chance that one or more cells are

non-functional then this will decrease further by the FR. Figure 4.10 illustrates the probability for
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Figure 4.9: This graph illustrates the probability of finding the next node for neighbourhood sizes of

5 and 13. The decline indicates that connection issues relating to function quantity can be mitigated

through increasing the neighbourhood size.

finding a next node where q = 5 and q = 6. Whilst figure 4.11 illustrates this with FRs included. The

central node in all diagrams must reach the next function (consecutively numbered node) in order for

the application to remain connected and execute.

A primary method of optimisation is therefore the ability to differentiate in a way which causes

the needed functions to be located in the next hop, particularly where q > n. Following on from the

previous example where all function types are evenly distributed across the map through intelligent

differentiation. The following section presents a model that assumes this scenario.
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Figure 4.10: Illustrated probability of finding the next cell where r=0 and q=5 or q=6. The numbers

on the nodes indicate the function type. The central node must reach the next consecutively numbered

node in order for the application to connect. In the diagram on the left, n=q, so the probability of

finding that node is 1. Where 2 can be seen adjacent to to the central node. However in the diagram

on the right, as q > n there is only an 80% chance of the next node being adjacent. In this diagram

the next node cannot be found.

Figure 4.11: Illustrated probability of finding the next cell where r=0 and q=5 or q=6. The numbers

on the nodes indicate the function type. The central node must reach the next consecutively numbered

node in order for the application to connect. In both the left and right diagrams, the central node is

not able to find the next consecutive node as failures have decreased the probability.
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Figure 4.12: Illustrated probability of finding the next cell where r=1 and and q=7 or q=13. The

inner layer of nodes (red) illustrate the first hop in the neighbourhood whilst the outer layer (blue)

illustrates the next hop. All nodes can be reached by the central node. In the digram on the left, the

next consecutive node can be reached as q < n. However in the digram on the right q > n, decreasing

the probability of finding the correct node, causing the next consecutive node to not be found.
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Figure 4.13: This diagram illustrates an example probability tree used to calculate the connectedness of a service where F=0.1, Q=5 and N=4. Only a number

of examples are given due to the real scale of the tree being unsuitable for diagrammatic scale. Following the left most branch at all times will give the

probability of finding all 5 functions with 0 failures. Highlighted in orange with the formula at the bottom of the diagram.
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For values of N neighbourhood size, Q quantity of functions and F FR, the model will determine

the probability of finding a fully connected application through the sum of all possible fully connected

outcomes. Using a probability tree, the product of the probabilities of all occurrences where an

application will remain fully connected (i.e. communication from the 1st node can reach the last) will

determine the applications connectedness under varying scenario characteristics. The probability tree

can be divided into distinct stages denoting whether the next function has been found.

At each stage of the tree there is the possibility between 0-N nodes will fail. As the only interesting

results are those where a node finds the next function, the only branches in the tree followed are those

with 1 or more active nodes. Figure 4.13 illustrates an example walk through. At each stage, all

probabilities of node failures (excluding where all fail) are calculated. Each one is then multiplied by

the probability of finding the next cell as discussed previously (n/q). Each one of these results spawns

N new branches and the process is iterated Q− 1 times. The results of the final stage are multiplied

together to determine the overall probability.

To calculate this model the following formula can be used. Firstly we sum the probabilities of all

nodes not failing (formula 4.1).

p(notfail) = 1− (

N∑
n=1

(fn)/Q (4.1)

Then we determine the probability of the next node being found (formula 4.2).

p(notfail) ∗ (N/Q) (4.2)

This branches the tree and keeps iterating N − 1 times where the resulting probabilities at N are

multiplied. Next, all the possibilities where nodes have failed 1 to (N −1) and the next node is found.

As before the results where the next node is found iterate N−1 times where the results are multiplied

(formula 4.3).

N∏
n=1

(Fn) ∗ ((N − n)/Q) (4.3)

In order to examine the results, a recursive function was written in Python to iterate through

all paths of the tree and determine the product of the probabilities. Figures 4.14 and 4.15 show the

results of simulations of connected0 and connected1 simulations.
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Figure 4.14: Results of the model comparing different FRs, simulating average connectedness of

networks with 0 hop communication allowed where functions are evenly distributed.

Figure 4.15: Results of the model comparing different FRs, simulating average connectedness of

networks with 1 hop communication allowed where functions are evenly distributed.

The results of the connected0 model (figure 4.14) clearly illustrates the problem concerning the

reduction in probability of finding the next required function due to the neighbourhood size. This

is shown in the steep drop at 6 service size. Whilst the results of the connected1 tests (figure 4.15)

illustrate how this problem is mitigated greatly through increasing the neighbourhood size and search

space.
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Figure 4.16: Results of average connectedness of applications with 0 hop communication allowed.

4.4.2.2 CA Results

The groups of tests examined in this section are simulated for a MC under stress, where FR > 0. We

are seeking to determine how well the applications can still communicate using local only-interaction

when under varying levels of network stress (FR) and application complexity (function types 2-6).

Variables such as spawnrate and the cell differentiation process were examined in order to optimise

the performance of the MC.

4.4.2.3 SpawnRate

During an initial analysis, it was shown that through aggressive spawning a performance improvement

could be made. Conversely, reducing the spawnrate always caused negative performance. Figures 4.16

and 4.17 show the connected0 tests where SR == All and SR == 1, respectfully. The smoother

declines indicates that this small optimisation can increase the ability for the applications to be

connected, where higher FRs benefit more over lower FRs. This is due to the aggressive spawning

increasing the likelihood of nodes filling gaps where previous nodes had failed (state 0) i.e there is a

greater number of functional nodes and a reduced number of failed nodes. At lower FRs this has less

of an effect due to lower quantity of failed nodes.
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Figure 4.17: Results of average connectedness of applications with 0 hop communication allowed where

spawnrate==1

4.4.2.4 Cell Update Function

Another method of performance optimisation made within the CA is the update function, which may

choose to differentiate cells in order to optimise the MC. Therefore this section presents the results

of 2 different groups of tests, each with 2 additional update functions. The update functions are as

follows:

• No Differentiation Optimisation (NoDif) - Cells do not attempt to optimise the distribu-

tion of cells except to remove redundancy. The cell firstly examines the states of all adjacent

cells. If its state is the same as an adjacent cell and the quantity of functions is greater than

the neighbourhood size, it will attempt to differentiate to to an unseen state. The cell will still

divide to a random function when there is adjacent space (Algorithm 1).

• Differentiation upon duplication (Dif1) - If the cell shares the same function type as a

neighbour cell, it will differentiate to a function which is not represented (Algorithm 2).

• Differentiate according to weighting (Dif2) - As above the cell first examines the adjacent

node states and determines the least represented functions out of the global set of functions.

It will then differentiate to the least represented function or if there are many of the same

weighting, a random function from this subset (Algorithm 3).
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Algorithm 2: Cell Update - Differentiation upon Duplication

Data: NeighbourhoodState, CellState, Functions

Result: CellState, DivideCellState

Check Neighbourhood States;

if Cell is alive then

if Cell should not die then

if Cell should divide then

Check Functions in NeighbourhoodState;

for Function in Functions do

if Function not in NeighbourhoodState then

DivideCellState is Function;

else

DivideCellState is random from Functions

end

end

Divide with DivideCellState;

end

else

CellState is dead;

end

end
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Algorithm 3: Cell Update - Weighted Differentiation

Data: NeighbourhoodState, CellState, Functions

Result: CellState, DivideCellState

Check Neighbourhood States;

if Cell is alive then

if Cell does not die then

for Function in Functions do

Count Function in NeighbourhoodState;

end

minFunctions = Calculate min(Function in NeighbourhoodSate);

CellState = random(minFunctions)

if Cell should divide then

Check Functions in NeighbourhoodState;

for Function in Functions do

if Function not in NeighbourhoodState then

DivideCellState = Function;

else

DivideCellState = random from Functions;

end

end

Divide with DivideCellState;

end

else

CellState = dead;

end

end
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Figure 4.18: Average connectedness comparing differentiation methods for connected0 tests
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Figure 4.18 presents the results of network connectedness for the connected0 tests. A clear trend

can be seen that as the quantity of functions increases the ability for the applications to remain

connected decreases. This is caused by the complexity of the application ensuring the likelihood of one

function being adjacent to another to reduce. In the currently measured von-neumann neighbourhood

where r=1, a cell will be able to communicate with 4 other cells. Therefore if Q > 4 the chance of

finding the next node is < 100. This explains the considerable performance drop at functions 4 or

greater. Regarding the difference between NoDif, Dif1 and Dif2, the trend illustrates dif2 providing

increased connectivity over NoDif and Dif1 where Q >= N . This performance increase appears to be

strong at medium FR of 0.2 and 0.3 but less favourable at 0.4. This evidences that attempting to

optimise the distribution of cells does increase performance but only to a certain FR.

Figure 4.19 presents the results of network connectedness for the connected1 tests. The same

trend can be seen as in connected0, however this time the decay is slower and the decline is a lot

smoother, there are no sudden jumps (such as when Q > N). This would suggest that the issue of

reduced probability is mitigated as the size of the search space is now increased. If it is assumed that

the self-organisation of the MC will force differentiation of under-represented cells within the same

time scale as the communication to next node, then the search space at each step will be N ∗N , else

it will be N ∗ (N − 1). A considerable increase over simply N . The function distribution algorithm

dif2 follows a similar performance improvement trend as with connected0 and therefore highlights the

efficacy of this approach. As with the connected0 tests, high FRs and tests where Q > N still have

poor performance.
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Figure 4.19: Average connectedness comparing differentiation methods for connected1 tests
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Figure 4.20: 50 test runs with FR == 0.3, functions 3 and Neighbourhood startsize 1. Showing just

under 50% of tests were successful whilst the rest were unsuccessful.

4.4.2.5 Organism Start Size and Location

Starting location was examined for its relationship to complex systems, in case it had an effect upon

the resilience of the MC. However due to a correlation of < 0.009 it was determined to have no effect.

A characteristic of the MC which is internally adjustable and is also concerned with complex

systems is its starting size, i.e. the number of starting cells. Test groups were run with starting cells

of 1, 5 and 9. For all tests, as start size increases, as does the connectedness, which is an intuitive

finding. At high FRs, this can be quite a considerable performance increase of 50%, where Q < N .

Figures 4.20 and 4.21 show the distribution of tests which ended up with either an early failure or

successfully survived, with the corresponding connectedness. In figure 4.20, the results for a starting

MC of 1 show that a greater number of tests would fail than succeed. However figure 4.21 shows the

same distribution but for a starting neighbourhood of 9 where only a small number of tests failed.

This illustrates the effect of starting size upon success.

These graphs highlight some interesting aspects relating to the efficacy of different intelligent

dynamic differentiation algorithms. At the higher start sizes the algorithms appear to be almost on

par. However where start size == 1, the results don’t fit a clear trend. Closer examination of these

groups of tests indicates something interesting. That the test results were polarised where they either

tend to be highly connected, ( > 0.9%) or not at all which explains the poor performance where

FR = 0.3 in Dif1. This is a trend that is persistent throughout the tests where those that did not fail

had consistent connectedness where the performance improvement could be gained by increasing the

start size.

Examining this at the highest FR of 0.4 illustrates still good performance, however this only holds

true where N > 4. This strongly illustrates that the initial stages of an MC are vital to its ongoing

survival.
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3

Figure 4.21: 50 test runs with FR 0.3, functions 3 and Neighbourhood startsize 9. Where the majority

of tests were highly successful.

4.5 Discussion

This section presents a discussion of the results provided in the previous section. The results of all tests

have indicated a number of points concerning factors which affect the connectedness of applications,

within the embryonic model. All of which highlight methods to optimise the resilience of the MC

dependent upon its characteristics. The independent factors (those variables which can be internally

adjustable by the MC) are: the application complexity (quantity of functions per application), the

level of division aggressiveness, starting MC size and the algorithm to determine differentiation. All

of which are discussed in further detail below.

4.5.1 Application Complexity

The quantity of functions within an application undoubtedly has a direct effect upon its connectedness.

This is by the inherent nature of needing to connect more cells within an application, leaving more

points for failure. However, dividing application functionality is a prime characteristic of the MC

architecture and a requirement of resilience, in order to distribute risk. Therefore any technique which

increases connectivity under increased application complexity is a positive benefit to the resilience of

the embryonic architecture. A clear point is that adjusting the complexity of an application can enable

it to survive during periods of particular stress although at an obvious reduction of functionality. For

example, functionality could be aggregated or divided as appropriate. This can pave the way for

networking algorithms that downgrade according to perceived performance.

If it is not feasible to manage complexity through reduction of functionality, applications could

be divided into sub sections or ”organs” following the biological model. This would cause the overall

likelihood of the application to still execute successfully albeit with a largely increased resource usage.
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Figure 4.22: On the left is the original model where all messages are passed between cells indiscrim-

inately. The complexity of the applications (the larger number of functions) causes the probability

of finding the next function needed low. The model on the right attempts to mitigate this through

grouping the functions into sub-applications, where messages will be passed between sub functions.

Whilst the application complexity would be reduced, communication protocols and network man-

agement complexity would increase due to the additional network overlay. Therefore finding an

appropriate balance would be necessary.

4.5.2 Aggressive Spawning

In the previous experiments it was quickly determined that given the option, dividing to create a new

cell increased the connectedness within the MC. The performance increase was considerable at higher

FRs but also decreased proportionally to application complexity. This is intuitive as a greater number

of cells permits a higher chance of finding the next required function. This is directly through the

required function being adjacent to the cell and indirectly through enhanced communication. However,

during practical testing, the time period for spawning will need to be determined appropriately so as

to not delay execution of other components with the cell, e.g. function execution.

4.5.3 Complex System Characteristics

Two characteristics of complex systems were also investigated for their effect upon connectedness, the

cell’s initial starting size and location. The start location showed little benefit as varying it made

no difference to the connectedness results with a almost zero correlation. However the starting size
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correlated with an increase in connectedness, particularly at higher FRs. The reason for this is the

same as the aggressive spawning point previously mentioned. This is a strong finding considering

this could give networks starting in highly hostile conditions an increased chance of survival. As it

was noted that networks either survived entirely or failed early on, this highlighted the necessity for

ensuring strong survival in early stages, where increased MC start size is a strong enabling factor.

4.5.4 Increasing Search Space

Throughout all the results, a clear improvement can be seen with the connected1 tests over the

connected0. As explained previously, this is due to increasing the potential search space through the

increased neighbourhood size, which can also be understood as von-neumann networks where r=1

and r=2, respectfully. If the quantity of functions is greater than the neighbourhood size (which is

decreased further by the FR) then the probability of connectedness decreases and therefore increasing

this search space can mitigate this issue and thus improve the connectedness of the service. However

due to the application of flooding based routing, larger sized neighbourhoods will have a detrimental

effect upon MC performance. Through permitting 1 hop communication, the search space can be

considerably increased and thus the likelihood of remaining connected increases. Optimisations will

need be determined once more is known about the effect of communication upon the MC in later

stages of the research.

Therefore, we can deduce from the previous analysis that the relationship between the neighbour-

hood size and function quantity (application complexity) has a direct effect upon the connectedness

of that application. The probabilistic model presented in section 4.1 indicates that during a best case

scenario, the most optimal selection for function quantity is any which is less than the neighbourhood

size. This can be explained as follows:

If Q > N then the chance of the application to remaining connected is < 100%, which reduces

considerably with larger service sizes. Therefore increasing the neighbourhood size, and in particular

ensuring it is larger than the application size including FR, such that is N > Q or N > (Q ∗FR) will

cause a considerably increased chance for the application to remain connected.

4.5.5 Function spread through differentiation algorithms

Another point of optimisation is the method used by cells to differentiate according to the needed

functions. The probabilistic model illustrates a best case scenario where function types are evenly

distributed. However, as a result of node failures and possible differentiation methods the CA is

incredibly dynamic, causing cell states to be in a constant state of flux, potentially changing at each

time step. Therefore through deriving intelligent mechanisms which differentiate to force a given

spread of functions, the connectedness can be improved. This can be seen with the performance

improvement between the two differentiation algorithms, particularly where Q > N and at higher
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FRs. However this performance does not reach that of the probabilistic model although it does help

to confirm its findings. This is largely due to the highly dynamic nature of the CA which also lacks

many features making it less representative of the real-world system. The next stage of this research

will develop a prototype implementation to permit investigation of the model with the currently

lacking communication and processing performance attributes.

4.5.6 System states

As discussed during the system validation, it is possible at this point to observe the change in system

states in an elementary manner through the quantity of cell types. At this point it can be seen when the

system is converge at the initial spawn and the cycle between degraded and acceptable performance,

with the transitions between the two. This is useful as it provides direction for examining the state of

the system externally, without the use of processing applications. An important point here is that the

the converging state is distinct from the degraded state. Specifically that once cells reach a converged

state they tend to persist and cycle between degraded and converged. However those that don’t reach

the converged state may simply die.

4.6 Considerations for Practical Implementation

In the previous chapter, modelling of the embryonic characteristics against the required functionality

highlighted a disparity between goals. Whilst the networking functionality decreed an array of features

such as routing tables; the resilience and complexity characteristics were at odds, due to the increase in

attack surface. Therefore this chapter provided models and corresponding simulations to understand

the efficacy of the embryonic model yet with the negative networking aspects removed. This enabled an

investigation into the architectural structure of the model without skewing the results with complexity

of the communication.

The simulations examined the effect of the independent factors (those variables which can be

internally adjustable by the MC) which are: the application complexity (quantity of functions per

application), the level of division aggressiveness, starting MC size and the algorithm to determine

differentiation. These were varied to determine the ability for applications to remain connected under

varying levels of failure. The results of simulations indicated a number of theoretical findings which

benefit the development of the proposed resilient embryonic platform. Primarily they confirm that

through replacing routing with flooding based, local-only communication, the proposed model can

still effectively communicate in a p2p manner.

However the connectedness of an application will decrease as its complexity increases. Particularly

when the quantity of functions is greater than the size of the local communication neighbourhood al-

though increasing the size of the neighbourhood will cause increased communication overhead. There-
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fore this highlights an area for focus during the practical implementation to determine the trade-off

between neighbourhood size and performance. A similar point relates to the starting size of the MC.

It was found that the larger the number of starting cells, the greater the chance of a MC to survive,

particularly under high levels of stress.

Another optimisation method is through applying differing levels of intelligence during the cell’s

dynamic differentiation. This investigation indicated that it is important to distribute the function

type so that the likelihood of successful communication increases, particularly for smaller neighbour-

hood sizes. Within the context of the practical development this creates an area of focus relating to

the self-organisation of the MC platform. In the next stages this will be managed according to the

user interaction and changes in the system.

The next chapter concerns further practical implementation of the proposed architecture where

the findings from the simulations within this work help to drive the focus of the next investigation.

As the practical implementation will mostly increase complexity at the communication layer, a key

focus of these investigations will examine performance degradation as a result of increased communi-

cation. Any optimisation methods which involved widening the scope of communication, such as the

neighbourhood size and application complexity, will need to be heavily examined for their effect upon

performance in tandem with the communication. Communication should increase exponentially in line

with the number of communicating cells, therefore performance degradation is expected. Therefore

any optimisation methods which will not involve the creation of increased communication scope will

be essential to managing this. Methods such as determining differentiation decision or novel methods

involving communication optimisation.

Overall the results of the CA simulations have highlighted a number of key points relevant to the

next (practical) stage of the investigation:

• Structural characteristics can be varied in order to increase resilience under varying levels of

stress. These will provide the baseline categories for the next stages of tests.

• Increasing structural characteristics tend to be resource intensive in all manners, so their use-

fulness in a practical context will be quantified when using real-world systems.

• An elementary measurement of state-space can be seen through the quantity of cell types. This

may prove useful for deriving metrics in later investigations.

• Further methods of intelligent decision making relating to optimising the function spread when

choosing to differentiate can be investigated in a greater manner, as the discrete nature of the

CA simulation prevented this but did highlight its effectiveness.

The practical implementation will be in some ways less constrained than the CA simulation as the

CA operated in discrete time steps and without communication. This ensures that decision making
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can be operated on a more precise scale. However this may also mean that synchronisation issues

could occur. Overall the CA simulations were focused on examining structure and architecture, whilst

the practical implementation will examine communication performance and effect.

4.7 Summary

This chapter provided models and corresponding simulations to understand the efficacy of the embry-

onic model. The results of the CA simulations have highlighted a number of key points relevant to the

next stage of the investigation: structural characteristics can be varied in order to increase resilience

under varying levels of stress. Increasing structural characteristics tend to be resource intensive in

all manners, so their usefulness in a practical context will be quantified when using real-world sys-

tems. Further methods of intelligent decision making relating to optimising the function spread when

choosing to differentiate will be investigated in a greater manner, as the discrete nature of the CA

simulation prevented this but did highlight its effectiveness.
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Proof-of-Concept Implementation

5.1 Introduction

In the previous chapters, embryonic development characteristics were modelled and then combined

with decentralised cloud platform characteristics in an attempt to provide an architecture that deliv-

ers services in a highly resilient manner. A Cellular Automata model was then simulated to evaluate

a number of the resilience characteristics. The CA simulation highlighted that the local-only com-

munication driven architecture could deliver the proposed applications in a resilient manner, within

the constraints of a number of parameters. This chapter presents the next stage of the research, in

which a proof-of-concept implementation (employing full networking and software functionality) of the

previously simulated architecture will enable further analysis of its resilience characteristics, driving

more avenues for investigation. Two slightly different variants of the architecture are presented. The

first is a user-driven variant, where the embryonic platform develops, organises and heals according

to user-requests. The second is an autonomic variant, in which the embryonic platform develops and

self-organises entirely autonomously depending upon starting conditions.

To achieve this goal, this chapter takes a software-engineering approach. The specification of the

software is defined with a set of formal functional and non-functional requirements. Designs are then

engineered from the high-level user interaction to lower-level sequence flow and data structures. Finally

the solution is validated against the given requirements. The development process is a strongly test-

driven iterative approach, in which individual components were built then integrated. Due to needing

to adhere to all requirements two different variants are derived and validated.

5.2 Software Specification

The goal of the developed application discussed in this section is to realise a practical implementation

of the embryonic model defined in the previous chapter. Data processing applications designed for
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decentralised cloud disciplines (e.g. edge/fog/mobile cloud) will be executed upon the platform in a

resilient manner (i.e. delivered in a trusted manner despite the presence of internal and external threats

to the network). The P2P overlay network that the platform operates upon will contain self-healing

and self-organising properties, driven by the characteristics of cellular differentiation and division.

Finally the platform will communicate in a message-oriented manner using local-only communication

as much as possible in order to maintain high-level of node churn. The proof-of-concept will be

leveraged as an investigation platform to provide further empirical investigation of the embryonic

architecture.

5.2.1 Software Requirements

This section presents the formal software requirements for the platform and will be used to evaluate

the success of the implementation and drive testing plans. These are split into functional and non-

functional requirements, and prioritised using the MoSCoW method (The classification of whether a

requirement Must, Should, Could or Won’t feature in the solution) shown in table 5.1. The first point

of note is that there are very few functional requirements compared to non-functional requirements.

Intuitively this is by nature of the platform being autonomous whereby the user (which dictates

functional requirements) drives the platform which should execute applications requested of it and

provide simple billing information. All other characteristics of the platform should be abstracted away

from the user such that it operates without any user-intervention. This polarisation of requirements

illustrates the autonomic nature of the design and therefore the adherence to the self-organising and

complex nature of the system.

5.3 High-level Software Design

This section describes the high-level functional processes of the architecture using a series of UML

diagrams with descriptions. There are two architectural variants. The first is a user-driven variant

which was developed closely in line with the functional cloud user requirements. The second diverges

away from the traditional cloud requirements and aligns with the characteristics of a complex system

due its emergent behaviour. It investigates the findings from chapter 4 concerning the differentiation

optimisation.

5.3.1 Message Registry

The first important design component of the application is the messages sent and received. The

previously defined application logic can operate with differing messaging types. Initially, (Appendix B

Paper 2), the communication protocol was extensive, consisting of multi-hop communications, directed

messages and request/response pairs. This was conceived in order to write a robust protocol which
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. Description MoSCoW Rationale

F1 Receive a sufficiently defined application and pro-

duce the correct output

M Cloud

F2 Divide and differentiate according to external pro-

cessing requests

M Embryonic

F3 Present metering usage information per user. S Cloud

NF1 Scale as required to meet processing requests or

fail gracefully

M Cloud

NF2 to self-organise to meet varying internal and ex-

ternal conditions

M Embryonic, Resilience

NF3 to self-heal through division when nodes are lost M Embryonic, Resilience

NF4 Employ cellular signalling based communication

methods

M Embryonic

NF5 Provide a specified level of QoS C Cloud

NF6 Provide portability to diverse hard-

ware/architecture/platforms

S Resilience

NF7 Provide data integrity and confidentiality when-

ever needed

S Resilience

NF8 Enable user modification of architecture W Embryonic, Resilience

F=Functional, NF=Non-Functional, MoSCoW prioritisation is one of Must, Should, Could or Won’t

Table 5.1: Functional and Non-functional Software Requirements using the MoSCoW classification

system
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provided the functionality available to process full applications in the likeness of the embryogenesis

process. To more strongly adhere to the requirements of complex systems and the decentralised

environment, this protocol steadily became reduced. Firstly due to the introduction of local-only

communication, any multi-hop, directed messages and request/response pairs were removed. Finally

any redundant messages were condensed in order to reduce bandwidth consumption due to the flooding

network. The majority of functionality was reduced into the single keep alive message - OKA. This is

the fundamental complex systems concept of nodes communicating locally where they will continuously

gossip to their neighbours about their known information. Table 5.2 presents the finalised messages

implemented in this proof-of-concept. These messages were not employed in the CA simulation as it

did not employ communication characteristics.

Type Code Function

Organism OKA Keep Alive – sends known state of local nodes

Organism OCRQ Capacity request for a particular function

Organism OPAR Advertise all known peers

Function FDPR Application function traffic in

Function FAOT Application function traffic out

API PFRQ Request to load function

API PAPP Push application to MC

Table 5.2: Register of messages

5.3.2 User-driven Variant

Figure 5.1 shows the use-case diagram for the multicellular architecture. Surrounding the system

boundary are 3 actors:

• Developer - is in charge of creating the app, compiling the data and pushing the application onto

the network for execution. The developer is responsible understanding the platform application

specification and validating their code before pushing it to the network. May be a human

operator or autonomous device.

• Cloud Management - who operates and manages the underlying supporting cloud infras-

tructure. Providing and scaling the supporting compute, storage and networking resources as

appropriate. Monitors resource usage for metering purposes. There can be one or more cloud

management entities working collaboratively or in isolation.

• End-User - receives the data from the platform for processing / presentation. As with the

developer this actor could be a human operator or an an autonomous device. The end-user and

developer could also be the same entity.
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Figure 5.1: Usecase for MC architecture. It consists of 3 distinct users, the developer requests and

uploads the application to the system. The Cloud management actor monitors the app status for

billing purposes and also scales resources as necessary. Finally the end-user will simply access the

application to push or pull data.
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Figure 5.2: Activity Diagram for MC

Figure 5.2 illustrates the execution flow for 3 distinct actors culminating in an entire activity

lifecycle diagram for an application. The external developer or user (left), the MC architecture

(centre) and the Cloud Infrastructure manager (right). The diagram highlights the user-driven nature

of the platform in that the user-request is what causes the MC platform to drive the resource to scale

according to need. The application is executed across each function until completed at which point

the result is pushed out to the user for presentation.

Figure 5.3 shows the activity diagram for the lifecycle of the cell. The leftmost entity is the

superset object, the cell, which executes the two daughter entities the node (which handles network

communication) and the genome (which executes function data). After initialisation, the genome

differentiates to the given function and then begins a loop involving polling a socket for any appropriate

messages to process. Concurrently the node will poll sockets for both the client side API and for any

locally connected cells and pass the messages to the appropriate location for processing, if appropriate.

Finally the cell loop will maintain an up to date list of local cells, and gossip any necessary information
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to its peers.

Figure 5.4 shows the sequence diagram including function calls of the application lifecycle. It starts

from the developer/user who, using the MC API, first pushes a request to the MC consisting of an

application template. This data structure will illustrate the functional requirements of the applica-

tion where each function is individually checked for availability, prompting differentiation/division as

needed. Finally the function calls with corresponding data are transmitted to the MC either in one

block or distinct units with the output data presented back to the user.

Figure 5.5 finally illustrates the sequence diagram of the cell, which complements figure 5.3. Note

that after the preliminary variable settings, (thresholds, differentiation etc.) that the execution occurs

concurrently in 3 distinct places. The subscriber thread continuously polls local nodes for new messages

and processes them if appropriate, the genome continuously polls for new messages and executes them

if appropriate, whilst the cell provides a continuous loop which gossips about local knowledge and

prunes nodes as appropriate (providing self-healing functionality).

5.3.3 Self-organised Variant

Following on from the analysis of the user-driven test-case, this test-case takes a different approach.

In contrast to the user-driven variant, which required a user to send an application template which

drove the development of the MC platform, in this instance the cells receive information form their

mother (DNA) when they are first created. This information instructs them to divide according to

the range of functions that it could differentiate to. Nodes will then self-organise according to a global

requirement and their local information.

The difference in functionality is as follows:

• In the first architectural design the user requested function capacity and the local cell organised

the division and differentiation of this capacity local to the user. The required application types

are now built into the cell upon spawn by it’s mother cell.

• Having the functionality built in allows cells to differentiate according to local information to

ensure an even and dynamic distribution of functionality.

• Cells now divide to fill out their capacity and then self-heal to do so. This is encoded into

the cell by the ”DNA” given from the mother cell. This not only permits entirely autonomous

behaviour but also allows the entire platform to be re-started with different parameters by the

mother cell.

The lack of continuous user prompts reducing the user-requirements can be seen in an updated

use-case diagram figure 5.6. The lower user-facing functionality highlights this architecture’s stronger

lean towards autonomic behaviour.
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Figure 5.3: Activity Diagram for Atomic Cell
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Figure 5.4: Sequence diagram for application Lifecycle
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Figure 5.5: Sequence diagram for the cell
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Figure 5.6: MC Use-Case Diagram Self-Organising
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Figure 5.7: MC Activity Diagram Self-Organising

Figure 5.7 shows the minor difference between the activity life cycle, in that the developer and

user instigates the cell with the template as opposed to making a request and waiting for division.

Whilst figure 5.8 shows the changes for the atomic cell. Firstly after initiation it divides. Then at

the end of the cell column there is an additional division if the timed out cell is a child which occurs

to ensure the system does not divide past its initial constraints. Finally the differentiate request will

now come via a check on the local neighbourhood as opposed to externally.

Figure 5.9 shows this autonomic functionality mostly in the cell sequence diagram. An additional

loop is added at inception which divides until capacity is reached. When a timeout occurs for a cell,

in this new architecture the cell will divide again if it was a child node to provide self-healing capacity.

Whilst finally an additional check is performed in the main cell loop which continuously tests the local

neighbourhood for even function distribution and differentiates if needed. In this validation case the

optimisation uses Algorithm 2 - Cell Update Differentiation upon duplication algorithm, defined in

section 4.4.2.4.
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Figure 5.8: Cell Activity Diagram Self-Organising
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Figure 5.9: Cell Sequence Diagram Self-Organising
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Figure 5.10: Simplified Class Diagram illustrating the relationship between the components within

the python implementation of the cell. This diagram is reduced for clarity purposes.

5.4 Implementation Details

The high-level designs in the previous section enabled the practical implementation of the cell with

a number of supporting applications. The embryonic software contains only one component, the cell.

As such there is a singular python file named cell.py. This file contains 3 classes which correspond

to the cell’s top level components: cell, genome, and node. Figure 5.10 illustrates a simplified class

diagram of the relationship between these components.

The code is heavily supported by the ZeroMQ (which stands for zero message queue) library

(Hintjens 2013) which is an extremely fast and efficient high speed message passing library written

in C. ZeroMQ has many advantages over coding the networking application from scratch using an

operating system primitive such as Berkeley sockets (Stevens et al. 2004) (Vessey & Skinner 1990).

These advantages include:

1. Messages are transmitted message-oriented not node-oriented and thus easily fits the communi-

cation paradigm modelled on cellular communication.

2. The performance in terms of message transmit speed and resource footprint enables any appli-

cation to scale easily.

3. The brokerless queuing system easily permits the development of P2P architectures through the

removal of a central broker system.

4. The opensource and multi-platform/language nature of the library allows the code to execute

on a diverse array of hardware and software environments meeting the diversity resilience re-

quirement.
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Figure 5.11: Embyronic Platform operating upon multiple different virtualisation platforms.

5. The publish/subscribe communication model permits the self-healing, apoptosis model of cel-

lular death whereby nodes will cease communication with misbehaving nodes through simply

unsubscribing.

Collectively, the ZeroMQ enabled cells will sit upon differing virtualisation platforms dependent

upon the underlying node. As node diversity is wide the the cells may operate upon highly constrained

embedded hardware or less constrained data-centre hardware. The virtualisation platform will be

provided by the host system. Cells will communicate with the underlying platform to make requests

to scale only. Figure 5.11 shows cells within corresponding virtualisation mediums operating upon

diverse virtualisation platforms and devices.

5.5 Validation

After the development has been completed the application is validated to determine if it meets the

requirements derived previously. This involves pushing an application to the architecture, testing

for its successfully execution and instigating self-healing activities. The validation involves a visual

analysis of the system at each stage in tandem with analysing messages sent and received by the cells

to determine the activity occurring.
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5.5.1 Experiment Test Bed

To permit the development and investigation of an arbitrary number of cells it is important to have

a robust and accurate test bed environment. As cells within a network were headless and employed

very fast network communication, recording all messages occurring within the system is essential.

The experimentation environment consists of a full stack application which was custom developed

in Python. A front-end GUI provides a dashboard of current network state. As the application

was developed in a test-driven iterative method, this test bed was used to validate each individual

functionality of the software up until all requirements were met. Figure 5.12 illustrates the process flow

of the tools employed in this environment. As the architecture consists of singular components and

a linear data flow process, it is liable to numerous single points of failure/subversion vulnerabilities,

therefore it is intended for experimentation purposes and not for production use.

The environment is shown in figure 5.13 and consists of the following custom developed tools:

• Debug Server - Cells send all messages they send and receive from other cells, to a ZMQ

socket which parses them and stores them in a MYSQL server database for later processing and

analysis.

• Events Database - using a MYSQL server all messages from each test are stored for later

retrieval. MYSQL was eventually chosen after testing multiple database formats as the quantity

and rate of messages sent by nodes scaled quickly and was unmanageable by other services.

• Web Front End - The user then interacts with a HTML/Javascript front end. It employs

Bootstrap.css for presentation, jquery for data retriveal and presentation and alchemy.js to

dynamically produce graph images of networks, At the high-level, the user can view all nodes

known within the database and current network structure. The user can then drill down into

individual nodes and view information about each node such as subscriptions, last seen time and

the updates it is transmitting to other nodes. A low-level view allows examination of individual

node messages for debugging purposes, with the ability to sort by message type, or receiver,

sender node.

• RESTFul API - is used to retrieve messages logged in the MYSQL database and present them

to a web front end or any other application which may want to perform analysis on the tests.
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Figure 5.12: The execution flow of the tools used for experimentation and validation of the embryonic

proof-of-concept implementation
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Figure 5.14: User Driven Test Case Stage 1 - Initial Cell Spawn

5.6 User driven test-case

The user driven management of this platform provides an ease of requirement validation. Differing user

requests are presented to the platform with the appropriate output tested against the specification.

This may take a number of forms: the change in structure of the network, the ability to process the

data presented and the type / quantity of messages passed. Table 5.3 illustrates an example test-case

to illustrate the execution of the platform meeting a number of the requirements. Corresponding

figures 5.14- 5.20 related to each step show the output from the experimentation platform network

image at that stage and corresponding messages reported to the debug server which illustrate that

functionality.

The steps involve a walk through of a user-driven test case of the proof-of-concept. It illustrates the

ability for one cell to differentiate, divide and request further divisions in order to meet the capacity

to process an application as requested by an external user. It then illustrates the application being

processed across the nodes. Further to this, after destruction of nodes causing link failure, a secondary

request will cause the network to self-heal and create enough capacity to process the application again.

5.7 Self-organising Test-Case

The self-organising nature of this variant is illustrated through its reduction in user facing functionality

and its higher decree autonomy. With only a slight increase in code complexity it is able to quickly

adapt and self-organise at the expense of having a functionality that is static, not dynamic.

Table 5.4 illustrates the multi-step process for the self-healing variant for converging the network.

Upon cell spawn the network will automatically divide to maximum capacity, as defined by its starting

conditions, and then self-organise to distribute the function quantity correctly. If a node is to timeout
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Stage Description Figure

1 – Cell spawn The initial cell is spawned and waits until it receives a user request.

An output message can be seen illustrating the cell has bound to an

address and port. OKA’s can be seen but are currently blank as the

node has no local information. No OPARs can be seen as the node has

no peers to advertise or advertise to

5.14

2 – API App Request The user submits an application request [[1,3,5,7],2]] to cell local-

host:16983. This cell notices that function 1 does not exist in its local

info. It has spare capacity so chooses to differentiate. It then notices

that the next function also does not exist but due to having no capac-

ity it divides to meet this requirement. It prompts the daughter cell to

differentiate to function 3.

5.15

3 – Cell Division The initial cell continues to spawn until it hits the limit of it’s local di-

vision capacity. All nodes become aware of each other through OPARs

and the network is fully connected.

5.16

4 – Capacity Re-

quests

Having now used all available capacity the initial cell needs to find

capacity for an additional function. It therefore sends an OCRQ,7 to

all subscribers. Any subscriber with available divisible capacity will

request a peer advertisements and then wait a random amount of time

before dividing and instructing the cell to differentiate to that function.

In this situation the timeouts cause an additional cell to be created

which in this instance can be used for redundancy.

5.17

5 – Network conver-

gence

The network has developed capacity for all the functionality for the

application and all nodes are able to communicate.

5.18

6 – App processing The initial cell responds to he user informing them that all functionality

can now be reached. The user then pushes the application. In this

simplistic example the data is merely multiplied by the value of each

function as it reaches each cell. The result can be seen in FAOT

5.18

7 – Node Failure Two cells are killed in the network which is represented by the loss of

connections in the network. The other nodes stop subscribing after a

predefined timeout

5.20

8 – Self-heal The user pushes the application again. The cell notices that capacity

is lost and requests further divisions. The additional cells with bi-

directional connections in the network are dead. The FAOT illustrates

the networks ability to process the data after healing. This self-healing

is a foundational resilience process.

5.20

Table 5.3: User driven test case stages
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Figure 5.15: User Test Case Stage 2 - API Application Request

Figure 5.16: User Test Case Stage 3 - Cell division
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Figure 5.17: User Test Case Stage 4 - Capacity requests

Figure 5.18: User Test Case - Stage 5 - The network becomes converged and the application processes

successfully
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Figure 5.19: User Test Case - Stage 6 - timeout

Stage Description Figure

Initial spawn The initial cell is spawned with a function list and di-

vision depth. In this case it is 4 functions and divide

depth of 2. We can see that the 5 node structure is again

formed. With OKAs and OPARs causing the networking

to form quickly

5.21

Self-organisation The network self organises to provide the required struc-

ture. The OKAs illustrate the nodes function as the first

element and the list of functions visible in its neighbour-

hood as the second element (array). There is a repeated

function 4 seen by all nodes as there is a redundant cell.

5.21

App processing The user submits an application which is processed very

quickly with minimal processing time. The FDPR mes-

sages are slowly iterated upon until the result FAOT is

presented to the user.

5.22

Self-heal A cell is deleted causing timeouts to occur. The mother

node to the cell recognises that it is a daughter cell and

self-heals.

5.23

Table 5.4: Self-Organising Variant Test-case Steps
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Figure 5.20: User Test Case - Self-heal upon request
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Figure 5.21: Self Organising Test Case Step 1 - Network convergence
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Figure 5.22: Self Organising Test Case Step 2 - self-organisation

Figure 5.23: Self Organising Test Case Step 3 - self-heal
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then it’s mother cell will quickly spawn another. Finally a user can push their application to the MC

system at any point to have it processed.

5.8 Analysis and Comparison

Characteristic User-driven Self-organising

Feature library dynamic and adaptable static and stable

Network Structure unstructured Semi-structured

Organisation externally-prompted autonomic

Performance timeout-reliant autonomic

Table 5.5: Comparison of architecture characteristics

Two similar yet slightly different architectural variants of the embryonic cloud architecture have

been presented, with examples for each which illustrate their functional capability. The first architec-

ture is user-driven. It has a strong alignment with the functional cloud computing requirements as it

can dynamically support different applications and scale according to demand. However, whilst meet-

ing the functional requirements this implementation suffers from a number of short-comings. Firstly,

its organisational behaviour is entirely dependent upon user input - an external prompt. Whilst this

is functional it ensures the system lacks the true autonomic and complex system attribute of being

self-organising. When cells wait for an external request they become dependent upon this external

input to make decisions. A truly self-organising system will organise according to internal stimuli.

Therefore to mitigate this lack of autonomic behaviour and further align with the thesis’ hypothesis,

a second variant was developed which included self-organising behaviour to provide the required em-

bryonic functionality. An overall comparison of the two architectures is shown in table 5.5. Neither

one of these variants is incorrect and has can be seen from this discussion each have advantages and

disadvantages which will be suitable for different use-cases. For example if the environment has only

one application or function distribution requirement then the autonomic variant will likely be chosen.

A system designed for general public use or in the most constrained of resource requirements might

opt for the user-driven variant.

Functions The second architecture attempts to mitigate this short-coming of autonomic func-

tionality through providing self-organising functionality. It mimics the architecture simulated by CA

in section 4.4.2.4 where cells will aggressively divide until their environment is at full capacity. In

this manner they produce a semi-structured network. This heavy resource reliance provides them the

ability to more easily and rapidly respond to node failure without user-prompt or lengthy timeouts.

However this feature comes at the expense of all cells organising according to a desired and static

function distribution and thus complicates dynamic adjustment according to external need. Adding
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different functionality requires all nodes to be destroyed and recreated with new start-up parameters

or ”DNA”. However it should be recalled that the results of the previous simulation highlighted that

the greater the initial starting network size the greater the chance of survival.

Network Structure A key difference between the two variants is that the autonomic uses a

structured network and the user-driven does not. A structured network has disadvantages in that

it exposes predictable points of weaknesses. In contrast the unstructured network can produce more

resilient, random and emergent structures which provide resilience in some areas but suffer from

management and bandwidth issues. The autonomic / structured network can ultimately scale in a

more stable manner due to not suffering from node communication and subscription issues. A key way

in which this network structure can be varied in terms of both performance and resilience is through

adjusting the number of children nodes that a cell can spawn. Due to the flooding-based routing

employed, even one additional node can have drastic effects on bandwidth contention.

Performance The autonomic variant reduces communication overhead and improves temporal

performance by allowing each node to organise according to local information i.e. decisions do not

need to be made through discussion or cooperation. To compare the two examples above, the user-

driven variant took 785 seconds in total against 300 seconds for the autonomic variant. Whilst the

reader should be aware that the performance could be tuned, timeout operations and waiting for

user input slow the process considerably. Regardless the proof-of-concept implementation requires

performance tuning in both variants prior to an accurate determination of it’s performance.

States As a complex system, one of the defining features which are observable are its states and

the transitions between them. If the goal of the system is to provide trusted service delivery then 3

states can be observed when considering the requirements at this point of the experimentation which

are shown as as a Finite State Automata (FSA) in figure 5.24 and are defined below:

1. Convergence - is the process in which the network is moving towards the state in which it can

deliver the service. It can be seen as the network is first initialised up until it is stable.

2. Acceptable Service Delivery - is when the network has reached an acceptable state and can

process the application.

3. Degraded Service Delivery - is where the system is between stages. It may have lost nodes

to failures or been self-organising to achieve convergence. At this point service delivery may be

sporadic.

4. Failed - the system which does not successfully converge or which failures happen quicker than

divides will be in a state of failure and must be restarted.

In the context of the user-driven and autonomic variant, these states are the same. However the

autonomic variant will change states without any user prompt. This distinguishing characteristic
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Figure 5.24: Finite state automata for the embryonic implementation

highlights the greater alignment with emergence for the autonomic variant. A key point to note from

this FSA is that the change between states is driven by the cellular aspects of differentiation and

division.

5.9 Summary

This chapter presented the design and implementation for the embryonic cloud architecture. Through

attempting to meet the requirements, two different variants were derived. One was user-driven and

the other autonomic. Although both met the basic cloud functionality initially defined, the second

variant provides strong autonomic behaviour as the first is driven by user input. Due to this it is

concluded that although combined to meet all requirements successfully, the autonomic variant is

largely the more resilient as it contains the emergent property of self-organisation.
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Proof-of-Concept Testing and

Evaluation

6.1 Introduction

In the previous chapter, a proof-of-concept for the previously defined embyronic architecture was built

and evaluated. It was shown that in order to meet all the requirements strongly, two different variants

arose. The first was user-driven and the second autonomic. In order to determine the resilience

capability of an embyronic-inspired cloud platform, this chapter evaluates the performance of the

autonomic variant against application processing and resilience criteria.

Firstly, a methodology is defined to provide empirical consistency and validate the proposed tests.

It leverages a consistent experimentation environment which automatically collects and then pre-

processes a timeline of events for each test run. Tests are initially conducted for networks with 0 failure

rates, to provide a lower bound for application processing and understand more about the independent

variables effect upon the network characteristics. Next, tests are undertaken upon networks with

induced failure rates to understand the resilience capacity of this network. Finally an analysis of these

results is given to provide insight in to methods of measuring the resilience of the platform such that

it may assist in answering this thesis’ hypothesis.

6.2 Methodology

All tests were run on a 64bit i7 quad core Laptop running Debian Linux where all cells used local-

host addresses and randomised port numbers. All communication was conducted over the operating

system’s internal network stack and therefore was minimally affected by any external conditions. Ad-

ditionally, all activity on the computer including background services was kept to the bare minimum
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to provide fair and consistent test results.

Tests were autonomously executed in batches using a suite of scripts to provide empirical consis-

tency. Messages both sent and received by all cells were pushed to the debug server as per the setup

in the previous chapter where they were stored in a MYSQL database. However this time there was

no front-end web GUI. The mother cell was spawned with the configuration options for that test. A

loop then iterates every second up until the upper time limit (5 minutes in the first instance but up to

20 for specific investigations). The events which occur during the loops typically consists of pushing

applications to be processed and instigating artificial faults by killing nodes according to a pseudo-

random threshold. Post-test run, all of the messages would be retrieved from the back end database

and parsed to create a timeline of events. When ever a change in the network structure occurs, a

graph of the network is constructed using the networkx python library. A history of all graphs is then

stored (with a corresponding PNG image) for further analysis. This consists of a number of different

algorithms which examine the resilience of the network at each stage. Statistics about the application

processing time and messages sent and received are also recorded. Note: that graphs at this stage,

particularly for those tests with node failures, were pruned of isolates. Therefore the graphs do not

show all nodes that may be active, only those that are connected to other nodes. This is to ensure

more accurate reporting of performance and resilience statistics. Figure 6.1 illustrates this process.

6.2.1 Dependent Variables

The motivations for this evaluation are two fold: firstly the performance and resilience of the archi-

tecture must be evaluated to ensure it meets the fundamental requirements of providing a resilient

service. Secondly the data derived must be in a state that it can be used to compare with disparate

cloud architectures. As defined previously, resilience is the ability for the network to deliver the service

in a trusted manner, within the face of changes. Therefore two groups of quantifiable measures are

taken for each test. Firstly the success of the application executed at each point, and the quantity of

messages it took to accomplish this. Secondly, the structure of the network at each point as described

by a number of selected graph algorithms.

6.2.1.1 Application Performance measures

The first group of metrics are employed to evaluate the performance of application processing upon

the architecture. These seek to determine whether the embryonic architecture can successfully process

the application in the state it is currently in. How long does it take to process the application and

the number of messages sent and received during the course of this process? For the purposes of

this testing, the applications used are only representative of what is considered to be a real-world

data processing task as discussed previously. This is accomplished largely as it permits the timeline

of activity within each test to be examined easily from an external viewpoint. Determining if the
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Figure 6.1: The execution flow for the methodology for batch experimentation of embryonic system

performance and resilience tests
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application has been processed correctly requires the same logic as processing it upon the collection

of cells. Moreover a simplistic data processing application still permits investigation and evaluation

of the success of the platform as the focus is in connecting the distinct function types together to

form a complete application. Therefore the example services consist of a simplistic function which

merely multiplies the data it receives by its function number and then pushes it to the next function

until the data cannot be processed anymore due to all functions being exhausted. The application

values are generated according to a maximum value and cells will differentiate according to their local

information driven self-organisation as detailed in section 4.4.2.4. Table 6.1 presents an example data

processing application for 5 functions and input data of 2. As the data is received by each function it is

multiplied by that value and then pushed to the next. Although simplistic, this method is chosen as it

minimises any effects upon the system performance that may result from more complex applications.

Additionally the ability for software environments to execute arbitrary code is not in question and

therefore does not need to be evaluated. This test focuses upon the networking architecture and

self-organisation which permits the passing of messages between arbitrary software functions.

Parameter Data

Functions 5

Data 2

Stage 0 [[1,2,3,4,5], 2]

Stage 1 [[1,2,3,4], 10]

Stage 2 [[1,2,3], 40]

Stage 3 [[1,2], 120]

Stage 4 [[1],240]

Stage 5 [240]

Table 6.1: Example data processing application messages for performance testing

Applications are pushed to the architecture from the API every 10 seconds to allow time for the

other messages to clear for more accurate reporting. The data is incremented each time to ensure

different results to allow for ease of measurement. As the timeline is generated from processing the

messages after the experiment has concluded, performance related values are recorded next to each

application which are presented in table 6.2.

6.2.1.2 Graph-based metrics

The structural resilient characteristics were measured through a number of graph-based algorithms

which have been used throughout literature to examine the resilience of network structures (section

2.4.6). The purpose of these are to investigate the resilience of this system for comparison to others,

in addition to determining the most effective resilience metric for the embryonic system. They have
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Variable Description Reason

Application Data (Data) The output of the processed data. Used to determine which ap-

plication the messages are

for and what stage it is at.

Total Process Time (Total-

Proc)

The time in seconds from the first

message to the last.

How long does this applica-

tion exist for in total?

Shortest Process Time

(ShortProc)

The time in seconds from the first

message to the first output message.

How quickly can the data be

processed?

Longest Receive Time (Lon-

gRecv)

The time in seconds from the first

message to the last received mes-

sage.

How long are output mes-

sages still cycling around the

network?

Process Messages (Proc) The total number of data process-

ing messages

How many messages does it

take to process the data?

Output Messages (Out) The total number of data result

messages.

Used to determine if the ap-

plication was successful and

also how many messages ap-

pear.

Receive Messages (Recv) The total number of messages re-

ceived by nodes.

Used to determine the over-

all effect upon network con-

tention.

Table 6.2: Variables recorded per each test to record network performance
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been chosen for their ease of comparison to other architecture types and the ability to summarise the

network structure succinctly.

There are many possible metrics to choose from and whilst all may have some form of value,

many were pruned from the list of possible metrics. For example those which did not summarise the

information into one value instead providing lists of nodes or mappings between nodes and values

due to their difficulty in providing comparison between differing architecture types. Moreover, many

common metrics were not used due to their unsuitability for directional-graphs, which is a feature of

this architecture and a prominent component of its resilience due to the publisher/subscribe method of

node removal. All variables are listed in table 6.3 whilst the mathematical foundations are described

below.

A graph is defined as a tuple: G = (V,E) Where V is the set of vertices (nodes) and E is the set

edges between them. Edge eij connects vertex vi with vertex vj The total number of nodes N is thus

|V |.
Average node connectivity of a k-connected graph is defined in equation 6.1

k̄(G) =

∑
u,v kg(u, v)(

p
k

) (6.1)

Where

k(G) = min(kG(u, v) : u, v ∈ V (G)) (6.2)

Degree assortativity for a directed edge network as defined in equation 6.3 where ”ej , k is the

joint probability distribution of the excess degrees of the two nodes at either end of a randomly

chosen link....µq and εq are the expected value or mean and standard deviation of the excess degree

distribution qk” (Thedchanamoorthy et al. 2014).

r =
1

ε2q

[
(
∑
jk

jkej , k)− µ2
q

]
(6.3)

Where E is the number of edges. jα = E−1
∑
i j
α
i and σα =

√
E−1

∑
i(j

α
i − ja)2; kβ and σβ are

similarly defined.

Average shortest path length is defined in equation 6.4 (Kulig et al. 2015). Where V is the

set of nodes in G, d(s, t) is the shortest path from node Sub and t and n is the number of nodes.

d̄ =
∑

s,t∈′′V

d(s, t)

N(N1)
(6.4)

Clustering coefficient is defined in equation 6.5 (Saramäki et al. 2007)

CC =
1

N

∑
V ∈G

Cv, (6.5)
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Network criticality is defined in equation 6.6 where Trace(L+ is the Moore-Penrose inverse of

the Laplacian matrix (Alenazi & Sterbenz 2015a).

τ̂ =
2

N − 1
Trace(L+) (6.6)

Finally, effective graph resistance (for undirected networks) is defined in equation 6.2.1.2 (Ale-

nazi & Sterbenz 2015a).

RG = N

N∑
i=2

1

λ
(6.7)

Variable Description

N The total number of nodes

Average Node Connectivity (k̄(G)) The average number of nodes each node is connected to.

It gives ”the expected number of vertices that must fail

in order to disconnect an arbitrary pair of non adjacent

vertices” (Beineke et al. 2002).

Degree assortativity (r) The similarity of node connections. Chosen as the graph

is directed and therefore should provide insight as to this

effect upon the resilience. (Alenazi & Sterbenz 2015a)

Average Shortest Path Length (d̄) The average number of hops between nodes (Alenazi &

Sterbenz 2015a). Chosen as it describes network struc-

ture. A lower value should mean a greater chance of

application execution.

Clustering Coefficient (CC) The degree to which nodes cluster together. Chosen be-

cause it highlights structural issues in a simplistic way

(Alenazi & Sterbenz 2015a).

Network Criticality (τ̄) Used to measure the resilience of a network against struc-

tural changes. A lower value equates to a more struc-

turally resilient graph (Alenazi & Sterbenz 2015a).

Effective Graph Resistance (RG) Commonly used to measure the resilience of a network

against structural changes. A higher value equates to

a more structurally resilient graph (Alenazi & Sterbenz

2015a).

Table 6.3: Variables recorded per each test to record network structure statistics

6.2.2 Independent Variables

In order to evaluate the previously defined dependent variables whilst the system is under different

states a number of parameters were varied (table 6.4). These are related to those which were previously
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investigated within chapter 4 using CA although variations exist due to the continuous nature of these

tests contrasting with the discrete nature of the CA simulations.

Variable Description Range

Functions (Func) The quantity of possible function

types.

2 - 7

Division (Div) The extent to which nodes will di-

vide. This value is halved at each

division

2 – 6

Subscriptions (Sub) The maximum number of other

cells each cell can subscribe to

2 – 8

Table 6.4: Independent variables chosen for their ability to affect service resilience

6.2.2.1 Functions

The first variable is the function quantity (Func). It is the same parameter as that used in the CA

and also described in the previous section. It is known from the simulated investigation (chapter

4) that the number of distinct functions used to compose an application has a direct effect upon

the ability to resiliently deliver the service in local-only communication environments. This can be

mitigated through self-organisation techniques although a goal of this experimentation is to determine

the upper-bound of function quantity under different characteristics.

6.2.2.2 Division Rate

The first variable which differs from that in the CA-based simulations is the division rate (Div). Due

to the change in architecture type each cell is now initiated with a value given to it by its mother

cell which defines how many times it should divide, in order to control the number of divisions and

the size of the network this value is halved at each cellular division. This value therefore permits the

control of the size of the network.

As per the results from the CA simulations, the larger the network (at the onset) the greater

the chances of the organisms overall survival, resilience and ability to process applications. In this

experiment the size is tested to determine the network performance, i.e. the success and performance

of the application under these division rates. The trade-off is that a larger network causes considerably

greater resource cost.

6.2.2.3 Subscriptions

The second parameter is the maximum subscriptions allowed per each node (Sub). A greater quan-

tity of subscriptions permits greater node connectivity which enhances resilience and the chance of
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application execution being successful. However this comes at the expense of an increased number of

redundant messages being transmitted and received putting strain on the network. Moreover, causing

a node’s neighbourhood to increase varies the effectiveness of the self-organisation as there is now a

greater number of cell states to process. This value was adjusted to evaluate how much the network

performance was reduced given the increase in connectivity.

Note: this value was swapped for the variation in packet TTL (or connected 0, connected 1 during

the CA simulations) as it accomplishes the same increase in application execution success increase

with the added advantage of increasing network resilience through increased connectivity. Initial tests

using TTL values highlighted that messages would get lost when the network became hierarchical.

6.3 Results and Analysis

This section presents the results of the proof-of-concept test cases for test with 0 failure rates and

artificially instigated node failures. Note: during this analysis test variables are often shortened to

the initial of the variable. For example Div=4 Func=1 Sub=6 would be abbreviated as D4 F1 S6 for

clarity purposes.

6.3.1 0 Failure Rates

The first group of tests do not induce any artificial failures within the nodes, therefore the failure rate

of any node was 0%. Despite this they still permit self-organisation and may self-heal if a timeout

occurs. These tests were conducted for two reasons: the first is to identify the lower and upper bounds

for application execution given different network parameters. The second is to understand how the

independent variables affect the structure of the network with no failure rates. This therefore provides

baseline values for network size and structure according to the different independent variables. These

tests examine the effect of the independent variables upon the structure and size of the network.

Insights are gained from examining the quantitative network data and visually inspecting graphs.

6.3.1.1 Division effect upon network structure

Firstly, Div is analysed to determine the network sizes. Note: correlations between Div and the graph

resilience metrics were not included as no significant trends were identified. Plotting the curves of the

network convergence provides insight into the state change from converging to converged.

Figure 6.2 shows example network structures for each Div at 300 seconds where S = 4 , whilst

table 6.5 lists the corresponding quantity of cells (N). S = 4 was chosen as a middle value and it

permits a clear visual representation of the number of cells due to a low amount of edges. These

results indicate the trend towards increasing cells as the division rate increases.

Figures 6.3, 6.4, and 6.5 plot the network convergence curves for groups of tests where Div = 4, 5
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Div N

3 7

4 25

5 47

6 85

Table 6.5: N at 300 seconds per division value in figure 6.2

Figure 6.2: Example networks at full convergence with differing division rates. All are where Sub = 4
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and 6 respectfully. Note that Div = 3 was removed from these tests as the low quantity of cells meant

that different subscriptions had little variation. The figures illustrate that although N increases as

Div increases, overall N does not increase in a linear manner with Sub. For example, in Div = 4 and

Div = 6, the network which converged the first, to the lowest amount of N was Sub = 7 . Div = 5

appears to be anomalous here as the higher values of Sub = 7 performs better and converges higher

than Div = 6 . This is due to the odd network structure permitting clusters of nodes to form, unlike

in Div = 6 where the number of nodes in a cluster is equal to Sub and therefore clusters become

isolated (figure 6.6).

When Sub > Div it clearly permits the network to converge within the 300 second timescale.

Timeouts appear to occur commonly at lower values of Sub for child cells which cause cells at these

stages to continue to divide until they fill their capacity. Table 6.6 shows the timeouts for the test runs

and illustrates a general trend towards less timeouts as Sub increase whilst the lowest is always where

Sub = Div+1. This is likely due to the constrained Subscriptions added to the cell’s division require-

ments being less than permitted. This illustrates the lower bounds for stable network configurations

at 0 failure rates. This is likely to have less of an effect during network stages so the configuration

will remain the same to permit stronger comparison.

Div Sub

- 3 4 5 6 7

4 22 22 8 16 14

5 34 26 28 5 7

6 45 46 40 27 7

Table 6.6: Quantity of timeouts for each test run

6.3.1.2 Subscriptions effect upon network structure

Next, the network structure is examined from the perspective of changing subscriptions as more edges

fundamentally changes the network structure. Table 6.7 presents correlation coefficients between

subscription tests and some relevant graph metrics for divisions where the network has converged.

Network criticality can be seen affected by mid size networks (2-5) but again this tales off where

div = 6. A negative value indicates the desired effect, as sub increase the network criticality decreases.

Finally effective graph resistance generally increases with subscriptions across all groups of tests which

indicates further benefits. Overall this preliminary analysis of these tests indicate that subscriptions

are beneficial to the network resilience.
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Figure 6.3: Network convergence curve where Div = 4

Figure 6.4: Network convergence curve where Div = 5
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Figure 6.5: Network convergence curve where Div = 6

Div Func CC d̄ τ̄ RG r

All 0.411 0.294 0.307 0.0109 0.064 0.0609

3 0.39 0.36 0.09 -0.25 0.316 -0.01

4 0.43 0.143 -0.3927 -0.1292 0.2428 0.127

5 0.65 0.42 -0.55 -0.539 0.527 0.1447

6 0.82 0.95 0.39 -0.059 0.91 0.0524

Table 6.7: Correlation Coefficients For Subscriptions
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Figure 6.6: D5 F6 and S7. Even clusters are formed at specific division and Subscription quantities.
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6.3.1.3 Application Performance

These tests evaluate the effectiveness of the platform to deliver the applications. To provide context

for the performance, table 6.8 shows the correlation coefficients for application performance versus the

independent variables. Out could be argued to be the most relevant as a greater number of output

messages means more successful data processing. The strong negative correlation between Func

and Out indicates that as application complexity increases the probability of a successful application

decreases. Noting that this trend does not stay true for the Proc and Recv indicates that in many

cases the applications are still being executed although just not to completion. An increase in both

Div and Sub coincide with better application processing success overall.

Table 6.9 shows the correlation coefficients again but only for rows where Out > 0. These values

show that for successfully executed applications, those tests at lower success rates were less strongly

correlated with greater values of Sub. Func is strongly correlated with Proc but this is likely due to

the increase in quantity of messages being sent rather than any performance increase. Finally Div is

positively correlated with Out. This is both intuitive due to the increase in N but also informative

as it ensures that despite some network structures being conventionally non-resilient (hierarchical)

the data is still processed successfully. Proc values also increase with Div. With the shortest Proc

increasing with Func but not the total, whilst Proc does not increase with Sub. This is a very

informative point, as it means that greater values of Sub can be used to enable resilience yet without

the extra overhead caused by increasing numbers of nodes as Div increases.

– Div Func Sub

Proc 0.56 0.13 0.23

Out 0.30 -0.42 0.26

Recv 0.47 -0.10 0.37

Table 6.8: Correlation Coefficients for Application Performance

- Div Func Sub

Proc 0.65 0.47 0.23

Out 0.43 -0.22 0.21

Recv 0.59 0.18 0.39

ShortProc 0.27 0.46 0.12

LongRecv 0.39 0.00 0.00

TotalProc 0.43 0.09 0.09

Table 6.9: Correlation Coefficients for Application Performance for Successful Applications

Application Execution Success - Tests from all divisions where the division was highest and
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Figure 6.7: D4 F2 S7 - Stable States

subs > funcs executed the most successfully. Figure 6.7 shows an example case of stable and suc-

cessful execution output - a baseline. Figure 6.8 shows an example where applications are executed

successfully but the performance cycles and presents a glimpse of the system states. Table A.1 -A.4

list the average of Proc, Recv and Out values for all tests. In terms of general performance, some

large ratios can be seen between Recv messages mostly related to the greater Subscriptions but also

due to the size of the network as Div increases.

Test configurations where the division was close or equal to the Subscription performed variably.

The volatility in these tests provide insight into the network due to the variability in data which are

discussed to provide insight into why the performance varied. Figure 6.9a shows the output message

rate over time for a test where the system cycles between processing well and processing poorly.

Neither of the other two test runs of this variant were as successful. This illustrates the importance

of initial starting conditions. Manual investigation of the recorded graph statistics predominately

showed nothing of merit other than a general sloping trend across all other metrics, which would

indicate that the network became less resilient over time (if these metrics are believed to represent

a resilient network in this instance). However figure 6.9b plots the assortativity for this test, which

interestingly illustrates a similar cyclic pattern, whilst figure 6.9c shows the plot for clustering which,

while not as apparent, still indicates the cycling pattern seen in the application output. Additionally
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Figure 6.8: D6 F4 S5 Output - Cyclic States

the initial curve as the network converges indicates the convergence state. All 3 graphs indicate the

same dip at approximately 210 seconds (note that the output graph is skewed by approximately 20-30

seconds) which highlights the possibility of these graph metrics being applied as a resilience metric

for determining network states.
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Figure 6.9: D4 F4 S3 graph metric comparison
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The effect of starting conditions is again highlighted in figure 6.10 where 3 runs produced two

converged networks which did not execute applications successfully and one which did. This indicates

the chaotic nature of this system. Due to the lack of node failures, networks will remain in this

structure. Figure 6.11 shows the output, assortativity and cluster curves for one successful and

one unsuccessful network. Note that for run 1, the timeline ends at approximately 100seconds as

the network does not change further and the graphs report changes only. Unlike in the previous test,

there is little relationship between clustering and the application execution effectiveness. Assortativity

clearly drops to 0 in the 1st test run as application execution stops. In the successful test run it remains

high through successful execution with a minor upward trend. These results again lend support to

assortativity being a strong candidate for measuring resilience in the context of this platform. Other

graph metrics were not plotted (as before) due to following the same downward trend. Which is

similar to elementary statistics such as node quantity and node connectivity.
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Figure 6.10: 3 runs of the same test parameters D4 F5 S7 illustrating varying network convergence

and chaotic conditions.
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Figure 6.11: Output, assortativity and clustering for 2 different runs of the same parameters (D4 F5 S7)
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Unsuccessful Applications - a number of parameter sets produced no outputs over all test-cases.

Particularly where sub = 3 or 4, and func = 5 or 6. Figure 6.12 shows the assortativity and clustering

for test D4, F6 and S7 and test D6, F7, S3. As there are no output messages in these tests the curves

are plotted next to the process curve for each test to provide an analysis. Process messages have a

greater chance than output messages of varying in quantity during each peak as they may be received

by different nodes depending upon the network structure and cell self-organisation. However the cyclic

nature of the peaks can still be seen in these graphs matching with the assortativity and somewhat

with the clustering. Therefore this illustrates that assortativity and clustering are not suitable for

determining resilience in terms of the successful application execution alone. The constraining factor

here is the divisions and predominately the function size. A clear rule is that outputs will successfully

occur when the subscription size is equal to or greater than the function size.
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Figure 6.12: Process, assortativity and clustering for 2 different test groups (D4 F6 S3 and D6 F7 S3) where no application executed successfully.
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6.3.1.4 Summary

In this section, results of tests with no failure rate were presented and discussed to understand the

relationship between the independent variables, network structure, and performance. It was shown

that two graph algorithms, assortativity and clusters can illustrate the likelihood of successful appli-

cation execution under low stress for the short length tests examined here. However this assumes the

network parameters to be optimal for the application type. i.e. the subscriptions are greater than the

divisions and the division rate must be higher with higher functions.

6.3.2 Failure Rates

These tests follow from those conducted previously although with a fundamental addition of an arti-

ficial failure rate. At every 2 seconds, for every currently running child cell a pseudorandom variable

is produced. If the variable is less than the given failure rate then the cell will be killed. The purpose

of the failure rates is to evaluate the performance of the system under a high rate of churn. There-

fore, these tests will evaluate the self-healing capabilities of the system and the application execution

success alongside it.

From the previous section a number of points were discovered about networks with no failure

rates. The first analysis was concerned with the independent variable effect upon the structure of

the network. Analysing the network from the perspective of it being converged is not suitable in this

instance as the failure rates cause the network to be dynamic. The failure rate was set at a specific

level to further understand the limits of the system under different parameters as a higher failure rate

causes a greater perturbation of the system. In this instance, 0.01 was determined as a suitable value

after manual experimentation. During preliminary testing, a slightly lower value of 0.001 causes the

network to remain stable and high, evidence of which is provided later in this section.

6.3.2.1 Application Performance

To evaluate the application performance whilst the system is self-healing, tables 6.10 and 6.11 present

the correlation values for the independent variables against application performance variables for

all tests and tests where the application was successfully executed, respectfully. In the values of

all tests, the effect upon the quantity of messages processed performs less well in across all values

compared to the 0 failure rate tests. In this instance as functions increase the quantity of messages

processed actually decrease slightly, whereas in the 0 failure rate tests they increased ever so slightly.

This illustrates the stronger relationship for tests which include failures between a high application

complexity and the ability of the services to remain connected. For both out and recv, the performance

is slightly worse than the 0 failure rate tests. These results are intuitive overall as the network is under

stress in comparison to the 0 failure rates.
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In terms of the successful applications, the relationships between the independent variables and

the application performance on the whole follow the same trend as 0 failure rate tests yet with worse

performance. Some times the performance degradation is to such a degree that the relationship is

insignificant such as with TotalProc and LongRecv with func. This is interesting as it indicates that

in this instance the time taken to complete applications is unrelated to their complexity.

. Div Func Sub

Proc 0.43 -0.11 0.04

Out 0.23 -0.54 0.10

Recv 0.41 -0.25 0.14

Table 6.10: Correlation Coefficients for Application Performance in the Failure Tests

. Div Func Sub

Proc 0.47 0.48 0.09

Out 0.39 -0.27 0.09

Recv 0.48 0.22 0.21

ShortProc 0.07 0.21 -0.02

TotalProc 0.25 0.00 -0.08

LongRecv 0.23 0.00 -0.07

Table 6.11: Correlation Coefficients for Application Performance in the Failure Tests for Successful

Applications

Tables A.4 and A.5 list the averages for performance variables for all tests, sorted by out descending.

Whilst a higher quantity of output messages generally means the application has been executed

successfully, it is important to note that a network with a higher output relative to another does not

necessarily equate to better performance overall. For example if the ratio of messages (recv : output)

is skewed towards Recv then this may not be operating at optimal performance, considering resource

cost. Additionally, the larger value of div which equates to a larger network will use considerably

more resources.

These tests provide a comparison from the baseline presented for the 0 failure rate tests. Comparing

the results there is a general trend across all values with worse performance than the 0 failure rates.

This serves to validate the results as the failure rate is likely to worsen performance overall. Unlike in

the 0 failure tests, sub appears to have no signification relationship with application performance. Out

increases with div, which is again intuitive due to the increase in N . Finally the results of functions

follow the same trend as in the previous tests, which is intuitive.

It can be seen that just under 50% of the test cases still successfully executed with an average of 1

or more output messages, albeit often with a considerable amount of messages received and processed.
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Additionally a number of tests which had no output messages still had a considerable quantity of

messages processed and received. These results mostly consisted of high application values which is

intuitive and illustrates that lower application complexity strongly increases the chance of application

survival.

In terms of temporal performance, some interesting performance variations can be seen. Particu-

larly at the lower output performing tests and higher division rates such as D6 F5 S6 is 1.45 seconds

faster than D6 F6 S5. Whilst D6 F4 S5 is a whole second slower again with 1 less function. This

illustrates the potential non-linear speed increases through reduction of application complexity.

6.3.2.2 Metric Investigation

A sample of tests will be examined in further detail to investigate methods of measuring resilience

according to the structural graph methods investigated. An initial analysis of tests which were largely

unsuccessful (i.e. on average they have around 1 output message) indicates the same findings from

the unsuccessful tests, in that where func > sub or div is simply too low then the application has

an extremely low or impossible chance to execute (in agreement with the findings from Chapter 4).

Therefore the graph metrics in this instance do not wholly represent the resilience of the application

in terms of successful application execution as they do not include information about the size of the

service. Therefore this investigation focuses on test-cases which were successful.

D4 F2 S6 is selected as a sample test for analysis due to it being a high output performing

test case. Plotting the output curve of one instance illustrates that performance is again variable

(figure 6.13), the test was re-run for a longer duration (600 seconds) to illustrate the cyclic nature

of the tests and that at these parameters the network can be seen to self-heal back to a resilient

state although it is still cyclic in nature (figure 6.14). The rise and fall of the curves for both N

and connectivity clearly illustrates the network structure losing nodes and self-healing as it does so.

With the shorter test run it is also difficult to evaluate if the additional graph metrics indicate state

change or not. While the frequency of the peaks in the output do coincide with the peaks of the

assortativity and clustering graphs, it is difficult to determine at this larger scale. While the trend in

incline does not relate, nor does the scale. While network criticality indicates little information after

the initial network convergence. Network criticality, which is a known metric to describe network

resilience, tales off and does not vary much in line with the output. This preliminary finding hints

that traditional structural metrics may not be valuable to the resilience of this system as they do

not include information relating to the application. Overall this illustrates that the graph metrics

do follow similar trends to the output, such as timing and frequency of peaks, although with the

additional networking perturbance it is difficult to view visually when compared to the networks in

the 0 failure rate tests.
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Figure 6.13: D4 F2 S6. The figure on the left indicates the application execution performance. The

figure on the right illustrates the rate in change of nodes and therefore the network’s ability to self-heal
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Figure 6.14: Output and relevant graph metrics for D4 F2 S6 for 600 seconds

P
age

148



Chapter 6. Proof-of-Concept Testing and Evaluation

D5 F2 S4 is evaluated as another seemingly successful test candidate. Having a lower ratio of

process to receive messages with only 3 less inputs than D4 F2 S6 might indicate its efficiency. This

time the initial test case length is doubled to provide further detail about the cycle. It illustrates that

in a double length (600 seconds) only one cycle is observed. Figure 6.15 plots the test against a lower

failure rate to illustrate the effectiveness of the self-healing at a lower failure rate. This illustrates the

effect a higher failure rate has on the network’s ability to create nodes and the stress the network is

under.

Figure 6.16 therefore plots curves for output against relevant graph metrics for this test where the

test run was executed for twice the previous length (20 minutes or 1200 seconds) to understand more

about this variable system. Firstly, the output curve shows a reduction in output around application

index 60 (approximately 600 seconds) which flat lines and then drops further instead of cycling back

to an acceptable state. The system then drops to 0 output, before steadily returning. Examining

the curve for N shows that just before this there was a drastic reduction in cells. This is likely due

to a cascading of failure causing a number of cells to be removed. The connectivity of the network

actually increases at around this period. While this might sound counter-intuitive of a network which

is failing, understanding that many nodes may be weakly connected to one or two cells hierarchically

means that a failure of a number of these cells would increase the connectivity of the network overall.

Assortativity, which has been noted as a prime candidate for accurately representing resilience in

terms of application execution across different scales can be seen at this point (approximately 600

seconds) to be fundamentally changing from relatively stable oscillations to suddenly erratic oscilla-

tions, similarly (although less apparent) this can be seen in the clusters metric. This cross evaluation

illustrates an interesting point in that the change in state could be measured by the uniformity of the

oscillations which may be viewed from multiple metrics, where assortativity is the cleanest represen-

tation of this. This is confirmed through examining the periodicity of the spectrum and the variation

in peak height. Where a low variability indicates a more uniform frequency and thus a stable system

(one state) and a higher variability indicates a less stable system.

Figures 6.17 and 6.18 show the periodograms for assortativity in 100 second intervals for the

test D5 F2 S4. Periodograms plot the power spectral density and therefore are an effective method

for determining variability in a time series (Hernandez 1999). The first noticeable difference is the

quantity of samples. As the data was sampled whenever a structural change occurred in the network,

the quantity of different samples indicates how much the network changes. The greatest number of

samples can be seen in the 1st graph, which represents seconds 0-100 and clearly the convergence of

the network. From time 100-500 the graphs are fairly regular, which illustrates the stable state of

the system. From seconds 500-1100 the state of the system is clearly variable at each period. Finally

network criticality shows a clean drop at this time which could be considered in the same context as

connectivity, in that the lower the more resilient the network is structurally.
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Figure 6.15: D5 F2 S4 for 600 timesteps The figure on the left indicates the application execution

performance. The figure on the right Illustrates the rate in change of nodes and therefore the network’s

ability to self-heal. The figures on the bottom row are the same except for a lower failure rate to

illustrate the difference in growth.
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Figure 6.16: Output, N and connectivity along the top row and assortativity, clusters and network criticality for D5 F2 S4 running for 20 minutes (1200)

seconds. A range of different metrics can be combined to understand further about the change in system state.
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Figure 6.17: Periodograms of assortativity in 100second intervals for the test D5 F2 S4P
age
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Figure 6.18: Periodograms of assortativity in 100second intervals for the test D5 F2 S4P
age
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D6 F2 S6 is the final test sampled for analysis due to its larger size and increased substitutions.

Figure 6.19 plots the graph metrics against the output as per the previous test analysed. The output

illustrates a steady decline and then a relatively consistent output before an increase again. Unlike

the previous tests, the state changes are less clear when observing visually. The decline and then

consistency in the quantity of nodes (at about 600 seconds) hints at a change and in performance and

can be seen in the output also. An increase in network criticality at this time also illustrates this at

about 600 seconds although reverts back to a baseline. Assortativity also illustrates a considerable

change in peak height at around this time which unlike the other graphs this change is maintained,

representing a distinction between two different system states.

This investigation follows the findings of the previous test, which highlighted that examining the

spectral density of assortativity can possibly indicate state change within the system. Therefore figures

6.20 and 6.21 illustrate the periodograms for 100 second periods. The change in state at time period

600-900 can be clearly seen. Either side of this period, at 500 and 1000, the frequency is much more

dispersed and could indicate a state transition period.
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Figure 6.19: Output, N and connectivity along the top row and assortativity, clusters and network criticality for D6 F2 S6 running for 20 minutes (1200)

seconds. A range of different metrics can be combined to understand further about the change in system state.
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Figure 6.20: Periodograms of assortativity in 100 second intervals for the test D6 F2 S6P
age
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Figure 6.21: Periodograms of assortativity in 100 second intervals for the test D6 F2 S6P
age
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D5 F5 S7 Some test cases were borderline. i.e. on average 1 application was successfully executed.

On closer examination these are due to bursts of activity which indicate some but not consistent

success. Figure 6.22 shows the relevant graph metrics for test case D5 F5 S7. Given that func < div

one might consider this application execution to be successful but this is largely not the case. In

this instance the general trend for the graph metrics does not indicate much in terms of determining

persistent execution success or failure relative to the successful applications. However without plotting

the periodograms for assortativity considerable variation in the spectral density can be seen between

each peaks. If the hypothesis that assortativity is suitable for measuring state change is to be believed,

this would strongly indicate high variability in system states and therefore a chaotic system.
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Figure 6.22: Output is plot against relevant graph metrics for D5 F5 S7. A range of different metrics can be combined to understand further about the change

in system state during this test with borderline success.
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6.4 Discussion

The previous section presented and analysed the test results for the embryonic cloud platform proof-of-

concept from two separate groups of tests both of which where used to analyse the system performance.

The first where there was no failures instigated and thus the network was not stressed, and therefore

did not instigate self-healing. The second was where a high rate of node failures caused the system

to be perturbed and therefore instigated self-healing. The first group was conducted to understand

more about the network structure whilst the second was mostly conducted to investigate methods of

resilience measurement and validate the self-healing functionality. This section provides a discussion

of the results in the context of the objectives of this work.

6.4.1 Application Performance

The performance of the application execution was conducted to evaluate the success of the proof-

of-concept in delivering its intended goal. i.e. is an application still delivered within the face of

external and internal changes to the system successfully, and what are the constraints involved?

It is important to note prior to this discussion that the results of this performance analysis are

representative of this proof-of-concept only and should therefore be used as a guideline for performance

of a production ready implementation of the system. This point is particularly relevant to the timings

of the application performance. As the experiment was in a controlled environment, delays as a

result of network hardware or links were not introduced to the tests. This factor is useful for empirical

consistency but less representative of a real-world environment. Additionally the implementation of the

application has not been tuned for performance purposes. However the results are still representative

of the architectural model and thus provide insight into performance to enable selection of particular

parameters according to use-case.

6.4.1.1 Communication Complexity

The number of messages transmitted in order to execute the application is relevant to the performance

of the system as an increase in messages both transmitted and received has a direct effect on the cost

of executing the application. Messages transmitted over a network link create contention between

other applications whilst messages both sent and received must be processed in one form or another.

Using the publisher-subscribe model employed by the embryonic architecture ensures that a message

will not be processed by the cell it is not intended for, however the message may still be received by the

system and will therefore be processed by the operating system’s network stack and the initial layers

of the application in one form or another. Therefore the reduction in message complexity is essential

to the performance of the system. However an increase in messages does provide redundancy in the

system and therefore could increase resilience. Given the above, a trade-off is required between the
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probability of application success and any resource strain on the system. Fundamentally this decision

is down to the users of the system and the particular use case employed. In this context, the following

results were found:

• In the 0 failure rate tests, at the higher end of the output scale, the ratio of messages received

to output is extreme, where for approximately 60 output messages there were approximately

600 received. This could be considered a waste of resource usage particularly for constrained

resource environments.

• In the tests involving node failures, the resource wastage is drastically reduced to approximately

90 messages received to 13 output. Moreover, the highest tests also performed less well in the

failure rate tests than those with no failure rate. While intuitive, this indicates that a key

negative aspect, the excess message redundancy, is appropriate for the architecture operating in

more hostile conditions.

• Even in tests where no application executed successfully, there was still a large ratio of messages

received. This is due to the subscriptions creating more links between cells and the divisions

increasing the connectivity of the network and therefore enabling messages to still be passed.

The lack of output was due to the complexity of the application (function size) being the con-

straining factor here. This strengthens the argument for adapting complexity according to the

environment, where possible.

To summarise the conclusions of these results, it was shown that larger networks created drastically

increased communication complexity, which is intuitive. These results served the investigation well, as

it was defined during the previous investigation that it would be necessary to evaluate the performance

trade off. In this instance it was shown that the increased redundancy was used effectively to provide

increased resilience to networks where nodes failed. Additionally the ability to successfully output the

message was largely constrained by the quantity of functions combined with the subscription value.

6.4.1.2 Temporal Performance

In terms of temporal performance of each application, the results illustrated were variable, which

was intuitive. The increase in network size would increase overall processing time and the increase

in application complexity would also increase processing time with some clear performance gains to

be made through a slight reduction in function type. As mentioned previously it should be noted

these results are purely representative of this proof-of-concept with many optimisations not included,

particularly as it was developed in a high-level language. The strongest finding in these results is that

the intuitive results validated the implementation.
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6.4.2 Measuring Resilience

The second motivation for undertaking an analysis of the test results is to further provide insight

into methods of assessing the resilience of the system, with a particular aim of permitting comparison

between disparate cloud architectures. The proposed solution to this is discussed in this section.

During the literature review stage, a number of different types of resilience metrics were discovered

and classified from literature (section 2.4.6). A number of graph metrics were chosen to analyse the

structural resilience of the network, as these provide ease of comparison between architectures whilst

also summarising the current state of the network structure in a succinct manner. According to the

evaluated literature, no metric had been converged upon as definitive as performance varied according

the underlying network structure and purpose. Therefore a subset of metrics were selected according

to certain criteria and applied to every stage of the network in each test during this research. The

following insights were gained from this analysis:

• The structural graph metrics chosen did provide a description of the network at each stage which

could be compared and contrasted against other networks for comparison. Often they would

corroborate the state of the network (e.g. through similar trends) and for this reason allowed

insight into the network at that point in time.

• As the metrics described the structure and did not contain information about the application

execution, on the whole their relationship with resilience did not always relate to whether an ap-

plication was successfully executed. This highlights the contrast between service and structural

resilience. Therefore it was also important to understand if other constraints were in place (e.g.

high application complexity) to determine if an application would execute successfully, prior to

attempting to run it on the embryonic platform.

• The metrics employed specifically for resilience, and not simply for description, which were

network criticality and effective graph resistance, did not correlate (on the whole) with the

resilience of the network. If previous literature is to believed this means that the network

is successfully executing applications and self-healing despite the structure being traditionally

non-resilient.

• Assortativity showed the most promise in correlating with successful application output in a

manner which illustrated a change in system state. As the changing peaks on the graph were

roughly correlated with the level of execution success on the output graphs. Further spectral

analysis using periodograms highlighted this to be true.

These points highlight a key finding of this work, which is that the embryonic platform is not

structurally resilient when compared to traditional architectures using standard metrics. However,
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the ability for applications to still be delivered, despite this low level of structural resilience in the

network indicates the self-healing and service-resilience of the system is operating correctly.

6.4.2.1 Validating Assortativity Periodicity for State Change Measurement

The result of assortativity being a candidate for representing the quantity of application output and

therefore the variability in system state was an informative finding. It links two of the metric categories

of graph metrics and state measurement. State measurement is deemed suitable as it is also grounded

in complex systems theory. Therefore, these concepts will be combined to determine the particular

state of resilience the architecture is in at each point in time.

In this section assortativity is therefore validated as a method for measuring state change. A

proven method of determining state change is a a recurrence plot (Eckmann et al. 1995) which is an

advanced method often used in chaotic systems analysis to visualise the recurrence of the system to

a particular state. Taking a timeseries of data as an input, the function plots a matrix where each

element is a point at which a recurrence to the state occurs (Marwan 2008). As recurrence plots

are a proven method for determining system state (Marwan et al. 2007), its concurrence with the

periodicity of the assortativity would suggest its suitability for measuring state change. Note that

recurrence plots are a less suitable method for extemporaneous measurement as they are resource

intensive and require capture of the full time series, whereas potting the periodicity of the graph can

be conducted on smaller samples and is less resource intensive.

Whilst in the previous section the periodograms for assortivity were plotted against time, these

periodograms are plotted against the index of changing graphs to more easily compare against the

recurrence plots. For this reason they contain uniform frequency as opposed to the variable seen

previously.
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Figure 6.23: D5 F2 S4 Assortativity Recurrence Plot
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Figure 6.24: D5 F2 S4 Periodograms of every 100 graph changes. The label at the top of each graph indicates the starting graph index.
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Figure 6.23 presents the recurrence plot for the test D5 F2 S4 and figure 6.24 shows the peri-

odograms in 100 graph changes. On the recurrence plot, the graph index between approximately

50-100 shows a very condensed area which is individual and does not recur across the rest of the

system. When compared to the periodogram starting at index 0, a similar variation can be seen

through the long frequency distribution indicating high variety. The periods between 100-200 graph

index indicates a particularly consistent time recurrence which is confirmed by the low variability in

the frequency of the periodogram starting at index 100. Following from this, the period from approx-

imately 200-450 is divided into two distinct but similar states. A new state appears to be seen from

350-450, which is confirmed in figure 6.25 which plots the periodogram for this period and shows a low

variability in frequency. The final period of the graph shows low uniformity in recurrence, although

clearly indicates a different state at 450-600 which is confirmed by the variable frequencies in the 400

and 500 periodograms.

In the previous analysis it was shown that assortativity could be used to determine the change

in system state, which correlated with the variety in output messages and therefore the resilience of

the system at that point. This analysis has shown that a known method for complex system state

measurement clearly illustrates that the periodicity of the assortivity is comparable. Therefore this

seeks to validate this method for use in measuring the state of the embryonic system.

6.4.2.2 Proposed Method

This section describes the proposed method of measuring the resilience of the system through analysis

of the current state. As discussed in section 5.8, a number of states can be seen in the context of

resilient service delivery. If the given metric can provide insight into the particular state of the system

then the resilience can be determined. According to the given findings a method for determining

the resilience of a particular system is given below. A model of each system under parameters will

need to first be developed to provide a baseline for comparison. This will them allow selection of an

appropriate graph sample size and a characteristics of each system state.

The following steps can then be conducted:

1. The characteristics of the system are chosen within the constraints of div and sub to maximise

success.

2. The graph structure of the system is sampled when a change occurs. A set of graphs is compiled

through an aggregation according to a sample rate which is predefined according to the size and

rate of change of the network.

3. The assortativity of each graph in the set is calculated and then plotted to illustrate the change

in assortivity.
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Figure 6.25: D5 F2 S4 Assortativity Recurrence Plot

4. Spectral analysis is then conducted on this assortativity curve to determine different states.

In the investigation conducted in this research, periodograms are employed to determine the

difference states. Other spectral analysis techniques may be employed for accuracy.

5. The determined state then indicates whether the system is currently operating in a degraded,

failed or acceptable manner.
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Figure 6.26: The proposed method for measuring system state change to determine resilience.
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6.4.2.3 Further Comments

The resilience measurement method defined in this section was the result of a combination of re-

silience methods defined in literature. Many traditional graph metrics were deemed unsuitable during

experimentation due to their lack of correlation or information involving application complexity. One

graph metric, assortativity, appeared to indicate changes in system state. Further validation using

recurrence analysis showed this method to be accurate. Therefore a linear method of initial model cre-

ation and then system sampling leads into a determination of system state, which in turn determines

the system resilience. This method follows both graph-based and state-based resilience measurement

methods found in literature.

6.5 Summary

This chapter presented the final stage of the investigation into the resilience of embryogenesis inspired

resilient cloud architectures. After the implementation of a proof-of-concept which was deemed to have

met the resilience and functional requirements previously defined, batches of tests were executed to

understand further about the performance and the resilience of the system. A number of findings were

determined involving the effect of system parameters on the structure and resilience of the system,

application execution success under different system parameters and finally a method to determine

the system state according to spectral analysis of the assortativity.
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Chapter 7

Conclusion

7.1 Introduction

This chapter concludes the research in this thesis through revisiting the hypothesis and evaluating

it against the resulting research contributions of the work. This then highlights limitations in the

work which leads to proposals for future research directions. It concludes through highlighting the

contributions to knowledge.

7.2 Revisiting the hypothesis

The aim of this work was to test the hypothesis ”A P2P architecture, with characteristics inspired

by embryonic development, will provide persistent decentralised cloud service delivery in the face of

system perturbations.” This was conducted in response to the emergence of new, low-latency use-cases

which require cloud data processing yet in hostile environmental conditions. The motivation for this

was discovered and documented in chapter 2.

To accomplish this, in chapter 3 firstly the requirements for both resilient service delivery and

decentralised cloud computing were derived. After background reading into the self-healing and com-

munication characteristics of animal embryonic development, feature mapping successfully occurred

between these concepts. This culminated in a proposed architectural model for resilient decentralised

cloud service delivery.

The key variables which may affect performance and resilience concerned with this architecture

were then investigated under simulation in chapter 4. Cellular Automata were employed as the

simulation tool due to their applicability for decentralised, complex systems. After varying both

internal parameters (such as the application complexity, the aggressiveness of the cellular division

and optimal differentiation algorithms) and the external environment which caused nodes to fail, a

number of interesting findings emerged. These included the importance of initial starting conditions
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which illustrated that once a system had reached a period of convergence, it would persist despite

the hostile conditions. Methods for improving resilience were also shown such as through improving

self-organising optimisation and network hop count. Finally, analysis during this simulation hinted

that the system cycled through different states, which may be used later for measuring its change in

resilience capacity.

After the efficacy of the approach was illustrated through simulation, a proof-of-concept imple-

mentation was realised in chapter 5. It was shown during this work, in order to meet the initial

requirements, two different variants were proposed. One which responded to user-requests and which

was able to self-organise according to the requested functionality. However it became time-constrained

according to these prompts, delaying self-healing behaviour. While another variant was entirely au-

tonomic but provided less flexibility in terms of applications processed. The fully autonomic variant

was selected as the most applicable to the decentralised cloud use-case due to its quicker self-healing

ability. However the user-driven variant would still be applicable to small-scale network environments.

In chapter 6, the selected autonomic embyronic implementation was empirically evaluated to un-

derstand more about its performance characteristics. It was shown that the system, which was resilient

by design, successfully provided persistent service delivery despite continued node failures. Redundant

messages were noted as being quite high, which while beneficial for a high level of resilience, may have a

negative impact upon network bandwidth. During this experimentation, network structures were also

examined for their resilience against common quantifiable metrics from literature. It was highlighted

that the network appeared to not be structurally resilient, according to the resilience metrics taken

from literature. However this illustrated that it was able to continue to deliver services resiliently

despite its low structural resilience. During the testing of these metrics, it was finally highlighted

that the periodicity of assortativity could be employed as a measure of the system’s current state and

therefore could be employed as part of a metric for later comparison.

Overall, this thesis was successful in answering the hypothesis. It illustrated that through the

design and development of a service delivery system based upon the self-healing and self-organising

characteristics of embyronic development; the developed system would be resilient by design. Empir-

ical evaluation of the performance and resilience criteria highlighted this to be the case.

7.3 Challenges and Limitations

A number of challenges and limitations were posed to this work and are described below:

• Some limitations are a result of the technical direction of the work. For example the measurement

of resilience is conducted in the context of application delivery when analysing technical factors.

However the the cost of delivering the service is vital to on-going continuation (and therefore

resilience) of the service yet is excluded from the initial hypothesis. Non-technical factors could
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be considered in future models of resilience.

• The implementation of the work, while representative of the proposed architecture, is a proof-of-

concept. It therefore provides quantitative investigation of different resilience characteristics but

the performance variables could change dependent upon further performance tuning. Addition-

ally the tests were conducted in a highly controlled manner to provide for fair and consistent

comparison between test cases, this mean that the results, while comparable, were not truly

representative of the diverse environments available due to the lack, for example, of link delays

between nodes. However given that the research was more strongly focused upon execution

success (resilience) than performance this was not deemed to be a crucial factor.

• A recurring problem during the empirical investigation of different concepts in this was the

scalability of data analysis. During the the CA, probabilistic modelling and proof-of-concept

evaluation, it was quickly realised that small increases in network parameters created large

jumps in dataset pre-processing times. This issue contributed to continued delay during ex-

perimentation (partially due to the lack of available computational resources) and many blocks

of code had to go through optimisation to provide concurrency in order to reduce processing

times. Consequently, in the interests of empirical consistency whole groups of tests were re-run,

delaying this phase of the work.

7.4 Future Work

Future work could be extended in multiple areas which are defined below:

• To further evaluate the efficacy of this software for real-world use-cases. The proof-of-concept

can be developed further, particularly with software optimisations. It could then be tested in a

number of real-world scenarios which involved physical hardware and real delays between nodes.

The previously defined examples of VANETs and drones would be well suited for this.

• The investigation of the metric highlighted that spectral analysis of certain graph metrics can

indicate system state change. The chosen method, assortativity, was valuable in this instance

and may be for similar systems. Therefore its efficacy should be evaluated further for other

complex system types. This could include complex systems of a non-embryonic type.

• The user-driven proof-of-concept variant was not investigated further during the investigation

of this thesis due to lesser alignment with the theoretical foundations of complexity theory.

However its ability to provide resilience in smaller scale systems should still be evaluated for

use-cases where it is more applicable.
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7.5 Contributions to Knowledge

To summarise the findings of this thesis, the following contributions to knowledge can be identified. 1

• A new classification for cloud computing components and disciplines was defined and a compre-

hensive survey which analysed the resilience disciplines and components affected per layer was

presented. (Appendix B Paper 1)

• A simulation of the decentralised model determined that local-only communication could be

leveraged for resilient service delivery under certain parametric constraints. This work produced

a dataset and was published with the focus of real-world use-cases (Appendix B Paper 3) (Welsh

& Benkhelifa 2019).

• A proof-of-concept implementation (complete with experimentation platform) of the architecture

is released as opensource for public use. It confirmed the effectiveness of an embryonic cloud

model for delivering resilient services (Appendix B Paper 4).

• A dataset was produced during an empirical evaluation of the embryonic platform which is

released for public use. An analysis of this dataset determined that while many structural graph

metrics were not suitable for measuring resilience in this instance due to the lack of information

concerning the application, spectral analysis of assortativity could be leveraged as a method for

measuring the change in system state and therefore its performance.

1All source code and links to data sets can be found at : https://github.com/tomwelsh/embryonic-cloud
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Appendix A

Appendix A - Data

This appendix lists datasets as referenced in the main thesis.

Tables A.1 to A.4 present the averages performance values for 0 failure rate tests grouped by

quantity of output messages descending.

Tables A.5 to A.8 present the average performance values for tests with 0.01 failure rate grouped

by quantity of output messages descending.
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div func sub proc recv out short long total

6 2 6 27 601 58 0.24 6.02 7.61

6 2 7 20 510 55 0.23 2.74 4.21

6 3 7 29 568 54 0.46 4.39 5.09

6 4 6 53 647 51 0.87 5.91 7.24

6 3 6 42 591 42 0.58 5.05 6.17

6 2 5 16 333 40 0.25 3.22 5.28

6 3 5 34 370 40 0.47 4.21 4.96

6 4 7 32 495 38 0.68 5.08 5.35

6 5 6 51 534 32 1.25 4.59 5.56

5 2 7 8 289 31 0.14 1.94 3.82

6 2 4 13 185 25 0.21 4.45 6.94

6 5 7 52 528 22 1.18 4.62 4.71

5 3 7 12 175 18 0.28 1.50 2.74

6 2 3 18 179 18 0.25 4.73 5.47

4 2 3 6 94 17 0.15 2.05 2.86

5 4 7 23 315 17 0.49 2.72 3.96

6 5 8 36 475 17 1.07 3.86 4.21

6 4 5 42 270 15 1.02 2.75 4.28

4 3 7 11 146 14 0.22 1.13 1.47

5 2 6 4 100 14 0.06 0.72 0.95

4 3 5 12 126 13 0.26 0.99 1.06

5 3 3 20 120 13 0.46 2.26 3.77

5 3 6 10 145 13 0.21 1.12 1.23

5 2 3 5 69 12 0.12 1.31 2.75

5 3 5 17 162 12 0.32 1.49 2.19

6 3 3 20 112 12 0.34 2.00 4.36

5 2 4 4 76 11 0.13 1.23 2.15

4 2 4 5 70 10 0.15 1.27 1.96

4 2 6 3 73 10 0.10 0.58 0.94

6 3 4 23 150 10 0.44 2.20 4.77

Table A.1: Average performance values for 0 failure rate tests part 1
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div func sub proc recv out short long total

3 2 6 4 79 9 0.02 0.44 0.73

4 2 5 3 66 9 0.10 0.60 0.83

3 2 7 3 63 8 0.03 0.45 0.61

4 3 3 11 71 8 0.30 1.36 2.88

4 3 6 5 69 8 0.22 0.78 1.03

5 2 5 5 82 8 0.15 1.46 1.71

6 6 7 38 318 8 1.62 3.29 3.37

6 7 7 36 328 7 1.64 3.29 3.38

3 3 5 6 64 6 0.20 0.51 0.59

3 3 6 8 87 6 0.20 0.54 0.80

4 4 6 15 128 6 0.48 1.41 1.43

4 4 7 8 94 6 0.49 0.82 0.88

6 6 6 38 269 6 1.69 3.50 4.13

3 2 5 1 33 5 0.04 0.19 0.35

3 3 7 4 60 5 0.15 0.41 0.53

4 2 7 1 41 5 0.08 0.24 0.48

4 3 4 9 67 5 0.25 1.15 1.67

4 4 4 15 87 5 0.46 1.33 1.47

3 3 4 5 39 4 0.15 0.29 0.48

6 4 4 26 130 4 0.68 1.81 3.11

6 5 5 33 192 4 1.31 2.18 3.33

3 2 4 2 29 3 0.04 0.15 0.34

3 4 6 9 75 3 0.45 0.61 0.74

4 4 5 8 61 3 0.44 0.72 0.74

4 5 7 7 73 3 0.56 0.68 0.83

5 4 3 11 63 3 0.96 1.06 1.67

5 4 6 10 63 3 0.26 0.48 0.54

5 5 7 15 121 3 0.70 1.18 1.96

3 2 3 2 10 2 0.01 0.14 0.13

3 4 4 4 28 2 0.28 0.30 0.29

Table A.2: Average performance values for 0 failure rate tests part 2
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div func sub proc recv out short long total

3 5 7 6 47 2 0.51 0.63 0.49

4 4 3 12 60 2 0.67 0.93 1.92

4 5 5 10 66 2 0.56 0.80 0.83

5 3 4 8 45 2 0.43 0.53 1.13

5 4 4 13 70 2 1.61 1.14 1.80

5 5 5 11 75 2 1.78 1.30 1.61

5 5 6 14 87 2 0.55 0.80 0.90

3 4 7 4 34 1 0.37 0.50 0.41

3 5 4 7 34 1 0.39 0.35 1.27

4 5 6 10 66 1 0.71 0.69 0.76

4 6 7 10 68 1 0.69 0.61 0.68

5 4 5 8 47 1 0.54 0.62 0.73

5 6 7 17 143 1 1.11 1.52 2.57

6 4 3 18 85 1 1.51 1.71 2.78

6 6 5 26 157 1 1.18 1.65 3.80

6 7 6 26 194 1 1.58 2.41 2.77

3 3 3 3 10 0 1.40 0.76 0.54

3 4 3 1 4 0 -1.00 0.05 0.05

3 4 5 5 23 0 0.21 0.32 0.26

3 5 3 1 3 0 -1.00 -1.00 0.02

3 5 5 8 44 0 0.46 0.41 0.54

3 5 6 4 27 0 0.55 0.36 0.25

3 6 3 1 5 0 -1.00 0.11 0.09

3 6 4 4 20 0 -1.00 0.22 0.31

3 6 5 5 31 0 0.59 0.63 0.38

3 6 6 3 21 0 0.52 0.42 0.23

3 6 7 1 5 0 -1.00 0.01 0.05

3 7 3 2 5 0 -1.00 0.12 0.09

3 7 4 1 7 0 -1.00 0.09 0.10

3 7 5 4 21 0 -1.00 2.95 1.05

Table A.3: Average performance values for 0 failure rate tests part 3
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div func sub proc recv out short long total

3 7 6 2 13 0 -1.00 0.24 0.22

3 7 7 1 10 0 -1.00 0.14 0.13

4 5 3 8 41 0 0.31 0.48 1.66

4 5 4 9 48 0 0.46 0.63 0.84

4 6 3 7 45 0 -1.00 0.83 3.34

4 6 4 8 39 0 -1.00 0.42 0.58

4 6 5 7 49 0 0.59 0.58 0.59

4 6 6 7 45 0 0.37 0.32 0.42

4 7 3 6 37 0 -1.00 0.35 1.52

4 7 4 1 18 0 -1.00 0.36 0.28

4 7 5 4 24 0 -1.00 0.61 0.61

4 7 6 3 25 0 -1.00 0.27 0.71

4 7 7 1 13 0 -1.00 0.10 0.20

5 5 3 10 44 0 -1.00 0.80 2.37

5 5 4 7 36 0 -1.00 0.37 0.81

5 6 3 5 30 0 -1.00 0.33 1.38

5 6 4 4 27 0 -1.00 0.57 0.72

5 6 5 3 21 0 10.20 0.34 0.40

5 6 6 1 13 0 -1.00 0.13 0.14

5 7 3 7 40 0 -1.00 0.43 2.43

5 7 4 5 40 0 -1.00 0.46 1.21

5 7 5 2 16 0 -1.00 0.14 0.24

5 7 6 3 24 0 -1.00 0.12 0.27

5 7 7 7 49 0 -1.00 0.46 1.07

6 5 3 13 65 0 0.64 0.77 2.53

6 5 4 14 79 0 0.79 1.07 2.43

6 6 3 12 67 0 0.54 0.80 3.32

6 6 4 11 73 0 -1.00 1.08 2.16

6 7 3 10 71 0 -1.00 1.58 2.24

6 7 4 10 69 0 -1.00 0.91 3.14

6 7 5 17 120 0 1.50 1.25 2.87

Table A.4: Average performance values for 0 failure rate tests part 4
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div func sub proc recv out short long total

6 3 6 14 139 17 0.22 2.07 3.90

6 2 5 10 109 14 0.16 3.44 4.59

6 2 6 4 89 13 0.07 1.91 3.41

6 2 4 8 90 12 0.12 3.52 5.09

6 2 7 5 88 12 0.07 0.94 1.49

6 2 3 13 111 11 0.16 4.69 5.83

4 2 6 5 68 9 0.07 0.64 1.36

5 2 5 6 68 8 0.34 1.91 2.92

5 2 6 3 54 8 0.21 0.83 1.83

5 2 7 6 66 8 0.10 1.49 2.32

5 3 5 9 80 8 0.32 1.39 2.09

6 3 4 13 77 8 0.29 2.72 4.43

4 2 7 3 49 7 0.06 0.47 1.41

5 2 3 4 43 7 0.11 1.79 3.45

6 3 5 15 93 7 0.38 1.46 4.02

6 3 7 8 84 7 0.27 1.33 1.75

5 2 4 1 26 6 0.05 0.19 2.59

3 3 6 6 55 5 0.43 0.79 1.18

4 2 3 5 44 5 0.10 1.62 2.36

4 2 4 2 27 5 0.13 0.81 2.02

6 4 6 15 106 5 0.64 1.36 3.86

3 2 6 3 29 4 0.06 0.74 1.04

3 2 7 1 28 4 0.05 0.42 0.91

3 3 7 7 54 4 0.19 0.45 1.31

4 3 4 6 36 4 0.80 1.18 1.87

6 3 3 12 59 4 1.00 1.90 3.35

3 2 5 2 17 3 0.04 0.36 0.60

4 2 5 2 21 3 0.06 0.25 0.43

4 3 3 7 34 3 0.93 1.21 2.82

4 3 6 5 37 3 0.29 0.88 1.59

Table A.5: Average performance values for failure rate tests part 1

Page 192



Appendix A. Appendix A - Data

div func sub proc recv out short long total

5 3 3 7 38 3 0.95 1.23 3.17

5 3 7 5 39 3 0.17 0.32 1.76

6 4 7 11 89 3 0.53 1.07 1.83

3 2 3 1 11 2 0.05 0.14 0.63

3 2 4 1 10 2 0.06 0.27 0.72

3 4 6 6 35 2 0.38 0.37 1.23

4 3 7 4 32 2 0.16 0.51 0.76

5 3 4 6 30 2 0.20 0.30 2.24

5 4 5 9 51 2 0.71 0.67 1.73

5 4 6 7 50 2 0.77 0.79 1.66

3 3 3 3 11 1 0.25 0.17 0.47

3 3 4 2 10 1 0.14 0.14 0.62

3 4 7 5 26 1 0.62 0.40 0.63

4 3 5 4 20 1 0.57 0.41 0.60

4 4 6 7 40 1 0.33 0.70 1.40

5 3 6 4 22 1 0.18 0.19 0.98

5 4 3 8 37 1 1.48 1.34 2.68

5 4 7 13 67 1 0.53 0.69 1.71

5 5 5 5 34 1 1.24 0.78 2.03

5 5 7 10 66 1 0.85 0.90 1.82

6 4 4 12 58 1 0.70 1.45 2.72

6 4 5 12 59 1 0.30 0.57 3.31

6 5 5 15 86 1 3.46 1.97 3.06

6 5 6 15 90 1 1.36 1.30 2.39

3 3 5 4 14 0 0.15 0.64 0.83

3 4 3 1 5 0 0.21 0.12 0.13

3 4 4 4 13 0 0.25 0.14 0.80

3 4 5 2 6 0 0.21 0.23 0.36

3 5 3 2 6 0 0.89 0.25 0.42

3 5 4 2 10 0 0.35 0.11 0.14

Table A.6: Average performance values for failure rate tests part 2
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div func sub proc recv out short long total

3 5 5 4 17 0 0.25 0.31 1.06

3 5 6 2 12 0 0.31 0.24 0.51

3 5 7 3 16 0 0.75 0.33 0.63

3 6 3 1 1 0 -1.00 -1.00 0.01

3 6 4 3 13 0 -1.00 0.59 0.67

3 6 5 3 16 0 -1.00 0.23 0.64

3 6 6 3 18 0 0.98 0.42 0.64

3 6 7 3 15 0 -1.00 0.46 1.04

3 7 3 1 1 0 -1.00 -1.00 0.01

3 7 4 3 14 0 -1.00 0.31 0.50

3 7 5 2 9 0 -1.00 0.18 0.38

3 7 6 2 9 0 0.54 0.07 0.45

3 7 7 3 13 0 -1.00 0.25 0.46

4 4 3 5 24 0 0.61 0.36 1.42

4 4 4 5 23 0 0.30 0.31 0.90

4 4 5 5 22 0 0.64 0.43 0.51

4 4 7 4 25 0 0.29 0.62 0.81

4 5 3 4 17 0 1.92 0.41 1.07

4 5 4 6 20 0 0.35 0.22 0.86

4 5 5 3 14 0 0.50 0.34 0.40

4 5 6 6 31 0 0.32 0.48 0.89

4 5 7 5 21 0 0.37 0.32 0.39

4 6 3 5 25 0 -1.00 0.35 1.41

4 6 4 3 18 0 -1.00 0.18 1.12

4 6 5 2 9 0 -1.00 0.22 0.30

4 6 6 2 15 0 0.41 0.31 0.55

4 6 7 2 8 0 -1.00 0.13 0.37

4 7 3 3 18 0 -1.00 0.50 1.69

4 7 4 1 13 0 -1.00 0.24 0.77

4 7 5 1 8 0 -1.00 0.18 0.27

Table A.7: Average performance values for failure rate tests part 3
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div func sub proc recv out short long total

4 7 6 2 11 0 -1.00 0.25 0.31

4 7 7 5 29 0 0.80 0.37 0.39

5 4 4 8 30 0 0.21 0.25 2.05

5 5 3 7 31 0 -1.00 0.74 1.99

5 5 4 6 27 0 0.26 0.22 0.81

5 5 6 7 33 0 0.45 0.26 1.16

5 6 3 6 28 0 -1.00 0.35 1.92

5 6 4 6 28 0 -1.00 0.48 1.15

5 6 5 5 29 0 0.46 0.42 0.74

5 6 6 3 14 0 -1.00 0.14 0.36

5 6 7 5 25 0 0.86 0.35 0.72

5 7 3 2 17 0 -1.00 0.11 0.74

5 7 4 6 30 0 -1.00 0.26 1.67

5 7 5 3 18 0 -1.00 0.22 0.42

5 7 6 1 8 0 -1.00 0.08 0.08

5 7 7 4 22 0 -1.00 0.72 0.93

6 4 3 10 44 0 3.60 1.42 4.60

6 5 3 7 39 0 0.37 1.19 3.53

6 5 4 10 45 0 0.58 1.14 2.95

6 5 7 7 48 0 0.79 0.71 1.38

6 6 3 6 31 0 -1.00 0.96 2.92

6 6 4 5 33 0 -1.00 0.88 2.37

6 6 5 9 46 0 0.80 0.41 1.72

6 6 6 13 77 0 1.16 1.22 2.35

6 6 7 7 49 0 1.65 0.74 1.38

6 7 3 4 27 0 -1.00 0.31 2.55

6 7 4 4 27 0 -1.00 0.19 2.62

6 7 5 7 42 0 0.45 0.36 3.27

6 7 6 6 36 0 -1.00 0.31 1.78

6 7 7 6 44 0 3.83 1.12 1.54

Table A.8: Average performance values for failure rate tests part 4
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Appendix B - Publications

This appendix presents all publications derived from this thesis at time of submission.

1. On Resilience in Cloud Computing : A survey of techniques across the Cloud Do-

main - This paper presents a comprehensive review of cloud computing resilience techniques

across both traditional centralised and decentralised models. A subset of this work can be found

in Chapter 2. At the time of writing the paper is ”in press” for publication in the ACM Com-

puting Surveys Journal. It supersedes an initially published survey paper: Perspectives on

Resilience in Cloud Computing: Review and Trends - which was presented at the 2017

IEEE/ACS 14th International Conference on Computer Systems and Applications (AICCSA).

2. Embyronic Model for Highly Resilient PaaS was presented at the 2018 Fifth International

Conference on Software Defined Systems (SDS). It maps embryonic characteristics to cloud

computing and resilience requirements in order to derive the initial embryonic cloud model that

was developed for centralised cloud features. Some of this work is presented in chapter 3.

3. Bio-Inspired Multi-agent Embryonic Architecture for Resilient Edge Networks was

published in the IEEE Transactions on Industrial Informatics Journal in May 2019. It presents

the Cellular Automata based model of the embryonic architecture including simulation results

for the majority of results in chapter 4. It presents the concept in the context of real-world use

cases for resilient industrial IoT at the network edge.

4. Embyronic-Inspired Resilient Service Delivery at the Hostile Mobile Edge - Is cur-

rently under review in Springer’s Peer to Peer Networking and Applications journal. It presents

the performance evaluation results of the proof-of-concept embryonic architecture.
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On Resilience in Cloud Computing: A Survey of Techniques
across the Cloud Domain

THOMAS WELSH, University of Limerick, Republic of Ireland
ELHADJ BENKHELIFA, Staffordshire University, UK

Cloud infrastructures are highly favoured as a computing delivery model worldwide, creating a strong soci-
etal dependence. It is therefore vital to enhance their resilience, providing persistent service delivery under a
variety of conditions. Cloud environments are highly complex and continuously evolving. Additionally, the
plethora of use-cases ensures requirements for persistent service delivery vary. As a contribution to knowl-
edge, this work surveys resilience techniques for cloud environments. We apply a novel perspective using a
layered model of traditional and emerging cloud paradigms. Works are then classified according to the Resi-
linets model. For each layer, the most common techniques with limitations are derived including an actor’s
strength in influencing resilience in the cloud with each technique. We conclude with some future challenges
to the field of resilient cloud computing.
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1 SCOPE: CLASSIFYING RESILIENCE FOR THE CLOUD
Resilience, in the context of computer systems and networks, is defined in many ways. Some con-
sider it synonymous with fault-tolerance [84]. Laprie provides two descriptions: “the persistence
of dependability when facing changes” and “the persistence of service delivery that can justifiably
be trusted, when facing changes” [62]. Sterbenz et al. provide a similar definition: “the ability of
the network to provide and maintain an acceptable level of service in the face of various faults and
challenges to normal operation” [112]. Queiroz et al. suggest: “Resilience is the capacity of critical
services to adapt in order to provide their functionalities in cases of undesired events compromis-
ing parts of the system.” [95]. Abdullah et al. [1] consider a business/organisation perspective :
“Resilience refers to the capacity of human beings/system/organization to survive and thrive in
the face of adversity...it is a property that is closely associated with the capacity to avoid, contain
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and mitigate accidents.” Or simply: “the percentage of lost traffic upon failures” [67]. These few
definitions indicate the numerous factors that can be considered during the development and de-
ployment of a resilient system. This variety is related to the variety of fields in which resilience is
applied. As each will have different characteristics, numerous measurement methodologies will ap-
pear. Additionally, specific use-cases may omit certain characteristics due to their lesser relevance.

In this survey, we adhere to the comprehensive definitions of the Resilinets model by Sterbenz
et al. They cover a variety of measurable or desirable characteristics of resilience, grouped into
trustworthiness and challenge tolerance, viewed as internal and external factors, respectively. These
may be adapted as appropriate to take into account novel features of the cloud. We direct the reader
to the resilience discipline definitions categorised within [112].

1.1 Defining the Cloud
Cloud computing is a service-driven computing model whereby an end-user will provision and use
computing resources from a Cloud Service Provider (CSP) in line with an agreed upon Service Level
Agreement (SLA). The service hosted by the CSP could take many forms, consisting of networking,
storage, or computational components [76]. Similar to traditional computing environments, cloud
environments are multi-layered. The composition differs depending upon the CSP infrastructure,
the application’s use-case, or the particular model used for analysis.

A typical cloud datacentre would consist of the underlying physical infrastructure: servers, stor-
age arrays, and networking hardware. Virtualised Infrastructure (VI), a pool of resources: Virtual
Machines (VMs) and/or containers running atop of Virtual Machine Monitors (VMM)s with Virtual
Storage (VS) devices and Virtual Networks (VNs). These resources are situated upon the Physical
Infrastructure (PI) hardware, connected by Physical Networking (PN). A management layer coor-
dinates physical Resource Management (RM) and the service life cycle. Performance is managed
through distributing services using Load Balancing (LB). Services are created and managed using
Service Orchestration (SO) and executed using Service Scheduling (SCH). Further service-oriented
capabilities such as security are also provided.

The datacentre (DC) architecture is relevant when examining resilience within cloud infrastruc-
ture, as it is the foundation upon which the cloud service will sit. However, the resilience of the
DC is not always relevant to the resilience of a service being hosted. For example, a cloud service
may straddle multiple forms of infrastructure and, second, the user/CSP may have no ability to
affect the resilience at this layer, dependent upon the cloud service delivery model employed.

In the NIST definition for cloud computing [76] the prominent service delivery models are
defined as a layered architecture: Software-as-a-Servce (SaaS), Platform-as-a-Service(PaaS) and
Infrastructure-as-a-Service (IaaS). Responsibilities (for the management/configuration/security,
etc.) of the service being delivered vary between CSP and the user. This division of responsibility is
an important concept within the context of resilience, as the level of control given may determine
the user’s abilities to affect its resilience. NIST defines a further three actors: auditor, broker, and
carrier.

Due to emerging disciplines and delivery models, matters are complicated further. In addition
to those layers discussed above, there are layers within the decentralised cloud. Once considered
to be an emerging discipline, cloud computing is now arguably emerged, although is constantly
evolving. In tandem with new technologies and use-cases, new forms of cloud computing are
developed to accommodate emerging disciplines such as the Internet of Things (IoT) and big data.
These involve distributing the cloud services across devices or network architectures dissimilar to
the typical DC-only model.

Bilal et al. explain: “different emerging technologies situated at the edge of the network to
provide computational and storage resources to deliver real-time communication with minimum
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latency” [20]. While Baktir et al. explain that despite differences, these disciplines all largely at-
tempt to accomplish the same goal and are variations of edge disciplines. What varies is their
use-case and presumably the underlying technologies in which the new processing occurs [11].

A summary of these emerging disciplines are below:

• Fog Computing - seen first as an extension to the cloud but now as complementary or
independent from it. It involves a hierarchy of services where some processing/storage is
executed closer to the edge of the network while analytics can occur in the cloud. This can
occur in small-scale clouds but also on a variety of different hardware such as base stations,
routing hardware, and so on [20, 82, 90, 98].

• Mobile Cloud Computing (MCC) - the concept of resource augmentation from a mo-
bile to a remote device to maximise resource efficiency and power consumption. Originally
intended for centralised cloud DCs, the potential for processing at the edge is now seeing
interest [20, 98, 124].

• Cloudlets - involve the deployment of small clouds used to reduce short falls in mobile
cloud computing [2, 20].

• Mobile Edge Computing (MEC) - provides cloud services at the edge of cellular networks
such as 5G nodes, this increases performance through latency reduction, traffic optimisa-
tion, and enhanced services, e.g., location-driven [20, 72, 73, 90, 98, 124].

• Mist Computing - pushes data processing services as far as possible to the sensor and
actuator devices [93, 119].

These definitions illustrate that decentralised disciplines involve distributing cloud services
closer to the edge of the network, where the end-user device, sensor, or actuator will be. Within
the context of this work, to manage the complexity associated with non-standardised and evolv-
ing definitions, these cloud disciplines are grouped into three layers. This creates a new hierarchy
of centralised and decentralised cloud architectures, where services may be positioned in one or
more layers. The topmost layer is the centralised cloud infrastructure within a data centre. The
middle layer is the fog, where cloud services and data processing can occur during transit to the
cloud or in a constrained manner upon devices closer to the application edge. The final layer, mist,
is where the sensors, actuators, and user devices sit and where minimal processing may occur.
This model represents the hierarchical layered cloud family of disciplines; components of these
disciplines (i.e., the physical devices, protocols, and actors) sit within these layers.

The following points are made considering resilience in emerging cloud disciplines:

• The cloud infrastructure’s distinct architecture is relevant to understanding its own re-
silience but not always responsible for guaranteeing service resilience. Therefore, the rela-
tionship between resilience techniques operating in lower levels and a service on a higher
level should be established.

• Emerging disciplines cause services to be delivered on decentralised cloud infrastructure
far away from the DC, sometimes independently from it.

• The chosen service delivery model will affect the ability of the user or CSP to adjust the
resilience of the service. Therefore, this is a key factor in resilience technique selection. All
delivery models can be employed upon all architectures although with greater constraints
closer to the edge.

We illustrate in Figure 1 the relationship between the centralised and decentralised cloud disci-
plines and their underlying architectural constituents. The diagram shows that cloud disciplines
(coloured) may span one or more architectural layers, potentially encompassing a variety of dif-
ferent hardware configurations in addition to physical and logical architectures.
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Fig. 1. Decentralised cloud computing model. Illustrating the relationship and overlap between differ-
ent cloud models and architectural components. MEC=Mobile Edge Computing, MCC=Mobile Cloud
Computing.

1.2 Related Work in Cloud Resilience
Due to the novelty of this area, surveys in resilience are limited. This work extends our previous
survey in Reference [125], which lacks the detailed analysis according to techniques and disciplines
presented here, in addition to the further analysis of the decentralised cloud. Moreover, this work
complements our previous survey on intrusion detection for resilient IoT [17], which is out of the
scope of this article.

A few surveys encompass some aspects of this work. Cheraghlou et al. provide a survey of fault-
tolerant-specific architectures in the cloud [29], Milani et al. present a survey of data replication
techniques in the cloud [78], and Mistrik et al. discuss fault-tolerant workflow management tech-
niques [91]. Colman-Meixner et al. present the only survey on resilience techniques in cloud com-
puting infrastructure [30]. Employing a layered model, they provide an in-depth study involving
classification of resilience approaches used. Their primary findings highlight that for cloud sys-
tems, replication and checkpointing are the most common techniques for storage, virtualisation,
and migration from the storage side and multi-layer protection for networking. However, a con-
siderable number of techniques they evaluated are based on non-cloud environments that may be
applicable to the cloud. That approach is avoided in this work due to its open-ended nature. Ad-
ditionally, their model fails to account for emerging/decentralised cloud disciplines. Without this
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consideration it becomes difficult to understand how integration and interoperability between
emerging disciplines will affect the resilience at different layers. In contrast, this review will fo-
cus upon resilience techniques that enable a given CSP to deliver services resiliently upon their
platform using any delivery model.

As a contribution to knowledge, we propose a model that encompasses the decentralised cloud
and its relationship with the centralised cloud. We review only cloud-centric techniques. Defini-
tions from the Resilinets model [112] are then applied to provide a rigid classification of techniques
employed throughout literature. Combining these two models, each work can now be classified
appropriately in terms of cloud layer, cloud components used, and resilience disciplines enabled.
This is important to manage the scope and complexity of the survey. This survey classifies work
in cloud service resilience according to a number of factors:

• Where in the hierarchy of centralised/decentralised cloud disciplines the work is situated.
• The architectural components according to the model in Figure 1 the work applies to.
• The cloud delivery model that the work applies to.
• The resilience disciplines that apply to the work, according to the Resilinets model [112].
• The techniques used to accomplish the resilience.

The work will therefore be considered within the following categories, which are representative
of the centralised/decentralised cloud environment:

(1) Physical and data-centre resilience - techniques used to enhance the resilience of the
datacentre. Placed here for completeness and to illustrate the underlying resilience.

(2) Virtual Resource Abstraction - the resilience of virtualised/abstracted resources such
as VS, VI, VMMs, and so on.

(3) Cloud Management - techniques associated with cloud middleware/management, e.g.,
orchestration of services.

(4) Decentralised Cloud - resilience techniques for cloud environments that are closer to
the network edge.

(5) Alternative Architectures - methods using unconventional architectures.

1.3 Paper Selection Criteria
Papers were selected for inclusion after searching popular databases, namely, ACM Library, IEEE
Explore, Science Direct, and Google Scholar. A number of keyword permutations were used that
involved “resilience” combined with different cloud computing models and architectures, e.g., “re-
silient PaaS,” “Cloud resilience,” and so on. During this search it quickly transpired that resilience
definitions vary considerably from author to author. This is the motivation for leveraging the Resi-
linets model [112], as it provided a consistent definition and classification of these disciplines. This
model is also frequently found referenced in other works and therefore provided support to its ac-
curacy. These disciplines then replaced the resilience keyword with variations of cloud computing
to procure more works for evaluation.

Scope management is an important issue due to the range of disciplines involved and the com-
plex nature of the cloud. First, papers were omitted that did not focus solely upon cloud environ-
ments. While intuitive, the authors in Reference [30] include a number of non-cloud works that
could still be applicable. Although relevant to resilience in general, it was decided this these papers
could skew our analysis and could cause the review to be open-ended. The one exception is works
that focus upon data-centre resilience where deemed relevant. In a similar manner a number of
security-oriented papers were excluded, as techniques for firewalls, intrusion detection systems,
and so on, can largely be applied anywhere, but the authors did not have a cloud resilience specific
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Table 1. Data and Physical Layer Resilience

Method Model Components Disciplines Limitations
Back-up links [71] Phy PI SRV High cost
Optimal geo-distribution of datacentres
[110]

Phy DC DT High cost

Server placement for VM backups [32] IaaS PI; DC DT Physical layer only
Optimal routing using load balancing
and graph analysis [81]

Phy PI; DC R,FT Non-cloud

Topology and demographic/economic
focused DC placement [44]

Phy PI; DC SRV Only available to some CSP

Monte-Carlo tree search for resource
provisioning [3]

Phy PI; DC; RM SRV Only available to some CSP

Datacentre provision for resource
optimisation [130]

Phy PI; DC; RM SRV High cost and complexity

User aggregated link sharing [64] Phy, PI; DC; RM SRV Limited compartmentalisation
Simulating survivability scenarios [33] Phy PI; DC SRV Simulation only
Leverage SDN for survivability [27] Phy PI; DC; VN; RM SRV Centralised management

PI=Physical Infrastructure, DC=Data Centres, RM=Resource Management, VN=Virtual Networking, SRV=
Survivability, FT=Fault Tolerance, R=Resilience, DT=Disruption Tolerance.

goal. Finally, works older than 10 years at the time of first selection were omitted. Overall, these
works were selected to answer the following: What was the current state-of-the-art in cloud com-
puting resilience, including what techniques were used, how effective are they, and what are their
limitations? It was also conducted to identify any further gaps in the field to provide situation of
the work.

2 STATE-OF-THE-ART IN CLOUD RESILIENCE
This section surveys literature according to the layers defined previously. Each work is analysed
according to the techniques used and cloud components applied. A summary table is given for
each section.

2.1 Physical and Data-centre Resilience
DCs are used as a strong argument that the security and resilience of cloud computing is greater
than that of traditional paradigms, largely because cloud infrastructures are typically hosted in
DCs with greater facilities than those possible to finance or manage by a single organisation.
Highly redundant resources, excellent power resilience, excellent physical security, and strong
network links to the internet backbone. Therefore, these underlying characteristics ensure these
environments are resilient by nature. This section discusses a number of works in this layer that
attempt to improve this further. Table 1 summarises this literature.

Mohamed discusses the area comprehensively, without the cloud context. He reiterates the in-
herent resilience of data centres and evaluates routing protocols, load balancing, and graph anal-
ysis techniques to provide enhanced resilience [81].

Lou et al. consider Cloud network survivability and sustainability within the context of energy-
aware solutions: Energy Aware Backup Protection (EABP) [71]. They argue that as the require-
ment for energy-efficient services increases, survivability and resilience should not be ignored.
They present a new model that allows multiple links to share one backup, drastically reducing
capacity requirements with only a small increase in energy consumption. It is not certain whether
the system will maintain resilience in the case that the number of links failed exceeds the ca-
pacity of the backup. Goścień and Walkowiak also consider survivability [44]. They undertake a
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study to investigate the physical placement of DCs along optical fibre links from a topology and
demographic-economical perspective. They illustrate that placement policies have a strong impact
upon survivability. Applying a Monte-Carlo tree search for resource allocation has been shown to
optimise this process [3].

Conversely, Couto et al. illustrate that survivability techniques including placement and redun-
dancy can have grave negative effects upon the latency of applications in highly survivable situ-
ations (up to 80% degradation) [33], which is intuitive yet relevant. They also discuss the design
for clouds that must be resilient in the face of disasters [110], in contrast to many surveyed works.
Their motivation is that most SLAs do not cover disaster resilience, (e.g., hurricanes). A key com-
ponent for their resiliency is geographical distribution and fail-over systems for activation during
the event of a failure. They present a methodology for developing disaster-resilient networks and
also a VM placement algorithm [32].

Zhang et al. propose resource orchestration as a technique to enable survivability in optical
networks through minimising datacentre provisioning [130]. Additionally, they aggregate backup
“k-node” links for multiple users to improve surivivability in a resource-optimal manner upon
disaster [64].

Chandna et al. present a survivability solution in optical DC networks using Software Defined
Networking (SDN) [27]. They illustrate the strength of these techniques and highlight that most
future methods are likely to employ SDN. However, while geo-distribution improves resiliency
it does not guarantee it. They highlight the necessity for VM placement algorithms as a high
priority for guaranteeing resilience for cloud SLAs. This work highlights the need to understand
the differing network layers when considering resilience in the cloud. Therefore, an important
question is: How effectively can resilient virtual networks be designed without information about
its lower layers?

2.2 Virtual Resource Abstraction
The works reviewed in the following sub-sections describe techniques that are used to provide
resilience to a particular VR such as VS, instances, VNs, or the VMMs such as hypervisors.

2.2.1 Storage. The most simplistic method of ensuring resiliency of data is replication. When
a failure happens, copies are accessed or migrated. This principle is the basis of many storage re-
siliency techniques such as the commonly deployed Redundant Array Inexpensive Disks (RAID).
Storage, however, is expensive, so techniques to reduce the cost of redundancy are sought after.
This is not just the cost of the hardware but also methods ensuring consistency. There is a cur-
rent drive to move the majority of an organisation’s storage to cloud infrastructures, due to their
inherent storage resilience upon mass redundancy of resources and global remote access. There-
fore, as the standard cloud could be considered a resilient storage mechanism, the techniques dis-
cussed will focus on more extreme scenarios or optimisation techniques. Table 2 summarises this
literature.

Jaiswal et al. present Resilient Storage Cloud Map (RSCMap) [53]. Its goal is optimising the de-
sign of resilient cloud storage via disaster recovery planning. It permits an appropriate replication
function to be selected according to the data type, needs, and cost available. This is applicable to a
variety of use-cases. The efficacy of relying on disaster recovery for resilience is questionable due
to the number of situations (e.g., data leakage, safety-critical systems) where resilience is required
prior to a system fault.

Westmark provides another technique focusing upon resilience to disasters (disruption toler-
ance) [126]. They propose Rapid Data Evacuation (RDE) in which a priori knowledge of an immi-
nent disaster permits a heuristic to determine the external network links with the least delay. This
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Table 2. Storage Resilience Techniques

Method Model Components Disciplines
Cost-based disaster recovery
planning, replication [53]

IaaS VS A, DT Disaster-recovery not always
beneficial to service delivery

Code-based recovery [24] IaaS VS A, FT Cost resulting from groups
of nodes

Rapid Data Evacuation (RDE) prior
to disaster event using a heuristic
to select least delay paths [126]

IaaS/ VS DT A priori disaster knowledge,
bandwidth requirements

Network overlay on diverse
storage across multi DCs [43]

PaaS VS, VN, RM, SO FT High replication cost

Replication covering correlated
and non-correlated failures [68]

IaaS VS FT High replication cost

Storage across diverse cloud-of-
clouds [19]

IaaS VS, RM FT, SEC High replication cost

Provide security to the client side
of cloud storage services [75]

Client CD SEC Client side only

A survey and hybrid technique
between erasure coding and
replication [83]

IaaS VS, RM FT High replication cost

Efficient replication for unknown
query rate [94]

IaaS VS, RM FT High replication cost

Homomorphic token and erasure
data [123]

IaaS VS FT, I Data loss with loss of key

Component-based workflow RM
from client to cloud [128]

PaaS VS, RM FT, SEC Complex modelling process

Multi-DC backup disaster routing,
shortest window for disaster RB
[129]

IaaS DC, VS, RM DT A priori disaster knowledge,
high replication cost

VS=Virtual Storage, VN=Virtual Networking, RM=Resource Management, SO=Service Orchestration, CD=Client De-
vices, DC=Data Centres, A=Availability, DT=Disruption Tolerance, FT=Fault Tolerance, SEC=Security, I=Integrity.

enables safe and quick data migration from the cloud. Similarly, Yao et al. determine the shortest
window necessary for backups to optimise the cost of replication in case of a disaster scenario
[129].

An alternative to needing to evacuate data is to ensure it is replicated across diverse locations in
the first instance. Gonzalez et al. present a network overlay to optimise data management across
multiple data-centre sites [43]. Bessani et al. develop a software library called DEPSKY that utilises
consumer cloud storage solutions from multiple providers to provide diverse replication for object
storage [19]. Whereas Matos et al. give a different perspective providing the resilience from the
client through enhancing the security of the client machine [75].

Methods of optimising the replication, typically for cost reasons, can be frequently found. Calis
and Koyluoglu focus upon mitigating blocks (groups of storage nodes) that fail simultaneously
[24], using Block Failure Resilient codewords that facilitate the recovery of a block from neigh-
bour blocks utilising load balancing. Nachiappan et al. conduct a survey on both coding and repli-
cation techniques [83]. They suggest that a hybrid method of both is the only cost-effective way
of guaranteeing storage resilience in the cloud.

Liu and Shen argue that the majority of resilient storage techniques in the cloud are effective at
either correlated or non-correlated failures [68]. They propose a Multiple failure Resilient Repli-
cation scheme (MRR) accommodating both forms. They use a nonlinear integer programming ap-
proach to accommodate multiple objectives, which are a reduction in network latency to optimise
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Table 3. Instance and VMM Resilience Techniques

Method Model Components Disciplines Limitations
Snapshots with error ranking
[85]

IaaS VI FT High replication cost and
storage, state-management

Snapshots with VM
introspection and anomaly
detection [69]

IaaS VI FT High replication cost and
storage, state-management,
windows only

Proactive recovery [96] IaaS VI FT High replication cost and
storage, state-management,
no physical fault protection

Periodic snapshots and
recovery [54]

IaaS VI FT High replication cost and
storage, state-management

Process-level replication,
checkpointing [36]

PaaS/IaaS VI, RM FT Medium replication cost and
storage, state-management,
VM integrity

Process checkpointing [115] PaaS/IaaS VI, RM FT Medium replication cost and
storage, state-management,
VM integrity

VI replication [101] IaaS VI FT High replication cost and
storage, state-management

VI replication [34] IaaS VI, RM FT High replication cost and
storage, state-management

Replication, checkpointing of
HV using introspection [21]

IaaS PI, VI RB, FT Liable for anomaly subversion

Compiler and runtime
software diversity [57]

IaaS PI, VI, RM SRV Requires application
source-code

VMM replication/mirrors
with minimal overhead [127]

IaaS PI, VI, RM FT High replication cost

VI=Virtual Infrastructure, RM=Resource Management, PI=Physical Infrastructure, FT=Fault Tolerance, RB=Robustness,
SRV=Survivability.

consistency and the optimal number of replications and storage upon inexpensive media while
still maintaining high availability.

Qu and Xiong attempt to optimise the quantity of needed replications for a specific use-case,
which is unknown quantity of web requests [94]. Their method of replication across all nodes is in
contrast to the typical micro-services architecture and raises questions of scalability and compart-
mentalisation. Wang et al. focus simply on ensuring the integrity of data in cloud infrastructures
[123]. Their technique is unconcerned with whether the data are altered maliciously or through
hardware fault. A block-based storage mechanism enables the location of data corruption to be
identified to permit fast recovery. Finally, Yanez-Sierra take a holistic approach by attempting to
provide resilience through modelling the entire data workflow, from client to cloud [128]. Their
component-based approach allows modularity and features to be applied and examined at each
stage.

2.2.2 Instance and VMM Techniques. Within this section, application layer resilience is referred
to as examining an individual instance such as a VM or container and not considering the platform
of multiple applications. Table 3 provides a summary.

Nguyen et al. argue that network and system fault-tolerance is well covered by conventional
architectures and therefore they focus upon application resilience [85]. They propose a test bed
facilitating error detection and recovery of cloud applications. They explain that errors may be
detected long after their cause was executed and that tracing the exact cause can be difficult due
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to multiple software layers and component dependencies. They cite the complexity of scalable
software as a cause of these issues. To accommodate management of errors appropriately, they
deploy an error ranking system according to severity. This enables selection of an appropriate
action such as to ignore, restart, or revert. The software takes advantage of virtualisation within
cloud environments to accomplish this. The implementation details are scarce, but it is important
to note that this method does take into account generalised application faults so would detect
malicious and non-malicious faults although it is not explicitly stated as a goal of the software.

VI is a common solution to issues such as intrusion due to the ability to revert the system in
question to a clean state and migrate them to other nodes. Lombardi et al. present a system for
enhanced resilience of Windows VMs, recovering from malicious and non-malicious faults [69].
The solution employs VM introspection and anomaly-based integrity verification to detect intru-
sions or errors arising. A reactive solution using the VI is then employed. However, it could be
argued that repetition of malicious actions could allow a malicious user to plot the state changes
taken and thus understand the intent of the IDS. Likewise during the evaluation of the system,
the authors claim that despite a noticeable increase in resource use when implementing the intro-
spection system, the attacker would not be able to detect the use of the system. Again, this is not a
sufficient means of disguising the use of the system, as comparative analysis would result in wide
variations in performance against a system that did not employ the introspection.

Reizer and Kapitza also employ VI for a proactive recovery (periodic node refreshing) system
[96], primarily for intrusion relation failures. They explain that proactive recovery reduces support
for recovery from genuine faults and also decreases system availability time. In their solution a
domain is replicated across numerous, isolated guest domains where all network activity is proxied
via a remote server. Diversity between the guest and primary domains ensures attacks will not
affect the replica domains. This will hold true as long as the service is developed to be deterministic.
Although unable to protect against a physical fault, this system will prevent against malicious and
non-malicious faults. However, there are large cost and time implications due to the additional
resources required.

Jhawar and Vincenzo propose a similar method named Remus [54]. It uses replication leverag-
ing VI to provide a high degree of fault tolerance. The system periodically snapshots the host’s
state, storing a backup in memory. This ensures prompt availability. It is possible that anoma-
lous data would cause both systems to crash, whereas the diversity in the previous work clearly
protects against this. VM replication techniques are found often such as in References [101] and
[34]. Egwutuoha et al. [36] and Tchana et al. [115] examine resilience at the process level. They
provide replication and checkpointing of individual processes to recover from faults. These tech-
niques could be considered more resource-optimal than checkpointing an entire VM while also
more relevant to container-based architectures. However, the security implications of changing
the integrity of a running VM are concerning.

Binun et al. focus upon the resilience of the VMM [21]. They present a novel self-stabilising
hypervisor for increased robustness against malicious faults. A Stability Manager examines the
VMM and its VMs for any misbehaviour, resetting the VM, software, or physical machine when a
subversion is detected. While the system does provide an adequate method of resisting intrusions,
it is uncertain whether it is possible to recover from a persistent threat. Without adequate con-
straints, it might be easy for an attacker to perform a DoS upon the machine through corruption,
requiring a constant reboot. There are further performance issues, as with the integrity check,
requiring the entire system to freeze.

Kanter and Taylor present a hypervisor that uses compiler and run-time techniques to increase
diversity within an application, making attacks more costly [57]. Their combination of techniques
prevents all memory addresses within the application being known to an attacker a priori, however,
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Table 4. Virtual Networking Resilience Techniques

Method Model Components Disciplines Limitations
Mapping between virtual and
physical, data centre hand over
[22]

Phy/IaaS PI, VI SRV Uniform DC distribution with
minimal performance increase

Optimal overlay networks [13] Phy/Iaas/Paas VN vs PN SRV, FT High VNet design complexity
Leverage VN for layer
selection [14]

Phy/Iaas/Paas VN vs PN SRV, FT Complex high-level
management

A framework for layer
selection [15]

Phy/Iaas/Paas VN vs PN SRV, FT Complex high-level
management

Shared protection with backup
links [12]

Phy/Iaas/ VN, PN SRV Lack of compartmentalisation

Scalable heuristic-driven
shared protection [47]

Phy/Iaas/ VN, PN SRV Lack of compartmentalisation

Shared protection with
rerouting [23]

Phy/Iaas/ VN, PN SRV Lack of compartmentalisation

Overlay networks creating
path diversity [105]

IaaS/PaaS VN SRV High complexity and
centralised management

Selection of physical, virtual,
or hybrid networking [15]

Phy/IaaS VN, PN R, FT High-level simulation

Cost vs RB across different
layers [48]

Phy+ VN, PN R High-level and constrained
simulation

Cloud DDoS survey and
mitigation framework [87]

Phy+ VN, RM TT Restricted failure types

PI=Physical Infrastructure, VI=Virtual Infrastructure, VN=Virtual Networking, PN=Physical Networking, RM=Resource
Management, SRV=Survivability, FT=Fault Tolerance, R=Resilience, TT=Traffic Tolerance, RB=Robustness.

it does require the application’s source code. This extreme case of diversity across the cloud in-
frastructure enables high resilience. The method is used in the deployment of an OS named Bear
consisting of a minimal kernel and a VMM, where the kernel and all other components, including
device drivers, are periodically refreshed with new, diverse replacements. A point of note is that
it does not attempt to detect intrusions and operates without any further information. This is a
useful characteristic that mitigates detection-related issues. They mention that performance is de-
graded due to the additional processes, the compile time decreases at 5% typically and sometimes
up to 16%. However, the benefits of having a different set of binaries for every individual host in
the cloud outweighs the performance hits.

Xu and Huang focus upon VMM resilience. [127], where execution of each VMM is replicated
across a another. This provides resilience against hardware layer faults. Essentially providing re-
dundancy for hardware, the system is successful with minimal overhead. However, the authors
mention that the replication mechanism is not self-protecting.

2.2.3 Virtual Networking. Providing resilience within the networking layers of a cloud archi-
tecture is the focus of a number of works seen in literature. Resilience within networks may often
be considered in terms of its survivability, distributed information systems being the focus of the
term survivability [126]. As networking operates on a variety of different layers, the resilience
may again differ, depending on the layer in question. Clouds may be distributed across multiple
geo-locations and therefore require resilience on the physical layer. They also employ considerable
quantities of virtualisation and with the advent of SDN networking in the upper application layers
can become complex. Table 4 summarises the following literature.

Bui et al. investigate two methods for ensuring resilience in virtual networks [22]. They con-
sider network resilience from the perspective of both the PN providers and VN operators and
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in particular, the mapping between these two layers. Their resilience models involve handover
to another DC during primary failure, with the resilience techniques involving source routing to
the secondary DC. Two tests were conducted where data centres were uniformly distributed and
locally paired. The results showed that the VN routing performed slightly better than the PN rout-
ing during uniformed location distribution, while during the paired locations there was very little
difference.

Barla et al. consider the performance of network resilience methods [13] with the motivation of
SLAs guaranteeing various quality of IT services but not end-to-end communications. VN is cited
as a solution to this issue. The study simulates two scenarios: in the first the VN is responsible
for the resilience, and in the second, the PN operator is responsible for the resilience. The results
indicated that the VN always outperformed the PN. Complexity of the design is mentioned for
consideration. The authors expand this further in References [14] and [15], where they provide
models for developing the VNs. These were shown to outperform previous approaches by finding
a resilient solution in every case, drastically reducing communication delays. Barla et al. next
examine resilience in VNs using redundant back-up links (referred to as shared protection) [12],
similar to the approach employed in Reference [71] for physical networks. They use redundant
resources shared among multiple VNs, accomplished through appropriate information exchange
between the PN operator and VN operator. As before, the VNs outperformed the PNs with the
addition of cost-saving benefits through optimised set-up. This work highlights the effectiveness
of providing high-level resilience.

Harter et al. [47] confirm the benefits of shared protection mechanisms, with cost savings of
10%–20%. This model includes heuristics to make the algorithm highly scalable.

Bui et al. consider the problem of mapping VNs to PNs under varying time constraints [23]. Their
solution enables the selection of appropriate PN and (consequently) DC resources for resilient re-
routing of networks under varying time constraints. As an improvement upon schemes that allow
bandwidth sharing through various backup links, this system allows backup links to be repro-
grammed as needs change over time. Their results show that the benefits of reconfiguration are
only applicable if the standard working paths are also reconfigured. Also, they are only applicable
if the majority of traffic “does not have Quality of Service (QoS) requirements that prohibit path re-
configuration,” which could be an issue when considering the variety of use cases for cloud traffic.

Secci and Murugesan provide discussion regarding the current cloud network architectures
[105]. They stress the need for resilient clouds, as without resilience their services are sub-optimal
or even useless, due to the service-oriented nature. They explain that conventional cloud RM is
considered “dumb” due to over-provisioning of resources and, in particular, inefficient methods
of bandwidth utilisation. They argue that this has caused high centralisation in geo-distributed
clouds, which contributes to high risk of failure and, therefore, low resilience. As services must
be distributed across multiple cloud services for them to be resilient, this conventional bandwidth
utilisation is at odds with this requirement and, therefore, the authors suggest that further decen-
tralisation is necessary. To provide further decentralisation, appropriate overlay networks must be
employed to ensure network paths diversity and DC end points to ensure the necessary resilience.
The authors conclude by noting that resilience is not just a requirement of highly dependable ser-
vices but necessary to fulfil the fundamental cloud SLA. To provide this, the current architecture
must change.

Harter et al. provide a comprehensive discussion regarding the comparing the resilience of dif-
ferent layers and a novel consideration of the business-oriented responsibilities of each cloud deliv-
ery scenario [15]. They provide a method, determined through simulation, to determine the most
favourable layer to provide resilience depending on the use-case. They conduct a similar study,
investigating which layer is the most effective in terms of cost and fault tolerance to provide the
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Table 5. Cloud Management Resilience Techniques

Method Model Components Disciplines Limitations
Comparison of task-scheduling
algorithms [25]

IaaS RM, SCH RB VM only

Energy-aware scheduling for
software FT [40]

IaaS SCH FT, DT Power-related faults only,
resource-intensive modelling

Monitor and optimal selection of
hosts [65]

PaaS SO RB In-depth application analysis

TCloud, a modular middleware
and layered multi-cloud solution
[120]

PaaS/IaaS DC, RM SEC, RB Strong interoperability issues,
high cost, contentious reliance
upon trust

Resilient state management
using a remote handler [106]

PaaS VI FT Single point of failure

Chains of virtual network
instances [103]

IaaS VN, VI, SO SRV Centralised management

Brownout experience downgrade
[60]

PaaS/IaaS VI, RM RB, TT Single replica only, experience
reduction

Brownout experience downgrade
with LB [61]

PaaS/IaaS VI, RM, LB RB, TT Single replica only, experience
reduction

SO using multi-agent monitoring
and feedback [116]

PaaS/IaaS VI, RM, SO, FT High communication cost

SO using diverse OS
configurations [45]

PaaS/IaaS VI, SO, FT/SRV Conceptual only

Service to hardware dependency
modelling, migration, and FT
monitoring [77]

PaaS/IaaS VI, VN, RM FT/SRV Static application requirements

SO using self-organisation and
self-management [26]

PaaS/IaaS RM, VI, SO SRV High complexity and
resource-intensive monitoring

RM=Resource Management, SCH=Scheduling, SO=Service Orchestration, DC=Data Centres, VI=Virtual Infrastruc-
ture, VN=Virtual Networking, LB=Load Balancing, RB=Robustness, FT=Fault Tolerance, DT=Disruption Tolerance,
SEC=Security, SRV=Survivability, TT=Traffic Tolerance.

resilience [48], this time considering PN, VN, and overlay networks. They give a framework for
ease of selection.

Osanaiye et al. focus upon one particular attack type/resilience problem [87]. They provide a
survey and framework of DDoS mitigation techniques in the cloud. While effective as a traffic-
tolerant technique, the lack of coverage for diverse failure types leaves this form of work behind
the others.

2.3 Cloud Management
This section reviews literature applying techniques that are operated upon via the cloud-
management layer. Tables 5 and 6 provide a summary.

As redundancy is a key component of resilience, task placement can influence its efficacy.
Cartlidge and Sriram present an analysis of the effect of different scheduling algorithms on re-
siliency [25]. This should be considered as resiliency of IaaS. They evaluated random, packed
(FILO) and clustered VM allocation, showing that packed was the least resilient, which is obvi-
ous when considering single point of failure. Additionally, their results illustrated a clear link
between hardware redundancy and resiliency, although the pack scheduling algorithm was not al-
ways consistent. When adjusting the DC architecture, they concluded that the pack was sensitive
to infrastructure types. Although this work is intuitive, it is interesting when understanding if re-
silience designed at high layers can overcome the shortcomings of poor resiliency at lower layers.
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Table 6. Cloud Management Resilience Techniques II

Method Model Components Disciplines Limitations
Checkpoint-restart of stateless
applications upon decentralised DHT
[70]

IaaS VR, SO, RM FT, A Stateless only

Self-reconfiguring moving-target
defence [122]

IaaS VI, RM, FT High complexity and
replication cost

Optimised checkpoint-restart for HPC
using VI [86]

IaaS VR, RM FT High replication cost

GA-based SCH, homogeneous spread
of components across all nodes [39]

IaaS VI, SCH A, FT High initial resource cost and
web app only

Balance reduce for data locality and
job time reduction [8]

IaaS VI, SCH FT Constrained use-cases

Batches of jobs weighted to prevent
malicious faults [66]

IaaS VI, SCH FT, SEC Pull and then process can
cause synchronisation errors

Component quality ranking and
service construct to reduce faults [132]

IaaS VI, SO, FT High complexity

Risk minimisation using content
ranking and placement [38]

IaaS VR, PR, DC DT High complexity

Mixed integer-linear programming [5] IaaS VR, PR, SCH A Conceptual online
Replica-oriented middleware [51] IaaS/PaaS VI, RM FT Complexity and resource cost
Multi-component middleware to
enforce policies, determined by
anomaly detection [107]

Phy/IaaS RM, SCH, PM FT, SEC Complexity and resource cost

Networking protocol (sockets, web,
etc.) replication [131]

IaaS/PaaS VI, VN, RM FT High complexity and resource
cost, web sockets only

VR=Virtual Resources, SO=Service Orchestration, RM=Resource Management, FT=Fault Tolerance, A=Availability,
VI=Virtual Infrastructure, SCH=Scheduling, PR=Physical Resources, DC=Data Centres, PN=Physical Networking,
SEC=Security, VN=Virtual Networking.

Gao et al. present an energy-aware scheduling algorithm for cloud resilience [40]. Their frame-
work allows reliability when faced with soft-errors, often a consequence of varying voltage levels.
It has a performance increase of up to 50% achieved through a hybrid method, first conducting an
assessment of static reliability requirements that then leads into dynamic analysis that can occur
at run-time. Their implemented system also considers financial data, which is an often overlooked
yet is a principal component of service-oriented cloud systems.

Liang and Lee consider resiliency when developing PaaS clouds [65]. They take a robustness
approach that allows varied and unexpected program input. Their work appears to be concerned
with reliability through analysing sub-component effects upon the application. A SO approach is
applied to minimise failures through accurate selection or replacement of individual components,
maintaining a low failure rate.

Verissimo et al. present a novel paradigm, cloud-of-clouds, with their system: TCloud [120]. They
argue that DC distribution is not enough to provide resilience of applications within a cloud, as
the security aspects of federated clouds are not addressed. To provide resilience, the authors ar-
gued that a user must be able to combine clouds from multiple providers providing high diversity.
Additionally, open architectures are necessary to prevent proprietary vendor lock-in and security
features from the lower layers up. Their system accommodates these requirements through provid-
ing multiple solutions to “build layers of progressively more trusted components and middleware
systems,” which allows layers on the top layer to be trusted due to trusted lower layers. A flaw
in this system is that trust in a lower layer cannot always be guaranteed. The authors suggest an
intrusion detection system as an example of lower-layer security, which is regularly circumvented
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to allow malicious traffic obfuscation. The system includes modularised components to provide
middleware to enable the paradigm, providing a secure and resilient PaaS.

Sharma et al. present the development of a resilient PaaS leveraging state management, known
as ReLo [106]. Resilient state-management enables a session to persist during application down
time. Within their system, agents reside within an application. If the agent goes down, a handler
agent redirects the session to another application. Essentially the system employs redundancy
via a middleware management solution. The single point of failure with the handler agent is a
questionable choice. The authors mention that memory constraints and router time-outs have a
negative effect upon the resilience.

Scholler et al. describe their method of deploying vNFC (chains of virtual instances, provid-
ing networking services) [103] resiliently using their Tenant Infrastructure Management Soft-
ware (TIMS) upon OpenStack. Different components within the network service have different
resiliency requirements, (e.g., scalability, redundancy). The service describes the requirement and
TIMS manages it appropriately. Both resource and network requirements are given through Ap-
plication Layer Traffic Optimisation (e.g., maximum delay between two components). The system
is dependent upon OpenStack’s availability zone feature, which groups pools resources, which al-
lows critical components of one service to be grouped in different failure locations. The authors
identified a number Openstack shortcomings such as low resource information within the pools.

Klein et al. discuss the brownout programming paradigm [60], proposed to provide enhanced ro-
bustness within cloud services. It attempts to mitigate the requirement to provision large amounts
of replicated instances during traffic increase. This should prevent service run-time failures such
as flash crowds. A brownout program will downgrade a user experience, such as with enhanced
features, to prevent excessive use of the system. They extend this by combining with load balanc-
ing, as the combination currently creates conflict [61]. They propose two novel algorithms and a
production-ready load balancer. Their results indicate strong performance compared to alternative
solutions.

Torres and Holvoet examine service composition architectures [116]. Their decentralised system
relies upon two distinct agents: the first monitors the network for appropriate, available subtasks
to compose a service with; the second evaluates available resources within the system. These two
agents continuously and dynamically assess the current status of the service, enabling a rapid
response to faults. Each agent delegates work to lower-level agents, which would appear to be
biologically inspired by ant processes. Empirical evaluation indicated that performance was better
than the common, reactive approach, with lower composition times of between 4% and 25%. The
authors note that the system suffers from high communication costs.

Minzhe and Prabir investigate diverse replica software in Reference [45], where the configura-
tion of the OS in which the service is built upon is varied across the service. The authors present
a game theoretical approach to the problem.

Mihailescu et al. consider the mapping of components of a service to hardware resources [77].
Their algorithm is more optimal than global shuffling algorithms and will eventually converge on
a stable global configuration as long as application requirements remain consistent. The system
improves resilience from hardware faults and network errors through understanding component
inter-dependencies. It models them as graphs where a division equates to VM migrations. The
system is dynamic, allowing an end-user to select the required resiliency. Further work might
consider the effect of cost upon this feature.

Carvalho et al. take a biologically inspired approach to cloud [26]. They employ a multi-layered
method with a focus on distributed service management. The authors focus on mission conti-
nuity and survivability during attacks. The work focuses upon the application of bio-inspired
methods of self-organisation and self-management, as well as distributed coordination, to the
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service discovery and orchestration processes in the cloud. The system layers consist of first de-
tecting the damage through distributed sensors, optimised resource management, and then re-
sponse/immunisation to the threat.

Louati et al. focus upon stateless applications, which are easier to provide resilience to than
statefull [70]. Their solution uses checkpointing and application restart combined with a back-end
built upon Distributed Hash Tables (DHT) for resilient decentralised storage. Nicolae and Cappello
also consider checkpointing/restart of applications to mitigate failures [86]. This time for High
Performance Computing (HPC) applications using efficient Virtual Disk Image (VDI) snapshots.

Villarreal-Vasquez et al. argue that the typical replication techniques employed for cloud re-
silience increase the attack surface of an application and thus are detrimental [122]. They propose
a solution that uses Moving Target Defence (MTD), migrating instances once an anomaly has been
detected and providing self-reconfiguration to return to baseline state.

Frîncu applies Genetic Algorithms (GA) to component scheduling optimisation [39]; high avail-
ability web applications within the constraint of cost is considered. Two distinct algorithms are
considered: the first optimises the maximum number of components upon each node within the
cost; the second is sub-optimal, finding the minimum required so that the application is still avail-
able given that all but one node fails. Antony et al. also investigate scheduling to optimise resource
usage, this time for bandwidth consumption [8]. They provide a heuristic that optimises data lo-
cality to reduce the job completion time and provider fault tolerance to the Balance Reduce (BAR)
algorithm.

Liao and Cheng propose a resilient scheduling method that involves servers retrieving batches
of jobs and then processing them according to a specific weighting to mitigate the effect of a
malicious fault [66]. Zheng et al. take a similar approach [132]. They rank a component’s value
and orchestrate a service so that a fault will have a reduced or no impact upon operation. Ferdousi
et al. take a similar approach [38], again applying ranking, with a greater focus upon the placement
of content as opposed to the components themselves.

Al-Ayyoub et al. provide a framework that leverages mixed integer linear programming to con-
sider multiple objectives to optimise cost-effective resilience across all levels of cloud infrastructure
[5].

Imran et al. developed A middleware that uses watchdogs, checkpointing, and journaling [51]. It
is used to create, back up, and store replicas of application to provide fault tolerance. Whereas Zhao
et al. provide a replica-oriented middleware yet with comparatively considerable resource optimi-
sation [131]. While only for replications of network protocols (sockets, web protocols, etc.), it is an
interesting approach—although the integrity and confidentiality of the application is in question.

2.4 Decentralised Cloud Resilience
While the previous sections discussed centralised cloud architectures residing in data centres, this
section presents decentralised cloud models such as fog and edge computing. Table 7 summarises
this literature.

Due to the constrained nature of IoE devices, data processing, storage, and representation
must be provided by a third-party platform, typically the cloud. However, the high latency, non-
deterministic wireless mediums and high volume of data make this relationship difficult. Fog com-
puting is the medium in which pseudo-cloud services, mostly temporary data processing, are pro-
vided closer to the edge of the network. Processing data in this form has a greater requirement for
resilience due to device mobility, open wireless mediums, constrained device resources, heteroge-
neous device types, cyber-physical systems, and hostile environmental conditions.

Service orchestration (SO) is an important process to conduct securely in fog computing. To
optimise constrained device resources, only the minimum amount of nodes necessary will be
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Table 7. Decentralised Cloud Resilience Techniques

Method Model Components Disciplines Limitations
SO using Attribute-based
encryption [121]

PaaS/SaaS EDGE, RM, SO C, I Resource-intensive
cryptography and hierarchical
network structure

Multi-component federated fog
architecture [97]

IaaS/Paas RM, EDGE, CONST, TRAN SEC Conceptual model for
resilience, high complexity

Hierarchical data replication and
service downgrade using p2p
networking [63]

Paas/SaaS CONS, EDGE, CONST A, DT Questionable energy
consumption per task

Fog computing for resilience [80] IaaS FOG SRV, DT, TT High resource cost and
governance issues

Decentralised SDN for 5G
VANETS [50]

IaaS CONS, IOT, TRAN, EDGE DT, SRV Centralised management

Fog-enabled anomaly detection
for SDN [79]

IaaS TRAN SRV, SEC Centralised management

SDN middleware for critical
events using rerouting and
backup links [18]

PaaS/SaaS EDGE, TRAN SRV, FT, Single point of failure

Anomaly detection and moving
target defence [56]

IaaS/PaaS VI, CONST, RM I, FT Questionable resource cost

Watchdog-based multi-layer
programming architecture [37]

PaaS VI, VN, RM FT High complexity

Dependency mining for replica
prediction and optimisation [9]

IaaS/PaaS VI, RM FT Theoretical

Agent-based spot-instance
survival reasoning [10]

IaaS/PaaS VI, RM DT Specific to one cloud provider

Uncoordinated application
checkpointing and replication [88]

IaaS/PaaS VI, RM FT, SRV Single point of failure

Resource-predicting hybrid
mobile cloud [59]

IaaS PH DT Dependent upon fixed nodes

Game theoretic with Bayesian
approach to SCH during real-time
attack [28]

IaaS SCH, VI, EDGE A, SEC Attack-specific

C=Confidentiality, I=Integrity, SEC=Security, A=Availability, DT=Disruption Tolerance, SRV=Survivability, TT=Traffic
Tolerance, RM=Resource Management, SO=Service Orchestration, CONS=Constrained Devices, TRAN=Transportation,
EDGE=Edge Devices, VI=Virtual Infrastructure, FOG=Fog Computing, IoT=Internet of Things devices, VN=Virtual Net-
working, PH=Physical Hardware, SCH=Scheduling, FT=Fault Tolerance.

provisioned for an end-user. This necessitates service requirements to be broadcast for a net-
work that provides a number of security issues, particularly confidentiality. Viejo and Sánchez
use Ciphertext-Policy Attribute-Based Encryption (CP-ABE), whereby nodes will have keys cor-
responding only to the attributes they are allowed to process [121]. Their network is structured
hierarchically so that nodes pass messages to those it can control further down the tree. The nodes
will require a generalised key. For example, a message containing “temperature” will also need a
“weather” key to process it. These messages form policies such as “temperature, zone 1,” which are
then encrypted separately and transmitted. If any messages can be decrypted by a node it means
that further nodes in the hierarchy can also be decrypted so the service discovery can continue.
Once the service has been orchestrated between the required nodes, the client and nodes exchange
keys to communicate securely. Chejerla et al. instead chose to develop a scheduling algorithm that
uses a game-theoretic and Bayesian approach to mitigate against attack in real time for Cyber
Physical Systems (CPS) [28].
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Rios et al. explain that modelling fog networks in a hierarchical manner, with a singular provider,
is oversimplified and detrimental to its security [97]. They should instead be considered as a fed-
erated architecture with numerous service providers within different trust domains. The authors
propose an architecture (SMOG) to provide resilience in fog networks. It consists of a number of
baseline characteristics such as secure interconnection, authentication and authorisation, protection
of virtualised environments, and situational awareness. They list enhanced characteristics as trust
services, distributed decision making, privacy capabilities, and digital evidence management. They
explain that these baseline requirements are largely missing from literature and are necessary to
ensure a secure and resilience fog.

Edge nodes are without doubt a point of failure in any decentralised cloud network. Le et al.
give a solution to partial failures in MEC (e.g., connectivity loss) between the edge nodes [63].
Their architecture is again hierarchical, with mobile nodes storing local backup data dispersed
among them. If partial failure with the edge nodes occurs, the devices switch to a P2P model,
processing data collaboratively. This is an alternative mobile computing model, and the results
show good time-reduction performance when the task is disrupted across the nodes. However, the
power consumption is likely to be highly variable according to the difference between nodes and
therefore the suitability will not be universal.

Modarresi and Sterbenz consider fog computing as a solution for resilient IoT/edge comput-
ing in Reference [80]. They argue that the uncertainty surrounding resource, link, and bandwidth
availability ensures that typical edge computing is not resilient for IoT processing. For example,
too many clients can overload resources and thus cause a denial-of-service. They argue that the
introduction of fog nodes between the edge and the cloud creates greater autonomy within the
network. If a connection is lost between the edge and the cloud, the fog maintains this network
and increases the survivability of the ecosystem. Further to this, they suggest that the diversity
of standards, protocols, and network links, which cause fog computing to be quite complex, is
actually beneficial to its resilience due to the increase in variety. They also indicate that through
fog-reducing traffic further in the core and distribution network, its implementation provides traf-
fic tolerance. Finally, disruption tolerance is enhanced through a reduction in latency, permitting
applications to be processed quicker and thus any disruption has less impact. The authors support
these statements with numerous simulations inclusive of the fog environment.

Hussein et al. provide a mobile edge computing solution that applies Software Defined Network-
ing (SDN) to 5G, providing resilient processing to Vehicle Area Networks (VANETS) [50]. Safety
concerns are paramount in vehicles and as such so is the resilience of VANETs. Their proposed so-
lutions provide enhanced security through an additional security layer using SDN. As opposed to a
traditional centralised SDN approach or a traditional distributed VANET approach, they present a
hybrid method. A centralised 5G base station is used to manage SDN security functions distributed
across a number of roadside controllers. This approach illustrates a strong example of custom net-
working hierarchy technologies being supported at the edge for specific use-cases and resilience
requirements.

Modarresi deploys SDN again in tandem with fog for resilience in Reference [79]. This time fog
nodes are used to detect anomalies in network traffic and notify the SDN controller. This can make
security-focused decisions about what traffic to drop or restrict—a strongly illustrative example
of the application of fog for greater network resilience, although it does not help to strengthen
resilience of the fog nodes themselves.

Bensen et al. take a middleware approach to provide continued operation of critical events from
IoT devices when their connection to the cloud fails [18]. Their system contains two components:
the first periodically probes different paths to the cloud, detecting possible faults or failures; the
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second provides multicast message dissemination according to information received from the first
component. They again use SDN to provide this information and use it to create “resilient over-
lays.” This middleware approach enables varied support for IoT devices, as the middleware works
seamlessly.

Kahla et al. provide a solution to low trust in IoT environments [56]. They leverage moving
target defence to migrate targeted or subverted virtual instances to another host fog machine. It
is not clear how this would prevent a number of different attacks or heal the instance once it had
migrated, although the autonomic aspect of integrity verification is commendable.

Eisele et al. state that resilience is necessary to consider in edge environments due to both re-
source and network uncertainty [37]; while security is important due to the resource-constrained
nature of edge devices preventing virtualisation providing adequate isolation. They propose a
novel programming paradigm: RIAPS (Resilient Information Architecture Platform for Smart
Grid), which provides a platform for distributed applications to be deployed resiliently. The plat-
form provides a diverse number of different services and managers (such as for security, persis-
tence, fault management, etc.). While the platform appears to be complex and thus has an increased
attack surface, given the number of required components, it illustrates the notion of an underlying
platform providing resilience to higher levels.

Arval et al. use Bayesian belief networks to mine dependencies between replicated edge nodes.
Their solution uses past server performance from logs and temporal dependencies to highlight the
probability of when failures may occur concurrently. Although their current solution is theoretical,
it shows strong optimisation through replica reduction [9].

Neto et al. tackle a somewhat different resilience problem [10], where fog-enabled service does
not suffer a fault but an outage related to the CSPs SLA. They focus on Amazon’s Spot Instances,
which are transient servers acquired by the user when the maximum they wish to pay (bid) is
greater than the value of the instance. Due to the nature of this acquisition, the continued opera-
tion of these servers cannot be guaranteed. Therefore, in this fog platform the failure results from
the unavailable CSP back-end. To mitigate this, they propose an agent-based case-based-reasoning
solution that aims to predict the survival time of an instance. This enables checkpoints to be made
to resume the work in case of application fault. Their solution could be modified for applica-
tion processing closer to the edge, although the resource requirements for checkpoints must be
considered.

Ozeer et al. have a similar focus on recording and reverting to application states [88]. They take
an uncoordinated approach, recording application events with a corresponding recovery timer.
Expiration indicates lack of synchronisation with the physical world and therefore can’t be ig-
nored. Event details are logged in a global and failure-free storage system to permit recovery to
any node from a central location. This centralised storage suffers from central point of failure. The
authors present a competent yet complex solution consisting to enable system fault tolerance. The
question of how failures are to be handled in the system handling the failures is still open.

Khalifa et al. move away from a traditional cloud architecture, improving the resilience of Hy-
brid Mobile Clouds [59]. Mobile clouds require greater resilience than a static system due to the
dynamic network characteristics. The proposed architecture is interesting due to its flexibility in
running on diverse devices, essentially ignoring the underlying hardware. The resilience require-
ments are aided through a resource prediction mechanism and an early failure detection mecha-
nism to facilitate handover of vital services. The system proves successful, although performance
is still dependent upon the quantity of fixed nodes within the cloud, making the system not purely
mobile. However, overall it exhibits a good example of how cloud systems can be built upon non-
deterministic environments.
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Table 8. Alternative Architecture Resilience

Method Model Components Disciplines Limitations
SlapOS—cloud distributed across
homes [113]

IaaS VR, RM, CONS R Low/non-deterministic
redundancy

Modular and highly diverse SlapOS [31] IaaS VR, RM, CONS R Low/non-deterministic
redundancy

Diversity using community clouds [41] IaaS VR, RM, CONST DT, SEC Low redundancy,
uncertain governance

DefCloud using strong diversity across
all layers [111]

IaaS VR, PR, RM SRV, FT, High complexity

MEERKATS constant evolving diversity
[58]

IaaS VR, RM SRV, FT, Resource-intensive

DREME replica execution diversity [16] IaaS VR, RM SRV, FT, Resource-intensive
SCE+ using mass redundancy [99] IaaS VR, RM FT Resource-intensive
BioRac, cell-based diversity and
redundancy [46]

IaaS VR, RM SRV, FT, Resource-intensive, high
Complexity

SDN for resilient industrial IoT [100] IaaS CONS, CONST R Centralised management,
high complexity

VR=Virtual Resources, RM=Resource Management, CONST=Constrained Devices, CONS=Consumer Devices,
PI=Physical Infrastructure, R=Resilience, DT=Disruption Tolerance, SEC=Security, SRV=Survivability, FT=Fault
Tolerance.

2.5 Alternative Architectures
Some work will choose to encourage a conventionally different cloud architecture to provide in-
creased resilience. Table 8 summarises this literature.

An alternative to the infrastructure layer, Suciu et al. present SlapOS [113]. They choose to
provide a purely distributed cloud architecture where single point of failure is remedied through
distributed cloud resources over multiple PCs within homes, as opposed to within DC. While this
might bring forth bandwidth, capacity, and latency issues, the benefits of reducing single point of
failure are considerable, particularly for safety-critical events such as during disasters.

Courteaud et al. consider further resilience of SlapOS [31]. They refer to the concept of com-
munity cloud, whereby the cloud is collaboratively built from personal devices. The main current
issues are summarised as: (1) Migrating from commodity cloud to resilient, secure, and depend-
able clouds, (2) promoting diverse and open ecosystems, and (3) building a coherent, modular, and
reusable architecture. They also consider the leader selection problem (the process of selecting the
next master node after loss of the current). Further issues include: implementation and accurate
failure-detection methods, and methods of replicating the master database prior to handover to an-
other master node. The authors note that conventional delivery models (IaaS/PaaS/SaaS) become
obsolete. Finally, the authors explain that an implementation of hierarchical masters (such as with
DNS) will be implemented for increased resilience. While the architecture and delivery model is
certainly interesting, there are issues directly relating to resilience concerning master node hier-
archies that undoubtedly cause problems. A decentralised system such as this is not as resilient as
one that is purely distributed.

Garlick also considers community cloud-based resilience [41]. They promote the model as an
enhancer for organisational resilience. As with SlapOS, the author highlights the ownership and
location of current cloud models being unsuitable for providing resilience. The authors note that
for natural disasters, centralised disaster recovery is too late and excessive. They argue that disaster
recovery must be conducted at the community level. The breakdown of communication networks
is cited as a key issue, where the more effective communication was developed by the decentralised
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communities. The author explains that community cloud models enable the benefits of public cloud
offerings with greater control. Issues surrounding community clouds, such as malicious users, are
said to be mitigated through user vetting, a process that may not always be practical or effective.
Sathiaseelan et al. present a similar discussion in Reference [100], where they similarly highlight
that commodity hardware-based community clouds have considerable advantages over resilience
due to the highly decentralised nature.

Sterbenz and Kulkarni present DefCloud [111], which attempts to provide greater resilience
through increasing diversity and redundancy within all layers of the cloud architecture. Highly
flexible, it allows resilience to be adjusted in a “service-aware manner.” This might be argued to
be similar in concept to the usability vs security trade-off. Such a feature is likely necessary for a
cloud platform that accommodates a wide spectrum of use-cases. The authors argue that the first
point in designing the infrastructure is the removal of monoculture, as it enables malware and at-
tacks to propagate effectively through only needing to attack one type of hardware architecture or
software application. This concept is then applied to all layers of the cloud. First is the infrastruc-
ture layer diversity. This encompasses data-centre diversity and cloud diversity. They consider DC
diversity where sub-trees of features where similar trees are not selected in tandem to maximise
diversity. For example, similar trees will utilise the same network vendor hardware or operating
systems. While diversity provides resilience against security related failures, it does not protect
against failures from direct physical DC attacks, e.g., natural disasters or military attacks (such
as an EMP). To mitigate these issues, the architecture applies cloud diversity through distribut-
ing the cloud over multiple geo-locations, using varying ISPs. After the infrastructure layer, the
DefCloud then assures resilience through Process-level Program diversity, where diversity focuses
upon distribution via space and time. Spatial diversity is concerned with distribution of different
software versions. Temporal diversity is concerned with varying application configurations over
time. Application diversity ensures binaries are diverse, e.g., an attack on one application binary
will not apply to another. While this has consequences on the current state of 0-day exploits, it
complicates the software development process. Although DefCloud undoubtedly covers resilience
in the cloud through adaptations of the conventional architecture, the system lacks real implemen-
tation or simulation and thus its resilience is yet to be determined. For one, the complexity of the
system is clearly greater, which increases the attack surface.

Keromytis uses similar diversity in their MEERKATS system [58]. It is a fully novel architecture
for a security mission critical cloud. The system constantly evolves across all aspects, reducing
monoculture and increasing diversity. One component of the system, DREME [16], is concerned
with execution diversity of replicas and provides a framework for I/O redirection.

IBM presents a somewhat novel architecture named SCE+ [99], which is built from the ground
up to be highly resilient. The authors make the distinction between typical cloud architectures
employed by Amazon and Google by explaining that they are constructed from “redundant, inex-
pensive, expendable building blocks,” whereas the IBM SCE+ employs “high-end building blocks
with significant internal redundancy and an established track record of very high MTBF for every
element.” It would appear that the contrast is in SCE+ employing mature and extremely resilient
fewer components with conventional architectures employing many less mature components and
relying upon replication/redundancy. The architecture applies resiliency to differing cloud layers.
The physical layer is designed to avoid single point of failure through division of resources and
replication in separate geo-locations with a backup dark-fibre link. Software resilience is then con-
sidered from multiple aspects. Components are deployed in redundant pairs and constant “health-
checks” are in place to monitor correct functioning. In addition, redundancy of data and regular
backups ensure resiliency within the data layer. The authors explain that standardisation of hard-
ware within the system components aids the resilience; however, this is contentious, as diversity
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within hardware is surely a necessity for resiliency. They cite virtualisation as an enabling fac-
tor of the resilience; however, this is typically a component of cloud infrastructures anyway and,
therefore, offers the environment no additional advantage. Overall, the architecture offers a vari-
ety of additional components for resilience, although some are questionable, such as the physical
distance between components as well as the added complexity within the system.

Hariri et al. present an architecture based on biologically inspired processes that allows tunable
redundancy at multiple cloud levels, known as BioRAC [46]. One layer of the architecture involves
division of components into “cells,” which allows dynamic real-time configuration and combine
together to form an “organism” that is then applied to a particular goal. In an additional layer, the
system provides high levels of diversity through varying execution and finally it provides intelli-
gent algorithms for collaborative threat alert and detection. Although lacking an implementation,
the architecture is interesting for providing a system designed with resilience from the ground up
with novel components, as opposed to those adapted on top of conventional systems. However,
the system complexity due its multiple layers has an adverse effect upon its resilience.

2.6 Evaluation and Models
As with the resilience disciplines, measurement of cloud resilience could follow traditional
performance-based resilience metrics such as Mean Time Between Failures (MTBF) and Mean
Time Taken to Repair (MTTR) and the corresponding availability that is easily calculated from
the two. However, these metrics could be considered primitive at best [30], considering the com-
plexity of these environments. The Resilinets model [112] provides a method of determining which
resilience features are available through binary selection of distinct features (e.g., the network pro-
vides confidentiality or it does not). Other non-cloud-specific resilience metrics also suffice, such
as graph metrics. Graph metrics are noted for their ease of comparing distinct architectures, as
they examine the structural characteristics of a network. Alenazi and Sterbenz evaluate a number
of graph metrics for resilience in References [6] and [7]. These include elementary metrics such
as the quantity of nodes, node connectivity (the average number of connected nodes to each other
node), node centrality (the most important nodes), and so on. They also include those specifically
for network resilience through removal of links and nodes, e.g., network criticality and effective
graph resistance. All of the above are arguably strongest when examining a distinct service as
opposed to the entire cloud environment. Some of the works surveyed according to layer per-
form some form simulation of a model to evaluate resilience within the context of that particular
use-case; the following works focus upon more generalised models for resilience.

Jabbar states that resilience is more difficult to measure than traditional security metrics due
to the need to evaluate how effectively the service is still being delivered [52]. They propose that
resilience should be measured as a state space considered in terms of degradation, where a service
is more resilient if it contains more states in which it stays operational and not severely degraded.
Such a high-level approach may be applicable to complex environments.

Ghosh et al. provide a model for resiliency based on stochastic reward nets [42]. The work is
interesting in that the metrics for resiliency focus upon evaluating how effectively the job is sched-
uled through Quality of Service metrics. Those given are the rate of rejected jobs and the delay
in VM provision. Following from the definition of resiliency, “quantification of service delivery
during changes,” the authors evaluate changes as fluctuations in job arrival rate and the quantity
of physical machines. Their results showed a faster provision rate was more resilient. Also that
removal of a hot physical machine has an adverse effect upon resiliency, whereas removal of a cold
one has a minimal effect.

Ju et al. evaluate the resilience of OpenStack [55]. They develop a novel fault injection frame-
work for both the architecture and its services. They uncovered 23 different bugs that developed
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into faults in the system, highlighting the lack of effective resilience considerations within the
stock cloud management software.

Tu and Xu present a resilience model built for a typical IaaS cloud using Eucalyptus [118]. They
explain that resilience and robustness are strongly connected in complex systems, where both
properties describe the system’s ability to react to disturbances but vary in how they do so. Con-
sidering the cloud as a multi-component, hierarchical system, the model evaluates the compo-
nent interacting and interdependency upon resource consumption. Resilience is modelled by the
strength of interactions between the components, where the strength is the percentage needed
to consume from another component. A disturbance within the system results in a large queue,
exhausting resources causing the services to fail. The authors describe system-wide resilience as
the quantity of processes that fail due to the inability to consume. They note that this system does
not take into account factors that may influence the interaction strength such as one-to-many and
many-to-one resource consumption interactions. It is mentioned that resiliency is accomplished
through redundancy, which has an adverse effect upon cost. To fit in line with the author’s model,
they explain that increased redundancy weakens the requirements for resource consumption links
between individual components. While redundancy is a key component of resiliency, it is not the
only method, and poor implementations can even reduce resiliency under certain circumstances.
The authors then attempt to understand more about this effect, examining replication algorithms
with modularisation of a cloud system. Their results show that as size increases, modulation is
more important to prevent duplicate replication updates. However, they also mention that poor
modularisation implementation can create a single point of failure and thus become an enabling
factor for poor resilience.

Scholler et al. present an archtiectural model that enables insight into the security implica-
tions of cloud architectures [49, 104]. Their motivation is that current cloud services do not ac-
commodate security and resiliency for critical infrastructures. Their model distinguishes between
the different roles (such as the physical provider, service developer, and service user) as well as
the different infrastructures (the physical and virtual) to assess the given requirements against the
system. It promotes greater logging for audit purposes, as well as increased transparency between
the physical and virtual layers, to increase trust between the users. Arguably, many issues within
current cloud architectures ensure their unsuitability for a wide range of critical infrastructure
services.

Sousa et al. conduct an evaluation of Quality of Resilience evaluation criteria within the cloud
to activate appropriate proactive resilience measures [109]. They propose to use multiple criteria
to evaluate the resilience, partly due to the wide variety of requirements associated with resilience
and also because many proactive mechanisms require further information. The authors implement
proactive resilience systems using multiple criteria for the cloud, MeTH [108] and TOPSIS [117].
The results showed that both methods improved the resilience of protocols, which were unable to
detect cloud layer faults, but MeTH provided the greater performance in both fault and non-fault
scenarios.

A classification of types of resilience metrics found within cloud computing is described below:

• Binary feature–based metrics are those relating to the Resilinets model such as confiden-
tiality that either exist in the service of cloud or do not.

• State-based are those that examine the degradation of service to determine when resilience
has failed.

• Performance-oriented metrics are the traditional type such as MTTR or QoS, which typ-
ically involve examining one distinct service.

• Graph-based metrics examine issues in topologies such as network criticality.
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Fig. 2. Classification of techniques used in cloud resilience.

• Multi-criteria metrics aggregate and summarise a variety of metrics into one to take into
account very complex systems.

3 STATE-OF-THE-ART ANALYSIS
After reviewing the work in the previous section, an analysis of the state-of-the-art of resilience
in cloud literature is given in this section. It summarises the techniques used at each layer and
the limitations of these techniques within the context of resilience in cloud environments. The
complexity of the cloud environment is reflected in the multitude of characteristics and methods
involved that enable resilience in cloud systems.

3.1 Techniques and Disciplines—Discussion and Limitations
To reiterate, the work in the previous section was grouped depending upon the layer of the cloud
architecture it focuses upon. Some of the techniques employed may be seen across different lay-
ers but in different forms. Diversity and redundancy are two characteristics that are necessary
attributes for a resilient system, albeit inherently costly. Both may be seen throughout the litera-
ture of cloud resilience in differing forms. The other techniques are autonomic, enabling dynamic
adaptation to persist in service delivery.

The review in the previous section examined literature on cloud resilience for technique, archi-
tectural component applied, resilience disciplines used, and the cloud layer in which the work is
situated. Figure 2 classifies the techniques used to achieve resilience in the cloud into three separate
categories: redundancy, diversity, and autonomic management. Many of these techniques require
no description, such as redundancy and diversity in hardware. However, the autonomic techniques
may be considerably more complex and will provide for new avenues of research. For example, the
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Table 9. Summary of Cloud Resilience Techniques and Their Limitations

Layer Techniques Summary Limitations
Physical layer and data centre Redundant network links and data centres Costly redundancy

Diversity through data-centre and server
placement

Not suitable, variable for majority of
cloud users

Autonomic management Centralisation and complexity
Storage resilience Resource replication optimisation State-management complexity.

Costly and could even be eliminated
in certain use-cases

Atomic instance Replication with some optimisation, e.g.,
checkpointing

State-management complexity.
Costly and could even be eliminated
in certain use-cases

Virtual networking Intelligent link selection and lower-level
mapping

Requires accurate information
exchange, complexity

Traffic aggregation Reduces compartmentalisation and
therefore incident isolation

Autonomic management Centralisation and complexity
Cloud management Service orchestration Complexity, multiple conflicting

goals (SLAs)
Task scheduling Complexity, multiple conflicting

goals (SLAs)
Component monitoring Resource-intensive
Centralised security management Complexity, resource-intensive,
Instance redundancy: replication,
checkpointing, etc.

Costly

Decentralised architectures Data-driven security methods Cryptography-heavy and
resource-intensive

Some redundancy Questionable resource usage
Decentralised autonomic management Complexity

Alternative architectures Strong diversity techniques Experimental nature suffering from
interoperability, “vendor” lock-in

management techniques to schedule and orchestrate services, and provision hardware are popu-
lar research topics although not always for resilience; while software diversity techniques also see
many different methods from dynamically altering protocols in transit to altering execution path
diversity. Table 9 summarises the techniques and their limitations at each layer in the cloud.

Data-centre and physical resilience techniques leverage redundancy and diversity in both
network links and data-centre distribution, with survivability a notable discipline that is intuitive
given the resilience upon networking at this layer. Most of these works tend to focus on resilience
in inter-data-centre optical networks and most strongly in the placement and provisioning of data
centres. The latest studies push towards software-defined techniques and evaluation/optimisation
with upper-layer techniques. This point illustrates the weakness in attempting resilience at this
layer due to the centralisation of management. Focusing resilience upon these layers is not feasible
for the mast majority of cloud users/providers. Only those that manage at the data centre or optical
fibre link layer can affect this resilience.

Storage resilience techniques largely rely upon fault tolerance, optimising replication to both
reduce the cost and optimise the processes involved. This is likely due to the most prevalent issue
occurring in storage resilience is the failure of physical mediums. These can involve low-level
techniques such as erasure coding or topology/policy-based placement methods. Due to the wealth
of data involved in storage, techniques involving the CIA triad are also prevalent. Arguably, data
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storage is a point of weakness in environments due to its cost and high target for theft. Therefore,
a better method of resilience might be to prevent its long-term storage at all, where possible. These
techniques, although attempting to optimise storage usage, are still strongly resource-intensive.

Atomic instance resilience techniques, as with storage, mostly focus upon fault-tolerance tech-
niques enabling process and system-level snapshots and replication. Again, as with storage, these
techniques are very resource-intensive and highlight the weakness in statefull applications oper-
ating in these environments. On a slightly higher level, hypervisor resilience techniques can again
be seen using replication techniques, although the diversity in compiler and runtimes is certainly
an interesting and effective method if deployed correctly and with managed complexity.

Virtual networking techniques also tend to focus on survivability with some fault tolerance
and traffic tolerance also. This is again an intuitive finding, given the network-oriented nature
of these works. Overall, the techniques seen will often use some intelligence to optimise the way
virtual overlay networks select links or route traffic upon the lower-level physical networks, with
some resource optimisation occurring to aggregate traffic on links with similar requirements
and diversity selected to maximise survivability. Overall, physical-aware virtual techniques show
strong performance results. Virtual networks have been used for resiliency for a considerable
time, and it could be argued that many elementary networking techniques (e.g., VLANS) are
virtual abstractions of underlying resources leveraged to increase resilience. The current drive
towards software-defined-networking [102] is therefore a strong contender and proponent for
using virtual networking to provide resilience. However, software-defined environments have
considerable complexity and are often found in centralised form, therefore must be managed to
enable its resilience.

Cloud management resilience techniques have the largest body of works. These tend to focus
on the management of virtual resources (mostly virtual instances) to enable a wide variety of
disciplines, such as fault tolerance and robustness, but also a number of security disciplines, too.
This shift in focus from the other layers (which tend to focus on one isolated discipline or cloud
component) is likely due to the more holistic perspective at this layer. Component monitoring is a
prominent method here, with the orchestration and scheduling of services also highly ranked. The
majority of these techniques are accomplished through a novel middleware, with interoperability
a crucial enabling factor. Overall, this layer provides a clear advantage to conduct resilience and is
arguably essential in either monitoring or execution. Some limitations of techniques at this layer
include the lack of ability to affect lower-level resilience, the huge complexity involved, and the
contrasting objectives between different applications.

Decentralised cloud resilience studies are spread across a number of disciplines. Survivabil-
ity and fault tolerance are present as before, but a number of security disciplines can be seen in
addition to disruption and traffic tolerance. These techniques often focus on networking, such as
routing or middleware. However, the data-driven nature of these environments, coupled with the
inherently low security, drives data security methods. Techniques such as ABE and anomaly intru-
sion detection are low-resource alternatives to traditional security solutions, designed to operate in
hostile environments. Redundancy is still prevalent despite the lack of resources through the use of
instance checkpointing, although the efficacy of this is questionable. What is missing from these
disciplines are those disciplines that provide strong network resilience due to high node churn,
which may become an issue in contested and highly mobile smart environments in the future.

Alternative architectures present some variety on those previously mentioned. Diversity
techniques are strongly represented, from topology-based geo-spatial techniques on consumer
hardware, execution-level techniques, or simply including diversity into every aspect of the ar-
chitecture. The lack of redundancy-based techniques over diversity could be argued as an attempt
to move away from the costly methods that undoubtedly have a negative effect. The primary
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Fig. 3. Cloud resilience techniques used at each layer with corresponding actor influence upon resilience.
0=No influence, 1=Mild Influence, 2=Moderate Influence, 3=Definite Influence.

limitations of these works is that most of these architectures are experimental, yet evidence that
drastically diverging from the traditional cloud architecture to provide stronger resilience yet meet
the functional requirements is possible and effective.

3.2 Resilience Techniques and Actor Influence
It is also necessary to understand which actors can influence resilience at each layer. Therefore,
Figure 3 illustrates the different techniques applied by actors at each layer. As the resilience tech-
niques discovered focus mostly upon the resilience of the service as it is composed, the three most
relevant actors were chosen: the CSP, the user, and also the cloud broker. The cloud auditor and
cloud carrier (as defined by NIST [76]) were excluded due to their lesser influence upon service
composition. The rationale for each actor’s influence at each layer is defined in Table 10, ranked
from 0 (no influence) to 3 (definite influence). The stronger user influence with VR can be strongly
seen. Additionally, the more even distribution of influence at decentralised vs centralised cloud
layers highlights a shift in responsibility.

3.3 Research Gaps
After an analysis of the previous work, a number of gaps may be seen in literature that may be
addressed in future work. This work can span multiple levels but specifically concerns resilience
in cloud environments that are disparate from the traditional cloud architectures.

3.3.1 Focus on specific layers. A key factor that is deemed relevant to the growing field of cloud,
which is one only investigated in an isolated context, is how does the effect of resilience upon
one layer affect the resilience of another layer? For example, if resilience is enabled by a user
in the platform/service-oriented layers but the underlying physical layer has low resilience, to
what extent is it still possible to enable increase of resilience in this manner? Such a topic is highly
relevant to the way in which cloud architectures are evolving to more mobile and less deterministic
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Table 10. Rationale for Actor Influence upon Cloud Resilience Techniques

Layer CSP Broker User
DC and Physical 3 – Has definite control over the

selection of DCs, links, and
cloud management.

1 – Minimal selection
capacity

1 – Minimal selection
capacity

Storage and atomic
instance

3 – Ultimate control over
replication techniques chosen

1- Minimal technique
selection

2 – Some control over data
and software

VNetworking 3 – Ultimate control over traffic,
links, and management

1- Minimal technique
selection

2- Some control over virtual
overlays

Cloud management 3 – Ultimate control over all
aspects of cloud management

2 – Some capacity for
orchestration, etc.

0 – No capacity

Decentralised 2 – Cloud roles and
responsibilities become dynamic

2 – Some capacity to
select providers

2 – Influence with providers,
geospatial, and own devices

Alternative 3 – Has ultimate control over
management although often
autonomic

2 – Some capacity to
select providers

2 – Stronger influence with
user-driven models

networks and away from highly deterministic data centre environment. This has been touched on
in some works such as the mapping from VNETS to physical networks [22], but there does not
exist models or metrics to determine it for whole delivery platforms, i.e., a resilient PaaS on a
non-resilient infrastructure. In addition, this touches on the efforts of the layered resilience model,
which was the focus of the state-of-the-art survey.

In terms of physical layer resilience, the exact effect upon resilience in the cloud with different
levels of diverse hardware has seen minimal work. Therefore, future research directions in this area
could see the exact effect of diversification of hardware resources upon the resilience of a system
be investigated. Barriers to this research mostly involve cost and time; as the necessary hardware,
proprietary licenses, and practical work involved in evaluating these scenarios ensures it is difficult
to implement. However, simulations may enable a realisation of evaluating this approach.

3.3.2 Constraints and Adaptive Resilience. The ability to dynamically adjust within constrained
environments is another area not touched upon sufficiently. While some work within engineering
has focused upon applying dynamic algorithms to graph analysis and optimisation, little work has
been conducted that leverages this for the cloud. Again, this has particular relevance for mobile en-
vironments due to the constrained resources available for optimisation and the more dynamic en-
vironment. Autonomic optimisation in WSNs is not a new concept [74]. Portocarrero et al. conduct
a systematic review [92] and a number of optimisation and routing techniques [35]. Autonomic
self-* characteristics are employed in certain types of networking but further work can involve an
evaluation and comparison of different algorithms for both traditional and mobile cloud environ-
ments. Another area that could be expanded upon is the theoretical nature of enabling resilience
within the context of various constraints. This has particular relevance to cloud SLA but also to
constrained models. In short, it concerns the analysis of requirements to enable the degree of re-
silience for the service. As resilience can be considered a scale (i.e., with state-based metrics) as
opposed to a binary value, such a model could aid the construction of a service within its given
constraints across all cloud service models.

3.3.3 Emerging Cloud Paradigms. Although not resilience-specific, techniques are continuously
emerging that attempt to further optimise cloud processes. These are worthy of consideration,
given their potential effect upon resilience, although studies are largely lacking in literature. For
example, data-centre disaggregation is one such technique that involves managing cloud DCs in
a resource-centric manner. This is in contrast to traditional server-centric DCs where physical
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resources (e.g., compute and memory) are stored on a single server. Through disaggregation, sim-
ilar resources can be physically decoupled and mounted together in same-resource blades or even
racks [114]. This is envisioned to vastly optimise resource management. Pages et al. illustrate a 50%
increase in virtual instance capacity in optically connected intra-DCs [89]. Not only limited to the
centralised cloud, Ajibola et al. illustrate a reduction in 50% of required fog nodes for specific tasks
[4]. Strong performance increases across a variety of paradigms enhances the possibility of uptake.
However, few works can be seen that highlight how these techniques affect resilience. At first
glance, homogenous resources spatially grouped together increases the likelihood of low avail-
ability of a specific resource and thus is not resilient. Conversely, enhanced and dynamic resource
optimisation may enable dynamic fault tolerance. There is considerable variation in effects upon
resilience with this new paradigm, which should therefore be studied prior to its implementation.

3.3.4 Decentralised Cloud. Arguably, the requirement for resilience at the decentralised cloud
layer (i.e., close to the edge) is greater than the centralised due to data-centre hardware being
resilient by nature. Such constrained environments have less ability to fall back upon redun-
dancy and cryptographic methods to provide their resilience and generally operate in a hostile
environment. They might also employ a variety of diversity-related techniques due to disparate
hardware involved. The foundation of IoT networks of WSNs and MANETS have seen bodies of
literature [17, 133] attempting to optimise resilient communication, security, and so on. It could
therefore be argued that the entire focus of these disciplines is in delivering a resilient platform
given the hostile environment in which they operate. However, the decentralised disciplines
defined previously consist of more than simply IoT networks. There is now an entire ecosystem
where continuously evolving use-cases demand rich data processing at any and all layers from
the IoT device, to the transportation/fog layer back to the centralised cloud. These networks are
heterogeneous and non-deterministic, which further complicate matters. Traffic will traverse
multiple governance domains, operate on a diverse plethora of hardware/software configurations,
and requirements for performance and resilience will change in fractions of a second according
to external and internal requirements.

3.4 Challenges for Resilience in Cloud Computing
A final meta-analysis of the results of this survey highlights challenges for resilience in cloud
computing, which we envision will drive new avenues of research. Characteristics that create
challenges to cloud resilience are discussed below:

(1) Use-case Diversity - While cloud environments are inherently employed to provide re-
sources for diverse use-cases, resilience techniques tend to be developed for specific use-
cases. This highlighted the need for cloud environments to provide adaptive resilience
according to the need. Integrating a plethora of techniques and selecting the most appro-
priate is thus an ongoing challenge for the current and emerging cloud.

(2) Uncertain and dynamic governance and responsibility - Traditional cloud delivery
models (SaaS/PaaS/IaaS) define clear responsibility boundaries between the CSP and the
user. They can assist in determining which actor can affect resilience at which layer. How-
ever, in decentralised cloud disciplines, particularly those with node mobility (e.g., MEC
and fog computing), these actors can dynamically change according to physical bound-
aries and network requirements. Ensuring the capacity to both understand and monitor
who has responsibility for resilience extemporaneously is crucial to providing resilience
in decentralised clouds.

(3) Evolving cloud paradigms - Summarising a key concern during this survey is the man-
ner in which cloud computing, as a concept, is continuously in flux. Driven by both
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changing use-cases and continuous strives for optimisation, the deployment of new and
emerging cloud paradigms poses a challenge to service resilience. The resilience of new
techniques should be considered during their development and not post-deployment.

4 CONCLUSION
In conclusion, within this paper we provided a contribution to knowledge through a comprehen-
sive review and analysis of literature that focuses upon providing resilience across the entire cloud
computing consortium. The analysis was structured according to a novel methodology using spe-
cific layers within the cloud architecture to accommodate the complexity of these environments.
This provided a greater insight into the techniques employed and which were lacking at each
layer. We highlighted a number of gaps in literature that focused mostly on the greater need for
resilience at decentralised layers and the edge. First, we note that almost no works consider the
resilience of both centralised and decentralised cloud architectures in tandem. Applications for
resilience that vary according to the underlying requirements and can be distributed across mul-
tiple disciplines are essential due to the increasing and wide ranging use-cases for these areas.
We also note that many cloud resilience techniques rely on the costly method of redundancy. The
“seemingly unlimited” resources available in centralised cloud environments will be a key driver
of these techniques. However, for decentralised cloud disciplines, this is less applicable due to their
resource-constrained nature. One solution is to move to stateless applications where storage re-
dundancy is not needed. Autonomic techniques for managing decentralisation are highlighted as a
strong candidate for resilience in constrained environments. Finally, understanding and consider-
ing the dynamic boundaries of responsibilities for resilience in emerging and decentralised cloud
is vital.
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Abstract—The resilience of distributed information systems
has become a greater necessity as a support for both critical
infrastructure and everyday use. This work focuses on ensuring
the continued resilience of these systems through inspiration
from resilient biological processes. In particular, the embryonic
developmental processes are modelled and an architecture for
self-healing cloud computing PaaS is developed in its likeness.
This architecture is resilient through a purely distributed nature
and autonomic attributes of self-healing and self-organisation.

I. INTRODUCTION AND MOTIVATION

Cloud computing is concerned with providing information
system infrastructure on a service-driven basis. Society having
now transgressed from the industrial to the information age,
has driven information to become a vital utility alongside
those such as water, energy and sanitation. When citizens lose
access to these traditional utilities the result is detrimental
and even catastrophic to life. Whilst reduction of information
access (e.g. to the internet) may not always have a direct
effect upon physical well being, although given the mass
interconnectedness of society it may certainly have an effect
upon psychological well being. Further to this, information
processing and communication systems now underpin the vast
majority of these traditional utilities and even support critical
infrastructures, whose operation is deemed essential to the
stability of society. A large majority of information services
now operate upon cloud environments, therefore ensuring the
operational persistence of these information systems should be
considered vital.

Threats to the operation of cloud and general information
service systems having become more widespread, complex
and varied. Traditionally one might design systems to be
dependable in the face of hardware/software faults, e.g. failing
components or faulty software. Also, is the continued threat
of violent, varying and non-deterministic environmental con-
ditions such as earth quakes, storms, or solar activity. There
is also the threat of intentional/malicious cyber-attacks from
criminal activity or military adversaries.

The constant evolution of these threats necessitates that
research into their mitigation evolve alongside them. The in-
creased complexity of systems, being composed and operating
upon heterogeneous hardware/software platforms and multiple
component types causes the mitigations of these threats to
become more difficult . These subsets of threats tend to
be examined in an atomic manner. This lack of an holistic
approach can cause the solutions to these threats to become
disjoint and lacking in interoperability. As a solution, this work

focuses on developing systems that are resilient against a wide
number of threats. In particular the focus is upon general faults
within the system, as opposed to the threats which cause them.

Resilience in the context of computer systems and networks,
is known by a number of terms, often the exact description of
which differs depending on the context and who is defining
it. For some it is considered synonymous with, or a measure
of, fault-tolerance [1]. [2] gives two descriptions of resilience:
”the persistence of dependability when facing changes” and
”the persistence of service delivery that can justifiably be
trusted, when facing changes”. Both definitions describe the
persistence of dependability, although the second may be more
open to interpretation. They are in fact describing a number
of other desirable features of the system, as dependability
contains a number of sub fields, and is also often considered
a subset of trustworthiness. where they define ”changes” as
any ”failures, attacks or accidents”. The author in [3] explains
that this definition of resilience describes anything outside the
system boundary, whereas dependability metrics often describe
those within the boundary.A similar definition is given by the
authors in [4], where they describe resilience as ”the ability
of the network to provide and maintain an acceptable level of
service in the face of various faults and challenges to normal
operation”. Within this work we follow a combination of all of
these definitions, stating that resilience is: ”The persistence of
service delivery which can justifiably be trusted within the face
of internal and external changes which challenge its nominal
operation.”

Operating upon economies of scale, the infrastructures
used to support cloud environments are inherently complex,
dynamically linking heterogeneous components which may
scale to extreme ranges. In order to minimise the threat of poor
resilience within cloud and other distributed systems there
is an active drive to enable them to operate autonomously.
Proposed initially by IBM [5], autonomic computing is the
desirable trait of self-managing systems which may take upon
a variety of self-* states such as self-configuring, self-healing,
self-optimising and self-protection.

In particular, the focus of this work is upon developing
highly resilient cloud platforms which encompass autonomic
attributes of self-healing and self-organisation to enable them
to persist in their service delivery against these varied and
evolving threats. The concept is based upon the autonomic
nervous system within the animal body, which subconsciously
manages a variety of heterogeneous systems which aggregate
into the complex animal.
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Inspiration for the development of these highly resilient
systems is taken from biological processes and their archi-
tecture. Inherently, biological systems are also complex and
show considerable resilience whilst maintaining and operating
at a high level of complexity through autonomic processes.
Therefore, the study of biologically inspired systems seeks to
model and apply the successful characteristics of these systems
in order to engineer artificial ones in their likeness.

As such, the main contributions of this work is as follows:
• A high-level review of embryonic development character-

istics which enable the modelling of autonomic attributes.
• A model for a cloud PaaS which is developed through

a mapping of embryonic characteristics to cloud PaaS
features

The rest of this paper is structured as follows: section II
introduces embyronic systems and their development charac-
teristics. Section III models necessary autonomic features of
embryonic development relevant to resilience and provides an
architectural model for a cloud PaaS in its likeness. Finally
Section IV concludes the work.

II. EMBRYONIC SYSTEMS AND DEVELOPMENT
CHARACTERISTICS

Embryonics is the field of developing systems which are
based upon the characteristics of embryogensis [6]. Embryo-
gensis refers to the development of a biological being from
a mother cell, the zygote. This biological process provides a
high degree of resilience through redundancy and self-healing.
Embryonic inspired electronics have shown that resilience may
be achieved by modelling a system on these self-healing capa-
bilities [7], whilst embryonic software has shown similar self-
healing properties for distributed systems[8]. This section will
briefly discuss the basic process of embryonic development
and cellular self-repair so as to derive some features to enable
future modelling. This is a high-level abstraction and is by no
means comprehensive.

Embryogenesis is a process of iterative cellular-division,
whereby each cell will contain the information (DNA or
genome) to create additional cells. The cells begin as stem-
cells, which are pluri-potent, in that they can develop into
any cell. Whilst all cells in an organism will share the same
DNA, different cells will express different genes, which in
turns causes differing proteins to be made and in effect will
cause the cells to develop differently; also known as cellular
differentiation [9] (Table I). This process enables extremely
complex, multi-organ biological systems to develop from a
single cell and with the process of self-check and cell-division,
this organism has the ability to self-repair.

Cellular-differentiation may be instigated through a number
of means which may be either internal or external to the
cell. Internally the selection comes about through the presence
of transcription factors, which are proteins found within the
zygote. They are spatially-distributed according to the DNA
and as the cells divide, those that remain in the same location
denote the proteins which will be activated. This process

Fig. 1. Asymmetric Segregation of Protein Determinants

Fig. 2. Inductive Signalling

is knows as asymmetric segregation of protein determinants
(fig.1)[10] .

Externally, the cell can receive a prompt from other cells in
a process known as inductive signalling or induction. This
may occur in three forms: a) diffusion from a group of
cells b) direct contact with another cell c) via a gap-junction
between cells [10] (fig. 2). These cellular signalling methods
are analysed in further detail in the next section.

Once the organism has developed, it maintains the ability to
self-repair certain tissues through an application of stem-cells,
also known as somatic stem cells. Typically, these cells, which
are from an already developed animal, will be multipotent at
best and thus only able to differentiate into a subset of the
collection of possible cells. Pluri-potent stem-cells are less
common although may be induced through artificial means
[9]. Table 1 lists the coverage of different cell potencies.

TABLE I
CELL POTENCY COVERAGE

Potency Coverage
Tutipotent Embryonic
Pluripotent Any
Multipotent Multiple but similar
Oligopotent A few
Unipotent Self

Self-repair will occur due to cell-death, which in turn may
be instigated in number of forms. Programmed Cell Death
(PCD) or apoptosis which is cell-suicide and can occur due
to an intrinsic prompt e.g stresses to the cell causing chemical
changes, or damage to the DNA; or may be due to an
extrinsic prompt from proteins binding externally to the cell.
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An alternative method is necrosis which is due to an external
prompt such as trauma or infection. Necrosis is considerably
more traumatic to the processes and other cells within the body
that apoptosis [11].

To summarise embryonic systems consist of the following
key characteristics:

• Genome - all cells contain the same genetic material. The
genes which are ”switched on” denote the proteins which
will be made and thus the function and form of the cell.

• Division - a cell may self-reproduce through division.
• Differentiation - cells becoming specialised to a number

of different functions and through different means.
• Self-repair - an organism can repair through the applica-

tion of stem-cells although the potency of each cell varies
the type in which they can reproduce.

The aggregation of these characteristics will be the basis for
the structure and architecture of the resilient cloud architecture.

A. Cellular Signalling

In addition to the development and self-repair functionality
detailed previously, it is also necessary to understand the
communication methods of multi-cellular systems, which is
particularly relevant for development and self-healing.

Cells must have the right receptor to receive message
(ligand) and thus not all cells will receive all messages.
Therefore signals are only acted upon by a cell if the cell
has the correct receptor and thus supports that signal type.
Therefore signals are received and processed according to their
purpose, as opposed to be directed towards a specific cell.

There are variety of different forms of cellular signalling.
Predominately they differ in the distance and recipient of the
message, although some usages and features vary. These are
autocrine where a cell communicates with itself or same type
of cell. Paracrine used for communication with cells within
the immediate vicinity. Endocrine which is used for long
distance/scale. Is based on hormones which provides global
control such as encouraging growth and physiology. Juxtacrine
which must be direct contact with an adjacent cell and could
operate through either: gap junctions or direct contact via bind
due to corresponding receptors [12]. A comparison of these
signalling methods is presented in table II.

III. HIGH-LEVEL ARCHITECTURE: PROPOSED MODEL

To accommodate the requirements given in the previous
section an architecture inspired by embryonics for a resilient
cloud PaaS is presented. To permit a high-level of resilience,
the cloud will be purely distributed and therefore the archi-
tecture consists of only one component: the cell; which will
form multi-cellular organisms in which the PaaS will operate
upon. The physiology (network structure) of the architecture
will self-organise and self-heal according to both external and
internal stresses.

The natural resilience of molecular systems is indubitable.
In order to correctly leverage these characteristics into a
resilient architecture, the appropriate features must be mapped
to the requirements of resilience and cloud features (table III).

TABLE II
CELLULAR SIGNALLING METHODS

Type Propagation Usage Message
Distance /
Scale

Autocrine Self / Same Development
(reinforcement)
/ Pain /
Infllamation /
Self-destruction

Low

Juxtacrine Gap
Junction

Local Differentiation /
State Info (coor-
dination)

Very Low

Juxtacrine Con-
tact

Local Differentiation
/ Immune (safe
non-safe)

Low

Paracrine Vicinity Differentiation /
Behaviour

Diverse but
Stream-
lined/Quick/
Degrades
Rapidly/ High
Concentration

Endocrine Long
Distance/Scale

Most common.
Hormonal
used for
global control.
Physiology and
Growth

Slow and Long
Lasting Low con-
centration

TABLE III
CELLULAR TO CLOUD FEATURE MAPPING

Requirement Represented as Implementation
Compute
Resources

Cell Network Node

Distributed
Architecture

Multi-Cellular Organism Multi-Nodes with overlay

Service
Redundancy

Cell Division / Differenti-
ation

Node/Network
Replication

Service Diversity Cell Division / Differenti-
ation

Node/Service Replication

Network Redun-
dancy/Diversity

Multi-Cellular Network Graph-based resilience
optimisations

Feature Selection Differentiation Software Libraries
Integrity Verifica-
tion

Autocrine DNA Check Cryptographic Node Hash

Self-healing Cell Division, Self-check,
Apoptsis and Necrosis

Cell SRA and Global Self-
organisation

Self-organisation Multi-Cellular Organism
Cellular Signalling

P2P Overlay Network

The primary purpose of the multi-cellular organism is to
execute applications it receives from its external environment
and to pass communications to these applications via any
external actors. The secondary purpose is to conduct this
delivery such that the service is executed in a highly resilient
manner i.e. that disruptions to the system will not prevent the
application to continue to be delivered, whilst permitting the
execution of features necessary for resilience.

The resilience is accomplished through: redundancy, the
ability to replicate the application and other nodes, diversity by
distributing the application across multiple nodes in multiple
locations and through selection of resilience enabling features.
Through the minimisation of architectural components, the
attack surface is reduced. Subversion is discovered through
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Fig. 3. Application resilience through redundancy, diversity viav cell differ-
entiation. Applications are logically divided up according to functionality and
are distributed to cells who have differentiated to that specialist functionality.
Redundancy occurs via replication to additional cells which permit traffic to
be re-routed according to need.

integrity self-checking, which causes it to be removed and a
replacement created through division. Additionally the service
resilience is enabled via dynamic self-organisation and self-
healing within the network to adapt to challenges. Differentia-
tion between individual cells decrees that each sell specialises
in one or more particular functions. Therefore, logically each
application will be divided into functions and distributed to
cells which correspondingly specialise. Duplicates of functions
will be distributed to other nodes but left inactive such that
messages could be rerouted to this function in case an active
node was unavailable. Cells will also have secondary special-
isations in order to apply diversity and provide redundancy
when needed (fig. 3).

PaaS was chosen over the other service delivery models as
it more accurately aligns with the goals of resilience which are
required of the cloud platform. A PaaS provides a container-
based platform which enables service management, scheduling
and orchestration. The application isolation may take many
forms where the application may be executed at the OS level,
Virtual Programming level or container level. [13].

Due to requirements for diversity across all levels within
the system (including the underlying technology on which
it sits), a PaaS is most suitable due to the wider ranging
cross-compatibility across software and hardware. Due to the
multi-platform nature of the MC architecture the platform is
not constrained to just cloud architectures as its supporting
infrastructure and may execute on a wide variety of devices

Fig. 4. Example multi-cellular PaaS distributed across diversified hardware
and geographical locations.

and locations. In order to ensure maximum diversified re-
silience this is necessary. Figure 5 illustrates an example multi-
cellular PaaS distributed across multiple diverse hardware
configurations.

A. The Cell

The cell is the only architectural component (fig. 5). Cells
differentiate and are networked together to provide platforms
for the cloud architecture, so their computable functions vary,
but their basic architecture does not.

The components of the cell are as follows:
• Genome - Contains the interpreter and its functionality

that permits the cells code to function. Handles execu-
tion of application segments. It passes communication
between the applications and the node for transmission
to the organism.

• Cell Function - Functions are enabled through activating
genes in the genome. Activated function’s permit the cell
to perform different activities.

• Node - handles the control functionality of the network.
Receives, sends and forwards data to appropriate nodes,
the genom and the external API.

• Environmental Sensor - provides interface to actors
external to the system.

• Signalling pathways - logical communication paths be-
tween other cells.

1) Cell Functions: The cell consists of a number of con-
currently/independently processing components. Algorithm 1
illustrates the inception of a cell and its communication loop.

Node - Organism Functions The node will listen from
its peers for signals. If the signal received matches either an
organism or current function then it is processed. If forwards
messages to its vicinity according to the hop count or to
everyone if they are for the organism.

Node - External Functions The node will listen for
requests, and pass responses to, an external client interfacing
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Fig. 5. Atomic cell architecture

with the organism API. These will be processed and be
forwarded to other cells or to the global organism.

Inception Upon being created the cell must communicate
with its neighbours. If not the first cell it will already have
the address of its mother node. This node is then stored as its
closest node and will use it to request further info. If it is the
first cell it will divide.

Algorithm 1: Cell Inception and Communication Loop
Cell Division Request;
Mother Spawns Cell;
Cell Subscribes to mother;
Mother subscribes to cell;
while !Cell Death do

if Genome Transmits Message then
Node Publishes Message;

end
if Node receives message then

if Is message global or match local hash then
Process;

else
if TTL > 0 then

Decrement TTL;
Forward;

else
Drop message;

end
end

end
end

Differentiation The differentiation process will occur at
either start-up, through a prompt from the organism, or self-
initiated due to spare capacity. The differentiation process will
inform the cell as to what functionality it should and shouldn’t
have. Appropriate genes will be toggled which will enable
the corresponding functionality. The cell will then respond to

requests for this functionality from the organism as well as
advertise when appropriate.

Application Segment Execution Application segments
which fit the functionality of the genome will be requested
for execution by the organism. If appropriate constraints are
met then the application segment will be loaded onto the
application and executed within its genome. Messages between
the application segments and application control information
will be passed between the node for the rest of the organism.

DNA Integrity Verification Periodically, or when
prompted, the cell will perform a hash-check on its internal
genome to verify its integrity. It will respond to challenges
from adjacent nodes. If this check fails then the node will be
cut off from the rest of the network or will self-destruct.

Reproduction Through a prompt from the organism the cell
will fork its application and notify the new cell of its heritage
to establish communication.

B. Multi-Cellular Organism

The multi-cellular organism is an autonomic network with
self-organising and self-healing properties. It is a composition
of an arbitrary and dynamic number of atomic cells with the
purpose of executing numerous, scalable applications simulta-
neously and in a resilient manner. Therefore it only consists
of one architectural component, the cell, yet maintains the
resilient service delivery provision through collective decision
making. Its functionality will be discussed below.

Communication As with biologically cell-based communi-
cation, cells will send message-oriented and not node-oriented
communications. Such approaches have been shown to be suc-
cessful in the past, as is the case with wireless sensor networks
[14]. Although other cellular-signalling inspired techniques
exist such as fraglet models [15], message-oriented networking
has been selecting for this system due to its likeness to cellular
signalling and the affinity of application to the logical division
of applications and nodes.

Upon receipt of a message, each cell will assess whether
it is relevant to them. If it is relevant only to their specific
application instance it will be forwarded to other nodes,
otherwise it will be transmitted on channels it was not received
from according to remaining hop count. An exception to this
is with juxtacrine messages which will be sent to only one
connected neighbour. Nodes will keep a log of the ”direction”
and hop-count of a received message so that they may respond
accordingly.

Similar to the different cellular signalling methods which
vary in their distance and intensity, the differing forms of
transmissions methods will vary in their propagation and hop-
count; which will decree how fair the message will propagate.
However the exact attributes and routing characteristics will be
derived later through experimentation due to the uncertainty
concerned with their stability with this particular use-case.

The proposed message categories include: Global, Function
Specific, Application Specific, Application-Segment Specific
or Application-Segment-Instance specific or local. Whilst the
global messages will be concerned with overall platform
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activities such as self-healing, resource scaling and the system
diversity, the other message types will refer to specific data or
applications and thus be hashed values.

Certain messages, such as with some global messages, will
be transmitted but not read, until their final destination. This
is similar to endocrine messages which are transmitted long
distance to the next hormonal gland and then retransmit-
ted.Other messages will merely be to nodes in the vicinity,
and thus have only 1-hop count, other messages such as those
intended to request or respond, will have varying and dynamic
hop counts according to the exact service and request. These
will be similar to paracrine messages as they will be sent to
surrounding nodes.

TABLE IV

Message
Type

Description Examples Hops Cellular
Sig-
nalling

Global Organism wide
information

Gene enable re-
quests, State Re-
quests, Divide

Many Endocrine
then
Paracrine

Function Specific to any
node running that
function

Spare function
capacity request

Varied Endocrine
then
Paracrine

App To nodes running
that application

Request die, Re-
quest reroute

Varied Paracrine

App-
Segment

To Nodes run-
ning that specific
segment

Data, Keep alive, Varied Paracrine

App-
Segment-
Instance

To nodes running
a very specific in-
stance

Data, Keep-alive,
Request reroute

Varied Paracrine

Local to only nodes in
the vicinity

Integrity verify,
divide

1 Juxtracrine

1) Application Management: Application Request An ex-
ternal actor will communicate with the organism (via any cell)
and submit a request for their application to be loaded. The
request will consist of the quantity and type of functions, in
addition to any resource requirements such as storage etc.
Upon receipt, requests for available function space will be sent.
Capable nodes advertise reserved space. For all functions not
with any potentially reserved space, new cells will be cloned
and new functions enabled. The reserved space will need to
be at least 2x the needed for redundancy purposes.

Application Creation Once the network has confirmed
capacity the organism will request upload of the functions,
which will then be propagated to the appropriate nodes. Once
the functions have been successfully loaded, the given cells
will establish links between the other nodes (fig. 6) Additional
redundancy will occur through replication of functions across
alternative cells which will be located according to resilience
requirements.

Application Segment Communication Application seg-
ments will be identified by their application, segment and
particular instance (fig. 7). Each segment will know the rough
direction and hop count of the next segment for communica-
tion.

Application Destruction The application may end for a
number of reasons, such as a prompt external to the organism,

Fig. 6. Application Request Management

Fig. 7. Application Segment Identification
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an internal prompt indicating the processing has completed, or
the organism deciding that continued execution is detrimental.
At this point the corresponding application will issue kill
requests to its continued nodes and other replicas.

Additionally, nodes which die and contain the appropriate
application will cause a break in the application path. At this
point, any other application segments which cannot commu-
nicate with their corresponding segments will send a request
for redundancy backups to initialise and will then re establish
communication with these nodes.

Application Scaling If a greater number of requests for the
application from an external source enter the network than
it is possible to execute. The application will be given the
command to duplicate. Likewise, if a predefined amount of
time has passed and the capacity is greater than the request
then the instances will be scaled down. This will be handled
globally after node state indicates no activity. The overall
process for application execution is given in fig. 8.

2) Self-Organisation: Differentiation Process As cells are
created, the decision of differentiation will occur according
to the current network need. Typically this will be concerned
with a new or duplicate application, therefore it will likely
be instigated by the dividing node, or nodes within the
vicinity who are created simultaneously. Thus it will follow
the paracrine or juxtacrine signal inducing methods. A node
will first differentiate according to the need and then autocrine
based self-check will be used until all nodes in the vicinity
have confirmed that the correct type and number of nodes have
been differentiated, at which point the application segments
will be loaded appropriately.

Alternatively, a global request my decree that certain nodes
are required to have an additional, secondary specialisation
for redundancy and diversity purposes. At the targeted node
types will use an autocrine based self-check until the relevant
diversity/redundancy requirements are met.

Self-heal Self-healing process will largely be instigated
globally, by the organism which will occur due to a lack of
resources. A resource deficit will occur through the division
and differentiation process as detailed previously. The resource
deficit occurs mostly due to Cell death which occur for many
reasons. A periodic internal hash check upon the genome
which fails will cause a self-destruct and will therefore die
cleanly, diving the applications and other cells time to re-
organise (apoptsis).

Alternatively the cell may die in an unclean manner (necro-
sis) which will be harder to clean up and cause disruption
to some applications. This may occur due to external reasons
such as loss of the cells hardware, or it may occur due to the
node misbehaving and thus being cut off from the network.

Application Distribution / Node Selection The method
of application distribution across nodes will be dynamic
according to the resilience requirements of redundancy and
diversity. Should occur due to the differentiation process caus-
ing diversity in surrounding nodes and thus should distribute
appropriately. This directly relates to service orchestration and
placement.

Fig. 8. Application Execution Process
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3) Networking: The way in which nodes are networked
will have a direct effect upon the ability of the network to
scale,adapt,react, handle disruptions and its general commu-
nication performance. As mentioned previously, networking
will consist of a message-oriented communication and not
node/address oriented communications.

A careful selection of p2p network structures and rout-
ing methods will be necessary to select the most suitable
for the required resilience characteristics. Specifically it is
proposed that a hybrid communication method will likely
result from the different message types as previously mapped.
For example, global (organism-wide) messages which employ
endocrine or endocrine-paracrine are most easily modelled as
flooding or controlled flooding (multi-hop). Whereas instance
specific communication between an application’s segments
would likely be routed. The suitable solution will be derived
through investigation (variables to be investigated in table V)
to understand more about the effects of these forms of message
delivery upon the resilience and network requirements. One
point of note of this embryonic architecture in contrast to
other p2p networks is that due to the self-healing and division
process, nodes will be created from other nodes and will
therefore be placed by its mother node.

IV. CONCLUSION

This work presents a model for highly resilient cloud-
computing PaaS. It is based on abstracted characteristics
of embryonic development, in particular cellular differenti-
ation and division, which enable the autonomic aspect of
self-healing. Due to the architectures requirement for high-
resilience, it operates in a purely distributed manner to avoid
any single point-of-failure. Further research will involve inves-
tigating a variety of networking characteristics to find optimal
solutions to enable the architectures ability to self-organise.

TABLE V
NETWORKING INVESTIGATION VARIABLES

Attribute Category Possibilities
Routing Networking Flooding, Controlled

Flooding, Routed,
Hybrids

Structure Networking Structured / Unstructured
Packet TTL Communication Network-dependent vari-

able, Static, Dynamic
Message Size Communication Static, Dynamic
Retransmissions Communication None, Always, Variable
Keep-alives Applications Time, Distance, Traffic

Dependent
Retransmissions Applications Requested, Responsive
Time outs Applications Static, Dynamic, Variable
Service Placement Self-Organisation Meeting Certain Metrics

or Loose
Diversity Density Self-Organisation Forced, Loose Ratio of

genome types for differen-
tiation

Self-check period Self-Organisation Static, Random
Response Time outs Self-Organisation Static, Increasing, Net-

work Size Dependent
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Abstract—With the pervasive introduction of IoE technologies,
use-cases are frequently being found operating within harsh en-
vironmental conditions. This decrees the need for solutions which
permit service delivery to operate in a highly-resilient manner.
This work presents an architecture for a novel cloud platform
designed for resilient service delivery. It supports networks where
poor communication links or high node failure will cause services
to be delivered in an non-resilient manner. This could be the
result of factors such as high-node mobility, poor environmental
conditions, unreliable infrastructure from environment disaster
or cyber-attack. This biologically inspired architecture uses a
purely distributed multi-agent approach to provide self-healing
and self-organising properties, modelled on the characteristics of
embryonic development and biological cell communication. To
permit high-levels of a node churn, this multi-agent approach
uses local-only communication. Probabilistic Cellular Automata
are used to simulate this architecture and evaluate the efficacy
of this approach.

Index Terms—IoE, Embryonic, Multi-agent, Resilience, Bio-
Inspired, Cloud, Edge, Artificial Life, Artificial Intelligence,
Cybersecurity, Cellular Automata.

I. INTRODUCTION

In common environments where networked devices are
frequently found and relied upon: the home, work-place,
public areas etc, persistent service delivery is taken for granted.
Minor breaks in service may subjectively appear poor but this
is largely due to their infrequence. Objectively, these networks
deliver their service persistently due to the high-determinism
of the environments they operate within.

We refer to the term resilience as a network’s ability to
persistently deliver it’s service within the face of various
internal and external changes [1]. If these commonly found
networks are not robust enough to continue operating during
changes in their internal or external environment then they do
not operate resiliently.

Conversely there are many types of networks which must
persist in their service delivery yet their underlying environ-
mental conditions are non-deterministic, resulting in Inter-
mittently Connected Networks. Examples of these include:
Mobile Ad-hoc networks such as with mobile devices or
vehicle communications, wireless sensor networks used for
environmental monitoring often in extreme conditions and
Exotic Media Networks in highly disruptive locations such as
space. Most solutions rely on employing delay or disruption
tolerant networking approaches such as store and forward,
parallel routing, error correction etc. [2].

A number of use-cases are highlighted within the appli-
cation of Industrial IoE where a large number of nodes
collect data on the edge [3]. Mining [4], transportation, crime
[5] and agriculture [6] are examples where large scale IoE
systems may operate in environments with changing and non-
determinstic environmental conditions in addition to device
mobility.

Networking solutions are not compatible with all types of
harsh environments. Some use-cases involve the destruction
of nodes such as adversarial attacks in warfare [7] or node
subversion during cyber-attack [8]. For these situations, novel
architectures are often sought to enhance the network’s envi-
ronment. These take the form of distributed over centralised
architectures, mass redundancy of resources, or diversity
across hardware and software and location [9]. When seeking
alternative architectures, a common source of inspiration lies
within biological systems due to their inherently scalable and
resilient nature. Hence this work contributes to the area of
biologically inspired resilient computing architectures through
the application of embyronics to the problem of IoE/ Fog
operating within harsh environments. To accomplish this, a
novel architecture which leverages the strong resilient charac-
teristics of embryonic development is simulated using cellular
automata in order to understand its autonomic characterstics.

The rest of this paper is as follows: Section 2 presents
related work, section 3 describes the proposed embryonic
platform as applied to fog networks, section 4 provides a de-
scription for the proposed Cellular Automata Model. Section 5
presents the simulation model with results. Section 6 presents
an analysis of the results whilst section 7 concludes the work.

II. RELATED WORK / MOTIVATION

This section presents the related work for this research in the
area of biologically inspired techniques for IoE/Fog resilience.
Levering Fog computing nodes as a data processing platform
for IoE is discussed in a number of places [10] with use-cases
such as energy management [11], smart-cities [12] benefiting
from simple data pre-processing on the edge nodes. However,
the platform proposed in this paper aims to provide a more
feature rich platform for data processing through the use of a
micro-services architecture.

To the best of the authors’ knowledge, the problems of
resiliency within these platforms as a consequence of node
mobility, hostile environments or threats to the architecture are
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still open. A solution to this can be found within biological-
inspired techniques, which have been applied to a whole host
of problems within computer science, the Turing machine
which was based upon a human clerk is arguably the first.
In terms of resilient networks/systems, few works exist in the
area of FoE due to it’s novelty, however some can be seen
within similar domains. For example cellular signalling models
(which operate in a message and not node oriented fashion)
have also been applied within wireless ad-hoc networks for
resilient and efficient communication [13]. Whilst numerous
bio-inspired techniques for resilient cloud computing and other
distributed systems have been investigated [14]. These can
involve architectural models similar to this work using cell-
based models [15], networking approaches based upon the dis-
tributed processing capabilities of ant colonies [16], intrusion
detection methods [17] or service orchestration methods [18]
based upon artificial immune systems, alternatives to public
key infrastructure based upon family genetics [19] and many
more.

This work applies embryonics, the field of developing sys-
tems which are based upon the characteristics of embryogensis
[20]. Embryogensis refers to the development of a biological
being from a mother cell, the zygote. This biological process
provides a high degree of resilience through redundancy
and self-healing. Embryonic inspired electronics have shown
that resilience may be achieved by modelling a system on
these self-healing capabilities [21], whilst embryonic soft-
ware has shown similar self-healing properties for distributed
systems[22].

This work proposes an architecture which is deemed timely
as a platform for combined Fog and IoE networks, also
referred to as Fog-of-Everything (FoE) [10] [23]. Initially,
cloud computing was deemed the supporting platform for
IoE devices with it’s inherent on-demand provisioning and
elasticity for data storage, processing and UI, however a vast
number of IoE use-cases are latency-sensitive and therefore
long delays towards cloud providers are unsuitable. Medical
applications often consist of devices with short transmission
range and life-saving consequences [24][25] such as seizure
detection [26]. Smart-cities provide a host of different ap-
plications which require low-latency and suffer from high
device mobility, shared infrastructure/management [27] such
as traffic management, public safety, [5] and emergency re-
sponse. Industrial control Systems (as mentioned previously)
not only require low-latency but may also operate in hostile
environments[4], V2V etc. [27] [10].

This latency sensitivity has caused data processing to be
pushed to the edge of the network, closer to its production.
Fog computing is seen as combination of edge and cloud com-
puting, providing the benefits of lower bandwidth and energy
consumption whilst reducing greater QoS for IoE devices [27].
Fog is cited as a requirement for resilient IoE applications [28]
Unfortunately fog nodes also suffer from fault-sensitivity due
to their lack of scalable resources, typically wireless 1-hop
device-to-fog communication and IoE device mobility [27].
To mitigate these issues, this work provides a highly resilient
SaaS platform for fog networks, leveraging self-healing, self-
organising and distributed processing capabilities.

III. PROPOSED MULTI-CELLULAR EMBRYONIC FOG
PLATFORM

This section describes the proposed multi-cellular embry-
onic platform and it’s application to fog networks. This work
extends a previous work in [29], where a conceptual model of
an architecture based on the self-healing nature of embryonic
cellular development was proposed as a solution to requiring
a highly resilient architecture ( figure 1) This architecture
is purely distributed, having only a single component, the
cell. The cell self-reproduces as needed which allows it to
scale with demand and also self-heal. Each cell differentiates
according to a particular software function and complex appli-
cations can be composed through passing messages between
different cells. The cells self-organise to provide a SaaS for
data processing which is considered the most suited platform
for IoE applications due to the devices’ constrained nature
[27] [30]. This permits constrained data processing which can
be offloaded to the cloud for more comprehensive processing
when needed. The purpose of the architecture is to provide
resilient service delivery within the face of external and inter-
nal changes, such as device mobility, loss of connection, long
delays. The self-organisation architecture enables services to
persist under varying conditions through software replication
and self-organisation. When required functionality to complete
an application is no longer available, the platform will self-
organise to provide it

After further analysis of the networking characteristics of
this architecture it was determined that too many communi-
cation aspects created a level of complexity which was not in
line with the resilience requirements. To summarise, the ability
to maintain any routing tables was incompatible with the high-
levels of churn expected from environments which require
high-resilience. Therefore a different, architectural approach
was taken which involved local-only communication using
multi-agent techniques inspired by embryonics. As a system
for modelling discrete dynamical systems which operate using
local-only communication, a Cellular Automata model was
used to simulate the approach.

To summarise, this work investigates the application of
embryonic techniques to a SaaS architecture. It aims to provide
a combined Fog and IoE platform for highly resilient service
delivery. Figure 2 illustrates the multicellular embryonic
platform a top of the fog environment.

IV. CELLULAR AUTOMATA MODEL SIMULATION
DESCRIPTION

This section describes the Cellular Automata (CA) based
model for the embryonic architecture including the indepen-
dent and dependent variables with motivations for their use.
CA are discrete models of dynamical and complex systems.
They are employed for modelling and simulating a variety of
discrete scenarios. Within this simulation a stochastic CA is
employed, due to having varying factors, such as the decision
to spawn, the function to spawn and the simulated failure rate
being dependent upon a random distribution. These stochastic
cellular automata are sometimes referred to as Probabilistic
Cellular Automata(PCA) and these characteristics makes them
suitable for simulation of the new model[31].
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Fig. 1. The SaaS architecture inspired by animal embryonic development, composed of Multi-Cellular Platforms (MC). It provides resilient service delivery
in hostile environments through leveraging the concepts of self-healing, cell division and differentiation.

Fig. 2. The proposed Embryonic architecture situated within the Fog environment. MultiCellular platforms (MC) are distributed across the fog devices to
provide data processing SaaS for the sensing layer of the SMART applications. This data is then offloaded to full cloud environments as required. The
distinction between the cloud and fog layers is that the fog provides more constrained data processing. As the data is moved to the cloud, full applications
can be executed in a standard IaaS environment.



JOURNAL OF LATEX CLASS FILES, VOL. 14, NO. 8, AUGUST 2015 4

A. Definitions

The following definitions should be considered within the
context of this model.

• Cell - the node of each network and the cell in the cellular
automata. Also represents the biological cell within the
model. It differentiates to a particular software function
and will execute code of that function. Or it will be dead
(state 0)

• Function - A logical software function e.g. cryptography,
web service

• Application - Composed of multiple functions to provide
a specific service. An application’s functions must be able
to reach each other in a consecutive manner.

• Update Function - Probabilistic function which de-
termines the state of each cell within the simulation.
Executed upon each cell. Updated Asynchronously and
randomly to account for similarities to real world net-
working.

• Multi-Cellular Organism (MC) - a collection of mul-
tiple cells which allows 1 or more applications to be
executed via functions distributed across the cells.

• Connectedness - the quantity of fully connected appli-
cations. I.e. those where all functions can be reached
consecutively in order to fully process the data.

B. Variables

The purpose of the simulation is to understand more about
the constrained model’s ability to resiliently deliver services.
The external or internal changes to the system will be repre-
sented by the failure of nodes, according to a given stochastic
variable. Whilst the resilience of the system will be measured
through the number of services that are fully connected at
any step within the simulation. This therefore will illustrate
to what degree the network is still able to deliver its service
under varying changes.

The following dependent variables (connectedness values)
will be used to measure this resilience.

• Connected0 - % of fully connected services with 0
networking hops allowed

• Connected1 - % of fully connected services with 1
networking hop allowed

Connectedness is calculated as follows: at each step in the
simulation, all starting nodes (state 1) are checked to see if
they can reach the next consecutive function (state 2) and so
on until the next function cannot be found, or if the final
function is found creating a fully connected application. The
quantity of fully connected networks is then recorded for that
step in the simulation. Figure 3 illustrates two sub networks
in a test network. One where the starting node can create a
fully connected network and the other where it cannot.

With connected1, the search for each function is increased
by one hop, as in figure 4. Neighbourhoods are von-neuman,
where r=1 is a neighbourhood size of 5 inclusive of the central
cell and r=2 is a neighbourhood size of 13, inclusive of the
central cell. Von-neuman neighbourhoods were chosen over
larger neighbourhood sizes, such as moore neighbourhoods,
as it essential to reduce the number of communications being

Fig. 3. The nodes in the red box are examples of a network which is not
fully connected within the connected0 tests. The two starting nodes (state 1)
can reach upto node 3 using local only communication but not to the final
required function (state 5). In contrast the networking with a starting node
highlighted in the green box can reach up to node 5.

Fig. 4. Connected0 and Connected1 modelled as von-neuman neighbourhoods
r=1 and r=2 respectfully. The red squares indicate the nodes in the central
squares neighbourhood, the nodes which will receive communications from
the central, black node.

broadcast to nodes due to the flooding routing present in the
network.

The following application related independent variables are
used within the simulation to understand more about the self-
healing characteristics:

• Spawn Rate (SR) - % chance a node will grow another
cell

• Death Rate (DR) - % change a node will fail
• Quantity of Functions (Q) - the variety of different

function types
• Neighbourhood Size (N) - quantity of adjacent nodes to

each cell.

The following independent variables are employed to under-
stand more about the complexity characteristics of the system
and their effect upon the resilience of the network.

• Starting Location - the starting location of the cellular
architecture in the grid. e.g. central, top-left, bottom-left
etc.

• Neighbour Start Size - the initial size of the neighbour-
hood.

The initial cell update function is as follows: first a random
variable will decree (according to a pre-set probability of
failure) if the node fails. If not the node checks its local
neighbourhood. If a node is found to contain the same function
as the current node, then the current node will differentiate
according to an under-represented function.
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TABLE I
SIMULATION PARAMETERS

Parameter Description Value
Time Steps The quantity of discrete increments

per test, chosen through experi-
mentation

500

Grid Size Discrete area of the simulation test. 10x10
Nodes Total number of possible network

nodes in each test.
100

Independent Variables The number of variables which are
varied

5

Test Runs Number of test runs per each vari-
able

10

Total runs Total number of tests which were
executed

27000

V. SIMULATION MODEL

This section presents the simulation of the CA-based model
presented in the previous section. Including implementation
characteristics, validation and results. The model was imple-
mented in pure python using test driven development and
executed on an i5 Linux system with 4GB of ram. The grid
of cells was represented as a 2D array, where the state of
each cell is in the range 0 to function quantity. At each step
in the simulation the cells were updated with the cell update
algorithm.

A. Validation

1) Graphical Validation: The simulation model was vali-
dated through a number of different yet complimentary means.

Two graphical representations were used to validate the
model simulation. The independent variables related to re-
silience could be adjusted prior to the simulation. The interface
would then permit stepping through the simulation (up to the
maximum 500 time steps) The graphical representations would
then enable stepping through varying configurations. This was
used to examine the system operating under varying levels of
strain. For example, operating under a maximum spawn rate
and zero death rate allowed easily validation that the software
was representing the model correctly. Conversely, using a
high failure rate and low spawn rate caused the system to be
completely inactive. Both of these cases illustrate validation
of the model through extreme condition testing.

2) Extreme Condition Validation (Quantitative): Within
the empirical experimentation dataset (presented in the next
section) unstressed networks (zero failure rate) were tested.
Verification occured by examining only those tests where the
DR == 0 and SR == 1, with the means of each quantity of
function being approximately Grid size / Function quantity.
Which illustrates that in a non hostile environment where
the software is aggressively reproducing the random selection
algorithm evenly distributes the function types. However as
there is no cell destruction this network will converge to a
solution with minimal dynamism and informs very little about
the selection process effect upon resilience.

3) Internal Validity: The empirical experimentation con-
sisted of 27000 simulation test. These consisted of 10 runs
of all independent variable permutations. The averages were
then taken and due to the low variability and large amount of

Fig. 5. ASCII Graphical interface. The grid is composed of a number of
cells which can be in states 0 to the number of functions. A fully connected
network is one in which the functions can be reached consecutively.

consistency (presented in the next section), these results seek
to validate the simulation model.

B. Results and Analysis

The purpose of the simulation was to verify that the con-
strained system with no real routing could remain resilient i.e.
continue to deliver services under varying network changes. As
the services (applications) will successfully execute when all
functions of each application are fully connected, the goal is to
examine the quantity of connected applications at each time
step. This connectedness of each network is then compared
against the independent variables (application and complexity
characteristics) mentioned in the previous section.

The groups of tests examined in this section are simulated
for a MC under stress, where DR > 0. We are seeking to
determine how well the applications can still communicate
using local only-interaction when under varying levels of net-
work stress (death rate) and application complexity (function
types 2-6). Variables such as spawnrate and cell differentiation
process were examined in order to optimise the performance
of the MC.

1) SpawnRate: During an initial analysis, it was shown
that through aggressive spawning a performance improvement
could be made. Conversely, reducing the spawnrate always
caused negative performance. Figures 6 and 7 show the
connected0 tests where SR == All and SR == 1, respectfully.
The smoother declines indicates that this small optimisation
can increase the ability for the applications to be connected,
where higher failure rates benefit more over lower failure rates.
This is due to the aggressive spawning increases the likelihood
of nodes filling gaps where previous nodes had failed (state 0)
i.e there is a greater number of functional nodes and a reduced
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Fig. 6. Results of average connectedness of applications with 0 hop commu-
nication allowed.

Fig. 7. Results of average connectedness of applications with 0 hop commu-
nication allowed where spawnrate==1

number of failed nodes. At lower failure rates this has less of
an effect due to lower quantity of failed nodes.

2) Cell Update Function: Another method of performance
optimisation made within the CA is the update function, which
may choose to differentiate cells in order to optimise the MC.
Therefore this section presents the results of 2 different groups
of tests, each with different update functions. The update
functions are as follows:

• No Differentiation Optimisation (NoDif) - Cells do not
attempt to optimise the distribution of cells except to
remove redundancy. The cell firstly examines the states
of all adjacent cells. If it’s state is the same as an adjacent
cell and the quantity of functions is greater than the
neighourhood size, it will attempt to differentiate to to
an unseen state. The cell will still divide to a random
function when there is adjacent space (Algorithm 1).

• Differentiate according to weighting (Dif2) - As above
the cell first examines the adjacent node states and deter-
mines the least represented functions out of the global
set of functions. It will then differentiate to the least
represented function or if there are many of the same
weighting, a random function from this subset(Algorithm
3).

Algorithm 1: Cell Update - No differentiation Optimisa-
tion
Data: NeighbourhoodState, CellState, Functions
Result: CellState, DivideCellState
Check Neighbourhood States;
if Cell is alive then

if Cell does not die then
if CellState is in NeighbourhoodState and N > 4
then

CellState = random from Functions not in
NeighbourhoodState;

end
if Cell should divide then

Check Functions in NeighbourhoodState;
for Function in Functions do

if Function not in NeighbourhoodState
then

DivideCellState = Function;
else

DivideCellState = random from
Functions;

end
end
Divide with DivideCellState;

end
else

CellState = dead;
end

end

Figure 8 presents the results of network connectedness for
the connected0 tests. A clear trend can be seen that as the
quantity of functions increases the ability for the applica-
tions to remain connected decreases. This is caused by the
complexity of the application ensuring the likelihood of one
function being adjacent to another to reduce. In the currently
measured von-neumann neighbourhood where r=1, a cell will
be able to communicate with 4 other cells. Therefore if Q > 4
the chance of finding the next node is < 100. This explains
the considerable performance drop at functions 4 or greater.
Regarding the difference between NoDif and Dif2, the trend
illustrates dif2 providing increased connectivity over NoDif
where Q >= N . This performance increase appears to be
strong at medium DR of 0.2 and 0.3 but less favourable at
0.4. This evidences that attempting to optimise the distribution
of cells does increase performance but only to a certain failure
rate.

Figure 9 presents the results of network connectedness
for the connected1 tests. The same trend can be seen as in
connected0, however this time the decay is slower and the
decline is a lot smoother, there are no sudden jumps (such as
when Q > N ). This would suggest that the issue of reduced
probability is mitigated as the size of the search space is
now increased. If it is assumed that the self-organisation of
the MC will force differentiation of under-represented cells
within the same time scale as the communication to next
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Fig. 8. Average connectedness comparing differentiation methods for connected0 tests

Algorithm 2: Cell Update - Weighted Differentiation
Data: NeighbourhoodState, CellState, Functions
Result: CellState, DivideCellState
Check Neighbourhood States;
if Cell is alive then

if Cell does not die then
for Function in Functions do

Count Function in NeighbourhoodState;
end
minFunctions = Calculate min(Function in

NeighbourhoodSate);
CellState = random(minFunctions)
if Cell should divide then

Check Functions in NeighbourhoodState;
for Function in Functions do

if Function not in NeighbourhoodState
then

DivideCellState = Function;
else

DivideCellState = random from
Functions;

end
end
Divide with DivideCellState;

end
else

CellState = dead;
end

end

node, then the search space at each step will be N ∗ N ,
else it will be N ∗ (N − 1). A considerable increase over
simply N . The function distribution algorithm dif2 follows a
similar performance improvement trend as with connected0
and therefore highlights the efficacy of this approach. As with
the connected0 tests, high failure rates and tests where Q > N
still have poor performance.

C. Organism Start Size and Location

Starting location was examined for its relationship to com-
plex systems, in case it had an effect upon the resilience of
the MC. However due to a correlation of < 0.009 it was
determined to have no effect.

A characteristic of the MC which is internally adjustable
and is also concerned with complex systems is its starting
size, i.e. the number of starting cells. Test groups were run
with starting cells of 1, 5 and 9. For all tests, as start size
increases, as does the connectedness. Which is an intuitive
finding. At high failure rates, this can be quite a considerable
performance increase of 50%, where Q < N .

Figures 10 and 11 show the distribution of tests which ended
up with either an early failure or successfully survived, with
the corresponding connectedness. In figure 10, the results for a
starting MC of 1 show that a greater number of tests would fail
than succeed. However figure 11 shows the same distribution
but for a starting neighbourhood of 9 where only a small
number of tests failed. This illustrates the effect of starting
size upon success.

These graphs highlight some interesting aspects relating
to the efficacy of different intelligent dynamic differentiation
algorithms. At the higher start sizes the algorithms appear to
be almost on par. However where start size == 1, the results
don’t fit a clear trend. Closer examination of these groups
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Fig. 9. Average connectedness comparing differentiation methods for connected1 tests

Fig. 10. 50 test runs with death rate 0.3, functions 3 and Neighbourhood
startsize 1. Showing just under 50% of tests were successful whilst the rest
were unsuccessful.

of tests indicates something interesting. That the test results
were polarised where they either tend to be highly connected,
( > 0.9%) or not at all which explains the poor performance
where DR = 0.3 in Dif1. This is a trend that is persistent
throughout the tests where those that did not fail had consistent
connectedness where the performance improvement could be
gained by increasing the start size.

Examining this at the highest failure rate of 0.4 illustrates
still good performance, however this only holds true where
N > 4. This strongly illustrates that the initial stages of an
MC are vital to its ongoing survival.

VI. ANALYSIS

This section presents an analysis of the results provided
in the previous section. The results of all tests have indi-
cated a number of points concerning factors which affect the

Fig. 11. 50 test runs with deathrate 0.3, functions 3 and Neighbourhood
startsize 9. Where the majority of tests were highly successful.

connectedness of applications, within the embryonic model.
All of which highlight methods to optimise the resilience of
the MC dependent upon its characteristics. The independent
factors (those variables which can be internally adjustable by
the MC) are: the application complexity (quantity of functions
per application), the level of division aggressiveness, starting
MC size and the algorithm to determine differentiation. All of
which are discussed in further detail below.

A. Application Complexity

The quantity of functions within an application undoubtedly
has a direct effect upon its connectedness. This is by the
inherent nature of needing to connect more cells within an
application, leaving more points for failure. However, dividing
application functionality is a prime characteristic of the MC ar-
chitecture and a requirement of resilience, in order to distribute
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risk. Therefore any technique which increases connectivity
under increased application complexity is a positive benefit
to the resilience of the embryonic architecture. A clear point
is that adjusting the complexity of an application can enable
it to survive during periods of particular stress although at an
obvious reduction of functionality. This can pave the way for
networking algorithms that downgrade according to perceived
performance.

If if is not feasible to manage complexity through reduction
of functionality, applications could be divided into sub sec-
tions or ”organs” following the biological model. This would
cause the overall likelihood of the application to still execute
successfully albeit with a largely increased resource usage.

Whilst the application complexity would be reduced, com-
munication protocols and network management complexity
would increase due to the additional network overlay. There-
fore finding an appropriate balance would be necessary.

B. Aggressive Spawning

In the previous experiments it was quickly determined that
given the option, dividing to create a new cell increased
the connectedness within the MC. The performance increase
was considerable at higher failure rates but also decreased
proportionally to application complexity. This is intuitive as a
greater number of cells permits a higher chance of finding the
next required function. This is directly through the required
function being adjacent to the cell and indirectly through
enhanced communication. However, during practical testing,
the time period for spawning will need to be determined
appropriately so as to not delay execution of other components
with the cell, e.g. function execution.

C. Complex System Characteristics

Two characteristics of complex systems were also inves-
tigated for their effect upon connectedness, the cell’s initial
starting size and location. The start location showed little
benefit as varying it made no difference to the connectedness
results with a almost zero correlation. However the starting
size correlated with an increase in connectedness, particularly
at higher failure rates. The reason for this is the same as
the aggressive spawning point previously mentioned. This is a
strong finding considering this could give networks starting in
highly hostile conditions an increased chance of survival. As
it was noted that networks either survived entirely or failed
early on, this highlighted the necessity for ensuring strong
survival in early stages, where increased MC start size is a
strong enabling factor.

D. Increasing Search Space

Throughout all the results, a clear improvement can be seen
with the connected1 tests over the connected0. As explained
previously, this is due to increasing the potential search space
through the increased neighbourhood size, which can also
be understood as von-neuman networks where r=1 and r=2,
respectfully. If the quantity of functions is greater than the
neighbourhood size (which is decreased further by the failure

rate) then the probability of connectedness decreases and
therefore increasing this search space can mitigate this issue
and thus improve the connectedness of the service. How-
ever due to the application of flooding based routing, larger
sized neighbourhoods will have a detrimental affect upon
MC performance. Through permitting 1 hop communication,
the search space can be considerably increased and thus the
likelihood of remaining connected increases. Optimisations
will need be determined once more is known about the effect
of communication upon the MC in later stages of the research.

Therefore, we can deduce from the previous analysis that
the relationship between the neighbourhood size and function
quantity (service complexity) has a direct effect upon the
connectedness of that application. The probabilistic model
presented in section 4.1 indicates that during a best case
scenario, the most optimal selection for function quantity is
any which is less than the neighbourhood size. This can be
explained as follows:

If Q > N then the chance of the application to remaining
connected is < 100%, which reduces considerably with larger
service sizes. Therefore increasing the neighbourhood size,
and in particular ensuring it is larger than the application
size including failure rate DR, such that is N > Q or
N > (Q ∗ DR) will cause a considerably increased chance
for the application to remain connected.

E. Function spread through differentiation algorithms

Another point of optimisation is the method used by cells to
differentiate according to the needed functions. The probabilis-
tic model illustrates a best case scenario where function types
are evenly distributed. However, as a result of node failures
and possible differentiation methods the CA is incredibly
dynamic, causing cell state to be in a constant state of flux,
potentially changing at each time step. Therefore through
deriving intelligent mechanisms which differentiate to force a
given spread of functions, the connectedness can be improved.
This can be seen with the performance improvement between
the two differentiation algorithms, particularly where Q > N
and at higher failure rates. However this performance does not
reach that of the probabilistic model although it does help to
confirm its findings. This is largely due to the highly dynamic
nature of the CA which also lacks many features making it
less representative of the real-world system. The next stage
of this research will develop a prototype implementation to
permit investigation of the model with the currently lacking
communication and processing performance attributes.

VII. CONCLUSION

In the authors’ previous work [29], modelling of the
embryonic characteristics against the required functionality
highlighted a disparity between goals. Whilst the networking
functionality decreed an array of features such as routing
tables; the resilience and complexity characteristics were at
odds, due to the increase in attack surface. Therefore this paper
provided models and corresponding simulations to understand
the efficacy of the embryonic model yet with the negative
networking aspects removed: i.e. local-only communication.
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This enabled an investigation into the architecture structure of
the model without skewing the results with complexity of the
communication.

Overall the results of the CA simulations have highlighted
a number of key points relevant to the next (practical) stage
of the investigation: Structural characteristics can be varied
in order to increase resilience under varying levels of stress.
These will provide the baseline categories for the next stages
of tests. Increasing structural characteristics tend to be resource
intensive in all manners, so their usefulness in a practical
context will be quantified when using real-world systems.
Further methods of intelligent decision making relating to
optimising the function spread when choosing to differentiate
can be investigated in a greater manner, as the discrete nature
of the CA simulation prevented this but did highlight its
effectiveness.
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Abstract—The rapid uptake of smart systems integrating with
the novel and emerging industry 4.0 ensures that Cyber Physical
Systems (CPS) are being found operating in hostile environmental
conditions. Conditions which may instigate considerable churn
due to the failure of nodes or partial failure due to link removal.
The industrial and time-critical usage of these systems ensures
that operational failure can result in costly and unsafe conditions.
This work presents a solution to this problem, inspired by the self-
healing processes inherent to animal embryonic development, a
platform for highly resilient service delivery at the hostile mobile
edge is presented and evaluated.

Index Terms—fog, edge, resilience, service, embryonic

I. INTRODUCTION

The rise of rich data processing at the edge is undoubted and
potentially unstoppable. Novel solutions to providing data pro-
cessing services in these constrained environments Whilst the
increase in use-cases integrated with Cyber Physical Systems
(CPS) ensures that breaks in service could be catastrophic,
with the potential for huge financial loss, or even loss of
life. This safety-critical motivation and complexity of security
issues has now driven a focus upon services to be delivered
resiliently. Where resilience can be defined as encompassing a
wide number of characteristics, including security, but focuses
strongly on the persistence of service delivery in the face of
internal and external challenges to the system. A number of
use-cases are highlighted within the application of Industrial
IoT where a large number of nodes collect data on the edge [1].
Mining [2], transportation, crime [3] and agriculture [4] are
examples where large scale IoT systems may operate in envi-
ronments with changing and non-deterministic environmental
conditions in addition to device mobility.

Networking solutions are not compatible with all types of
harsh environments. Some use-cases involve the destruction
of nodes such as adversarial attacks in warfare [5] or node
subversion during cyber-attack [6]. For these situations, novel
architectures are often sought to enhance the network’s envi-
ronment. These take the form of distributed over centralised
architectures, mass redundancy of resources, or diversity
across hardware and software and location [7]. When seeking
alternative architectures, a common source of inspiration lies
within biological systems due to their inherently scalable and
resilient nature.

A solution to this can be found within biological-inspired
techniques, which have been applied to a whole host of
problems within computer science, the Turing machine which
was based upon a human clerk is arguably the first. In
terms of resilient networks/systems, few works exist in the
area of FoE due to it’s novelty, however some can be seen
within similar domains. For example cellular signalling models
(which operate in a message and not node oriented fashion)
have also been applied within wireless ad-hoc networks for
resilient and efficient communication [8]. Whilst numerous
bio-inspired techniques for resilient cloud computing and other
distributed systems have been investigated [9]. These can
involve architectural models similar to this work using cell-
based models [10], networking approaches based upon the dis-
tributed processing capabilities of ant colonies [11], intrusion
detection methods [12] or service orchestration methods [13]
based upon artificial immune systems, alternatives to public
key infrastructure based upon family genetics [14] and many
more.

Levering Fog computing nodes as a data processing plat-
form for IoE is discussed in a number of places [15] with
use-cases such as energy management [16], smart-cities [17]
benefiting from data pre-processing on the edge nodes. How-
ever, the platform presented in this paper aims to provide a
more feature rich platform for data processing through the
use of a micro-services architecture. In our previous work
[18] an architectural solution to this problem was proposed.
We modelled the self-healing characteristics of embyronic de-
velopment to develop a self-healing, resilient data processing
platform. Through simulation we illustrated the success of this
approach. In this work we present and discuss a preliminary
implementation of this work.

The rest of this paper is as follows: Section 2 describes
the embryonic platform architecture, characteristics, and ap-
plication processing practicalities. Section 3 discusses the
implementation specifics and the methodology for analysing
application and resilience performance. Section IV presents
and discusses results of tests where there were no failures
induced. whilst section V discusses the performance of the
network under stress with induced failures. Finally, section VI
concludes this paper.



II. MULTI-CELLULAR EMBRYONIC PLATFORM

This section presents the conceptual architecture and design
of the Multi-Cellular Embyronic Platform (MC) which is a
multi-agent complex adaptive system. This architecture is the
practical realisation of the Cellular Automata-based model
which was simulated in our previous work [18] illustrating the
efficacy of the approach. The goal of the system is to provide
resilient service delivery upon edge nodes in a microservices-
like fashion. To achieve this, the system takes inspiration
from embryogensis. Embryogenesis inspired electronics (or
embryonics) have shown that resilience may be achieved by
modelling a system on these self-healing capabilities [19],
whilst embryonic software has shown similar self-healing
properties for distributed systems [20] and is therefore proven
in it’s application for the management of complexity for
resilience. In this application, the concepts of cellular differen-
tiation and cellular division of animal embryonic development
are employed to provide self-healing functionality in a multi-
agent system. The cells (which compose the system) employ
the MAPE-K loop to permit self-organising and adaptive
behaviour according to internal and external events with an
overall goal of enabling the execution of services in the
presence of partial or full node failures.

The MC architecture is purely P2P so that it suffers from
no signal point of failure which adheres to the characteristics
of a complex system and resilience. Therefore it consists of
only one component - the cell. In the likeness of embyronic
characteristics an arbitrary quantity of cells will autonomously
divide and differentiate according to both intrinsic information
incepted about the ideal environmental state and the current
state according to information from neighbourhood cells. For
these reasons, this architecture is said to be self-reproducing,
self-healing and self-organising. Additionally the local-only
communication (NF2 and NF4) ensures the properties of this
system are emergent.

A. The Cell

The Cell has two primary purposes. Firstly it should collabo-
ratively maintain the P2P overlay network with it’s neighbours.
This involves dividing (self-reproducing) as required in order
to self-heal the network and also differentiate to a function
type which is underrepresented locally. It accomplishes this
through continuously gossiping to it’s neighbours about its
known view of the network so that all cells have an accurate
local view and can differentiate accordingly.

The second purpose is to process data which it is intended
to. The chosen software function, which the cell has differ-
entiated to, denotes the messages it can process. Messages
it receives which contain its specific software function will
be processed and the result forwarded on to it’s neighbours.
An application is therefore executed through this process of
iterative data processing by individual cells.

The cell consists of the following sub-components which
are illustrated in figure 1. The description of each component
can be found below:

Fig. 1. Architectural model of the cell components

• Genome - will differentiate to a particular software
function, as required by the global network. It will only
process data of its function type, ignoring other messages.
Once the data has been processed it passes the output to
the node, for distribution to other cells or the end user.

• Node - uses the publisher/subscribe communication pat-
tern to pass messages between other cells. There are two
types of messages, data messages to be processed by the
corresponding function and organisational messages. Or-
ganisational messages involve broadcasting known local
node addresses, the current function types the cell can
see, and requests for differentiation.

• API - is a sub-component oif the node and exposed to the
end-user/devices. It is used to push data to be processed
onto the MC platform and also to return results.

The cell is firstly initialised as follows:

1) Thresholds and initial values are set, these include the
range of possible functions, the number of times the
cell should divide and numerous timeout thresholds to
control performance.

2) Next the cell instructs the genome to differentiate ac-
cording to a random function within the range allowed.

3) The network socket in which messages will be published
from is started.

4) A subscriber execution thread is started which loops a
pool of sockets listening for messages from neighbours
and then processes them as appropriate

5) An API loop is initiated which polls for messages from
end-users.

6) The cell will divide according to the number of times
given to it by it’s mother cell.

7) The cell subscribes to it’s mother cell and begins polling
for messages.



After initialisation the cell enters a main loop in a further
execution thread. The following activities are continuously
looped within the thread:

1) Keep alives are published to all known subscribers.
These consist of the cell’s current known state of the
neighbourhood. I.e. the set of all cell values it can see
and communicate with.

2) The cell publishes lists of known peers so that it’s
subscriber cells can

3) Last messages from all subscribed to nodes are checked
against timeout threshold. Those which exceed are re-
moved from the pool. If the cell removed was a child
cell it will divide.

4) The cell will check the current state of its neighbourhood
and differentiate to an underrepresented function in order
to ensure function distribution is even.

B. Self-organisation through optimal differentiation

In our previous work [18], it was shown that optimisa-
tion the differentiation could have a beneficial effect upon
application connectivity compared to a random baseline. The
algorithm used in these tests is only one of many examples
and was chosen after successful evaluation

Algorithm 1: Cell Update - Weighted Differentiation
Data: NeighbourhoodState, CellState, Functions
Result: CellState, DivideCellState
Check Neighbourhood States;
if Cell is alive then

if Cell does not die then
for Function in Functions do

Count Function in NeighbourhoodState;
end
minFunctions = Calculate min(Function in

NeighbourhoodState);
CellState = random(minFunctions)

else
end

C. Applications

Applications are composed of a stack of distinct software
functions and must be designed for the platform but operate
using traditional vitual machines (e.g. Python Interpreter).
The application data resides in the passing of messages and
therefore no crucial data persists on any cell, ensuring that
if either a full or partial failure occurs then the execution of
the application can persist. At each stage of the application,
the current function and data to be processed is propagated to
neighbourhoods of cells, if a particular cell has differentiated
to that particular function module then it will pop that function
from the application stack, process the data with the appropri-
ate function, and then propagate the resulting data with the rest
of the stack. Full execution will occur in micro-services like
fashion as messages are passed to loosely-coupled services.

This form of iterative data processing is designed to suit
edge environments which were shown to need rich data
processing functionality in a SaaS and PaaS manner yet are
currently too constrained to do so due to their constrained
nature [21] [22]. Therefore this method distributes the data
processing in a resilient manner across multiple nodes.

D. Communication and Message Registry

Messaging is a crucial component of the system. Nodes
broadcast messages as this operates without the requirement
for maintaining routing tables, a costly procedure for both
time and computation in networks with high degrees of node
churn. In order to minimise network contention, cells limit
their neighbourhood size (messages are not forwarded) and
therefore the size of their neighbourhood directly affects net-
work contention. Cells will broadcast two types of messages,
firstly they gossip about their local environment, which permits
the self-organisation of the system, secondly they broadcast
the result of any processed data to their peers for further
processing. The majority of functionality occurs within the
single keep alive message - OKA. This employs the concept
of local communication where nodes will continuously gossip
to their neighbours about their known information. Table I
presents the finalised messages implemented in this proof-of-
concept.

TABLE I
REGISTER OF MESSAGES

Type Code Function
Organism OKA Keep Alive -– also sends known state of local

nodes
Organism OPAR Advertise all known peers
Function FDPR Application function traffic in
Function FAOT Application function traffic out
API PAPP Push application to MC from an external user

III. IMPLEMENTATION AND EVALUATION

Following from the description of the architecture in the pre-
vious section, this section presents the implementation details
and the performance valuation of the architecture. The code
is heavily supported by the ZeroMQ (zero message queue)
library [23] which is an extremely fast and efficient high
speed, brokerless message passing library written in C. The
publish/subscribe communication model employed permits the
self-healing, apoptosis model of cellular death whereby nodes
will cease communication with misbehaving nodes through
simply unsubscribing.

The MC architecture can be modelled as a Finite State
Machine (FSM), figure 3 illustrates these distinct states. Where
the first cell will spawn with the ideal conditions incepted
into it. The network will then converge to its ideal network
structure by dividing according to its given environment. As
cells die it will divide to create more and therefore cycle
between degraded and acceptable delivery.



Fig. 2. This diagram illustrates the constrained application execution. The application starts as a tuple of data (D) and functionality F). The data is passed
to the top function of the list which is removed as the data is passed to the next cell. The current state of the application therefore resides in the message.

Fig. 3. The full MC architecture modelled as a Finite State Machine.

A. Methodology

All tests were run on a 64bit i7 quad core Laptop running
Debian Linux where all cells used localhost addresses and
randomised port numbers. All communication was conducted
over the operating system’s internal network stack and there-
fore was minimally affected by any external conditions. Ad-
ditionally, all activity on the computer including background
services was kept to the bare minimum to provide fair and
consistent test results.

Tests were autonomously executed in batches using a suite
of scripts to provide empirical consistency. Messages both sent
and received by all cells were pushed to the debug server as
per the setup in the previous chapter where they were stored
in a MYSQL database. The mother cell was spawned with the
configuration options for that test. A loop then iterates every
second up until the time limit of 5 minutes (300 seconds).
The events which occur during the loops typically consists of
pushing applications to be processed and instigating artificial
faults by killing nodes according to a pseudorandom threshold.
Post-test run, all of the messages would be retrieved from the
back end database and parsed to create a timeline of events.
When a change in the network structure occurs, a graph of
the network is constructed using the networkx python library.
A history of all graphs is then stored (with a corresponding
PNG image) for further analysis. This consists of a number
of different algorithms which examine the resilience of the
network at each stage. Statistics about the application pro-
cessing time and messages sent and received are also recorded.
Note: that graphs at this stage, particularly for those tests with
node failures, were pruned of isolates. Therefore the graphs
do not show all nodes that may be active, only those that
are connected to other nodes. This is to ensure more accurate

reporting of performance and resilience statistics.

B. Variables

1) Dependent Variables: These metrics are employed to
evaluate the performance of application processing upon the
architecture. They seek to determine whether the embryonic
architecture can successfully process the application in it’s
current state. For the purposes of this testing, the applications
used are only representative of what is considered to be a
real-world data processing task discussed previously. This is
accomplished as it permits the timeline of activity within
each test to be examined easily from an external viewpoint.
Determining if the application has been processed correctly
requires the same logic as processing it upon the collection
of cells. Moreover a simplistic data processing application
still permits investigation and evaluation of the success of the
platform as the focus is in connecting the distinct function
types together to form a complete application. Therefore the
example services consist of a simplistic function which merely
multiplies the data it receives by it’s function number and then
pushes it to the next function until the data cannot be processed
anymore due to all functions being exhausted. The application
values are generated according to a maximum value and cells
will differentiate according to their local information driven
self-organisation as detailed in Algorithm 1. Table II presents
an example data processing application for 5 functions and
input data of 2. As the data is received by each function it is
multiplied by that value and then pushed to the next. Although
simplistic, this method is chosen as it minimises any effects
upon the system performance that may result from more
complex applications. Additionally the ability for software
environments to execute arbitrary code is not in question and
therefore does not need to be evaluated. This test focuses
upon the networking architecture and self-organisation which
permits the passing of messages between arbitrary software
functions.

Applications are pushed to the architecture from the API
every 10 seconds to allow time for the other messages to clear
for more accurate reporting. The data is incremented each time
to ensure different results to allow for ease of measurement. As
the timeline is generated from processing the messages after
the experiment has concluded, performance related values are
recorded next to each application which are presented in table

2) Independent Variables: In order to evaluate the previ-
ously defined dependent variables whilst the system is under



TABLE II
EXAMPLE DATA PROCESSING APPLICATION MESSAGES FOR

PERFORMANCE TESTING

Parameter Data
Functions 5
Data 2
Stage 0 [[1,2,3,4,5], 2]
Stage 1 [[1,2,3,4], 10]
Stage 2 [[1,2,3], 40]
Stage 3 [[1,2], 120]
Stage 4 [[1],240]
Stage 5 [240]

TABLE III
VARIABLES RECORDED PER EACH TEST TO RECORD NETWORK

PERFORMANCE

Variable Description
Application Data (Data) The output of the processed data.
Total Process Time (TotalProc) The time in seconds from the first

message to the last.
Shortest Process Time (ShortProc) The time in seconds from the first

message to the first output mes-
sage.

Longest Receive Time (LongRecv) The time in seconds from the first
message to the last received mes-
sage.

Process Messages (Proc) The total number of data process-
ing messages

Output Messages (Out) The total number of data result
messages.

Receive Messages (Recv) The total number of messages re-
ceived by nodes.

different states a number of parameters were varied (table IV).
These are related to those which were previously investigated
within chapter 4 using CA although variations exist due to the
continuous nature of these tests contrasting with the discrete
nature of the CA simulations.

TABLE IV
INDEPENDENT VARIABLES CHOSEN FOR EXPERIMENTATION

Variable Description Range
Functions (Func) The quantity of possible function

types.
2 - 7

Division (Div) The extent to which nodes will
divide. This value is halved at each
division

2 – 6

Subscriptions (Sub) The maximum number of other
cells each cell can Subscribe to

2 – 8

IV. RESULTS - 0 FAILURE RATES

The first group of tests do not induce any artificial failures
within the nodes, therefore the failure rate of any node was
0%. Despite this they still permit self-organisation and may
self-heal if a timeout occurs. These tests were conducted for
two reasons: the first is to identify the lower and upper bounds
for application execution given different network parameters.
The second is to understand how the independent variables
affect the structure of the network with no failure rates.
This therefore provides baseline values for network size and
structure according to the different independent variables.

These tests examine the effect of the independent variables
upon the structure and size of the network. Insights are gained
from examining the quantitative network data and visually
inspecting graphs.

A. Application Performance
These tests evaluate the effectiveness of the platform to

deliver the applications. To provide context for the perfor-
mance, table V shows the correlation coefficients for applica-
tion performance versus the independent variables. Out could
be argued to be the most relevant as a greater number of
output messages means more successful data processing. The
strong negative correlation between Func and Out indicates
that as application complexity increases the probability of a
successful application decreases. Noting that this trend does
not stay true for the Proc and Recv indicates that in many
cases the applications are still being executed although just
not to completion. An increase in both Div and Sub coincide
with better application processing success overall.

Table VI shows the correlation coefficients again but only
for rows where Out > 0. These values show that for
successfully executed applications, those tests at lower success
rates were less strongly correlated with greater values of Sub.
Func is strongly correlated with Proc but this is likely due
to the increase in quantity of messages being sent rather than
any performance increase. Finally Div is positively correlated
with Out. This is both intuitive due to the increase in N
but also informative as it ensures that despite some network
structures being conventionally non-resilient (hierarchical) the
data is still processed successfully. Proc values also increase
with Div. With the shortest Proc increasing with Func but
not the total, whilst Proc does not increase with Sub. This is a
very informative point, as it means that greater values of Sub
can be used to enable resilience yet without the extra overhead
caused by increasing numbers of nodes as Div increases.

TABLE V
CORRELATION COEFFICIENTS FOR APPLICATION PERFORMANCE

– Div Func Sub
Proc 0.56 0.13 0.23
Out 0.30 -0.42 0.26
Recv 0.47 -0.10 0.37

TABLE VI
CORRELATION COEFFICIENTS FOR APPLICATION PERFORMANCE FOR

SUCCESSFUL APPLICATIONS

- Div Func Sub
Proc 0.65 0.47 0.23
Out 0.43 -0.22 0.21
Recv 0.59 0.18 0.39
ShortProc 0.27 0.46 0.12
LongRecv 0.39 0.00 0.00
TotalProc 0.43 0.09 0.09

B. Application Execution Success
Tests from all divisions where the division was highest and

subs > funcs executed the most successfully. Figure 4 shows



Fig. 4. D4 F2 S7 - Stable States

Fig. 5. D6 F4 S5 Output - Cyclic States

an example case of stable and successful execution output - a
baseline. Figure 5 shows an example where applications are
executed successfully but the performance cycles and presents
a glimpse of the system states.

Tests configurations where the division is close or equal to
the Subscription performed variably. The volatility in these
tests provide insight into the network due to the variability
in data which are discussed to provide insight into why
the performance varied. Figure 6 shows the output message
rate over time for a test where the system cycles between
processing well (acceptable) and processing poorly (degraded).
Neither of the other two test runs of this variant were as
successful. This illustrates the importance of initial starting
conditions.

The effect of starting conditions is highlighted in figure 7

Fig. 6. D4 F4 S3 illustrating performance cycling between acceptable and
degraded.

Fig. 7. 3 runs of the same test parameters D4 F5 S7 illustrating varying
network convergence and chaotic conditions.

where 3 runs produced two converged networks which did
not execute applications successfully and one which did. This
indicates the chaotic nature of this system. Due to the lack of
node failures, network wills remain in this structure.

C. Unsuccessful Applications

A number of parameter sets produced no outputs over all
test-cases. Particularly where sub = 3 or 4, and func = 5 or
6. Figures 8 and 9 shows the Proc curves for D4, F6 and S3
and test D6, F7, S3. Process messages have a greater chance
than output messages of varying in quantity during each peak



Fig. 8. Process Curve for D4 F6 S3 which had no successful application
output

Fig. 9. Process Curve for D6 F7 S3 which had no successful application
output

as they may be received by a different nodes depending upon
the network structure and cell self-organisation. However the
cycling nature of the peaks can still be seen in these graphs.
The constraining factor here is the divisions and predominately
the function size. A clear rule is that outputs will successfully
occur when the Subscription size is equal to or greater than
the function size.

V. RESULTS - FAILURE RATE TESTS

These tests follow from those conducted previously al-
though with a fundamental addition of an artificial failure rate.
At every 2 seconds, for every currently running child cell a
pseudorandom variable is produced. If the variable is less than
the given failure rate then the cell will be killed. The purpose

of the failure rates is to evaluate the performance of the system
under a high rate of churn. Therefore, these tests will evaluate
the self-healing capabilities of the system and the application
execution success alongside it.

The results in the previous section were concerned with
the independent variable effect upon the structure of the
network. Analysing the network from the perspective of it
being converged is not suitable in this instance as the failure
rates cause the network to be dynamic. Therefore the failure
rate was set at a specific level to further understand the
limits of the system under different parameters as a higher
failure rate causes a greater perturbation of the system. In this
instance, 0.01 was determined as a suitable value after manual
experimentation. During preliminary testing, a slightly lower
value of 0.001 causes the network to remain stable and high,
evidence of which is provided later in this section.

A. Application Performance

To evaluate the application performance whilst the system is
self-healing, tables VII and VIII present the correlation values
for the independent variables against application performance
variables for all tests and tests where the application was
successfully executed, respectfully. In the values of all tests,
the effect upon the quantity of messages processed performs
less well in across all values compared to the 0 failure rate
tests. In this instance as functions increase the quantity of
messages processed actually decrease slightly, whereas in
the 0 failure rate tests they increased ever so slightly. This
illustrates the stronger relationship for tests which include
failures between a high application complexity and the ability
of the services to remain connected. For both out and recv,
the performance is slightly worse than the 0 failure rate tests.
These results are intuitive overall as the network is under stress
in comparison to the 0 failure rates.

In terms of the successful applications, the relationships
between the independent variables and the application perfor-
mance on the whole follow the same trend as 0 failure rate
tests yet with worse performance. Some times the performance
degradation is to such a degree that the relationship is insignif-
icant such as with TotalProc and LongRecv with func. This
is interesting as it indicates that in this instance the time taken
to complete applications is unrelated to their complexity.

TABLE VII
CORRELATION COEFFICIENTS FOR APPLICATION PERFORMANCE IN THE

FAILURE TESTS

. Div Func Sub
Proc 0.43 -0.11 0.04
Out 0.23 -0.54 0.10
Recv 0.41 -0.25 0.14

Whilst a higher quantity of output messages generally
means the application has been executed successfully, it is
important to note that a network with a higher output relative
to another does not necessarily equate to better performance
overall. For example if the ratio of messages (recv : output)
is skewed towards Recv then this may not be operating at



TABLE VIII
CORRELATION COEFFICIENTS FOR APPLICATION PERFORMANCE IN THE

FAILURE TESTS FOR SUCCESSFUL APPLICATIONS

. Div Func Sub
Proc 0.47 0.48 0.09
Out 0.39 -0.27 0.09
Recv 0.48 0.22 0.21
ShortProc 0.07 0.21 -0.02
TotalProc 0.25 0.00 -0.08
LongRecv 0.23 0.00 -0.07

optimal performance, considering resource cost. Additionally,
the larger value of div which equates to a larger network
will use considerably more resources. In terms of temporal
performance, some interesting performance variations were
seen. Particularly at the lower output performing tests and
higher division rates. For example, D6 F5 S6 is 1.45 seconds
faster than D6 F6 S5. Whilst D6 F4 S5 is a whole second
slower again with 1 less function. This illustrates the potential
non-linear speed increases through reduction of application
complexity. These tests provide a comparison from the base-
line presented for the 0 failure rate tests. Comparing the
results there is a general trend across all values with worse
performance than the 0 failure rates. This serves to validate
the results as the failure rate is likely to worsen performance
overall. Unlike in the 0 failure tests, sub appears to have no
signification relationship with application performance. Out
increases with div, which is again intuitive due to the increase
in N . Finally the results of functions follow the same trend as
in the previous tests, which is intuitive. The results indicate
that application processing can still occur within the face of
node failures within the correct parameters.

VI. CONCLUSION

This work presented the design of the embryonic data
processing platform for resilient mobile edge networks. It then
presented results and analysis to evaluate its efficacy. It illus-
trated that applications could be successfully executed under
continued failures within the network. It also illustrated that
the system had cyclic states which related to it’s performance
delivery. This highlights future areas of work to determine a
metric to measure it’s state and resilience.
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