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Abstract—Adapting user interfaces to different contexts of 
use is essential to enhance usability. Adaptation enhances user 
satisfaction by meeting changing context of use requirements. 
However, given the variety of contexts of use, and the significant 
amount of involved information and contextual treatments, 
transformations of user interface models that consider 
adaptation become complex. This complexity becomes a 
challenge when trying to add new adaptation rules or modify the 
transformation. In this paper, we present “Adapt-first”, an 
adaptation approach intended to simplify adaptation within 
model based user interfaces. It capitalizes on differentiating 
adaptations and concretization via two transformation 
techniques: Concretization and translation. First-Adapt 
approach aims at reducing complexity and maintenance efforts 
of transformations from a model to another.  

Keywords— User Interfaces, Adaptation, Model Driven 
Engineering, Transformation, Reification  

I. INTRODUCTION 
Model-based user interface (MB-UI) development 

approaches gained a lot of attention due to their potential 
benefits during the past decades. Such assets are mainly 
inherited from model-based development and Model-Driven 
Engineering (MDE) [1,2]. One of the main potential benefits is 
the support of exploring alternative designs which allow the 
production of different designs for different contexts of use 
while maintaining consistency [3].  

On the other hand, in the expanding world of 
communications and technologies, UI context-awareness 
becomes a necessity. Adapting the interface in the context of 
user enhances the user’s experience and improves the UI 
quality and usability [4,5]. Cameleon Reference Framework 
(CRF) defines the context of use as the triplet: < user, platform, 
and environment> [6]. 

MBUI development process is based mainly on Models and 
transformations. Where models denote abstract specifications 
of the interface and transformation present the mappings 
relationship inter and intra abstraction levels. An extensive 
description of potential transformations in CRF are presented 
in [7]. Fours transformations are identified: concretization, 
abstraction, translation, and reflexion. 

 

 

 
Figure 1. The Cameleon Reference Framework. 

• Concretization transforms a particular model into 
another one of a lower level of abstraction, until 
executable/interpretable code is reached.  

• Abstraction is an operation that transforms a UI 
representation from any level of abstraction to a higher 
level. Reverse engineering of user interfaces is a typical 
example of abstraction. 

• Translation is an operation that transforms a description 
intended for a particular context of use into a 
description at the same level of abstraction. 

• Reflexion is an operation that transforms a model into 
another one at the same level of abstraction for the same 
context of use (as opposed to different contexts of use 
as for translation).  

The literature convoys several examples on adaptive 
model-driven UIs. Many works in MB-UI refer to the 
Cameleon Reference Framework (CRF). Several have been 
applied over the user interfaces engineering process, in 
compliance with different UI abstraction levels and the CRF. 
These researches focus on the definition of languages covering 
different abstraction levels describing the UI, and also the 
correspondences between levels (mappings) and 



transformations. An overview and evaluation of these systems 
is reported by [8]. 

Models can be exploited at runtime to recognize context 
changes and support on the fly adaptation [1]. Model based UI 
are intended to reproduce all potential benefits of model-based 
development and Model-Driven Engineering (MDE) in 
general. Almost all benefits and shortcoming of Model-Based 
User Interfaces are reported by W3C in [1]. We would refer to 
the following advantages: 

• To reduce the gap between requirements and 
implementation: Since models are able to define 
precisely functional requirement to better match user 
expectations. 

• To improve the communication between stakeholders 
by explicit models, this explicitness enhances mainly 
the use (understanding, perceiving, comparing…) of 
models and define semantics of each models. 

• To enhance the productivity via the generation of code, 
the possibility of reuse and reducing errors… 

• To consider context evolution at runtime and enable on 
the fly adaptation. 

Still, building the perfect model for UIs looks far beyond 
reach. Adding flexibility to modeling and supporting 
customization of the UI is vital to the success of MDE 
approaches. Support for context-awareness, flexibility and 
customization is usually implemented in the reification 
transformation, which results in increasing complexity of the 
reification. This increased complexity leads to difficulties in 
incorporating later modifications and updates on the 
transformation engine which affects the ability to improve 
adaptation with newly acquired established rules on adaptation 
to contexts of use. 

We believe that simplifying the reification transformation 
improves the ability of the UI to support new context rules. 
Improvements include reducing the complexity and the 
maintenance efforts to accommodate new contexts of use. 
Accordingly, we propose an approach, Adapt-First, that aims at 
simplifying the reification process.  

Our approach considers the adaptation as a translation 
(model-to-self transformation), while the concretization is the 
transformation from an abstract model to a lower one. Thus, 
the reification process passes through two steps: (1) the 
adaptation (translation): to adapt the UI to the context of use, 
and (2) the concretization: transform the model to a more 
concrete one. An intermediate model is employed to enable the 
passage from one step to the other. 

The remainder of this paper is structured as follows. The 
following section refers to related works in the MB-UI domain. 
The third section presents the adapt-first approach, the method 
to apply the approach and some illustrative examples on how 
to apply the method on two adaptation cases at two different 
levels of abstraction. Section four shows a case study and 
implementation. We give an overview on the tools used and the 
transformation tool design (the translation and the 
concretization) and illustrate the implementation of three 

adaptation rules to culture and to platform. We conclude and 
explain future works in section five. 

II. RELATED WORKS 
Many UI models were developed since the 1980’s, 

Researches in  [9,10] propose model-based approaches for 
developing and adapting UIs at design-time and run-time. Such 
approaches generally use techniques of model-driven 
engineering (MDE) for the automatic generation of the UI. 
Addressing issues concerning the simplification of the process 
of user interface generation, and providing an infrastructure to 
allow applications to run in different contextual circumstances 
with different capabilities is a common purpose in [11]. To that 
end, different approaches have been proposed addressing 
adaptation problems; many of them stimulate adaptation via an 
adaptive behavior [12, 13, 14, 9]. Generally, for model based 
approaches, the stepwise development life cycle put forward a 
separation of concerns providing a good basis for producing a 
well-structured system, besides facilitating implementation 
itself as well as maintenance. Several adaptations have been 
applied over the UI engineering process, in compliance with 
diverse abstraction levels and the CRF. Investigations were 
focused on the definition of languages covering different 
abstraction levels describing the UI, rather than 
correspondences between levels (mappings) and transformation 
functions. Usixml is an example [15].  

In this paper we focus on model transformation. Quite few 
studies addressed transformation from different perspectives. 
An extensive domain analysis of existing transformation 
techniques is presented by [Krzysztof]. The study result in a 
taxonomy-based classification of the existing model-to-model 
transformation approaches into direct manipulation 
approaches, relational approaches, graph-transformation-based 
approaches, structure-driven approaches, and hybrid 
approaches [16]. 

The analysis of existing approaches revealed several 
limitations, such as the complexity in case of graph-
transformation-based approach, and the limited applicability of 
structure driven approaches. However relational Approaches 
showed a high effectiveness in balancing between flexibility 
and declarative expression [16]. This category groups 
declarative approaches where the main concept is mathematical 
relations (like declarative approaches and mapping rules).  

 

Figure 2 Features of transformation rules [16]. 

However, despite its advantages compared to other 
approaches, UI model-based approaches addressing adaptation 
suffers from complex transformation engine. This complexity 



limits their extensibility and ability to incorporate increasingly 
acquired adaptation knowledge. Research in [4] highlights the 
traceability as a requirement for reuse and evolution. In order 
to overcome this shortcoming, we present a new relational 
transformation approach aimed at specifying transformation as 
a composition of clearly separated concerns  

Adapt-first transformation approach addresses the 
requirement for reducing complexity by separating 
transformation concerns. In what follow, we present Adapt-
first approach dealing with transformation complexity via 
separating adaptation and mapping concerns. 

III. ADAPT-FIRST APPROACH 
In this section, we present Adapt-First approach supporting 

transformations in model-based user interfaces development. 
The transformation is illustrated through different examples 
from USIXML project.    

A. Overview 
As we are using UsiXML models, it would be appropriate 

to give a slight background of UsiXML before we go further. 
UsiXML contains a set of models: Task model, Abstract User 
Interface (AUI), Concrete User Interface (CUI), Final User 
Interface (FUI), Resource Model, Context Model and others. 
These models are aimed to, when employed together, design an 
interactive UI that can be transformed into an executable final 
UI. More information can be found on the official site: 
www.usixml.org. UsiXML follows the CRF which represents a 
framework to define the design steps needed to describe a UI, 
including the features: Multi-level abstraction, Modality 
independence, among others. 

The main principle in the adapt-first approach is to perform 
all the adaptations on the source model creating an 
intermediate model, and then transform the intermediate model 
to the destination model. The approach overview is depicted in 
figure 3. 

 
 

Figure 3. The Adapt-First approach 

Adapt first  capitalize on two main phases. the first 
represent an horizontal transformation ( translation ) this ensure 
the adaptation of the source model to the context of user the of 
this phase  is an enriched model (intermediate) the second 

phase is a concretization from the adapted intermediate model 
to an adapted target model. 

The translation might be cascaded, in that several 
translations can be run to reach the final intermediate model 
(the adapted model). This cascading can be fruitful to prioritize 
adaptation rules: what rule should be executed before others? 

B. The method to employ adapt-first 
In the following, we enlist the steps needed to apply the 

adapt-first approach in order to support contextual adaptation 
during transformation and UI generation: 

1- Classify: Classify the adaptation rule at the 
appropriate/desired level of application: task, AUI, 
CUI.  For instance, adaptation rules that split/merge 
widgets could be placed on the AUI level. Although 
splitting can be made also at the CUI level, the UI 
designer may prefer to apply it at the AUI level 
because it is the first place a logical grouping of 
elements is defined. Presentation rules that consider 
the color, text and other properties of widgets are 
placed at the CUI level. These attributes are defined at 
this level since they rely more on a concretization of 
the UI. 

2- Analyze: Analyzing the adaptation rule: understand 
exactly what input is needed from the source and 
context model. In addition to understanding exactly the 
implications of this adaptation rule on the destination 
model: what elements are affected and what are the 
changes. For instance, take the case of the adaptation 
rule to the environment: change the widgets colors to 
meet light conditions (day and night). This rule is 
classified at the CUI level because it affects the colors 
properties. It needs as input CUI widgets and the 
context of use (day or night). It modifies the color 
property in the destination model (the FUI). Another 
example is the choice of interaction unit (the UI 
widget) based on the screen size. On small screens, a 
drop-down box might be favored over a list box to 
reserve the space. This adaptation is classified at the 
CUI level and affects the type of UI widget to choose. 

3- Establish the intermediate meta-model:  

a. The intermediate model is specified within 
the same abstraction level of the source 
model. It consists on a contextualized version 
providing more information about the UI 
description. Additional attributes could be 
added to provide an enriched version.  

b. Abstract the implications of rule(s) in the 
intermediate model. The starting meta-model 
of the intermediate model can be the meta-
model of the source model. For instance, to 
incorporate the adaptation rule on colors, the 
intermediate model can use the same meta-
model for the CUI model (the source). 
Implications of this rule are reflected on the 
intermediate model by changing the color 



attribute of the concerned widgets. 

c. The intermediate meta-model might be 
modified to incorporate the adaptation rule. 
This is the case when the source model and 
the destination model don’t use the same 
concepts, or when the destination model 
employs a wider point of view than the source 
model. For instance, adaptation to Arabic 
culture requires changing the reading 
direction of the screen to right-to-left [17]. 
CUI model doesn’t support the direction 
attribute in UsiXML. On the other side, Java 
(as an example of the FUI) supports this 
attribute on UI widgets. This direction 
attribute can be added to the intermediate 
model (a change on the meta-model). The 
result of applying the language adaptation 
rule should affect this newly-added attribute 
in the intermediate model. We present another 
example later on the need to modify the 
intermediate meta-model.  

d. The decision to modify the intermediate 
meta-model should be wisely taken 
considering simplifying the concretization 
transformation. The simplest form for 
concretization is to a mapping from the 
source to the destination. This means, 
modifications to the intermediate model 
should be meaningful to the destination 
model and clear enough to directly pass from 
the intermediate model to the destination.  

4- Design the translation:  

a. Cascade translations: Not all adaptation rules 
affect directly the destination model. For 
instance, users may perform the same task 
differently on a desktop or a mobile device. 
This type of adaptation employs an 
intermediate model that has the same task 
meta-model.  Such rules should be applied at 
first. Adaptation rules that affect the 
destination model directly should be 
conducted later, resulting in another 
translation from the intermediate model to 
another intermediate model, like in figure 
below. Thus, Translation could be cascaded 
in order to prioritize adaptation rules. 

b. If an adaptation rule depends on the result of 
another adaptation rule, cascading employed. 

5- Design the concretization: the concretization should be 
straight forward to keep it simple. A transformation 
decisions should be taken based on: the element we are 
transforming, the parents of the entity in the source 
model, and the already-generated entities in the target 
model. This serves the purpose of extending the 
transformation engine easily when the 
input/intermediate model is enriched or modified. 

C. Illustrations 
We will present two examples to clarify the new approach.   

First Example: Generating AUI from Task Model 
Tran et al [18] explained an algorithm to transform task 

model to AUI based on weights given to tasks depending on 
their type and the weight given to the targeted platform (weight 
is calculated based on screen dimensions, processing power, 
memory, screen type…). Based on these weights, the algorithm 
chooses the appropriate grouping of tasks to be transformed 
into the same AUI container. We note the coupling between 
adaptation and the concretizations in the transformation 
process.  

Let’s apply the adapt-first method on the above case. 

1- Classify: AUI containers should consider the targeted 
platform. The same task can generate different AUI 
containers according to the platform. we choose to 
apply this rule on the task model because it is the 
origin for AUI containers. 

2- Analyze: the rule considers the task elements in the 
source model and group them according to the targeted 
platform. It affects the generation of AUI containers in 
the destination model. 

3- Establish the intermediate model: the algorithm 
proposed by Tran determines the groups of tasks. we 
can then modify the intermediate meta-model (which 
is the task meta-model) to add the attribute 
“AUIContainer” on the task entity. This attribute will 
contain the result of the execution of Tran’s algorithm. 
This property can be used easily in the concretization 
of the intermediate model.  

4- Design the translation: for this rule, there is no need to 
cascade the translations. Anyway, tasks might be 
conducted by end-users differently on a mobile 
application or on a desktop. If we want to incorporate 
such rule in the adaptation, the task model should be 
adapted before generating the AUI. This can be 
achieved by cascading translations: from task model to 
an intermediate model (task model) and then to our 
proposed intermediate model in step 3. 

5- Design the concretization: part of the algorithm of 
Tran proposed to generate AUIs from the task model 
using mapping rules. This part is simple enough to 
concretize the intermediate into the AUI model. 

 Figure 4 demonstrates how the transformation is simplified 
using the adapt-first approach. The figure shows how the 
adaptation is separated from the concretization. It also shows 
the modification to the task meta-model to add the attribute 
“AUIContainer” (values for this attribute are depicted by 
different colors). Concretization employs this attribute to 
generate AUI containers. 

If we prefer to employ another algorithm to generate AUI 
containers from the task model, like the “Presentation Task 
Set” algorithm which is implemented in the TERESA tool [19]. 
We need to adapt the algorithm to reflect the results into the 



newly-added attribute. The concretization part won’t be 
affected.  

The intermediate model provides also a way for 
incorporating customization and user-involvement in the 
adaptation. If the UI designer needs to manually tweak the 
adaptation, he can manually change the intermediate model. 
This can also be incorporated in a model-driven engineering 
approach by adding the customization as a rule. Customization 
rules could be incorporated at the ending stage of the 
translation step, or after completion of each translation step 
when cascading intermediate models.  

 
Figure 4. Generating AUI from Task using Tran’s algorithm 

following the Adapt-First Approach . 

Second Example: Adaptation to Culture 
One of the important adaptations to culture is adapting the 

reading and writing direction to the user's language. Supporting 
reading and writing direction in UsiXML (the CUI model) was 
discussed in details in [17], where authors propose to add a 
new property to UIComponent element that holds the reading 
and writing direction of that UI component. Authors also 
explained the semantics regarding transformation support for 
this property. In brief: this property is inherited. The recursive 
algorithm to calculate the value is: (1) if a UIComponent has 
an explicit value, use it, (2) if not, use value of the parent. (3) If 
the root parent doesn't have a value, use the default value 
imposed by the culture. 

Let’s apply the adapt-first method on this adaptation to 
culture example: 

1- Classify: According to CRF, AUI is platform-
independent, modality-independent. The adaptation 
rule is dedicated to Graphical GUI, thus it is modality-
dependent and affects the CUI model. 

2- Analyze: the rule considers CUI elements in the source 

model and modify their reading and writing direction. 
The implications affect the reading and writing 
direction attribute (the “direction”) on each graphical 
component. 

3- Establish the intermediate model: the intermediate 
meta-model is the same as the CUI meta-model. There 
is no need for modifications.  

4- Design the translation: for this rule, there is no need to 
cascade the translations. 

5- Design the concretization: map a CUI element type 
with the appropriate value for the directions with the 
corresponding FUI element. Depending on the FUI 
model and its support for different reading and writing 
directions, the mapping can be configured to either 
generate a different FUI component or change an 
attribute in the component. 

IV. IMPLEMENTATION 
The implementation we provide here is a proof of concept 

of the approach. We demonstrate how to apply the approach on 
the CUI model. A case study on “car  rental” UI is 
demonstrated. The case study shows how to adapt the UI to 
culture and adaptation to screen size following the adapt-first 
approach.  

Firstly, we describe the case study, the architecture and 
then explain how adaptation is implemented. 

A. Overview 
Car Rental is a UI for a client willing to rent a car. The UI 

allows the user to determine his options. The specification of 
the case study is: 

"The car rental case study consists in a scenario in which 
the interactive system supports users in the task of renting a 
car. In this sense, various context information can be used to 
adapt application aspects, and to properly display the list of 
cars to rent, enabling users to make choices and to accomplish 
the main task." 

Figure.5 illustrates the hierarchical task analysis (HTA) for 
the car rental case study. Basically, users must provide 
information about the car (i.e. category, color, model, and 
engine), then their own information (i.e. name, surname, 
address, city, ZIP code, country, gender, birthday and email), 
and finally other information (i.e. commentaries, and 
maximum budget). Once the preferences are set and the request 
is submitted, users access the service and the results. To 
conclude the rental, users select a car, and define the period of 
interest. This task model is merely illustrative, and serves as a 
basis for the implementations, mainly because some of the 
context-aware adaptations envisaged affect the tasks’ sequence, 
so specializations of this model are expected. The figure 
illustrates a simplified representation of the CUI focusing on 
key elements for this case study. The CUI is described using an 
XML file. The figure also shows an excerpt of this xml for 
illustration purposes. The FUI uses Java Swing to render the 
CUI model.  
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Figure 5. Car Rental: The hierarchical task analysis

This case study handle diverse adaptation scenarios, we 
present in this section three adaptation rules: 

1- Adaptation to reading and writing direction of the 
user's language. 

2- Translation of text and resources according to the 
user's language. 

3- Adaptation to large and small screen. On small 
screens, replace the list box (depicted in figure 4) by a 
combo box to reserve space.  
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The transformation tool from CUI to FUI is developed 
following the adapt-first approach. It recognizes the separation 
between the translation and the concretization.  

B. Implementing the translation: 
Translation is concerned with adaptation to context of use 

and implementing adaptation rules. For this purpose, the rule-
engine tool: the Java Expert System Shell (Jess) [20]. Jess 
leads the adaptation based on Event-Action rules. Actions 
manipulate the intermediate model for adaptation. 

Jess engine was integrated in the translation as shown in 
Figure 6. The UsiXML file is parsed and loaded in the 
memory, then the CUI model is parsed and each element is 
injected in Jess rule engine as a fact. The other supporting 
models: resource, context are injected as facts equally. The 
adaptation starts explicitly by the "adapt" event where jess 
rules would be fired according to elicited context of use facts. 
The resulting model is the intermediate model, which 
represents the adapted CUI model. 

 
Figure 6. The translation Design 

C. Implementing the concretization 
The concretization engine follows a simple architecture, 

where it has as input the intermediate model and the mapping 
schema that is used to resolve the generation of each element in 
the input model to the corresponding element in the destination 
model. Figure 6 shows the architecture of the concretization 
part. It has two main components: the Cui Model Traversal, 
which simply traverses the adapted Cui model elements (the 
intermediate model), and the widget selector which generates 
the corresponding element in the target model according to the 
mapping schema stored in the file (map.xml). The mapping file 
is an xml file that relates an element from the Cui model with a 
snippet of code that will be executed under a specific 
condition. Figure 7 shows an example of generating Swing 
java code from the "Window" Cui Element. 

D. Implementing adaptation rules 
To adapt to the reading and writing direction, a rule was 

implemented in Jess to set the “direction” attribute on every 

CUI component to “Right To Left” if the language is Arabic 
and to “Left To Right” if the language is English. The 
intermediate model is guaranteed to have a value for this 
attribute on every CUI component, which facilitates the work 
of the concretization later by avoiding the recursive calculation 
for this property (explained in the previous section).  

To translate the text, another rule was added into Jess. This 
rule modifies the display text of each CUI component by the 
appropriate translation per to the user’s language. 

Adaptation to screen size requires changing the list box in 
the “preferences” tab into a combo box to preserve space. This 
is achieved by adding another rule to Jess.  

 

 
Figure 7. The concretization design. 

Figure 8 depicts part of the transformation from CUI to FUI 
using the approach and the tools. Due to space limits, we 
introduce only part of the case study: the preferences tab of the 
main screen. The figure shows the CUI model in the initial 
state (as designed). Adaptation is performed cascaded into two 
translations: the first adapts to the screen size and the second 
adapts to culture. This cascading is to prioritize the three 
adaptation rules employed in the case study. This cascading 
helps to ensure that the replaced combo-box is well-adapted to 
language by executing the adaptation to language rules after 
the replacement. Changes imposed by adaptation rules are 
depicted in the figure in red color. We also demonstrate the 
FUI and changes after each adaptation. 

V. CONCLUSIONS AND FUTURE WORKS 
We presented in this paper the adapt-first approach. It 

consists of a set of concepts (model translation transformation, 
intermediate model,  model concretization transformation) a 
method (adapt then transform) and tools to support this 
approach. The purpose of this approach is to simplify the 
transformation engine which enhances ability to incorporate 
further adaptation rules. This is achieved by separating the 
translation (the adaptation to the context of use) from the 
concretization: transforming the model to a more concrete 
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model (like from CUI to FUI).  
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The case study shows that a simple mapping concretization 
can be created that is independent of the adaptation. The 
intermediate meta-model might be modified to support 
adaptation rules. A wise design of these modifications while 
and considering the implication on the concretization can lead 
to manageable changes on the concretization part. 

The complexity of the context of use and implication on the 

UI model are eased by employing the intermediate model, and 
scaled/prioritized by employing cascading intermediate 
models.  

More work on the tools is needed to enhance customize of 
adaptation and user feedback. One possible direction is to 
create a “beautification tool”. The beautification tool would 
allow the UI designer (and maybe the end-user) to override the 
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result of an adaptation rule by explicitly/manually tweaking the 
concerned elements in intermediate model. It should enable 
also enabling/disabling rules. On another side, the 
beautification tool would allow managing priorities of rules, 
thus controlling the cascading translation.   
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