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Abstract

As the need for pervasive systems tends to increase and to dominate the computing
discipline, software engineering approaches must evolve at a similar pace to facilitate the
construction of such systems in an efficient manner. In this thesis, we provide a vision of
a framework that will help in the construction of software product lines for pervasive
systems by devising an approach to automatically generate architectures for this domain.
Using this framework, designers of pervasive systems will be able to select a set of
desired system features, and the framework will automatically generate architectures that
support the presence of these features. Our approach will not compromise the quality of
the architecture especially as we have verified that by comparing the generated
architectures to those manually designed by human architects.

As an initial step, and in order to determine the most commonly required features that
comprise the widely most known pervasive systems, we surveyed more than fifty existing
architectures for pervasive systems in various domains. We captured the most essential
features along with the commonalities and variabilities between them. The features were

categorized according to the domain and the environment that they target.

Those categories are: General pervasive systems, domain-specific, privacy, bridging,
fault-tolerance and context-awareness. We coupled the identified features with well-
designed components, and connected the components based on the initial features
selected by a system designer to generate an architecture. We evaluated our generated
architectures against architectures designed by human architects. When metrics such as
coupling, cohesion, complexity, reusability, adaptability, modularity, modifiability,
packing density, and average interaction density were used to test our framework, our
generated architectures were found comparable, if not better than the human generated

architectures.
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Chapter 1

Introduction

1.1. Background

A newly founded domain is pervasive systems. A pervasive system is a new trend of
systems that shifts away from the one person, one computer paradigm to the era where
human interaction is explicit. In other words, pervasive systems are the systems that exist
everywhere around the users and provide them with a variety of personalized services
according to their needs. We discuss the characteristics of pervasive systems in more details
in section 1. There are numerous challenges facing the design of successful pervasive
systems. Some of the major challenges are power management, wireless discovery, user

interface adaptation and context aware computing.

Software development is still a difficult engineering process as the level of complexity is
increasing day after day especially for the newly found domains and technologies, such as
Pervasive systems. The convolutions of software lead both researchers and practitioners
towards exploring the software engineering challenges concentrating mainly on
manufacturing individual products. Nowadays, the attention shifted from engineering stand-
alone products into producing mass-customizable families of similar products, namely the
Software Product Lines (SPL). Instead of starting from scratch for every developed product,

a software product line targets the utilization of reusable core assets.

SPL is mainly based on reusability. It targets the development of software components that
share a common and managed set of features. SPL is divided into three engineering
processes: domain engineering, application engineering and variability and commonality
management. Domain Engineering is for developing core assets in the product line, while
application engineering is for building the final products on top of the product line
infrastructure. Above these two processes comes variability and commonality management
to configure the SPL, add new core assets, or enhance existing ones. SPL is discussed in

more details in section 2.3.
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Current implementations of pervasive systems are based on ad-hoc implementations through
the adoption of frameworks. One major drawback however, is that developed pervasive
systems are not very scalable and are unable to evolve easily. Also, when dealing with large
and complex pervasive systems, the approaches presented in the related work, seem
insufficient. Pervasive systems are now moving from research to production which requires
the produced artifact to be more complex and to be of higher quality than the prototypes
produced by the research [44]. The heterogeneity of such systems and their management by
the traditional techniques of software development is hectic. This calls for a methodology

that accelerates their development.

1.1.Problem Definition

Many attempts were made to build product line specifications for various kinds of
application domains. Product lines have mainly been specified for application families that
are characterized by their multi-layer systems, for their data intensive usage [79], and for
specific domains such as embedded and distributed systems. two basic attempts for product
line specifications for pervasive systems found in [45] and [14]. Our literature review leads
us to conclude that the idea of Software Product Lines has not yet been maturely adopted in
the domain of Pervasive Systems. There is a clear lack of quasi-comprehensive reference
architectures for pervasive systems development, primarily due to the limited research efforts
made to analyze existing pervasive systems architectures and to create a suitable enough
reference architecture that can be used as a guide for building such systems. The existing
pervasive product lines do not contain reference architecture and do not accommodate for
many features of pervasive systems applications which include but are not limited to: context

identification and reaction, sensor intensity, the presence of actors, and event dissemination.
1.2. Thesis Statement

Our objective in this work was to perform a detailed review of existing pervasive systems
architectures, and to capture a semi-comprehensive set of features that would be
accommodated in the specification of a reference architecture to be used in the development

of a Software Product Line for pervasive systems. Our review will focus on gathering the
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features that should be present in any pervasive systems. Subsequently, and instead of
creating an extremely sizable reference architecture for pervasive systems, we automatically
generate architectures for pervasive systems by allowing designers to select a set of features
for pervasive systems. Our automatically generated architectures were compared to human
generated architectures based on a set of pre-determined metrics used in the evaluation of
systems architectures.

1.3. Proposed Approach

The research was divided into four phases. The first phase was to define pervasive systems
and the main characteristics for achieving ubiquity and pervasiveness. The second phase was
to group the different features from the various architectures of pervasive systems and
categorize them. The third phase was to generate component-based architectures, and the

fourth phase was to evaluate them.

The first phase was initiated by investigating the pervasive systems’ characteristics from
previous work. We narrowed down our related work collection to focus on approaches that
were adopted for defining pervasive systems. Perhaps the most prominent definition is Mark
Wieser’s definition of pervasive systems in which he states: “The most profound
technologies are those that disappear. They weave themselves into the fabric of everyday life
until they are indistinguishable from it” [92]. The settled characteristics are ubiquitous
access, context awareness, intelligent Interaction and natural interaction. They are all

discussed in details in section 1.

In the second phase, we surveyed the literature for the most prominent architectures in the
domain, while capturing commonalities and variances in each. We then categorized them
according to their usage and operating environment as explained in section 4.1. The third
phase was to generate component-based architectures for a specified set of features. All the
collected pervasive features are first presented to the system designer and he/she selects the
features he/she wishes wanted to include in the system. The selected features are then passed
to our developed tool to generate a component-based architecture that best matches the

selected features. The final task was to compare the results from the evaluation metrics,
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(presented in sections 2.7.1, 2.7.2 and 2.7.3), for the generated architectures against a
professionally-made architecture (as presented in section 4.4.2).

This document is organized as follows: Chapter 2 discusses the related work and literature
review on pervasive systems and SPLs. It also discusses the current software engineering
approaches used with SPL processes and the evaluation frameworks and metrics we came
across in order to analyze the generated architectures. Chapter 3 includes the study we
performed for more than fifty pervasive architectures to extract the features and components
from them. Chapter 4 is the core part of the thesis, which discusses the categorization we
carried out, our implementation to generate the pervasive systems’ architectures, the
experiments we did to evaluate the generated architectures and the results of the experiments.
Chapter 5 is the conclusion for our thesis and finally the appendices.
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Chapter 2

Literature Review

In this chapter we present our findings from the related work. We show the features for
pervasive systems that we extracted. Also, we highlight the SPLs and other software
engineering approaches. Finally, we present the evaluation methods we found to evaluate
both the architectures and the SPL.
2.1. Features of Pervasive Systems
The optimization of quality is crucial for pervasive systems as they require invisible
operation which causes them to be small in size and work with limited memory. In order
to have a pervasive computing environment, it is necessary to have the following:

ubiquitous access, context awareness, intelligent interaction and natural interaction [26].

2.1.1. Ubiquitous Access

Ubiquitous access is the sensors and the actuators that transfer input and output between
the real world and the virtual world based on wireless communication infrastructures.
There are many media that data could be sent over such as broadband satellite systems,
cellular radio communications, personal and local area radio communications, infrared
and ultrasonic communications. Due to the variety of hardware and software capabilities,
a communication infrastructure is required for maintaining knowledge about device
characteristics and managing coherent device interactions. The challenge is in keeping
the different connections live while moving between the different network types and
technologies. The routing and handing over can be managed at the network level.
Ubiquitous access also includes service discovery and registration, lookup services, self-

configuration and caching.

2.1.2. Context awareness

It refers to the ability of the system to recognize and localize objects as well as people
and their intentions. Also, it includes tracking other objects and coordinating the
activities with respect to and relative to other objects. Examples of such systems are:

voice and vision based systems, biometrical systems (fingerprint, retina, face recognition)
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In a study mentioned in [26], a framework is to be proposed for building context-aware
applications. It utilizes a set of software components that work as wrappers for collecting
low level sensor data. Such data are then transformed into high level context
information. Context information is a time index that is represented in a metadata model
named Resource Description Framework (RDF). It is represented over the instances of
the abstract object classes as follows: person, thing and place and their contextual
interrelatedness. A context prediction system is used for predicting the future sensor data.

It assumes a stationary time series underlying the sensor data process.

2.1.3. Intelligent Interaction
It is the ability of the technology-rich environment in the pervasive systems to adapt to

people dealing with it [81].

2.1.4. Natural interaction
Natural Interaction refers to the interaction between the humans and the surrounding
environment and how the surrounding environment receives inputs from the user and acts
upon it, such as natural speech and gesture recognition. Rami et al. describe [95] the
characteristics of pervasive systems as follows:
1. Heterogeneity: Variety of software and hardware components that work with each
other to produce users’ goals.
2. Presence of small devices: In order to be invisible to the users. They should be
small in size, memory, and power consumption.
3. Limited network facilities: Most of the network protocols are limited in
connection such as GPRS and Bluetooth.
4. High mobility: Handheld devices that can accompany the user everywhere.
5. User-oriented: Presented services should target the user and not a specific device
or location.
6. Dynamic environment: Users keep moving, and the environment should keep
track of them in order to deliver their services.
7. Adaptation to diversity: Pervasive applications should adapt themselves to the

device requirements, networks, etc.
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8. Interaction with peers: The applications should have the ability to form ad-hoc
networks between others in order to exchange information.

9. Flexible computation model: Users are interested in different types of data.
Therefore, the need for constructing a flexible computation model will help

pervasive systems to evolve rapidly and smoothly.

Another approach presented in [81] divides the pervasive systems into five features that
should be present in order to name an application as a pervasive one. It should contain
the support for context, location, actors, sensors and events. The difference between the
previous approach and the current one is splitting the location from the context. Context
has a broader view than the user’s location. There are other interesting things about the
user which are variable. Context includes lighting, noise level, network connectivity,
communication costs, communication bandwidth, and social situation, e.g. with your

boss, co-workers [77].

Now, we will be discussing the different definitions of what is software architecture.
2.2.Software Architecture Definition

In this section, we will be showing the definition for software architectures. The most
formulated and standardized is the definition presented by IEEE Standard 1472000 [3]. It
states that the “Architecture is the fundamental organization of a system embodied in its
components, their relationships to each other, and to the environment, and the principles
guiding its design and evolution”. In other words, the architecture is a design or a set of
designs for a certain system which targets accomplishing a task or more in the environment.
The Standard defines the system as “a collection of components organized to accomplish a
specific function or set of functions”. Also, the environment defined by the Standard as the
situation and conditions of developmental, operational, political, and other manipulations
upon that system. The architecture defines the structure and the behavior of the system. The
structure includes the different ingredients that build the system up. For example, class

diagram from UML can describe the structure of a system. The behavior of a system is
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defined by the interactions inside the system according to inputs given to it. Sequence
diagram from UML is used to describe such behavioral attitude of a system.

Now, we will be showing SPL’s definition, history, fundamentals and life cycle of SPLs in the

following section.

2.3.Software Product Line (SPL)

In this section we will be talking about SPL history, fundamentals, SPL life cycle,
engineering processes: domain engineering, application engineering and variability and

commonality management.

2.3.1. SPL history
Although not new in concept, the idea of Product Lines was adopted in the domain of
software engineering. Computer scientists paid much attention recently to explore software
product line engineering (SPLE) in response to the growing need for methodologies that cut
development costs and take much less time to market than what is currently in place. The
move towards applying SPLE is always motivated by economic concerns. The key feature
behind SPLE is the application of reusability; and SPLE is not the first approach to reuse
software. Previous reusability attempts for developing core assets lacked an organized
analysis of future variability [22].
Now, we will be giving a glimpse about SPLs’ history. In the 1990s, the concept of product
lines was introduced, and the first methodology that was applied was Feature-Oriented
Domain Analysis (FODA). Concurrently, many companies started to investigate product
lines such as Philips which introduced the building-block method.
Later, many companies and scientific projects in Europe started exploring SPLE [27] such as:
e Architectural Reasoning for Embedded Systems (ARES) between 1995 and
1998.
e Product-Line Realization and Assessment in Industrial Settings (Praise) from
1998 to 2000.
e Engineering Software Architectures, Process and Platforms (ESAPS) from
1999 to 2001.
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e From Concepts to Application in system-Family Engineering (CAFE) from
2001 to 2003.

e FAct-based Maturity through Institutionalization, Lessons-learned and
Involved Exploration of System-family Engineering (FAMILIES) from 2003
to 2005.

2.3.2. Fundamentals of SPL

Studies have shown that applying the SPL approach can result in a shorter time-to-market
and improved productivity. SPL is different from single system development. There is a
huge change in perspective between the traditional way of developing software products
and SPLs. The former is based on ad-hoc next-contract vision while the latter is based on
a strategic view of a field of business. SPL is dependent on the concept of reusability
but, not in the traditional meaning. Reusability is for building assets that are to be used in
the product line [51]. SPL works on the development of software components that share
a common, managed set of features and they are developed using the same set of core
assets.

The fundamentals of the SPL Engineering Approach are divided between Domain
Engineering, Application Engineering and variability and commonality management.
Domain Engineering is the development of core assets to be used in the product line,
while application engineering is concerned with building the final products on top of the
product line infrastructure. They are loosely coupled and are synchronized by platform
releases. Domain engineering addresses development for reuse while application
engineering addresses development with reuse. Variability and commonality
management is for configuring the SPL, adding new core assets, or enhancing existing
ones.

Two major techniques are used when dealing with requirements in the SPL.: use cases and
feature models, and they can be used together. The former is used when dealing with
user orientation in the sense of focusing on the functionalities that should be used by the

product line. Consequently, it is considered the driving force for guiding the
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development. The latter has a re-use orientation and is used to address better
functionality for the product line members [7].

2.3.3. SPL Life Cycle

In order to deliver a successful product, the management process should capture the life
cycle of the product starting from the inception phase until delivery. Three essential
activities are carried out during the SPL life cycle, the core asset development, product
development and management. The domain engineering or core asset development and
the application engineering or product development are considered two separate life-
cycles [27]. The product management is the phase at which the scope of the product line
and its market strategy are defined. The management of common and variable features
and the change in the market could affect the product line life cycle. For example, the
introduction of new features or the elimination of outdated ones should be monitored by
the product management. Each life-cycle contains four stages which are: requirements

engineering, design, realization and testing.

2.3.4. Domain Engineering

Domain engineering is the process of developing core assets that will be used in the
product line. In other words, it is the process of saving the previous experience in
building systems or components from a certain domain in the form of assets. The
activities in the domain engineering start with product management, with the aim of
capturing the commonalities and variabilities among the products. Followed by domain
requirements engineering which targets getting the requirements, identifying the
commonalities and variabilities and constructing a variability model. The third phase is
the domain design phase which is responsible for the development of the product line
architecture that is going to be the basic infrastructure. Domain realization is where the
detailed design and reusable components are implemented with the realization of the
variabilities. During domain testing, the reusable components that were implemented in
the previous activity as well as the constructed reusable test assets can be reused in

testing.
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The organization of the assets is dependent on how they will be used to produce different
products. The organization of such assets is the key for successful product lines.
Industrial experience has shown that having the right assets is not enough for easy
assembly. The choice of the right asset should be done in less time than developing it.
The evaluation of the asset organization as suggested by Hunt [42] is based on three
approaches which are: key domain abstractions, architecture, and features. Such
approaches are evaluated against the criteria of: natural division, ease of finding, general

applicability, reasonably sized groups and similarly sized groups.

Natural division: it evaluates if the grouping of the components is understandable and
related to some set of concepts to the project. The selection should be a single category
for each component because multiple categories could lead to ambiguity.

Ease of finding component: the product developer is given some product description and
s/he will choose a component to derive the product. The evaluation here is based on
examining the organizational map to the product description to ensure that the description

is easily understood by the product developer.

General applicability: checks if the approach can be applied to a wide range of problem

domains.

Reasonably sized groups: each group should be in a range of manageable size for the ease

of searching.

Similarly sized groups: this is to maximize the average amount of information provided

by each choice.

Organization Approaches: These approaches as suggested by Hunt in [42] for organizing

the asset base are:

1- Key Domain Abstraction Organization: which starts by creating a group under
the root for each domain identified followed by the identification of the top level

abstractions in each domain.
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2- Architectural Organization: it is applied by mapping the architecture onto a
tree — similar to what is done in single product projects. Grouping the
components into reasonably sized groups besides having a layered architecture
helps in organizing the assets.

3- Feature Based Organization: This approach works by organizing the asset
base as features. Features are identified at the early stages in the development
process which is the foundation for having an early organization of assets.
Moreover, features give the glimpse of having a clear vision of the problem and
the solution domain. Converting the feature model into an architectural model is
also easy because the former is in the form of a tree.

The implementation and documentation of the domain software components needs a
systematic way to accomplish. A methodology called Open Service Gateway Interface
(OSGi) helps the developer during the implementation and documentation [22]. OSGi is
a java-based interface, framework and computing environment that is used to manage,
develop and deploy software components. The main motive to use OSGi is the flexibility
in adding, removing and editing components without recompiling the whole system.
Moreover, OSGi is a dynamic environment, i.e. an application can easily migrate to an
updated software component dynamically. Concerning its architecture, it is divided into
four layers. The first layer is the Security Layer and it is used in signing its assets. The
second layer is the Module Layer and it is responsible for managing the bundles — java
classes and other sources that bring functionalities to the end user. Thirdly, the Lifecycle
Layer, is the layer responsible of controlling the security and life cycle operations of the
bundle. Finally, the Service Layer which is used to register services, search for them and
receive notifications whenever their state changes.

Almeida et al. [22] define some rules that should be followed in order to have proper
domain implementation which are:

e A component must have interfaces.

e A component should have a transparent life cycle mechanism.
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e A component should be configurable.

e A component must have a third-party integration mechanism.

e Context independence.

e Documentation.

e Evolvabiltiy.

e Version compatibility.
Their methodology [22] is divided into two steps, component implementation and
component documentation.
The Component Implementation is divided into seven activities. The activities from 1 to
4 are responsible for developing a reusable component, while the rest are for using a
service from a reusable component.
Activity 1: Defining the component and describing the general-purpose information is the
first activity. Such data is stored in a manifest file to be used by the OSGi framework to
install and activate it properly.
Activity 2: The software engineer specifies the provided services which are similar to
specifying an interface that consists of operation and attribute definitions.
Activity 3: At this stage, the services and the code to register them are implemented.
Activity 4: In this activity, the component is built and installed which requires compiling
and packaging it in a suitable form for deployment.
Activity 5: Similar to activity 1, the software engineer describes the components that will
reuse other services.
Activity 6: The required services and the rest of the code are connected at this activity.
Activity 7:  The last activity, similar to activity 4, is for building and installing the

component that reuses the services.

2.3.5. Application Engineering

Application engineering is the process of building up the final product with the core
assets developed in the domain engineering as presented in [51]. The activities in the
application engineering are almost the same like domain engineering. The difference is
that the application engineering is intended for the development of a certain product on

top of the platform developed in the domain engineering. The activities start with
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application requirements engineering that capture the requirements of a certain product
with the least possible deviation from the existing commonalities and variabilities defined
in the product line infrastructure.  The application design is where an instance of the
reference architecture is instantiated with the requirements defined in the previous
activity. The application architecture should be consistent with the reference architecture
as long as we are dealing with reusable component i.e. plug-and-play reuse. Application
realization is a stage where the product is implemented based on the available
requirements and architecture by reusing and configuring existing components and
developing new product-specific ones.  Application testing is the final activity before
delivering the product. The product is validated against the application requirements.

2.3.6. Variability and Commonality Management
Modeling the variability is usually produced using the concept of variation points. Such
variation points identify where the location of product variations will occur [7].
In domain engineering, the domain requirements commonality and variability are
developed for producing a set of well-defined reusable assets of SPL. Dependencies
among the requirements of a domain help in getting the requirements set, however, they
could lead to requirements conflict and inconsistencies. A feature oriented approach for
managing domain requirements dependencies suggests using features to reflect the
requirements dependencies. Features are tightly-related requirements from the
stakeholder’s perspective and they could not be independent in a system. This approach
uses the directed graph for the representation and analysis of the domain requirements
dependencies. The directed graph is better than the tree structure because a tree structure
cannot capture feature dependencies.
2.4. Dynamic Software Product Line (DSPL)
Newly introduced technologies such as ubiquitous computing, service robotics, unmanned
space and water explorations, are facing pressure in producing economically high quality
software on time. Such technologies are dependent on collecting the inputs through sensors
that change dynamically and adapting themselves to changes in requirements at runtime.
Therefore, there is a need for a DSPL that gets software done with a high capability in

adapting itself according to the users’ needs and resource limitations [87]. A static or
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traditional software product line is mainly targeting the variability at the development time.
On the other hand, a dynamic software product line targets the variability at the runtime of a
system by binding variation points at runtime according to the changes in the environment.
In other words, for the generated products in a SPL, binding features could be accomplished
at any time, either at design time, compile time, configuration time or runtime. The main
difference between the DSPL and SPL is that product functionalities could change

automatically without any human intervention.

As mentioned earlier, SPL is proposed in order to cut down the costs and reduce the time-to-
market. By the use of commonalities and variability management, products are selected
from a set of features. These features are selected at different binding times. The features
that will be used at runtime will be postponed till the end of the product cycle to get bound.
Once the product is released from the SPL, it has no connection with it, i.e. no automated
activity is specified in the SPL in order to keep the features updated.

On the contrary, DSPL aims to create products that are configurable at runtime. The
products also will have the capability to reconfigure themselves and gain advantage from
constant updates. A configurable product (CP) is that produced from a DSPL and it is
similar to the one produced from a traditional SPL [13]. The difference is in the two added
components to the CP to enable reconfiguration which are: the decision maker and the
reconfigurator. The decision maker's task is to retrieve the environmental changes that
suggest modification such as external sensors or users. Such information is then analyzed
and the appropriate actions are chosen to be carried out. The reconfigurator's mission is to

execute such changes by the use of the standard SPL runtime binding.
DSPL has the following properties which are not in the traditional SPL [78] and [13]:

o Adaptability: It is the ability to adapt to the change in the requirements and surrounding
environment.
e Change in binding several times as well as variation points during the lifetime of the

software.
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Automatic capabilities: CP should be able to take decisions about the features that should
be activated or deactivated at runtime according to the collected environmental or user
requirements changes, i.e. it works under unexpected changes from the surrounding
environment.

Product updates: Ease of updating the product features at runtime.

It is dependent on the individual desires and the situation not on the “Market” as the

driving force for it.

In the following two sub-sections, we will be discussing the decision maker and the SPL

configurator.
2.4.1. The Decision maker

The decision maker is responsible for taking the decisions of which features to be
activated/deactivated. In order to allow the decision maker to take decisions, some

information should be taken into account [13]:

e The available features in the CP along with their states.

e The features' dependencies.

e The information about an involution scenario or required features that are present in
the adaptation triggers.

e The user requests for features activation/deactivation.

The decision maker generates decision models. The decision models are
important for SPLs as they direct the derivation of the product variations specified by the
change in requirements. In DSPL, the varying requirements at runtime require the

decision models to support automatic reconfigurations in response to such changes.

Three main approaches have been proposed for the description of decision models for
DSPL in order to allow the product to self-adapt itself according to the change in the

requirements during runtime. The three approaches are [34]:
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o Situation-action approaches: configurations are specified as to exactly what
actions to perform in certain situations.

o Goal-based approaches: high-level goals and objectives are defined so that the
system self-adapts itself to fulfill them.

o Utility functions-based approaches: application properties, context and goals are
assigned to a utility value for each application.

Utility functions-based approaches are advised because they have many advantages [34]

which are:

1. Achieving the best configuration is a complex process, and requires reasoning
on the dependencies between the context elements, adaptation forms and
concurrent forms.

2. It is better than the situation-action approaches because the situations are not
explicitly described. They result from the middleware at runtime.

3. In order to adopt the application at runtime, a decision model for shared
resources applications can be built from the model fragments accompanied by

the components.

The study by Brataas et. al [34] suggests applying the utility function over their MADAM
(Mobility and Adaptation-enabling Middleware) approach. The MADAM approach is a
self-adaptation approach that uses the architecture models to control variation at runtime.

This approach was developed for the mobile computing environment [43].

A mathematical formula is implied to solve the resulting scalability problem due to the
increase in the variants that lead to poor performance [34]. The algorithm works by
going through all the alternatives, then choosing the one with the peak utility. This cuts
down the performance from the exponential number of computational power to find a

variant in a number of variant points to a linear number.

2.4.2. The SPL Configurator
The SPL configurator is responsible for the following [13]:
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o Computing the required configurations in either scenarios — involution and
evolution — and sending them to the CP configurators.
o Generating a variability model for the CP derived from the SPL variability model

according to the selected features.
There are two types of DSPL [13] which will be presented in the following section.

2.4.3. DSPL Architecture

2.4.3.1. Connected DSPL

The DSPL is responsible for the product adjustments. Updates are the task of the
DSPL to be sent to the products attached to it. It works when the CP senses new
environmental changes [13]. It sends such collected data to the DSPL in charge,
which in turn starts processing the sent information and calculates the variations
that could be done. If the changes do not apply to any variant, the process fails
and the adaptation may not be completed. If the changes are applicable, the
updates and the configurations are sent to the CP after they get generated. Finally
the CP updates itself.

2.4.3.2. Disconnected DSPL

The CP is in charge of the adaptation once the product is released. The DSPL
produces artifacts that have the capability to configure themselves to deal with
contextual changes. It works when the CP senses changes. This time the CP
calculates the changes that are required to be done without contacting the DSPL.
If there is no configuration that suits the requirements, the adaptation process
fails. The CP reconfigures itself to the new adaptations if there is a generated

configuration [13].

Cetina et al. [13] proposes a mixed approach as shown in Figure 1. It solves the problem
that may be caused from connected and disconnected DSPLs. Connected ones produce

products that must always be connected with the responsible DSPL. On the other hand,
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disconnected ones produce automatic CPs that are shorter in range. The mixed approach
produces CPs that are scenarios aware. In involution scenarios, CPs behave as in D-
DSPL while in the evolution ones they behave as in C-DSPL. These are the steps carried

out when there are changes in the requirements at runtime:

1. The CP senses the changes in the environment and it activates the adaptation
process.
2. The CP computes the configurations that are required to deal with the
situation.
a. If there is no configuration that suits the environmental changes, the
CP contacts the SPL in charge. The SPL generates the required
configurations and then sends them to the CP. If there are no relevant
updates to the situation the operation fails.
b. If there are matching configurations that can be generated. The CP
performs the task and reconfigures itself
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Figure 1: Mixed SPL Overview [13]
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A study about a transition from static to dynamic software product line was conducted by
Klaus and Holger [78]. It targets having minimal transitional steps, and it does not
recommend having a middleware as a form of migration. Its goal is to have features allowed
to be removed and added during runtime of a system, i.e. runtime variability.  Such
transition could lead to many difficulties and complexities. An example of such complexities
is how the system could handle a certain feature and then what should happen when the
feature is called and during the processing the behavior of the system is changed by

removing this feature.

Another study found some concerns that should be taken care of during the change of
configuration throughout the runtime according to [31] which are:

e For the parts that are not affected by the reconfiguration, they must continue to work
without any impact on them.
e The reconfigured components must finish their current task before being configured.

e Reconfiguration concerns must not be intervened with the application concerns.

Gomaa and Hussein [31] describe a way for modeling all the possible configurations for an
application. The four configuration scenarios that are proposed for a product family to
evolve automatically are: Product Configuration, Product Reconfiguration, Feature
Reconfiguration and Component Reconfiguration. Product Configuration is for the initial
runtime configuration while, Product Reconfiguration is for reconfiguring a product to
another one at runtime. Feature and Component Reconfiguration are for dynamically adding,
removing or replacing features and components, respectively. Figure 2 shows the

reconfigurable process and life cycle for evolutionary SPL.
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Trinidad et al. [68] proposes a process for generating component architectures from a feature
model for such systems. It works by activating or deactivating the features by the generated
architecture. Four steps are proposed to produce a component model from a feature model.

They were successfully applied to a real-time television SPL [68] as follows:

1. Defining the core architecture: By extracting the features that are common among the
products. Then, defining the component model by creating a component for each
feature. Finally, relationships between the features are added which will be reflected
in the component model. For example, a relation between a parent feature and a child
feature is a dependency from the parent component to the child one.

2. Defining the dynamic architecture: This step works by using the non-core features to
generate the dynamic architecture. It is the same as the first step but this time they
are generated to the non-core features. Then, the set of interfaces according to the

responsibilities of each component are added.
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3. Adding the configurator: The configurator in the architecture is the one responsible
for taking the dynamic decisions for a product. It is also responsible for knowing the
feature model, handling activation and deactivation requests of features and checking
them in order to produce applicable configurations.

4. Defining the initial product: The last step is defining the initial product by choosing
the core features that will be primarily active.

Another study describes how product line engineering can be used for producing product
lines based on web services that can be dynamically customized at runtime [35]. The case
study was carried on a radio frequency management system to demonstrate the suggested
approach. The approach can be extended to work with client/server applications. It also
suggests using the Dynamic Client Application Customization (DCAC) as shown in Figure 3.
It is a proposed approach where at runtime the client user interface objects are customized

based on the features chosen for the application and the values of parameters.
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2.5. SPL in Domain Specific
In this section, we focus on the SPL development for certain domains from both industry
and academia. Many attempts have been made for utilizing SPLs for specific domains
such as distributed and embedded systems, data-intensive systems, adaptive systems and

pervasive systems.

2.5.1. Distributed and Embedded Systems
An approach presented is SPLE for configurations of a vehicle control system [50]. The

number of possible configurations grows exponentially with the number of options
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besides the growth of the configuration space as new features are introduced. This
approach uses a method for solving the optimization problem with the identification of
the minimal set of configurations and the verification of this small set to achieve the
correctness of the entire product family. An example of family of indicators systems is
used to illustrate the approach in [50]. The example goes through the requirements, the
logical architecture and the evolution of the product line.

Another approach in the research of [96] describes how mobile device limitations and
API fragmentation problems can be solved using aspect-oriented programming. Memory
usage and application footprint size are examples of such limitations. The research
suggests using AspectJ - an aspect oriented extension to java and assists in developing
modules for the crosscutting concerns - in implementing product lines for mobile device
applications [96]. It divides the optional features to be developed over the base ones into

aspects.

2.5.2. Data-intensive systems

The proposed approach in [79] uses component based and model driven development in
building a SPL for data-intensive systems. Data-intensive systems are the systems that
handle data processing, visualization and storage. They are often multi-tier architectures.
Designing such systems from scratch is a costly process. Improving productivity of such
systems as their complexity increases day after day can be achieved using reusability of
software components. The work done by Schmoelzer et al. [79] presents an approach
that combines the concepts of SPLE with component-based software engineering and
model-based development for data-intensive systems.

Data-intensive systems are usually developed in a multi-layered architecture. They
contain three layers which are the user interface (Ul), Business logic (BL) and Data
Access and persistency (DB).

Variability has influence over the three layers of multi-layer architecture. Any variability
in the data structure has effect on the three layers. The database layer is affected because
saving the data persistently is required. The BL layer variability consists of the

combination of control flow and data structure variability. The Ul layer variability is
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affected by the change in the layout and the way of presenting the data depending on the
customers' needs.

Variability in the database layer: For each product, it has its data structure that has
different variant selections and data structures. Obtaining variability can be done by
combining different data models. It can be achieved by the analysis of the individual and
minimal data model for each variation point and variant. After producing data models for
variabilities, the mapping between variability space and data model space is defined. The
dependencies between variation points and variants are imported from the dependent
models to the variability model. The data model of all selected variants and variation
points are combined to a single model that is used for the generation of the database
structure for a certain product.

Variability in BL: The business layer contains a set of reusable components with
interfaces that are used for their connections. They are called interconnection points or
component assemblies, and they are used for obtaining larger components with more
functionality. In other words, these reusable components are loosely coupled. The
reused components and their way of interaction define the behavior of the component
assemblies. The general BL functions are stored in components that are designed for
variation points.

Variability in Ul: similar to the way BL components are handled. The Ul can be
described for example as a set of Ul controls that are built together to form the layout.
Combining the Ul components is the most crucial process in the SPL because it is the
visible part to the user. The behavior and the layout should be working properly to
achieve a single Ul. This is obtained by defining layouts in XML files which may define

extension points for other layouts.
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The framework for model-based product line architecture is shown in Figure 4:
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Figure 4: Model-driven multi-layer architecture for SPL development [79]
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Figure 5: Associations among the assets in products of web-based systems [10]

Web-based systems are a kind of data-intensive systems. Web applications are evolving
rapidly. They have turned from simple static pages to complicated applications that can
be accessed over the internet. Developing a product line for web-based systems helps in
sharing the common infrastructure between many of its services. Koriandol is a product
line architecture used to design, implement and maintain families of applications as
presented in [10]. It is used for developing product line for web-based systems. Figure 5
shows, the organizational representation of a web-based system by Koriandol. It also
contains a variability management mechanism to dynamically bind variation points to the

fitting variant in addition to the ability to manage the variability during run-time.
2.5.3. Adaptive Systems

Adaptation systems are the systems that adjust their properties and resources according to
the user needs and resource constraints at runtime. The approach presented in [74] uses
the SPL techniques in order to build adaptive systems. Adaptive systems are built as
“comp