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Abstract

Research in the field of robotics is tightly connected to simulation tools for many reasons. On
one side, simulation supports the development of new advanced control algorithms and on
the other side, it is always not feasible to build a whole robot system to test some algorithms
or it is not safe to perform tests on a real system (at least in the first design stages). The
simulation has also a very important role for off-line programming, to design mechanical
structure of robots, to design robotic cells and production lines, etc.
In the paper, an overview of the simulation in robotics is given and some topics like: how sim-
ulation makes things easier, advantages and backdraws of the simulation in robotics, virtual
and real world, are pointed out. The scope of the paper is the role of the simulation in different
fields of robotics, especially the dynamic simulation of robot manipulators. We present an in-
tegrated environment for the design and testing of advanced robot control schemes. The main
capabilities of such environment are: the simulation of the kinematics and dynamics of ma-
nipulators, the integration of different sensor systems like vision and force sensors, scenarios
for complex robot tasks, the visualization of robots and their environment and the integration
of real robots in the simulation loop. We give an overview of simulation and visualization
tools suitable for the simulation of robot systems using general dynamic engines and graphic
languages. Finally, we present some typical simulation examples in different fields of robotics
from offline programming, mobile robots to space robotics.

1. Introduction

Simulation has been recognized as an important research tool since the beginning of the 20th
century. In the beginning, simulation was first of all an academic research tool. The "good
times" for simulation started with the development of computers. First, the analog computers
and later the digital computers have boosted simulation to new levels. So, the simulation
is now a powerful tool supporting the design, planning, analysis, and decisions in different
areas of research and development. Simulation has become a strategic tool in many fields,
used by many researchers, developers and by many manufacturers. Of course, robotics as a
modern technological branch is no exception. Actually, in robotics simulation plays a very
important role, perhaps more important than in many other fields and we like to present in
the following some insight in the robotics from the simulation point of view.

1.1 The role of simulation

Being able to simulate opens a wide range of options for solving many problems creatively.
You can investigate, design, visualize, and test an object or even if it does not exists. You can

3
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see the results of a system yet to be built. It is possible that your solutions may fail or even
blow up, but only in simulation. So, using the simulation tools one can avoid injuries and
damages, unnecessary changes in design after the production of parts has already started, to
long cycle times in manufacturing process, and even unnecessary paper work. Simulation
enables us to work even in four dimensions. For example, one can observe within a few
minutes how a planned production will be realized in next month, or a fast process can be
slowed down to observe all details in "slow motion". All these make things easier and cheaper.
One of the problems in classical design and planning are "what-if" questions. Due to the sys-
tem complexity many of them are often unasked or not answered. With up-to-date simulation
tools one can deal with exact geometry, consider the dynamic characteristics of a system, in-
clude the man-machine interfaces, and visualize the object in 3D in detail. Having all these
in mind there is no reason for avoiding any "what-if" question. The boundaries for what is
possible or not are pushed far away especially in advanced virtual reality tools. Using simu-
lator researchers may build experimental environments according to their own imagination.
Complexity, reality, specificity can be gradually increased to a level where virtual systems can
head to real challenges of the physical world and even beyond.
Simulation is a highly interdisciplinary field since it is widely used in all fields of research
from engineering and computer science to economics and social science, and at different lev-
els from academic research to manufactures. Of course, simulation has been also recognized as
an important tool in robotics: in designing new products, investigating its performances and
in designing applications of these products. Simulation allows us to study the structure, char-
acteristics and the function of a robot system at different levels of details each posing different
requirements for the simulation tools. As the complexity of the system under investigation
increases the role of the simulation becomes more and more important.

2. Simulation of robot manipulators

The ways and methods in robotics research and development have always been influenced
by the tools used. This is especially true when one considers the profound impact of recent
technologies on robotics, especially the development of computers which have become indis-
pensable when designing the complex systems like robots. Not many years ago, computing
cost was still a significant factor to consider when deriving algorithms and new modeling
techniques (Fenton & Xi, 1994; Latombe, 1995; Zhang & Paul, 1988). Nowadays, distributed
computing, network technology and the computing power developed by commercial equip-
ment open new possibilities for doing systems design and implementation. However, in spite
of all that, the creativity of a human designer can not be left out in the design process. The best
solution seems to be to provide the designer with proper tools which significantly increase his
efficiency. Among them, the simulation has been recognized as an important tool in design-
ing the new products, investigating their performances and also in designing applications of
these products. For complex systems as robots, the simulation tools can certainly enhance the
design, development, and even the operation of the robotic systems. Augmenting the sim-
ulation with visualization tools and interfaces, one can simulate the operation of the robotic
systems in a very realistic way.
A large amount of simulation software is available for robot systems, and it is already being
used extensively. The majority of the robot simulation tools focus on the motion of the robotic
manipulator in different environments. As the motion simulation has a central role in all
simulation systems they all include the kinematic or dynamic models of robot manipulators.
Which type of models will be used depends on the objective of the simulation system. For
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example, trajectory planning algorithms rely on kinematic models. Similarly, the construction
of a robotized cell can be simulated efficiently by using only kinematic models of robot manip-
ulators, without considering the dynamics or drives. On the other hand, dynamic models are
needed to design the actuators. For example, modern control systems of robotic manipulators
use internally different robot kinematic and dynamic models to improve the performance.
To model and simulate a robot manipulator different approaches are possible. They can differ
in the way the user builds the model. Block diagram oriented simulation software requires
that the user describes the system by combining the blocks, and there are other packages
requiring the manual coding. To overcome the problems which arise when the system is very
complex (and the robots usually are) several approaches exist to automatically generate the
kinematic and/or dynamic models of robots.
The simulation tools for robotic systems can be divided into two major groups: the tools
based on general simulation systems and special tools for robot systems. The tools based
on general simulation systems are usually special modules, libraries or user interfaces which
simplify the building of robot systems and environments within these general simulation sys-
tems. One of the advantages of such integrated toolboxes is that they enable you to use other
tools available in the simulation system to perform different tasks. For example, to design
control system, to analyse simulation results, to visualize results, etc. There exist several gen-
eral simulation tools which are used for simulation of robot systems like MATLAB/Simulink,
Dymola/Modelica, 20-sim, Mathematica, etc. Special simulation tools for robots cover one or
more tasks in robotics like off-line programming, design of robot work cells, kinematic and
dynamic analysis, mechanical design. They can be specialized for special types of robots like
mobile robots, underwater robots, parallel mechanisms, or they are assigned to predefined
robot family.
Simulation tools for robotic systems differ from each other regarding the aspect of the robot
research they support, how open they are or on which platforms they work. However, many
tools are not always fulfilling all the requirements of the research activities in robotic labora-
tories like reconfigurability, openness and ease of use, etc.
Reconfigurability and openness are features already recognized by many as essential in the
development of advanced robot control algorithms (Alotto et al., 2004; Lambert et al., 2001;
Lippiello et al., 2007). Not only is it important to have easy access to the system at all levels
(e.g. from high-level supervisory control all the way down to fast servo loops at the lowest
level), but it is a necessity to have open control architectures where software modules can be
modified and exteroceptive sensors like force/torque sensors and vision systems can be easily
integrated. Reconfigurability should also be reflected when more fundamental changes to the
controller architecture are required, in the necessity of quickly being able to make modifica-
tions in the original design and verify the effect of these modifications on the system. In other
words, the user should be able to quickly modify the structure of the control without having
to alter the simulation system itself.
In the last decade the software has become more and more easy to use. This is still one of
the main major issues when selecting a software tool. First of all, the tools are used by many
users in a laboratory and not all of them have the same expertise. To boost the knowledge
exchange, it is of benefit that they work with the same tools. Next, testing of different control
algorithms on real robotic systems is in general not very user friendly: the algorithms usu-
ally have to be rewritten for the real-time execution and the different implementation details
have to be considered (Lambert et al., 2001; Žlajpah, 2001). This forces the user to devote a
large part of the design time to topics not connected with the main issues of the control de-
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sign, especially when he is not interested in software implementation issues. The ease of use
becomes even more important when students are working with robots. In most cases they
work in a laboratory for a shorter period, they are focused on their projects and they could
become frustrated if they have to learn a lot of things not directly connected to their tasks.
Finally, in research laboratories different robot systems are used equipped with more or less
open proprietary hardware and software architecture. Therefore, it is much desired that the
control design environment is unified, i.e. the same tools can be used for all robot systems.
The simulation tools for robotic systems can be divided into two major groups: tools based on
general simulation systems and special tools for robot systems. Tools based on general sim-
ulation systems are usually represented as special modules, libraries or user interfaces which
simplify the building of robot systems and environments within these general simulation sys-
tems (e.g. SolidWorks (RobotWorks, 2008)). On the other hand, special simulation tools for
robots cover one or more tasks in robotics like off-line programming and design of robot work
cells (e.g. Robcad (RobCAD, 1988)) or kinematic and dynamic analysis (Corke, 1996; SimMe-
chanics, 2005). They can be specialized for special types of robots like mobile robots, underwa-
ter robots, parallel mechanisms, or they are assigned to predefined robot family. Depending
on the particular application different structural attributes and functional parameters have to
be modelled.
For the use in research laboratories, robot simulation tools focused on the motion of the robotic
manipulator in different environments are important, especially those for the design of robot
control systems (Corke, 1996; MSRS, 2008; SimMechanics, 2005; Webots, 2005). Recently, Mi-
crosoft Robotics Studio (MSRS, 2008) has been launched with a general aim to unify robot
programming for hobbyist, academic and commercial developers and to create robot applica-
tions for a variety of hardware platforms. The system enables both remotely connected and
robot-based scenarios using .NET and XML protocols. The simulation engine enables real-
time physics simulation and interaction between simulated entities. Each part of the control
loop can be substituted with the real or simulated hardware. Although the system is still un-
der development, it is not easy to add new entity, for example a new robot or a new sensor.
One of the major drawbacks seems to be the low data throughput rate, which does not allow
the realization of complex control laws at high sampling frequency. Therefore, it is not clear
yet if MSRS is appropriate for research robotics, especially for complex systems. Real time re-
quirements are better solved in another programming/simulation framework, MCA2 (MCA2,
2008). MCA is a modular, network transparent and realtime capable C/C++ framework for
controlling robots and other hardware. The main platform is Linux/RTLinux, but the support
for Win32 and MCA OS/X also exists. However, it is still a complex system and therefore less
appropriate for education and students projects.

2.1 MATLAB based tools

MATLAB is definitely one of the most used platforms for the modelling and simulation of
various kind of systems and it is not surprising that it has been used intensively for the sim-
ulation of robotics systems. Among others the main reasons for that are its capabilities of
solving problems with matrix formulations and easy extensibility. As an extension to MAT-
LAB, SIMULINK adds many features for easier simulation of dynamic systems, e.q. graph-
ical model and the possibility to simulate in real-time. Among special toolboxes that have
been developed for MATLAB we have selected four: (a)Planar Manipulators Toolbox (Žlaj-
pah, 1997), (b)Planar Manipulators Toolbox with SD/FAST (SD/FAST, 1994), (c)“A Robotic
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Fig. 1. Simple 3-R planar manipulator Fig. 2. Top level block scheme

Toolbox” (Corke, 1996), (d) “SimMechanics Toolbox” (SimMechanics, 2005) and (e) “20-sim”
(Kleijn, 2009).
To illustrate different approaches to the dynamic simulation of robot manipulators we have
selected as an object a simple planar manipulator which has 3 revolute joints acting in a plane
as shown on Fig. 1. The main part of any simulation is the dynamic model. To focus on it, we
simulate only the dynamics, without any task controller.
Let the configuration of the manipulator be represented by the vector q of n joint positions,
and the end-effector position (and orientation) by m-dimensional vector x of task positions.
The joint and task coordinates are related by the following expressions

x = p(q), ẋ = J(q)q̇, ẍ = Jq̈ + J̇q̇ (1)

where J is the Jacobian matrix, and the overall dynamic behaviour of the manipulator is de-
scribed by the following equation

τ = H(q)q̈ + h(q̇,q) + g(q)− τF (2)

where τ is the vector of control torques, H is the symmetric positive-definite inertia matrix, h
is the vector of Coriolis and centrifugal forces, g is the vector of gravity forces, and vector τF

represents the torques due to the external forces acting on the manipulator.
Fig. 2 shows the top level block scheme of the system. This scheme is the same in all cases,
only the Dynamic model block is changed.
(a) Planar Manipulators Toolbox
Planar Manipulators Toolbox is intended for the simulation of planar manipulators with revo-
lute joints and is based on Lagrangian formulation. Planar Manipulators Toolbox can be used
to study kinematics and dynamics, to design control algorithms, for trajectory planning. It en-
ables also real time simulation. Due to its concept it is a very good tool for education. To gain
the transparency, special blocks have been developed to calculate the kinematic and dynamic
models. These blocks are then used to build the desired model. Fig. 3 shows the dynamic
model where an external force acts on the end-effector. The block dymodall which calculates
the system vectors and matrices x, J, J̇, H, h and g and then joint accelerations are calculated
using Lagrangian equation.
(b) Planar Manipulators Toolbox with SD/FAST
In this case we use Planar Manipulators Toolbox but the dynamic model is calculated
SD/FAST library. SD/FAST can be used to perform analysis and design studies on any me-
chanical system which can be modelled as a set of rigid bodies interconnected by joints, influ-
enced by forces, driven by prescribed motions, and restricted by constraints (SD/FAST, 1994).
The dynamic model has the same structure as given in Fig. 3 except that the block dymodall
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Fig. 3. Dynamic model (Planar Manipulators Toolbox )

is now a special S-function interfacing SD/FAST procedures and Simulink. The robot kine-
matics (geometry) and link mass properties are passed to SD/FAST in the System Description
file (Fig.4). Then using the SD/FAST compiler the dynamic model is generated which is then
called in S-function. To calculate the dynamics SD/FAST uses the advanced Kane’s formula-
tion and Order(n) formulation.

# model of a planar manipulator with 4dof

language = c

gravity = 0 -9.81 0

#link1

body = link1 inb = $ground

joint = pin prescribed = ?

mass = 1 inertia = 0 0 1

bodytojoint = 0.5 0 0

inbtojoint = 0.5 0 0

pin = 0 0 1

#link2

body = link2 inb = link1

joint = pin prescribed = ?

mass = 1 inertia = 0 0 1

bodytojoint = 0.5 0 0

inbtojoint = 0.5 0 0

pin = 0 0 1

#link3

body = link3 inb = link2

joint = pin prescribed = ?

mass = 1 inertia = 0 0 1

bodytojoint = 0.5 0 0

inbtojoint = 0.5 0 0

pin = 0 0 1

Fig. 4. System Description file for 3R planar manipulator (SDFAST)

(c) Robotics Toolbox

The Robotics Toolbox provides many functions that are required in robotics and addresses
areas such as kinematics, dynamics, and trajectory generation. The Toolbox is useful for the
simulation as well as for analysing the results from experiments with real robots, and can be
a powerful tool for education. The Toolbox is based on a general method of representing the
kinematics and dynamics of serial-link manipulators by description matrices. The inverse dy-
namics is calculated using the recursive Newton-Euler formulation. Although it was initially
meant to be used with MATLAB, it can be also used with Simulink. Fig. 5 shows the definition
of the robot model and the block scheme of the dynamic model using Robotics Toolbox.
(d) SimMechanics Toolbox

SimMechanics extends Simulink with the tools for modelling and simulating mechanical sys-
tems. With SimMechanics, you can model and simulate mechanical systems with a suite of
tools to specify bodies and their mass properties, their possible motions, kinematic constraints,
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%% Definition of the R3 planar robot

for i=1:nj

LR{i}=link([0 L(i) 0 0 0],’standard’);

LR{i}.m=m(i);

LR{i}.r=[-Lc(i),0,0];

LR{i}.I=[1 1 1 0 0 0]*II(i);

LR{i}.Jm=0;

LR{i}.G=1;

LR{i}.B=Bv(i);

LR{i}.Tc=[0 0];

end R3=robot(LR);

R3.name=’R3’;

R3.gravity=[0 9.81 0];

R3.q=q0’;

Fig. 5. Dynamic model (Robotics toolbox)

and coordinate systems, and to initiate and measure body motions (SimMechanics, 2005). To
get a dynamic model of a robot manipulator we have first to build the link model, i.e. to
connect link masses with joints as it is shown on Fig. 7. All link models are then connected
together to the complete model (Fig. 6).
(e) 20-sim

Although 20-sim is a stand-alone simulation system (described later), it has a possibility to ex-
port the model to Simulink blocks as C-mex function. For comparison, we have modelled our
robot manipulator using the 3D Mechanic Editor where you can model mechanical systems
by specifying bodies, joints, sensors and actuators (Kleijn, 2009). To get a dynamic model of
a robot manipulator we have first defined the links and then we have connected links with
joints as it is shown on Fig. 8. Adding the trajectories generator, controllers and power am-
plifiers with gears a complete model of the system can be built (Fig. 9). Using the C code
generator in 20-sim we have generated a Simulink block of the manipulator subsystem (R3).
This block is then used in Simulink simulation scheme as shown in Fig. 2.
In all five cases it has been very easy to build the robot system. One of the differences between
these tools is that special toolboxes for robot modelling have predefined more specific func-
tions and blocks as the general toolboxes. The other difference is the execution time. In Fig.
10 we give the calculation time for the dynamic model for all five approaches. First we can
see that SD/FAST is significantly faster than other and is increasing more slowly versus the

Fig. 6. Dynamic model of 3R manipulator (SimMechanics toolbox)
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Fig. 7. Model of one link (SimMechanics toolbox)

Fig. 8. Modelling robot manipulator using 20-sim 3D Mechanic Editor
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Fig. 9. Complete model of 3R manipulator (20-sim)

degrees-of freedom than other. Next, Planar Manipulators Toolbox is fast for small number
of degrees-of-freedom and the execution time increases fast with the number of degrees-of-
freedom. The Robotics Toolbox is relatively fast as long as we use only the inverse dynamics
(Note that in Fig. 10 only the calculation time for the inverse dynamic model is shown). Oth-
erwise, e.g. for the calculation of the Jacobian matrix, it is significantly slower, because the
calculation is based on M-functions. Also, the model generated in 20-sim is fast (simulation
within 20-sim environment is even faster). A little slower is the SimMechanics Toolbox. In
both cases the execution time versus the number of degrees-of-freedom increases similarly.
However, if the models the of robot manipulators should be used in the controller (e.g. the
Jacobian matrix), then SimMechanics Toolbox and 20-sim are not appropriate.

2.2 Other general simulation systems

Similarly as in MATLAB the robot system can be simulated in Dymola and Modelica, or 20-
sim. Here, the MultiBody library provides 3-dimensional mechanical components to model
rigid multibody systems, such as robots. The robot system is built by connecting the blocks
representing parts of the robot like link bodies, joints, actuators, etc. Fig. 11 shows the block
scheme of a complete model of the KUKA robot including actuators, gears and the controller
(Kazi & Merk, 2002). Fig. 12 shows the simulation of a parallel robot manipulator with 20-sim
(3D Mechanics Toolbox) (Kleijn, 2009).
Robotica is a computer aided design package for robotic manipulators based on Mathemat-
ica (Nethery & Spong, 1994). It encapsulates many functions into a Mathematica package
allowing efficient symbolic and numeric calculation of kinematic and dynamic equations for
multi-degree-of-freedom manipulators. Robotica is intended, first of all, for model generation
and analysis of robotic systems and for simulation.
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Fig. 10. Comparison of the calculation time versus number of DOF for the dynamic model of
n-R planar robot manipulator

Fig. 11. Simulation of a robot with Modelica
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Fig. 12. Simulation of a Tripod with 20-sim 3D Mechanics Toolbox

2.3 Multibody dynamic engines

In the last years new simulation tools have been available based on the general engines for the
simulation of physics environments (NGD, 2008; ODE, 1994; SD/FAST, 1994). These engines
provide libraries for simulating the multi-body dynamics, i.e. the physics of motion of an
assembly of constrained or restrained bodies. As such they encompass the behaviour of nearly
every object and among them are, of course, also robot manipulators. These dynamic engines
have beside the dynamics simulation engine also a collision detection engine. The collision
engine is given information about the shape of each body and then it figures out which bodies
touch each other and passes the resulting contact point information to the user. The user can
then take the proper actions.
As an example we have selected the Open Dynamic Engine (ODE, 1994). Building the model
of a robot is straightforward. First you have to create all bodies and connect them if desired
with proper joints. For example, the 3DOF model as shown before can be defined as shown
in Fig. 13. For comparison with MATLAB based tools the computational time for nR planar
manipulators (n=2,. . . ,10) is shown in Fig. 10. It can be seen that the computational efficiency
of ODE is comparable to the SD/FAST library.
Unfortunately, most of dynamics engines do not support functionality necessary to include
robot models in the control algorithms. Advanced control algorithms including robot models
include Jacobian matrices, inertia matrices, gravity forces, etc., and they are not explicitly
defined. The user can use some implicit algorithms or other tools to get these parameters.
The dynamic simulation of multibody systems becomes very important when introducing
robotics into human environments (Go et al., 2004; Khatib et al., 2002; Miller & Christensen,
2003) where the success will not depend only on the capabilities of the real robots but also on
the simulation of such systems. For example, in applications like virtual prototyping, teleoper-
ation, training, collaborative work, and games, physical models are simulated and interacted
with both human users and robots.
For example, the dynamics engine within a robotic grasping simulator known as GraspIt!
(Miller & Allen, 2004) computes the motions of a group of connected robot elements, such as
an arm and a hand, under the influence of controlled motor forces, joint constraint forces, con-
tact forces and external forces. This allows a user to dynamically simulate an entire grasping
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// create world

contactgroup.create (0);

world.setGravity (9.81,0,0);

dWorldSetCFM (world.id(),1e-5);

dPlane plane(space,0,0,1,0);

// fixed robot base

xbody[0].create(world);

xbody[0].setPosition(0,0,SIDE/2);

box[0].create(space,SIDE,SIDE,SIDE);

box[0].setBody(xbody[0]);

bjoint = dJointCreateFixed (world,0);

dJointAttach (bjoint,xbody[0],0);

dJointSetFixed (bjoint);

// robot links

for (i=1; i<=NUM; i++) {

xbody[i].create(world);

xbody[i].setPosition(0,(i-0.5)*LENG,(i+0.5)*SIDE);

m.setBox(1,SIDE,LENG,SIDE);

m.adjust(MASS);

xbody[i].setMass(&m);

box[i].create(space,SIDE,LENG,SIDE);

box[i].setBody(xbody[i]);

}

// robot joints

for (i=0; i<NUM; i++) {

joint[i].create(world);

joint[i].attach(xbody[i],xbody[i+1]);

joint[i].setAnchor(0,(i)*LENG,(i+1)*SIDE);

joint[i].setAxis(0,0,1);

}

Fig. 13. Definition of 3R planar manipulator in ODE

task, as well as test custom robot control algorithms. Fig. 14 shows how a robot hand can
grasp a mug (Miller & Allen, 2004). In this example, all contacts between the fingers and the
mug and related forces are analysed.

3. Control design and integrated environment

A very important part of the robotic system is the control system. In the process of controller
design different steps have to be performed. First of all, the system has to be modelled. In
the next step, the control algorithm is developed. The first results are then obtained by the
simulation. If the results are satisfactory, then in the final stage the control algorithms are
tested on a real system. For this, a real-time code should be generated and implemented on
the real system. The integration of all these steps, although essential, is very difficult. Namely,
the different steps in the development of the controller require the use of different methods
for which different tools are needed. Hence, the results from one step to another have to be
transferred often by hand. This bottleneck can be overcome if control design and testing are
done in an integrated environment.
The importance of simulation tools in the development of robot control systems has been
recognized by researchers very early. We have been using different simulation tools for over
20 years and many of them have been developed in our laboratory. In the last decade we have
been using for the control design MATLAB/Simulink based integrated environment based
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Real World
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Fig. 14. A force-closure grasp of the mug using the DLR hand, which has a metal palm, inner
link surfaces, and rubber fingertips.

mode
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Fig. 15. A block diagram of the integrated environment

on Planar Manipulators Toolbox for dynamic simulation of redundant planar manipulators
Žlajpah (2001). It enables the use of different sensors in the control loop and also the real-time
implementation of the controller and hardware-in-the-loop simulation. Figure 15 shows the
general simulation scheme in this environment. A crucial feature inherited in this scheme
is indicated by the mode switches. Namely, the user can easy switch between using model
or a real system in the simulation loop. This is one of the main features which we need for
development of the robot control systems.
For example, Fig. 16 shows the dynamic model of a manipulator and a sensor detecting the
object in the neighbourhood of the manipulator. When the developed controller is tested on a
real system we substitute the manipulator with our experimental robot, i.e. the dashed blocks
in Fig. 16 are replaced with the interface blocks as shown in Fig. 17a. Fig. 17b shows our
laboratory manipulator with four revolute DOF acting in a plane, which has been developed
specially for testing the different control algorithms for redundant robotic manipulators, per-
forming an obstacle avoidance task.
The integration of the two modes is the most important feature of the integrated environment.
This has been recognized also by many other researchers. For example, one of the goals of the
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Fig. 16. A block diagram including the dynamic model of a manipulator and a sensor detect-
ing the object in the neighbourhood of the manipulator

a) Robot interface block scheme b) Experimental 4-R manipulator

Fig. 17. Avoiding obstacles - Hardware-in-the loop simulation
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IST project "RealSim" was to develop an efficient tool for modelling, simulating and optimis-
ing industrial robots (Kazi & Merk, 2002). Fig. 18 shows the structure of the simulation system
where a real control unit is connected to the simulator of an industrial robot. Using such sys-
tem the controller can be tested without a real robot, e.g. before even the robot has been built.

Fig. 18. Real time optimisation system (Project RealSim (Kazi & Merk, 2002))

3.1 The concept of distributed environment

The Planar Manipulators Toolbox has proved to be a very useful and effective tool for many
purposes, but it has been primary designed for the kinematic and dynamic simulation of the
planar manipulators and to develop and test control algorithms on the lower control level,
especially for redundant manipulators. In the last years, the scope of our research is oriented
more in the development of control systems for humanoid and service robots (Gams et al.,
2009; Omrčen et al., 2007). These robots have in general a more complex mechanical structure
with many degrees-of-freedom. So, complex kinematic and dynamic models are necessary to
simulate them. Furthermore, the control methods and algorithms are now usually a part of
the higher robot control levels and the low level close-loop control algorithms are assumed
to be a solved issue. These high level control algorithms can become very complex and may
even require parallel computation distributed over more computers.
Considering all new requirements, which are:

to simulate the kinematics and dynamics of arbitrary chosen kinematic chain describing dif-
ferent manipulators,

to enable integration of different sensor systems like vision and force sensors,

to enable simulation of scenarios for complex robot tasks,

to include the model the robots’ environments,

to visualize the robots and their environment and
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Fig. 19. A functional block diagram of the robot integrated environment in Robotics Labora-
tory including the robot PA10, mobile platform Nomad XR 4000 and sensor systems

to enable integration of real robots in the simulation loop, we have to reconsider the concept
of the control design environment we will use in future. Based on our good experience with
MATLAB/Simulink we have decided that this environment will be the kernel of our simu-
lation tools. However, some of the above requirements can be easier fulfilled by using other
tools. For example, the visualization of the robot and the environment can be easily done by
dedicated graphics tools. Furthermore, advanced robot control strategies rely intensively on
feedback sensor information. The most complex sensor system is the vision system, which
can have several configurations and can be implemented on a single computer or on a com-
puter cluster composed of many computers running different operating systems. To integrate
such a diversity of hardware components in a unique framework we have decided to use
the ethernet communication and the UDP protocol. In this way, we have maximal possible
"degree-of-openness" of the system. Fig. 19 shows a typical scheme of our robot integrated
environment.
In this scheme, each block can represent a real system or a model of that system. Note that
because of using ethernet communication between the blocks, different software tools on dif-
ferent platforms can be used to simulate specific parts of the system. Consequently, the simu-
lation environment can consist of several interacting applications, each representing a part of
the system (Petrič et al., 2009).

3.2 Simulink block library

In Simulink, a system is modelled by combining input-output blocks. To gain the trans-
parency, we try to represent a system by the block structure with several hierarchical levels,
i.e. by combining different basic blocks, subsystems are built which become a single block at
the higher level. In Figure 15 the typical robot subsystems can be seen: the trajectory genera-
tion, the controller, the model of the manipulator and the environment and the animation of
manipulator motion. Figure 20 shows the Robot systems block library. The goal of the library
is to provide blocks which are needed to simulate robotic systems and can not be modelled
with standard blocks. First of all, these are the blocks for robot kinematic and dynamic mod-
els, the blocks for sensors systems, the typical transformations present in robot systems and
the special interface blocks for robots, sensors and all other communications. Additionally, the
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Fig. 20. Simulink Robot system library

library includes some blocks with standard subsystems like task space controllers, trajectory
generation modules, etc.

3.3 Integration of sensors

Advanced robotics is characterized by the variety of complex sensory systems, e.g. vision
sensors, force sensors, acoustic sensors, laser scanners, proximity sensor, etc. Therefore it is
extremely important to apply as accurately as possible the sensor models into the simulation
environment. The models of sensors are completely transparent to the design environment,
i.e. real sensor can be substituted with the simulated one and vice versa in the control loop.
The integration of sensors depends on their characteristics. Complex sensor systems like vi-
sion and acoustic sensors, or more advanced laser proximity sensors require relatively high
computational power for signal processing. In many cases, it is difficult to accomplish all re-
quired data processing on the local computer. Often we have to apply a remote computer or
even a remote computer cluster in order to obtain required computational power. In such a
case, the subsystems are connected through ethernet with UDP protocol. We have developed
a special protocol classes for different sensors, actuators and other subsystems. However, the
performance is also affected by the communication delays. Therefore, it is favourable to pro-
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Fig. 21. Animation of the HOAP 3 hu-
manoid robot using RoboWorks™

Fig. 22. Animation of the PA10 robot in Blender

cess signals of high frame-rate sensor, such as joint encoders, tachometers, force sensors, etc.
on the local computer.

3.4 Visualization and animation

It is very important to visualize the simulation results. Especially in robotics it is necessary
to “see” the motion of the robot and objects in the working environment. In our system we
rely on external software for the visualization and animation of robots. In general, joint angles
of robotic manipulators as well as the position and orientation of the other simulated objects
in the scene are passed to the visualization tools using TCP/IP or UDP protocol. Currently,
we have integrated into our simulation environment two visualization software packages -
RoboWorks (RoboWorks, 2008) and Blender(Blender, 2008).
Roboworks incorporates simple, but efficient modeler. Because of its simplicity the
RoboWorks package is the favourable tool for the visualization of simpler systems, i.e. one
or two robots in non-complex environment. Figure 21 shows the animation of our HOAP 3
humanoid robot and also in the following examples the RoboWorks environment has been
used for the visualization.
For more complex scenes we use Blender, an open source multi-platform 3D computer ani-
mation program, which has a lot of features that are potentially interesting for engineering
purposes, such as the simulation and programming of robots, machine tools, humans and
animals, and the visualization and post-processing of all sorts of data that come out of such
biological or artificial “devices”. Blender supports also scripts (via Python interfaces to the
core C/C++ code), hence it can be extended in many different ways. Among others, Blender
has the capability of placing moving cameras at any link of the kinematic chain, it supports
the real time photo realistic rendering for the virtual reality simulation and has also a physics
engine for the simulation of the interactions between entities.

3.5 Real-time simulation

The real-time performance of the control algorithm is very important when dealing with low-
level control. However, when developing higher level control algorithms, the real-time may
be also important especially when high sample frequency improves the performance of the
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system. Therefore, when manipulator-in-the loop simulation is performed, the simulation
system which controls the robot system has to provide the real-time capabilities and enable
high sample frequencies. There are many real-time operating systems as Real Time Linux,
QNX, EYRX, SMX, etc. Disadvantages of these operational systems are time-consuming soft-
ware development and incompatibility with other systems. The algorithms are usually writ-
ten in C or some other low-level programming language, where more sophisticated control
algorithms require more time and increase the chance of error. Due to the above mentioned
disadvantages of some real-time operation systems, we use the Matlab/Simulink and the xPC
Target operation system whenever possible (Omrcen, 2007). xPC Target enables the real-time
simulation and hardware-in-the-loop simulation using corresponding interfaces. It is a good
prototyping tool that enables connecting Matlab/Simulink models to physical systems and
executing simulation in real-time on PC-compatible hardware. As xPC Target supports also
UDP communication, this was also one of the reasons to select the UDP for the communication
between different applications in the simulation environment (Omrcen, 2007). Nevertheless,
using Matlab/Simulink and xPC Target environment brings some disadvantages. Most of the
hardware used for a robot control, which is available on the market, does not provide drivers
for xPC Target. Therefore, we had to develop drivers for our our robots and sensors.

3.6 Case study

To show the efficiency, flexibility and usability of our control design environment we outline
a typical experimental example using the Mitsubishi PA robot. The robot task is to play yo-yo,
i.e. to keep the amplitude of the yo-yo at a desired level (Žlajpah, 2006). The yo-yo is tied
to the tip of the robot. To be able to play the yo-yo it is necessary to know the position of
the yo-yo and the force in the string or the velocity of the yo-yo (depending on the control
algorithm). A WebCam has been used to measure the position of the yo-yo. To measure the
string force a JR3 force/torque sensor mounted on the end-effector of the robot has been used.
The experimental setup is shown in Fig. 23. The control should be implemented on PC’s
in MATLAB/SIMULINK environment and we wanted to use the PA10 motion control board
which allows to control the end-effector positions of the robot.
In the first step of the control design when different control strategies have to be tested, we
simulated the whole system in Simulink. We used the PA10 kinematic model and we had to
develop a Simulink model of the yo-yo. The top level simulation scheme is shown in Figure

Fig. 23. Experimental setup (Mitsubishi PA10, vision system and force sensor)
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24. The main three blocks are the controller, the robot model and a special model of the yo-yo
(Žlajpah, 2006). As we want to move the robot end-effector only in the vertical direction the
z-axis motion (x and y positions are fixed to the initial values), we have to use a kinematic task
space controller. This subsystem can be easily composed by combining blocks in our Simulink
library as it is shown in Figure 25.
After the best control strategy has been verified using this simulation scheme, the next step is
to test the control when the sensor systems information is obtained via ethernet connection.
Therefore, we have developed a special yo-yo simulator, which receives the hand position
and sends the position of the yo-yo and the string force via ethernet connection using UDP
protocol (see Figure 28). The simulation scheme is the same except that instead of yo-yo
Simulink model, the corresponding UDP interface blocks are used (see Figures 26 and 27).

As the external yo-yo simulator is a real time simulator, also in Simulink real-time simulation
should be used. As the sampling frequency in this case is rather low (100 Hz for robot control
and 25Hz for vision system) and the computation time of the Simulink model is small enough,
we can use a special block for real-time synchronization.
Finally, when the designed control algorithms give satisfactory simulation results, we can test
the control strategy on a real system. In manipulator-in-the-loop simulation, the model of
the PA10 robot is replaced by the corresponding interface blocks. The position of the yo-yo
and the string force are now obtained from the vision system and force sensor using the same
interface as when the yo-yo simulator has been used. The corresponding scheme is shown
in Figures 29. From the top level scheme it can easily be seen that the controller part of the
system has not been changed and is the same as in the previous simulation schemes.
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4. Overview of simulation in different robotic fields

Robotics is very interdisciplinary, fast growing research field. Robots are introduced in various
areas and used for different tasks also the requirements for the simulation tools depend on
the particular application. However, all new applications, methodologies and technologies in
robotics share the requirement to simulate robot systems and the environment with sufficient
sophistication and accuracy. In the following, the role of the simulation tools in some robotic
fields is presented.

4.1 Off-line programming

The greatest advantage of robots is their flexibility, i.e. their ability to be rearranged for new
production tasks. Utilization of the robot’s flexibility presupposes the effective programming.
Robot can be programmed directly using the robot controller and other required equipment.
However, to overcome the limitation that requires floor presence for programming and if we
do not want that production equipment (robot and auxiliary devices) is not occupied during
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Fig. 30. Simulation of robot cell for the shoe finishing operations

programming the alternative is off-line programming. Off-line programming takes place on a
separate computer, usually in the office and it uses the models of the workcell including robots
and other devices that are used in the cell. Almost all commercially available industrial robots
are supported by the off-line programming systems (ABB, 2008; Kuka, 2008; MotoSim, 2008).
However, many other more general off-line programming systems are available for off-line
programming and simulation of workcells which are not dedicated to a certain robot family
(Easy-Rob, 2008; RobCAD, 1988; RobotWorks, 2008).
Using off-line programming systems robot programs can in most cases be created by the reuse
of existing CAD data so that the programming will be quick and effective. Additionally, the
robot programs are verified in simulation and any errors are corrected. For example, we have
developed a robot cell for shoe finishing operation (creaming, brushing, etc.) where the tra-
jectories have been generated using CAD data without considering the kinematic limitations
of the robot and collisions with the objects in the workspace of the robot. Using off-line simu-
lation these trajectories have been then verified and optimized before applied to the real robot
(Fig. 30).

4.2 Humanoid robots

Advances in humanoid robotics open new possibilities of introducing humanoid robots into
human environments. The goals of this emerging technology is that robots will work, assist,
entertain and cooperate with humans or do certain jobs instead of a human. The foundation
for these applications are control strategies and algorithms, sensory information and appropri-
ate models of robot and environment. Virtual worlds, dynamic walking and haptic interaction
are the topics addressed by researchers in this field (Hirukawa et al., 2003; Khatib et al., 2002;
NASA, 2008; Stilman & Kuffner, 2003).
As an example we show a simulation environment which allows the user to interactively con-
trol a virtual model of a humanoid (Stilman & Kuffner, 2003). Fig. 31 shows a humanoid
robot which is permitted to reconfigure the environment by moving obstacles and creating
free space for a path. The software components include modelling of the robot geometry and
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Fig. 31. Humanoid robot navigating among
movable obstacles

Fig. 32. Humanoid body falling due to grav-
ity.

kinematics, simulated stereo visual sensing, and motion planning. In addition, the simula-
tion environment serves as a graphical user interface for controlling the real robot hardware
interactively.
The next example considers the whole-body behaviours (Khatib et al., 2005). Fig. 32 illustrates
a virtual real-time simulation where a humanoid is falling under the effects of the gravity and
colliding with the floor at multiple contact points. The proposed control was implemented and
verified in a virtual environment that integrates multi-body dynamics, multi-robot control,
multi-contact multi-body resolution and haptic interaction for robot teleoperation.

4.3 Robotics in medicine

The modelling of deformable organs, planning and simulation of robotics procedures, safe
and real-time integration with augmented reality are the key topics in the field of robot as-
sisted surgery (Ève et al., 2004). Fig. 33 shows the interface of the software designed at INRIA
(Chir Robotics Medical Team) for the planning and simulation of robot assists surgical inter-
ventions. The simulator has the double aim of offering the surgeon a realistic environment to
develop good control over the robot, and of validating the suggested incision ports.

4.4 Mobile robotics

Mobile robotics is a complex research area in which many advanced technologies and open
research issues are combined all together. It is often difficult to master perfectly every technol-
ogy, and hence realistic simulations and fast prototyping of mobile robots help to reduce the
amount of time and hardware spent in developing mobile robotics applications. Moreover, the
simulation tools allow the researchers to focus on the most interesting parts of their robotics
projects and hence to achieve more advanced results. Especially, as mobile robots move out of
laboratories and into the hands of users it is required that the simulation tools provide an in-
tegrated development environment for specifying, evaluating and deploying robot missions
and it should allow non-expert users to specify robot missions in an easy way, e.g. using a
visual programming paradigm. Furthermore, integrated support for evaluating solutions via
simulation and finally deploying them on robots must also be available.
The Webots mobile robotics simulation software (Webots, 2005) provides you with a rapid
prototyping environment for modelling, programming and simulating mobile robots. The
included robot libraries enable you to transfer your control programs to many commercially
available real mobile robots. Figure 34 shows the simulation of Sony AIBO robot.
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Fig. 33. Simulation of robot assisted surgical interventions (INRIA — ChIR)

Fig. 34. Simulation of Sony Aibo ERS-7 in We-
bots simulator

Fig. 35. Simulated competition arena from
the Trinity College Fire Fighting Home Robot
Contest
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Fig. 36. Webots simulator: Simulation of Khepera robots

Rossum’s Playhouse is a modest, two-dimensional robot simulation intended to aid devel-
opers implementing control and navigation logic. It allows applications to build a data-
configurable robot which can interact with a simulated landscape or solve a virtual maze.
It is primarily a tool for programmers and other developers who are writing the software for
robotic applications. It can also be used as a testbed for algorithms and control logic. A num-
ber of developers are currently using the simulator to test and improve competition strategies
for small robots. Fig. 35 shows a maze-solving application in a known environment.
Some of the simulation programs are designed for special robots. A very popular mobile
robot used in research is Khepera and there are many simulation packages which support
this robot, like Webots (Michel, 2008) (Fig. 36) or Matlab based toolbox KiKS (Storm, 2008).
Another example is the EyeSim simulator (EyeSim, 2008). EyeSim is a multiple mobile robot
simulator that allows experimenting with EyeBot mobile robots. The user can test the same
unchanged programs that run on the real robots. In Fig. 37 a 3D scene representation of the
environment and robots in it is being shown, together with the views of active robots.
A special kind of mobile robots are biomimetic robots which borrow their structure and senses
from animals, such as insects. The most well-known early biomimetic robots were a cockroach
and a lobster. The research is aimed at developing new mobile robots that exhibit much greater
robustness in performance in unstructured environments than mobile robots with wheels.
These new robots will be substantially more compliant and stable than current robots, and
will take advantage of new developments in materials, fabrication technologies, sensors and
actuators. Applications will include autonomous or semi-autonomous tasks in an obstacle-
strewn ground or a sloshy ocean bay. Also here simulation plays an important role.
Fig. 38 shows a walking bug (Reichler & Delcomyn, 2000). The simulation system is able to
simulate anything from a single leg segment to an entire walking insect, including muscles,
sense organs, and the nervous control system. The user can enter the physical dimensions of
a single leg of an insect, place muscles and sense organs where they are known to be located
on the leg of a living insect, and study how the nervous system might use these components
to generate reflex movements produced by a stimulus applied to one of the sense organs. By
entering the physical dimensions of the entire body as well as all six legs, it is possible to study
the way in which the nervous system might generate coordinated walking under various
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Fig. 37. EyeSim simulator: EyeBots playing football

circumstances. The nervous system can also be emulated flexibly – as a single "controller" or
as a hierarchical chain of controllers, as desired.

4.5 Nanorobotics

The automation, control, and manufacturing of nanorobots is a challenging and very new
field. The design and the development of complex nanomechatronic systems with high per-
formance should be addressed via simulation to help pave the way for future applications of
nanorobots in biomedical engineering problems. Successful nanorobotic systems must be able
to respond efficiently in real time to change the aspects of microenvironments. Hence, sim-
ulation tools should not provide only animation or visualization, but should encounter also
physical characteristics of nanorobots and environment (Cavalcanti & Jr., 2005). Fig. 39 shows
the virtual environment which is inhabited by nanorobots, biomolecules, obstacles, and organ
inlets.

4.6 Space robotics

The behaviour of free-floating manipulators in space is different compared to the manipu-
lators “on ground” because they are not fixed, the gravity is negligible and due to the con-
servation of linear and angular momentum. This makes control and planning of robotic end
effector trajectories highly complicated (Dubowsky & Papadopoulos, 1993). The simulation
plays an important role in complex trajectory planning task especially as the space manipu-
lator can have more than conventional number of six degrees of freedom. Additionally, the
robotics simulation tools for space applications are designed also to meet the challenges of
astronaut and ground personnel training a well as providing a valuable tool for space op-
erations support. The simulator supports the critical tasks to be performed by astronauts,
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Fig. 38. A simulation of a walking insect

Fig. 39. View of simulator workspace showing the vessel wall with a grid texture, cells and
nanorobots

including payload handling, berthing and de-berthing. For that it has to provide real-time
high-fidelity simulation of the flexible dynamics performance of robotic arms and if necessary
also of astronauts, contact dynamics models, and 3D visual models have to support realistic
views generated by cameras in an operational and dynamic lighting environment that in-
cludes the production of split screen views. Fig. 40 shows a simulation of a humanoid robot
Robonaut in space. The Robonaut simulation has been developed to bridge a gap between
operations and development activities (NASA, 2008). The simulator matches the appearance,
kinematics and dynamics of Robonaut and serves as a platform to test new control theories
and configurations without having to use the real Robonaut or to construct new expensive
hardware. Another benefit of the simulation regards path planning. Now operators can test
arm motions on difficult tasks before actual operation of the robot, thus minimizing the risk
to the hardware.
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Fig. 40. The Robonaut simulator

5. Conclusion

The simulation is widely used in all fields of robotics from kinematics and dynamics to indus-
trial applications. Actually, advanced robot systems require sophisticated simulation tools
which can model accurately enough the physical world at a sufficient speed and allow the
user interaction. New challenges in the simulation of the robotic systems are multi-body dy-
namics that computes robot and object motions under the influence of external forces, fast
collision detection and contact determination, realistic visualization of the robot and environ-
ment, and haptic interaction. The advanced simulation tools are the foundation for the design
of sophisticated robot systems, for the application of robots in complex environments and
for the development of new control strategies and algorithms. The simulation being once a
tool for the analysis of a robot system and task planning, has become an open platform for
developing new robot systems. Not only that the modern simulation tools can simulate and
visualize the real world in a very realistic way, they allow to go beyond the reality. Namely, the
researchers may build experimental environments according to their own imagination, using
robots and technologies which are not available yet. In the end, we believe that the simulation
in robotics has reached a very important role and by using different simulation software, the
current and future capabilities of complex robotic systems can be significantly improved.

6. References

ABB (2008). RobotStudio 5, ABB, http://www.robotstudio.com/rs5/.
Alotto, G., Bona, B. & Calvelli, T. (2004). Prototyping Advanced Real-Time Robotic Controllers

on Linux RTAI Systems with Automatic Code Generation, Proceedings of International
Conference Mechatronics and Robotics 2004, Aachen, Germany.

Blender (2008). Blender: http://www.blender.org/.
Cavalcanti, A. & Jr., R. A. F. (2005). Nanorobotics Control Design: A Collective Behavior

Approach for Medicine, IEEE Transactions on NanoBioScience (2): 133 – 140.
Corke, P. I. (1996). A Robotics Toolbox for MATLAB, IEEE Robotics & Automation Magazine

3(1): 24 – 32.
Dubowsky, S. & Papadopoulos, E. (1993). The Kinematics, Dynamics, and Control of Free-

Flying and Free-Floating Space Robotic Systems, IEEE Trans. on Robotics and Automa-
tion, Special Issue on Space Robotics 9(5): 531 – 543.

Easy-Rob (2008). Easy-Rob, 3D Robot Simulation Tool, http://www.easy-rob.de/.

www.intechopen.com



Robot Simulation for Control Design 71

Ève, C.-M., Adhami, L., Mourgues, F. & Bantiche, O. (2004). Optimal planning of robotically
assisted heart surgery: Transfer precision in the operating room, International Journal
of Robotics Research (4): 539–548.

EyeSim (2008). EyeSim, EyeBot Simulator, http://robotics.ee.uwa.edu.au/eyebot/index.html.
Fenton, R. & Xi, F. (1994). Computational analysis of robot kinematics, dynamics, and con-

trolusing the algebra of rotations, IEEE Trans. on Systems, Man, Cybernetics (6): 936 –
942.
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