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1. Introduction    

State of the art automotive systems have become extremely complex in terms of 
functionality, system architecture and implementation. These systems consist of significant 
portions of embedded software as well, running in excess of millions of lines of C code. 
Given such enormous complexities it is never an easy task to verify their functional 
correctness. Traditional simulation based validation schemes cannot hope to cover the entire 
specification domain of such a system, as creating test cases to cover all the different corner 
cases of functional behaviour is extremely difficult. The number of such test cases can be 
extremely large; it is typically a manual process, at best. Moreover, the time taken to run all 
the test cases to verify the complete system under all possible scenarios, environmental 
constraints and input conditions will be inordinately large. This can strongly impact the 
system design and implementation turn-around-time, thereby reducing the window of 
opportunity in the market for the product. The amount of complex components being 
integrated into main stream automotive systems is continuously on the rise, latest being 
MEMS based sensor components. These MEMS components are becoming a part and parcel 
of modern automotive electronics systems, ranging from dynamic vehicle performance 
systems and safety systems to, infotainment and other accessories. To illustrate an example, 
the heart of any modern automotive engine cruise control (ACC) system includes MEMS 
based sensors, such as, accelerometers and gyroscopes.  The verification of such MEMS 
components is, in general, hard and difficult, and their integration into a hybrid system 
exacerbates an already complex hybrid system verification challenge. 
Formal analysis of hybrid systems integrating MEMS components, such as sensors, requires 
their models to be comprehended and integrated into the model of the hybrid system itself. 
While the cruise control behaviour is primarily discrete, the MEMS sensor behaviour is 
continuous and highly non-linear. Thus, a system designer will need to validate, both, the 
discrete time and the continuous time behaviour in any such hybrid system. The single 
largest challenge in the verification of such hybrid systems lies in appropriately modelling 
individual components and integrating them within a single verification framework. 
Another strong motivation in employing formal verification for the validation of hybrid 
systems, also, is to circumvent the well known drawbacks inherent in a simulation based 
validation approach.  In the domain of discrete time formal verification, a wide range of 
commercial tools exist which have matured with an increasingly large user base. These 
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tools, however, are incapable of validating traditional hybrid systems, let alone, hybrid 
systems integrating MEMS based sensor components. In this chapter, we first present the 
complexity inherent in hybrid systems and then show how formal verification can be 
employed to verify them.  

2. Advances in automotive systems 

Advances in automotive electronics have triggered large scale integration of myriad features 
for all categories of vehicles. The two fundamental vectors of feature development include 
safety and passenger comfort. These features can be further classified based on their means 
of integration, viz., passive and active. While the passive features amount to pre-installed 
and pre-verified components, each active feature needs a continuous sampling of ambient 
conditions and based on the condition, feedback actions are taken by the vehicular 
controller. All these features hence also require processing capabilities much higher than 
requirements needed in the past. Some of the active mode examples include integrated park 
and lane assistant, cruise control, climate control, etc. 
Advent of these new features also brings to the horizon, the challenge of modelling and 
analyzing new types of sensors to support these features. We focus on one such type: the 
MEMS based sensors. The computational complexity of modelling MEMS components, 
increases manifolds as one needs to solve or model non-linear partial differential equations 
(PDE) to accurately capture the sensor characteristics.  
This chapter attempts to address the challenges posed by integration of these components 
into mainstream VLSI systems and their verification. The chapter helps the reader to 
appreciate the nuances of verification methodologies and propose recipes to formally verify 
computationally complex hybrid automotive systems. A methodology is described, based 
on transformation techniques that can be deployed to solve these problems. We introduce 
Simulink-Stateflow based modelling and verification platform [1], as shown in Figure 1.  
The figure explains how the continuous and discrete time systems interact together in a 
Matlab based environment. It is shown how this can be used to integrate some of the 
complex MEMS based components into mainstream VLSI systems. We also introduce the 
reader to CheckMate, a formal analysis software tool available in public domain. Simulation 
traces from Simulink-Stateflow framework are used in the formal analysis engine present in 
CheckMate, instead of being derived implicitly by numerical integration, or explicitly by 
transformation based approaches.  
To illustrate this approach, we choose one representative real life control system, fairly 
popular, from the automotive hybrid system space. This hybrid system directly interfaces 
with a MEMS based gyroscope used as a speed sensor. We then deploy our proposed 
approach to perform a formal analysis of the MEMS integrated ACC system (MIACCS). We 
model the adaptive cruise control system in a traditional simulation framework, and then 
proceed to build a formal analysis framework for the same system. The chapter is divided 
into the following sections. Section 2 introduces the reader to the state of the art in hybrid 
formal verification methodologies. Section 3 explains about the transformation based 
techniques for formal analysis. We discuss formal analysis platforms in Section 4 and 
introduce the reader to one of them in Section 5 viz. CheckMate, which works on Simulink-
Stateflow (SSF) based system. SSF based methods are the most widely used platforms across 
the industry for hybrid and real time system. Finally we illustrate the approach with the 
case of a MEMS based adaptive cruise control system in Section 6 and through 8. 
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Fig. 1. Simulink Stateflow Platform 

3. Hybrid verification methodologies: past, present & future 

3.1 Introduction to hybrid formal analysis 

Specifically the very low Defective Parts Per Million (DPPM) requirements to meet the 
stringent automotive fail safety norms and standards, poses new hurdles and therefore 
newer challenges to overcome them. Thus, it has become a topic of active research in the 
recent past [2] [3] [4]. Present generation, state of art automobiles, use MEMS based sensors 
for measurement of different vehicular parameters [5]. Given the fact that, verification of 
such mainstream automotive control systems need to be based on formal approaches, 
validation of system behaviour integrating such MEMs components, results in additional 
complexities. A hybrid system, typically, includes both discrete and continuous time 
components. To analyze hybrid systems, consisting of, both, discrete behaviour and 
continuous behaviour components, it becomes necessary to partition these distinct 
functional behaviours and use specialized analysis engines to target each behaviour domain. 
A typical hybrid system formulation is shown in Figure 2. First of all, there needs to exist a 
grammar to formally describe the hybrid system. A given hybrid system is then partitioned 
into its representative discrete and continuous time systems. Both these partitions are 
individually solved through their respective solvers. Continuous time solvers include 
symbolic analysis based solvers, while discrete time solutions can be obtained through 
traditional graph traversal based methods. Finally both these solutions are integrated by 
interleaving of variable, at each time step of computation. Decision to change a state is taken 
based on corresponding conditions being satisfied to trigger these changes. 
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Fig. 2. Formal Verification Flow for Hybrid Systems 

For a detailed introduction to the timed and hybrid automata interested readers are referred 
to [6] and [7]. A discrete time variable needs to be identified and then used to sample the 
system behaviour in temporal space. After each time step, the system state is determined 
and the state equations are solved.  Changes in the state of the system are then evaluated 
based on state values and guards corresponding to the transition edges of the automata. The 
continuous time system formulation is thus, analyzed through time- discretisation and then 
solved through numerical routines based on Runge-Kutta or Newton-Raphson methods for 
non-linear dynamic functions [8]. A time discretisation step is followed by linearization of 
non-integer functions. For each time step, the continuous time domain state variables are 
concurrently analyzed with the discrete time variables to determine the reachability of the 
state space of the hybrid system needed to establish truth validity of the safety properties. 
These terms are explained in later in Section 3.2. Thus, the overall model checking 
methodology is based on progression in the time domain. Figure 3 illustrates the above 
methodology. 

2.2 Formal analysis of timed automata 

The concept of timed automata is illustrated to the reader by a simple example of a 

temperature controller. A diagram of a temperature controller is shown in Figure 4a. The 

controller has two states viz. ON and OFF. The controller enters into the initial ON state 

with the temperature variable x being initialized to the room temperature Troom. The 

controller switches the heater which increases the temperature with a linear rate until the 

temperature attains an upper bound. The heater is cut-off by the controller and the system 

cools down with a rate given by the differential equation shown in the OFF state (Figure 4b). 
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Fig. 3. Formal Verification Flow for Timed Automaton 

State equations can be solved using Laplace transforms as follows: 
ON STATE: 

 ( )
dx

t
dt

φ=  (1) 

 
1

( ) ( )X s s
s
φ=  (2) 

 ( ) ( )x t t Cφ= +  (3) 

OFF STATE: 

 ( )
dx

x f t
dt

α+ =  (4) 

 ( ) ( ) ( )sX s X s F sα+ =  (5) 

 
( )

( )
F s

X s
s α

=
+

 (6) 

 ( ) ( )tx t e f t Cα−= +  (7) 

It can also be seen that for a class of rational polynomials, there exists a simple partial 
fraction decomposition which simplifies the Inverse Laplace Transform computation. 
Equations (3) and (7) are exact functions with respect to the time variable. Thus, exact values 
of these functions corresponding to each dynamic state variable (for example, temperature) 
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Fig. 4.a State Transition Graph of Temperature Controller 

 

Fig. 4.b System Response 

at different time points can be easily and exactly computed to determine the set of reachable 
states. The steady state solution space, which is also the reachable state space, is shown in 
Figure 4b.  The reachable state space varies with the parameters Φ and  present in the 
differential equations. The reader should note that, for this parameterized reachable state 
space corresponding to the temperature variable, constraint solvers need to be deployed to 
prove the specification correctness. 

3. Transformation based formal analysis 

State of the art methods of formal analysis are based on timed or hybrid automata.  
There also exists a symbolic analytical method, for the solution of system description. If an 
analytical model can be obtained based on exact modeling, it can provide potential 
computational benefits. Hence let us explore solving linear differential equations 
symbolically through Laplace transforms instead of simulation. We can transform the state 
equations in the time domain and then solve the set of algebraic equations on them through 
the well known method of pole residue decomposition of transfer functions. The solutions 
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in the original time domain obtained through inverse Laplace transforms are then bound, 
based on the constraints imposed on the corresponding differential equations. Constraint 
solvers can be used to solve for these bounds and establish the truth of the properties.  

3.1 Partial decomposition based solution 

Let us know look at a simple nth order linear differential equation and assume it to be a part 
of the continuous time system. Let us also assume all state equations to be defined by linear 
differential equations. The equations will be of the standard form:  

 
1

1 1 01
... ( )

n n

n nn n

d x d x dx
A A A A x f t

dtdt dt

−

− −+ + + + =  (8) 

The time domain differential equation is re-written as the following: 

 1 1 1 0( ... ) ( )n n n nA D A D A D A x f t− −+ + + + =   (9) 

Here D is the differential operator. Transforming the time domain equation in (8)-(9) into 
the frequency domain through Laplace transform, we arrive at the following equation: 

 1
1 1( ... ) ( ) ( )n n

n nA s A s A s X s F s−
−+ + + =  (10) 

 
1

1 1

( )
( )

...n n
n n

F s
X s

A s A s A s−
−

=
+ + +

 (11) 

Assuming X(s) can be transformed into a rational polynomial of the type A(s)/B(s), regular 
polynomial packages like MatlabTM or Octave can be used to convert this rational 
polynomial into the pole/residue form. The characteristic equation can be re-written as: 

 ( ) i

i i

z
X s R

s p
= +

+∑  (12)                          

The time domain solution to (12) can be written as: 

 ( ) ip t
i

i

x t z e=∑  (13) 

Simple Matlab/Octave routines can be used to solve a variety of rational polynomials. The 
reader can try many of such combinations. This approach can be rendered into a simple 
automated flow which invokes math solvers to solve the standard pole-zero decomposition 
problems. Using these computed poles and residues it is easy to derive the time domain 
response of the dynamic components in a hybrid system.  

3.2 Constraint formulation and truth validation 
Let us now look at the constraint formulation mechanism used in the context of the above 
example. 
We need to formally state the property to be verified. It can be formally described as a 
constraint. However we need a formal language to describe this constraint. One can imagine 
a domain space corresponding to the span of a specified property. We call this the constraint 
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space. The constraint space needs to be intersected with the reachable state space (or the 
solution space) of the state variables obtained by approaches based on Laplace transforms or 
by numerical integration of differential equations. If the constraint property space subsumes 
the reachable state space, the correctness of the controller behaviour is established on its 
formal model. The solution space of the state variable and the property to be checked can be 
represented as:  

⎪
⎩

⎪
⎨

⎧

∈
∈
∈

=

33

22

11

);(

);(

);(

)(

DttX

DttX

DttX

tX

 

(14)

The set 1 2 3D D D∪ ∪  provides the complete time domain region of operation of the system. 

Let, for all specification Si the constraint space for its corresponding property be Pi. The 

objective is to obtain the region of intersection of iP and ( )X t . For the temperature controller 

discussed earlier, we explain the constraint analysis methodology. Let us define three 
properties; that describe three different safety requirements of the controller in example 
which we mentioned previously:   

• Temperature of the system remains between [ ] / 2upper lowerT T+ and lowerT . 

• The Temperature of the system is always below Tupper. 

• The Temperature of the system is always between 300C and   Troom. (Where Tupper>300C 
and Troom<Tlower) 

In other words the above three properties can be specified as a part of functional 
specification of the hybrid system. The functionality of the implemented controller should 
ensure that these specifications are met. The specifications can be transformed into 
mathematical inequalities or constraints as shown in the  
 

S/N Functional Spec Controller Specifications 

1 ( ) [ ] / 2lower upper lowerT X t T T< < +  ( )lower upperT x t T< <  

2 ( ) upperX t T<  ( )lower upperT x t T< <  

3 ( ) 300; 300 & &room upper room lowerT x t T T T< < > <  ( )lower upperT x t T< <  

TABLE I 

A simple method as mentioned above is to formulate the solution surface of the constraints 
and evaluate the intersection. Solutions that can be incorporated in 2 or 3-dimensional 
surfaces can be very easily visualized. The solution surface for the properties in Table I can 
be illustrated as shown in Figure 5. It can be easily noted that the functional specification 1 is 
not satisfied as the controller specification does not bound the corresponding property. This 
results in a failure of the property to meat the desired specification. 

4. Hybrid analysis platforms 

Let us progress to the next level, where we now discuss the complexities involved with 
ordinary and partial differential equations, and see how we can tackle them. We assume 
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Fig. 5. Steady State System Temperature Response Domains 

that the reader is fairly well aware about the basics of differential equations. Analysis of the 
continuous time domain behaviour modelled by Ordinary/Partial Differential Equations 
(O/PDE) can be solved by using a Linear Program Solver such as, LP Solver [9] for 
obtaining the state space solutions and discrete event solvers like SAT solvers [10] for 
discrete state transitions. In addition, to render the analysis formal, a reasoning engine to 
interpret the correctness of the behaviour of system implementation against the specified set 
of formal properties is needed. A fully automated approach would the golden ideal; 
however, even for the simplest hybrid system with linear behaviour, it has been 
theoretically proven that establishing the truth value of properties captured in a first order 
logic on real numbers is un-decidable and NP-hard [11-13] . Therefore, several automated 
approaches which are inexact or approximate [14,15,16,17] and other non-automated 
approaches, based on theorem proving, requiring user inputs to drive the formal analysis 
[18, 19]; have arisen to tackle the intrinsic complexity inherent in hybrid systems. The 
presence of components like MEMS based sensors renders the formal analysis even harder, 
with their dynamic behaviour being modelled and described only by higher order non-
linear partial differential equations (NL-PDEs). It is well known that behavioural models 
based on higher order non-linear partial differential equations are not amenable to pure 
formal analysis [2].  
At the same time, a complete system level analysis suite based purely on simulation 
approaches for hybrid systems with such components leads to unacceptably high run times, 
in order to cover every possible combination of corner case behaviours due to internal 
interactions within system components and external interactions with the system 
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environment. While, detailed analysis of MEMs structures can be performed by finite 
element based approaches, carried out within respective energy domains of corresponding 
sub-systems [20], integrating such analysis framework for system level formal analysis 
results in huge computational bottlenecks [2].  Symbolic simulation methods are an 
alternative and can replace traditional simulation [21]. These are being increasingly used in 
many domains for system validation, where, an analytical solution of the system is achieved 
through symbolic analysis using solvers of various types [21].  Truth decidability in these 
cases becomes a computationally difficult task due to the infinite cardinality of the state 
spaces of the continuous dynamical systems. The authors of [21] give the family of linear 
differential equations with a decidable reachability problem, by symbolically computing the 
reachable state sets by posing it as a quantifier elimination problem in the decidable theory 
of reals. Public domain quantifier elimination tools such as REDLOG ([22]) and QEPCAD 
([23]) implement these approaches and have been used in symbolic verification of hybrid 
systems. As discussed earlier, real life hybrid systems, however, require complex linear and 
non-linear differential equations to model their dynamic behaviour, thereby rendering 
symbolic approaches computationally expensive. Reachable state sets for these systems are 
computed approximately, using numerical methods based on time step integration of 
differential equations to contain the complexity in computing the exact reachable state sets. 
This approximate computation is either based on polyhedra, or level sets, or ellipsoids [24], 
[25], [26] and [27]. In [3], the authors explore new algorithms for accurate event detection for 
simulation based reachability analysis and abstraction methods. The advantages of 
transformation based approaches discussed earlier in Section 3, to alleviate problems arising 
out of misses in the detection of important system behaviour events can be easily seen. This 
helps in decreased computational overheads arising from numerical integration, accurate 
event detection and, therefore, increased robustness in formal analysis of hybrid system 
behaviour. It is easy to see that the analytical form of the proposed approach also, makes it 
amenable towards computation of approximate reachable state sets, needed for automated 
formal analysis. While the technique based on transformation approaches is appealing for 
analyzing hybrid system components described behaviourally by linear differential 
equations, it is inappropriate for MEMS based components described by non-linear PDEs, 
which may not even have an analytical solution describing their behavior. However, it is 
possible to obtain approximate analytical models for some of the MEMS based components, 
such as, gyroscopes, which involve a single convolution operation in either the time or 
frequency domains. Even this is computationally expensive for formal analysis. Some of 
these simulation complexity aspects of MEMS components have been described in [32]. 

5. Introduction to CheckMate  

In this section we give a very brief introduction to CheckMate [27], a public domain tool 
from CMU. CheckMate can be employed to verify hybrid systems modeled as hybrid 
automata, either formally using model checking, or through a simulation mechanism. This 
solution is built on the very popular Simulink/Stateflow Framework (SSF) from Mathworks, 
widely accepted both in the academia and the industry. CheckMate supports three 
important custom SSF blocks, viz., Switched Continuous System Block (SCSB), Polyhedral 
Threshold Block (PTHB), and Finite State Machine Block (FSMB). A hybrid system is 
modeled primarily using these three blocks. CheckMate, however, supports a few other 
blocks present in SSF.  
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A SCSB is used to define the system continuous dynamics in terms of first order differential 
equations. A PTHB generates events whenever the system crosses a specified threshold 
described in terms of a linear constraint. This generated event is used as an input to the 
FSMB to trigger transitions from one state to another. Based on the sink state of a transition 
edge that is reached, the SCSB block on reaching that state generates the continuous state 
trajectory using the dynamics corresponding to that state.  
Verification is performed using three distinct phases. In the first phase, it allows verification 
of the hybrid system using traditional simulation based on numerical integration, as 
supported in SSF. Thus, CheckMate models can be simulated in a manner similar to any 
other general SSF model. In the next phase, Explore, beginning with the initial location of 
the hybrid automata, it checks whether each simulation trajectory, starting with different 
initial conditions corresponding to the set of corner vertices in the convex polytope initial 
continuous set, satisfies a given formal property specified as an ACTL formula. It informs 
the user in case of any violation. In the third and final phase, Verify, CheckMate performs 
formal verification. 

6. Adaptive Cruise Control system: a case study 

The concept of adaptive cruise control (ACC) system has been developed to aid vehicular 
traffic on highways. It is an automatic closed loop system, through which a driver during a 
long drive, can volitionally transfer control to an intelligent vehicular controller system. 
Figure 6 illustrates a speed control mechanism used in automobiles. A MEMS sensor viz. a 
gyroscope is attached at the wheel base to provide details on the vehicular speed. Speed and 
proximity sensors are also installed at the front and rear end of the vehicle to continuously 
monitor the speed and distance of the vehicle ahead and behind. All these details are then 
sampled by engine controller to take a suitable course of action for the vehicle. 
 

 

Fig. 6. Closed Loop Vehicular Speed Control 

The vehicular control is marked by a closed loop control chain, which is executed in a 
continuous polling mode. This system is primarily a state machine, which is designed to 
translate the nature of the traffic conditions into a vehicular and generate an action for each 
state. The action is again governed by the parameters of highway control viz. speed limits, 
minimum proximity etc. Figure 7 describes the state transition graph for the ACC system. 
The system behaviour consists of four states, viz, 'HALT', 'ACCELARATE', 'CRUISE' and 
'RETARD'. The variables Xp (for proximity to the front vehicle) and V (for speed) govern the 
assignments to different states and the transitions between these states. The engine 
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Fig. 7. ACC State Transition Graph 

controller samples these states and accordingly sends control signals to various automotive 

peripheral subsystems to act. These functional tasks include acceleration, retardation or 

maintaining constant speed of the vehicle. The sensors on the vehicle, keep polling for front 

and rear vehicular proximity for a continuous update of system state. 

7. Introduction to gyroscope model 

This section provides an introduction to analysis and modeling of a gyroscope. Gyroscope is 

a device that is used to measure the angular velocity of a system. It primarily uses the 

concept of Coriolis force, to translate angular motion to linear motion detection, which is 

captured in the form of capacitance variation in measurements. The reader is encouraged to 

look into basic text books [28] [29] applied mechanics and MEMS [30] to understand the 

concepts of mechanical motion and gyroscope basics. [20] provides a very good summary 

paper for design and analysis of micromechanical gyroscope. For the clarity of the reader 

and completeness of the subject, we present a very basic analytical overview of the 

gyroscope. Figure 8 shows a mathematical model of a gyroscope and its Simulink 

representation. 

A gyroscope can be abstracted as a simple set of coupled differential equations whose 
output can be equated to a capacitance equivalent to the angular velocity.  The reader 
should note that, simple as it seems, there exists a fundamental difference between this 
model and most other models based on differential equations. The conventional models 
would utilize Laplace transform so that the convolution operations in time domain translate 
to multiplication operation in the frequency domain, thus, resulting in simpler 
computations. However in the case of gyroscopes, there exist both multiplication and 
convolution operation in both time and frequency domains. Hence a simplified computation 
is not possible. The reader is encouraged to explore options to simplify this computationally 
challenging problem. In this case we resort to a simplified time domain based simulation 
approach through Simulink. 
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Fig. 8. Gyroscope Model [20] & Simulink Representation 

8. Formal verification of ACC system 

8.1 Planning the models 

Let us first explore how the given system can be casted into the Check Mate framework. It is 
assumed that the reader is well aware of the Simulink and Stateflow tools. It is a fairly 
simple task to translate the ACC system requirements into an SSF diagram. These tasks 
today are routine for practicing system design engineers who program in 
Simulink/Stateflow in Matlab. The state transition graph of the ACC state machine (FSM) 
can be added as is, into the Stateflow system of Matlab. For each state in the hybrid 
automata, there is a need to associate, a real time Simulink model, which continuously 
modifies the state variables of the system. At each time step during the temporal evaluation 
of the hybrid system, based on state specific behaviour, conditions associated with each 
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transition edge are evaluated. An illustration of the same is shown in Figure 9. Simulink 
representation of a real time system involves simple hook up of maths based models, which 
are either user created or linked Simulink library instantiations. Similarly Stateflow 
diagrams can also be easily created through templates available in the Matlab framework. 
Reader can go through standard Matlab help manuals and tutorials to get a better grasp of 
these basics. The differential equation pertaining to each state can be easily modelled by 
Simulink modules. Figure 10 illustrates the integrated ACC system, with assumptions upon 
availability of the sensor inputs through direct means. Now let us look at the ACC system in 
more detail. Figure 7 represents its state transition graph. 
 

 

Fig. 9. Representation of a Simulink State flow system 

This same representation has been cast into the system shown in Figure 10. Each state 
shown in the figure, models a real time differential equation defining that state. A switch 
multiplexes the activation of the state equation in time domain depending on the state 
decision. The Stateflow sub-box shown in the figure generates the control signal for the 
switch. This sub-box models the ACC transition graph. This implementation forms one of 
the simplest representations of an integrated Simulink-Stateflow system. The reader should 
again keep in mind that this system still does not include the sensor model into the overall 
model of the ACC system. Notably there are two points to mention. Firstly, there exists a 
sensor (not shown in the state transition graph), which senses the vehicular velocity, later 
processed by the controller. The need for the integration of the sensor into the main ACC 
system arises because due to the fact that, there exists error in measurements taken at the 
sensor output of the sensor, which may not be accounted into the error-analysis of the 
formal analysis model. The integration of the sensor helps solve this problem. Secondly, the 
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sensor processing and the ACC system processing time steps are the same in a Matlab based 
setup. Hence within the framework of a single discrete event solver, one cannot freeze the 
simulation time step against the other. This problem is illustrated in Figure 11. As the case in 
our example, we cannot freeze the ACC system time step progression and wait for the 
sensor to provide an event signalling completion. However the current versions of the 
Matlab solvers do not address this requirement. Working within the Matlab setup, can pose 
challenges, which need not even be addressed. A work around to this problem involves 
translating one of the time variables to static. In other words, if we can characterize the 
sensor model, not only can we account the model into the framework, but also perform a 
formal analysis with respect to the correctness of the sensor functionality.  
 

 

Fig. 10. Representation of an ACC System. 
 

 
 

Fig. 11. Multiple Time Discretisation Stack Requirements 
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8.2 CheckMate model of ACC system 

We now introduce the CheckMate modeling environment. A basic introduction has already 
been provided to the reader. In this section, we illustrate how a Simulink-Stateflow based 
system can be translated into a CheckMate model. The reader should note that the 
CheckMate model consists of a restricted set of the larger Simulink-Stateflow system. 
However the way the same system is represented, is in a different format. The first step to 
translation lies in transforming the Stateflow part of the SSF model into a combination of a 
state machine and a SCSB model in the CheckMate system. The SCSB model is a 
mathematical equivalent to the switch in the real time system. The second step then 
translates each guard condition on outgoing transition edges corresponding to a state into a 
PTB block. Figure 12 and 13 show the ACC model in CheckMate. The diagram shows the 
PTHB modules used in modeling all the state transitions. The reader is encouraged to go 
through reference [33] that illustrates the formal verification approach to the validation of 
MEMS based hybrid systems.  

 

Fig. 12. State Flow Representation of ACC System in Matlab 

The specification of the ACC system can then be validated in the SSF model through time 
domain simulation method. These specifications can be captured as a set of properties, 
which we then formally verify in CheckMate. The sensor model in SSF uses several 
continuous time domain dynamic components that do not belong to the set of dynamic 
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components allowed by CheckMate. This along with the multiple time step requirements 
leads one to explore an alternative method to integrate a MEMS sensor into the hybrid 
system. 
 

 
Fig. 13. Check Mate Representation of ACC System 

8.3 Integrating sensors 

Let us now devote ourselves to the task of integrating a component like a MEMS sensor. We 
have already discussed in Section 8.1 our reasons for searching for an alternative method to 
integrate real time sensors. In our case this is the MEMS gyroscope model. The standard SSF 
model of a gyroscope uses several continuous time domain dynamic components which do 
not belong to the set allowed by CheckMate. There are two methods possible to approach 
this problem. First method shown in Figure 14 is to build an independent interrupt driven 
discrete time solver solution.  
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Fig. 14. An Independent Interrupt driven Solver Solution Approach 

The second method consists of characterising the time domain behaviour of the sensor and 

capturing this behaviour as an empirical model. The empirical model can be implemented 

as a simple look-up-table (LUT) which can be easily interpolated (or extrapolated) as per the 

input conditions in the field. The data-points for the LUT can be obtained for a range of 

velocity values by carrying out dynamic simulation on an exact macro-model of the MEMS 

gyroscope in the SSF framework (Figure 7). To integrate this empirical LUT model of the 

MEMS gyroscope, it is necessary to make changes in its implementation code. We can access 

the LUT model through function calls in CheckMate to get the desired outputs and thereby 

obtain the continuous time trajectories needed for formal analysis. For non-sensor based 

systems, where there are no multiple time step requirements, we can also use a simulation 

approach and integrate it with the main system solver. 

Readers should note that an LUT based approach will have a limited reach as a solution 
approach. It is clear that this approach cannot be used for general hybrid systems having 
dynamic components described with a system of strongly non-linear differential-algebraic 
equations, as in analog mixed signal design blocks. We can also look at using the exact 
simulation traces available from the general model in SSF. However they cannot be applied 
to real time sensor models due to reasons discussed earlier. For other real time components, 
the exact simulation traces enable the Explore and the Verify phase to construct accurate 
flow-pipes, and generate better approximations to these flow-pipes. This is illustrated in 
Figure 15. The method provides an alternative path to choose between a Simulink or a 
formal Checkmate model used in the computation. However for simplicity sake, let us 
restrict ourselves to the LUT based approach. 
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Fig. 15. Hybrid Component Integration Approaches 

Figure 15 also includes the LUT macro-model between the switched dynamic block and the 

PTHB modules. A restriction imposed by CheckMate is that for formal analysis it assumes a 

hybrid system to be closed. In other words it needs to be a closed loop system. The ACC 

system model can easily be seen to be open with respect to the velocity of the leading 

vehicle VL. This is because the control actions in the hybrid automata of the ACC system, 

depends on the behaviour of the leading vehicle resulting from changes in its velocity VL. 

Regular SSF framework allows modelling of an open hybrid systems. However, it needs 

some effort to model this in CheckMate. We can model such a scenario by addition of a 

redundant equation in terms of VL, VT and proximity (Xp) in which we render VL as a 

parameter (VT and Xp as the closed system state variables).The equation used is, 

( )L T pR V V dt X= − =∫ . 

8.4 Verifying the specification properties 

Let us now look at some of the controller specifications to be formally analysed: 
 

P1: The tracking vehicle should never retard above Xcru. 
P2: The tracking vehicle should never accelerate when Xp < Xhalt. 
P3: The tracking vehicle should not cruise when Xp < Xcru. 
P4: The value of proximity Xp in all states will be always greater than 0. 
P5: For Xp < Xhalt tracking vehicle is always in the HALT state. 
P6: When Xp > Xcru tracking vehicle never goes to the HALT state. 
P7: When V > Vm and Xp > Xcru and tracking vehicle is always in the CRUISE state. 

 

The ACC model without the MEMS gyroscope block can be easily verified using 
CheckMate. Adding the sensor block causes CheckMate to report non-compliance. In the 
STG (State Transition Graph) of the hybrid automata, five states have been used. The output 
values of the state-space variables from a previous state become the initial values for the 
next state continuous dynamics. To get the velocity value of the tracking vehicle to be zero 
before entering the halt state, we can add an intermediate state where the velocity is brought 
down to zero.  The properties can be represented through ACTL. The same properties can 
also be verified by simulation. These results are shown in Figure 16. 
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Fig. 16. SSF output of ACC model for different properties 

9. Conclusions 

In this chapter we give a brief introduction the reader on the basics of formal verification of 
hybrid systems, which are primarily targeted for automotive systems. CheckMate based 
approach has been introduced to explore other available hybrid system design and 
verification frameworks for analysing hybrid system implementation. The reader is then 
walked through a case study of an adaptive cruise control system, which contains a MEMS 
based velocity sensor. After reading this chapter, the reader should be able to plan a hybrid 
system formal analysis platform and apply various methods to integrate complex sensors 
and other complex real time components. 
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