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1 Introduction

Software engineering consists of multiple different parts. Analysis of requirements,
design, coding, verification, and testing are the areas of software development. In
contrast, maintenance and installation are considered to be the responsibility of
software operation [1]. In total, three parts of the software lifecycle are classified
under software operation; deployment, operation, and maintenance. DevOps is a
methodology that is used to describe the joining of development and operations
work and the management of software delivery with multiple methods such as using
automated delivery pipelines [2].

Most university students are taught software development with their studies in com-
puter science. As such, they have a solid understanding of the ecosystems used in
creating software. However, even though the most recent ACM Curricula recommen-
dation for computer science also includes deployment, operation, and maintenance
as part of software engineering [3], the operations part often receives little focus.
This lack of attention is visible also in the ACM Curricula recommendation: course
examples in the recommendation seem to be missing deployment, operation, and
maintenance of software.

This problem has been identified at the University of Helsinki as well. The curricu-
lum at the University of Helsinki contains software engineering education for aspiring
developers. Nevertheless, learning the operations side has been mostly left as a per-
sonal responsibility of the student, who is expected to either attend optional courses
or learn about the topic on their own. Such a situation where relevant toolchains
are poorly included in the curriculum has also been reported elsewhere [4].

Aiming to bridge the gap between development and operations, DevOps brings the
three missing practices from ACM curricula closer to development. Integrating
DevOps education into the university curricula is seen as a potential method of
introducing the operations work to students. Teaching DevOps is challenging as
it is crossing between boundaries of traditional computer science courses offered at
universities, and requiring both development and operations expertise [5]. These
practices that DevOps covers may also be challenging to learn for students in the
constraints of a course.
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1.1 Research questions

The research questions emerged from the challenges of teaching DevOps practices.
As a part of this work, a new course was created that focuses on containerization
with a tool called Docker. Also, as part of the course design process, the course was
iterated upon to improve on areas in which students have difficulties. Finally, an
inspection into the course and its attendees via various methods was conducted to
solve the research questions. Overall, this process highlighted the possible challenges
of implementing a compulsory course into the curricula.

• RQ0: How are skills related to DevOps taught now?

• RQ1: What are the prerequisites to start learning containerization as a De-
vOps practice in university?

• RQ2: What kinds of exercises can be offered to students to enforce learning
DevOps practices?

• RQ3: What are the core challenges for students when learning DevOps prac-
tices?

To answer RQ0 the current state of education related to DevOps at the University
of Helsinki was analyzed. The lack of operations education has been identified in a
previous analysis of the curriculum [4].

To answer RQ1 data was gathered from the course attendees before, during, and
after the course via various methods. These include personal communication from
attendees of the first instances and two surveys during the final instance of the
course. During the initial design phase of the course, prerequisites were constructed
from personal experience of the technologies involved and the current curriculum.

For the RQ2 and for the design phase of the course, it was essential to look into
methods used in teaching in general. Instructional scaffolding is used as the primary
method; students are first instructed to do simple tasks until they are capable of
applying the learned skills to solve more complex problems [6]. During the course,
the student feedback was taken into consideration. The course was iterated upon
to reach conclusions on the types of exercises that were better for the students and
their learning outcomes.

For the RQ3 students were given a chance to give feedback during and after the
course. A survey at the end of the course encouraged attendees to describe which
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exercises were the hardest for them. The most challenging exercises and subjects
were revealed by the the survey answers. As the course had multiple instances, there
were also opportunities to interview a small subset of students that participated in
workshops to gain help with the exercises. These students’ feedback was used to
iterate the course between instances hoping to improve on the existing examples and
material.

1.2 Thesis structure

The next chapter will present a review of the contents and a definition of DevOps.
This review is done to inspect the possible methods of teaching DevOps via the
DevOps practices and to narrow it into a course format. The third chapter will
focus on the overall teaching of DevOps by starting with an analysis of the existing
education at the University of Helsinki as a form of initial problem analysis to
answer RQ0. The third chapter also depicts a new course teaching DevOps tools,
that was designed as part of the thesis progress and released in the University of
Helsinki. The fourth chapter introduces the methods used to answer the rest of
the research questions and the design iteration of the course. After which the fifth
chapter presents the finalized results. The sixth chapter contains discussion based
on the results, and in the last chapter are the conclusions.
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2 Software engineering and DevOps

Software engineering is a discipline that encompasses all phases of the lifecycle of
a software system, including requirements elicitation, analysis, and specification;
design; construction; verification and validation; deployment; and operation and
maintenance [3]. The phases split into two different groups: software development
and software operations. Software operations encompass the later phases of the
software lifecycle after development [1].

DevOps has numerous definitions, and its definers have different views that have led
to a meta-analysis on the definition. A systematic mapping study by Jabbari et al.
offers a comprehensive definition for purposes of introduction [2]. This definition is
inspected and reviewed for the use of it in the context of this thesis.

Jabbari et al. defined DevOps as follows:

DevOps is a development methodology aimed at bridging the gap be-
tween Development and Operations, emphasizing communication and
collaboration, continuous integration, quality assurance, and delivery
with automated deployment utilizing a set of development practices.

The definition describes DevOps as a development methodology. As a development
methodology, it includes different methods and practices for its practitioners to
reach their goals. DevOps can be compared to agile as they are both development
methodologies. While DevOps does not meet all of the principles of agile, DevOps
can be considered to be an extension of agile [2].

The definition chosen, however, leaves open the methods and attributes that are
used to bring Development and Operations together. Commonly it is thought that
this means the streamlining of operations work by introducing practices such as
infrastructure as code and continuous deployment and, with this, bringing operations
closer to developers. Operations work may include other maintaining tasks, some
of which are avoided with PaaS (Platform as a Service) or IaaS (Infrastructure as
a Service) cloud services, both of which move the hardware maintenance to be the
responsibility of another party.

A singular tool or practice may also cover multiple parts of the definition offered
by Jabbari et al. For example, continuous integration and automated deployment
are both often achieved with, or as a part of, deployment pipelines. The definition
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leaves the implementation up to the practitioner of DevOps. DevOps engineers use
a diverse set of tooling to resolve the challenges in the implementation of DevOps.
It is also worth noting that quality assurance is added to the definition by Jabbari
et al. despite there being only a relatively small number of definitions saying that
DevOps concerns quality assurance [2]. However, the targets are overlapping again
within the tools: automated deployment provides the possibility to respond at a
much faster pace to bugs in software [7]. A fix that takes minutes to program
may also be deployed without further work, thus leading to the continuous part of
delivery or deployment.

Communication and collaboration in the definition is in the context of between
developers and operations [2]. An example of an anti-DevOps pattern to contrast
the collaboration would be that developers develop something that works on their
machine and then push the product forward to the operations team, which in turn
has to start working on the product.

Figure 1: DevOps and its tools extend beyond Software Engineering

The Venn diagram in Figure 1 illustrates DevOps being part of the discipline of
software engineering. In Figure 1 DevOps also extends outside software engineering
as the whole IT operations is the concern of DevOps, hardware operations included
[8]. Figure 1 also presents a tool, containers, that are used in some DevOps practices
and illustrates that the containerization and it’s use cases are not limited to DevOps
or even software engineering.
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2.1 DevOps toolchain

The main effort for DevOps to succeed is to make the overall process of software
delivery continuous [9]. The DevOps toolchain consists of several different processes
and tools that assist in automation and adoption of the continuous processes.

Continuous deployment is the term used to describe an approach to software engi-
neering in which the software is automatically deployed as the software is developed.
There are various methods to do continuous deployment, but all of them require a
deployment pipeline. A deployment pipeline is an automated system that takes the
code that developers create and delivers it to the user. There are various meth-
ods of implementing a deployment pipeline. An example of a deployment pipeline
could consist of three parts. First the code is version controlled by the develop-
ers. The second would test the code and compile it into an application if the tests
passed. And as a final step the application would be deployed to a remote server
after it has been compiled. Configuration management may be used to manage the
configuration within the deployment pipelines.

Configuration management is a discipline for controlling the evolution of software
systems [10]. There is a large number of tools created for configuration management.
The tools range from version control systems for code, such as git [11], to operating
system configuration management aiding in the management of configurations and
versions of operating systems and applications in them, such as Ansible [12] or
Puppet [13].

Infrastructure as code is a concept used to describe servers that are defined with
configuration files. Many modern configuration management tools use infrastructure
as code to establish a declarative method to define infrastructure. Infrastructure as
code is considered to be a part of the DevOps toolchain as a major DevOps enabler
[14]. Containers, or operating system level virtualization [15], can be used to make
infrastructure as code easier as they are declarative method to define infrastructure.
Containers couple the code with the environment that it requires, often so that the
containerized environment is version controlled with the code of the software.

Immutable infrastructure is another method to deal with system configuration man-
agement. The core concept of immutable infrastructure is that the state of the
infrastructure is not changed. Instead of changes, to modify the existing infrastruc-
ture in a system, a completely new version replaces the old [16]. As a result, the
infrastructure is not dependant on previous changes and can be torn down and set up
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without overhead. Ambiguous or hidden configurations in the production environ-
ment do not exist as everything can be set up with the instructions. In addition to
this, as infrastructure is kept immutable from testing to production, differences be-
tween environments are avoided. In some cases, containers can provide immutability
as the environment is configured unambiguously via build instruction for the initial
contents of a container. The same configuration can then be used throughout the
deployment pipeline from the programmers’ machine to the production.

Immutable infrastructure is a significant shift from the more traditional world of
configuration management where changes are applied as incremental updates to an
existing system [16]. The conventional methods of running configuration manage-
ment are either that the operations team is working as a bottleneck to all changes to
production or developers run configuration management for what they are responsi-
ble for [17]. To avoid the issues with code management and out of sync configuration
in the latter scenario, immutable infrastructure with containers can be seen as a so-
lution [17].

2.2 Containers and Docker

Containers are operating system level virtualization designed to be a standard unit
of software that packages up code and all its dependencies, so the application runs
quickly and reliably from one computing environment to another [15]. The benefits
of containerization are similar to other virtualization technologies such as virtual
machines while outperforming them with near native-performance of CPU, memory,
disk, and network [18, 19, 20].

Containers facilitate the work of DevOps teams by allowing the use of code to
perform infrastructure management tasks automatically [21]. Containers offer fast
deployment and recovery, supporting continuous deployment [22]. Quality deliveries
with short cycle time, the time for a development task to reach production, need a
high degree of automation and tools are mandatory in automating DevOps [23].

Containers answer to many of the challenges of following DevOps methodology.
Containers are often considered to be a silver bullet [24] to solve problems with
dependencies. Also, as containers close the gap between developers’ environment
and the final deployment environment, the work of developers and operations is
brought closer together whilst making the process more transparent. DevOps can
enable continuous integration and deployment [25]. Containers can seemingly be
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used to deploy applications without risk of versioning issues and promising addi-
tional speedups and a higher level of abstraction in the continuous integration or
deployment pipeline [26].

The benefits of containerization are not simply in software engineering. As is il-
lustrated in figure 1. Research can also benefit as it also has difficulties with the
differences between environments, missing documentation, and changing dependen-
cies [27]. By offering a platform for reproducible research, Docker skills may be
considered to be a valuable asset for any computer science student at the university
level. In computational sciences, this reproducible research may be considered as
the minimum standard for assessing scientific claims [28].

Docker [29] is an open software for containerization. Docker is a DevOps tool that
provides a systematic way to automate the faster deployment of Linux applications
inside portable containers [30] and has been adopted in the industry as arguably the
de facto -standard method for containerization [26].

2.3 Literature on teaching DevOps

One of the most comprehensive reports on teaching DevOps was published in 2016
by Christensen [5], who describes the challenges and proposes teaching methods
for DevOps. Discussion in the paper on the lessons learned is done in relation to a
course in which students developed web software using DevOps and cloud computing
practices with the requirement that the software is able to scale to tens of thousands
of concurrent users.

In a similar vein, Pengxiang and Leong [31] were the forerunners who published well-
grounded research on teaching DevOps related hybrid-skills in the cloud computing
environment. They analyzed the skillset wanted by the industry identifying a gap
in the current polytechnic cloud computing curriculum. Their proposed implemen-
tation strategy for learning hybrid skills uses the software that students deploy as
the platform for students to submit their reflection journals.

A recent publication by Kuusinen and Albertsen in [32] explores the university-
company collaboration in teaching Continuous Delivery and DevOps. In their study,
the students had ten full contact days, 125 hours of learning hours, over two calen-
dar weeks. The first of the weeks was theoretical, and the second was practical, and
the learning outcomes contained various competencies, not just skill-based compe-
tencies.
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The work by Christensen, as well as Kuusinen and Albertsen, identify the scarcity
of research done on teaching DevOps in higher education. The mentioned scarcity
mostly concerns the methodology and culture of DevOps. Some DevOps practices
are introduced in other courses to provide some experience of their usage. Version
control management systems, such as git, which may be classified as DevOps tools,
can be introduced in many courses as Haaranen and Lehtinen describe [33]. Other
tools, such as continuous integration using CircleCI [34], are integrated into software
engineering projects. These kinds of integrations make it possible for students to
learn DevOps tools and practices during courses that do not focus on DevOps as a
methodology.
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3 The overall state of DevOps education

For software engineers and computer scientists joining the software development
industry, a lack of configuration management experience has been considered to be a
major, if not the greatest, knowledge deficiency [35, 36]. Configuration management
discipline is central in all of the major processes of systems and software engineering
[37]. The importance of configuration management and the lack thereof is a problem
for computer science students as their studies do not prepare them for industry.

As DevOps is integrating multiple fields, a problem arises with the nature of Uni-
versity curricula. The topics have been mostly attempted to be shoehorned into
existing courses [38]. Embedding these skills is not a trivial task, requiring a deeper
understanding of the nature of the fields DevOps is integrating and requires faculty
with sufficient experience in operations, which is not an easy task [39]. Existing
courses include education on a select number of tools categorized as DevOps tools
such as version control systems (git). These courses include software engineering
projects which may offer a broad look into the software engineering discipline. How-
ever, as the industry moves forward, some of the practices that are taught in courses
are potentially lagging behind [40].

DevOps imposes cultural changes to software development as well as to organiza-
tional structure. Only the tools side of DevOps is considered in the context of this
thesis. This delimitation is to narrow the context, and since the main effort for
DevOps to succeed is to make the overall process continuous [9] starting from the
tools may be an excellent method for introduction. Also, the DevOps culture may
be more efficient to learn in a group project. Containerization, more specifically
Docker, was chosen as the subject for a new course. Docker can be considered to
currently be the de facto -standard as the tool for containerization in the industry.

DevOps is not well defined even in the industry, and this has led to the problem that
companies may not know what skills to look for [38]. The definition of Jabbari et al.
introduced in previous chapter consists of 5 parts, but there is not a single universally
agreed-upon definition. The context for the analysis of the current state is the
University of Helsinki, Department of Computer Science. The offered definition is
used as it is the most comprehensive definition available to make it possible to talk
about the current state of DevOps education at the University of Helsinki.
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3.1 Initial problem analysis at the University of Helsinki

The University of Helsinki has divided Master’s level computer science studies into
multiple tracks. The five parts of the definition offered by Jabbari et al. [2] are
used to analyze the existing courses in the computer science curricula. The learning
goals of the courses are considered as they offer a sufficient approximation to the
contents of the course, as students are not expected to learn outside of the learning
goals. Courses that are not part of the software engineering track are not included
as they are not intended for software engineering students to participate in even as
part of optional courses. Of 39 mandatory courses and 54 optional courses totaling
in 93 courses are 11 courses satisfying the definition at least partially: 8 mandatory
and 3 optional courses, 4 masters-level courses, and 7 bachelor’s level.

Table 1: Courses available at University of Helsinki that contain topics in areas that
DevOps is aimed at

DevOps consists of Number of courses teaching
Bridging the gap between Develop-
ment and Operations

2

Emphasizing communication and
collaboration

6

Continuous integration 3

Quality assurance 8
Delivery with automated deploy-
ment utilizing a set of development
practices.

1

An investigation into existing courses was made from personal experience and de-
scriptions of the mandatory courses in computer science to answer RQ0. Most of
the courses that appeared to contain DevOps methods were project courses. The
only course that did contain every aspect of DevOps was the Software Engineering
Lab -course. However, if the part “Emphasizing communication and collaboration”
of the definition is interpreted to only be in the context of between different teams
of development and operations, it can be considered to be missing from the course.
Software Engineering Lab is considered to be the culmination course of a bachelor’s
degree with a customer project. There are no courses with project work with mul-
tiple teams working on the same project, except sometimes Software Engineering
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Lab teams split into two development teams. The interaction between operations
and development is not seen. The requirements for industry-level expertise in De-
vOps are hardly met with the current curricula. The requiring of further operations
education corresponds to that observed by Luukkainen et al. previously [4].

Cloud services and web development can be considered to be early adopters of
DevOps practices [23]. Both of them are taught in separate optional courses, and
both topics could utilize containerization. Containerization could be integrated as
a part of other courses, but a dedicated course offers the benefit of modularity for
students. It opens the possibility of offering the course to anyone interested in
containerization itself. In addition, as DevOps is a broad subject, it could also be
followed up with an advanced course.

3.2 Course design

As DevOps spans a large part of software engineering rather than going over every-
thing, the prerequisite for designing a course was to narrow down to its components.
The tools in a DevOps toolchain were chosen as the course topic as they offer a pos-
sible entryway into DevOps mentality. Containerization using Docker was primarily
chosen as the course subject because, in addition to its status in the industry, it was
familiar for the course designers.

For purposes of teaching industry tools and their usage, a course “DevOps with
Docker” was designed and held as an optional course in three separate instances
starting November 2018 and ending January 2020 at the University of Helsinki.
The course had 84 + 304 attendees in total. The goal was to teach students the
fundamentals of Docker as a tool and to show the benefits of using containerization
in various environments.

Containerization was chosen as the overarching solution to feature the problems and
solutions used in DevOps. Containers themselves do not offer a complete picture
of DevOps, lacking key subjects such as monitoring. Containers offer the means
against a subset of the presented problems, such as “works on my machine.” This
divide between the development and production environments is a significant hurdle
as the classic “works on my machine” divide opposes DevOps principles [41]. The
teaching of methods to solve this problem offers students the possibility to design
continuous deployment pipelines when confronted with such a task.

For the course format, an online course was chosen. The course material was written
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initially for an industry level introduction to Docker [42]. The transfer from industry
context to the university context meant the inclusion of exercises and a grading
process. The online format made it possible to offer the course as part of open
university and offer the course during unconventional periods such as during the
winter break. The course was designed to work as a MOOC (Massive Open Online
Course) without lectures or strict time constraints. The decision for an online course
introduced another group of problems for the course and its development.

The tools that software engineers use have been taught to students as part of their
standard course work. For example, version control systems such as git can be used
as a platform during other courses to teach students its usage [33]. There is nothing
entirely new with the course method or subject as other DevOps courses exist [5],
but the online format is presenting challenges that would not be expected from a
lectured course.

A MOOC course about DevOps with Docker faces the same challenges as other
MOOC courses. With massive open online course comes the impossibility of provid-
ing assessment and feedback that is not either automated or peer assessed [43]. The
course was designed so that the instructor could stay as an outsider support as the
students progressed with the material to mitigate the issues brought by the online
format. The investigated course can be classified as an asynchronous mini MOOC
as it does not conform to the traditional timetable of semesters [44]. The short
duration of the course and the lack of timetable on the course is also considered
positive by students in general [45].

Teaching DevOps has multiple challenges varying from students being expected
to have minimal experience as well as requiring operations expertise from teacher
[39, 5]. One of the initial challenges that were brought up in the course design phase
was that the benefits of containerization might seem abstract to students. Extensive
descriptions of use cases may not be as efficient without hands-on experience on the
subject. As such, an emphasis on exercises over reading material was chosen as the
basis for the course.

Self-assessment can help develop the self–learning skills and improve the ability for
self–analysis [43]. Most exercises were designed with clear success conditions with an
assisting application as part of the exercises or other clear indicators for the success-
ful completion. Besides, the exercise description also instructed how the expected
result should look. The primary application that the students containerized had
multiple buttons that turned from yellow to green on successful exercise completion.
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The application made it possible for the exercises of the course to be completely self-
assessed. When facing difficulties, students were encouraged to use any resources
available to them outside of course material.

The course contains an introduction to containerization with Docker and container
orchestration with docker-compose. With both tools, students are exposed to various
use cases.

3.2.1 Course contents

The course consists of 4 parts. The first part, labeled as part 0 in course material,
consists of installation instructions for the students to get started. Part 1, or the
second part, is focused on Docker itself and its usages as a tool. Part 2 introduces the
students to docker-compose, a tool that is used with Docker to run multi-container
applications on a single host. Part 3 builds on previous parts and offers some best
practices, optimization methods, and finally introduces other related technologies
to students without in-depth content or exercises concerning the implementation or
usage.

At the beginning of the course, we define the most important concepts to get started:
definitions such as what is an image or a container are at the beginning. Rather
than spending time explaining the structure of the docker environment/runtime, the
course examples start right after with usage of the everyday functions of the Docker
CLI and introduce the Docker daemon. The course focuses on using Docker as a
problem-solving tool in contrast to a more theoretical approach to how operating
system level virtualization works or is implemented.

An explanation of images and the building of one was presented after the introduc-
tion of Docker images via the Docker CLI commands. For this, the course has an
example application that starts in part 1 and the final example with that application
is in part 3. These examples used in the material use a command-line application.
In addition the first part introduces students to the pre-programmed web applica-
tion consisting of multiple parts with an increasing number of containers during the
progression of the course. These exercises start by merely creating a Dockerfile to
build an image.

After learning how to use Docker to containerize applications, the course moves to
docker-compose, a tool to orchestrate multi-container applications. [46]. Introduc-
tion to docker-compose makes it possible to set up more complex applications in a
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single host. With the exercises, students are also introduced to multiple parts of
applications: databases, reverse proxies, caches, APIs. These were introduced with
a single expanding a web application that they first containerized in part 1. The web
application initially consisted of two containers; simple container with static assets
served to a browser and a container with a REST API that was interacted with by
the frontend in the browser. The second part with docker-compose also includes
an example and an exercise with container scaling with an application increasing in
performance while scaling.

Before reaching part 3, students had already learned how to use Docker in most
situations with the CLI and docker-compose, respectively. The final part was created
to introduce students to the more complex parts of Docker and where to go next with
containers and orchestration. In this section, students familiarize themselves with
multiple ways to minimize the size of an image and find out about other issues in
their previous images and containers. The most important one of these is security as
Docker, by default, offers root access. The end of part 3 also contained introduction
to other tools of container management: what students had learned during the
course may not be enough to deploy to production, for example, on multiple host
computers.

The exercises are instructed to be completed at specific points in the material. In-
struction to complete a particular exercise was given as soon as the concepts were
taught through the material. With instructional scaffolding, many exercises differ
or go beyond the examples and may require the student to find further information
about the subject at hand. Reading the documentation was considered to be a part
of the course as tools, and their usage may change. Learning to read documenta-
tion is a significant part of software engineers’ work practices, with most software
engineers considering reading documentation a daily practice [47].

Most of the exercises were either the implementation of containerization to a web
application or a build-up exercises for the skills to a more complex implementation
at a later exercise.

In the exercises, students configured different kinds of applications and architectures
to work within a container or a container network. The pre-programmed applica-
tions were designed so that students could see the application working, and most
of the problems faced by students were error messages. The messages provided an
excellent chance for students to learn to read error messages and made sure the stu-
dents reviewed their solutions before submission. The course did not use automatic
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reviewing as students were expected to not cheat during the course; students were
instructed that cheating would lead to consequences.

A form of instructional scaffolding is present in some of the later exercises as students
were also encouraged to implement the same technologies and solutions in their
personal projects. This was done via exercises that require the students to link their
open source project and share what they had done. Students were instructed to
submit working applications through GitHub.

3.2.2 Limitations of the course

Some of the cases where DevOps can be of use are challenging to reproduce, requiring
multiple servers [5]. Such external limits can influence the implementation of the
course regarding DevOps with it being skill-oriented. Realistic context is possible
with the material, but as the examples in the material were simplified versions, the
more realistic context was offered with the exercises. However, as a realistic context
is vital with DevOps, it is critical to offer such with the exercises [5]. The course only
considers Docker in a limited number of production environments, mainly single-host
environments where connections between containers are relatively simple.

Several other issues should be noted about the course. The students are mostly ex-
pected to self organize their studies which can lead to differences between students
that are not related to the technologies. Either because the student is not experi-
enced in research that may be needed to complete some exercises or because students
can plagiarize solutions from other students to get a passing grade since there is no
course exam. Another problem is that the course has a device and operating system
requirements. Students are required to have their administrator privileges on their
computer, and notably, Windows Home edition is not sufficient to run the Hyper-V
virtual machine supervisor which is required to run Docker on Windows.

For the problem regarding students self organizing their studies, we have offered a
social media solution so students can ask each other and the instructor for advice.
The almost 24/7 peer support makes it possible to help students struggling with
exercises in real-time. Through an application, students could send instant messages
to everyone else attending the course and get peer help with the exercises. University
students could be trusted not to share solutions outright as it would make it moot
to attend the course. To avoid possible exploitation of the course arrangements, a
subset of the student solutions were manually checked.
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Justification for not doing rigorous plagiarism checks is that the students are par-
tially responsible for their studies as well. The benefits are small, with the risk
of getting caught. The only benefits of cheating by copying solutions or delivering
uncompleted exercises are the course credits of an optional course. The credits from
an optional course can be considered to be less critical for a degree compared to
mandatory courses.

Problems regarding required devices can be solved with virtual machines, although
it requires more work by the student. The limitation is expressed at the start of the
course so students could be fully prepared.

Limiting the total extent of the contents of the course to the usage of the Docker
tool is sufficient to teach the benefits and usage of containerization, although there
is no real blocker to extend the course for more high-level technologies intended to
be used in environments with multiple host machines.

A significant remaining issue with the course is that many of the problems solved
by DevOps may be somewhat abstract to students who may not have worked on
a project of size and complexity [39]. Predicting the requirements to get started
with Docker is not trivial. Students were not expected to have used or heard of
containerization before joining the course.
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4 Course iterations and the student survey

In this section the study setting is detailed with the iterations of the course. The
course was continuously evolving the finalized form is presented in the last iteration.
This iteration with student feedback and experience between course instances also
reveled information related to the research questions.

Feedback from attending students was collected during and after three instances
of the course, at the University of Helsinki. Of the three instances, two were in
2018 and one in 2019. The basis for course material was initially written for a
course aimed at people working in the industry and then built upon to create an
introductory course to containerization for students at the university level.

Prerequisites may present a challenge for students that do not have them. However,
with the nature of DevOps, every student may have some missing requirements.
Some course prerequisites can be introduced as a part of the course in the form of a
reminder. The reminders were added to guide students that do not have experience
with the subject to avoid getting stuck and finally master the subject. Targeting
bachelor’s students that may have minimal knowledge of configuration management
and operations, in general, requires the course to have an introduction to most
concepts that are not taught on mandatory courses.

There are two types of requirements regarding DevOps. First, are the skills from
both the development and the operations sides that are required to start practicing
DevOps methods. The second is the understanding or experience of the problems
DevOps is designed to solve. The first set of skills can be taught via course ma-
terial and exercises. The latter can be explained, but most of the problems that
DevOps solves are not seen before entering the industry and moving projects out
of development environments and into production. Monitoring as part of software
maintenance is a solution that is often not addressed during development.

4.1 Survey

There were two surveys conducted during the course. First of which was offered to
attendees at the beginning of the course. The latter was offered to attendees after
each part as the attendee could end their completion there and receive credits or a
certificate.

As the course started in spring and lasted until the next year, the number of com-
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pletions was expected to be considerably lower than the number of attendees that
would start the course. However, the number of attendees that completed the course
in time for this study was even smaller. The attendees were not required to fill in
the survey. A total of 499 attendees answered the survey at the beginning of the
course. The survey at the end of the course received 67 answers.

The surveys were conducted on an online platform. The online platform that was
used had a limitation of ten questions for each survey; as such, both of the surveys
had exactly ten questions. The survey had the following questions using the Likert
scale:

• I have a general understanding of containers

• I have understanding of the problems containers solve.

• I’m familiar with DevOps or have general understanding what it is

As well as on prior experience with the question: I have used Docker before / Before
starting this course I had used Docker And in addition multiple-choice questions for
further analysis:

• My goals for this course (were)

• My background is

• I have work experience of Docker or containers are used in my place of work

• I’m familiar with DevOps or have general understanding what it is

• I found this course via

• I’m looking forward to.

The small number of questions was considered to be useful as the risk of lower
quality data is diminished in shorter surveys [48]. With limitations of the survey
platform, arranging two studies was challenging, as many of the same questions had
to be repeated at the end. As the survey was conducted with the total anonymity of
the attendees linking the answers individually and verifying the attendees’ comple-
tion and their survey answers was not considered. After the course, there was one
additional question for the amount of parts attendees completed. Each part offered
the attendees a single credit to a total of 3 credits. Overall, both of the surveys
mostly contained the same questions.
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4.2 Course iterations

The course has had three instances named alpha, beta, and open. Alpha and beta
can be considered to be an in-house testing phase and were held right before and
during winter 2018, respectively. The first two versions were only accessible by
students at the University of Helsinki. The spring 2019 instance was released in
open university. The course was hosted online on GitHub pages, and as such, during
the course, students could send pull requests, change suggestions, to material with
git to fix issues.

As the course was genuinely open, including the material and website, and included
clear instructions about the pull requests, it was possible to improve the course
continuously as the course was ongoing. This method has resulted in 35 pull requests
from 21 contributors. This offered a chance for students to help their peers indirectly
by improving the readability of the material. As parts of the material were changed
during the course, the contents were kept up to date. Everything could not be
updated as students had no time limits to complete the course. Removing or adding
exercises would not be fair for students, and those changes were on purpose planned
for after the end of an iteration.

4.2.1 Alpha instance

The first instance was a “closed” release with students personally invited to join
the course, as opposed to a course available for sign up. The number of students
who signed up was limited, and as such, the feedback methods were more personal.
The feedback used to refactor existing parts of the course was collected mostly via
personal communication with the students during the course.

The course had less than 20 attendees, of which two completed all of the exercises.
The first iteration was still ongoing as the second iteration started, but the alpha
students had an exclusive chance to review and complete exercises before the exer-
cises were released for the next iteration. Students could drop from the alpha course
and continue their progression with the next iteration.

During the alpha instance of the course, many issues were found with the course
material. Most of the issues were typos and smaller mistakes in material, including
ordering problems where students were required to complete exercises before the
required tools or concepts were introduced. The significant problem was that some
students did not have enough prerequisite knowledge or skills that were assumed.
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The feedback led to the addition of reminder sections during the course on concepts
that became relevant later, for example, ports (TCP/IP). As the alpha was only for
a selected group of students, the changes included their suggestions, including new
exercises and extending the material. In addition to the changes, the students had
suggested the students were offered workshops twice in a week where students could
ask instructors for help.

4.2.2 Beta instance

The course was released inside of the department of computer science to all students
who wanted to participate. The prerequisites were on display but not enforced for
students to join the course.

The second iteration had 81 students that completed at least 1 part. A large number
of the students that attended workshops did give feedback, and after the beta course,
it was evident that some of the subjects on the course were hard for students to
understand. Some of the students got stuck in exercises, and some felt that the
material did not offer enough guidance before the exercises. The biggest problem
was the steep curve on the exercise difficulty. Some individual exercises could take
hours because students had to learn a lot during that one exercise.

A large number of new exercises were created for the next instance to alleviate the
long time spent on individual exercises. Some more experienced students asked for
a new subsection in the material on multi-stage builds, and for this, a new exercise
and a subsection was created. In total exercise counts changed from 9 in part 1 to
17, 6 in part 2 to 10 and 7 in part 3 to 8, almost doubling the number of exercises
in part 1.

The attempt to fix the issues had changed the contents of the course in a significant
way. The material and exercises were completed by a student who was not a part of
the Department of Computer Science. This final review was done before the start
of the open iteration of the course to avoid reintroducing grammar mistakes and
to test the course contents in an open environment. The student was used as a
representative of an average open university student with no experience of DevOps
or command-line tools and minimal experience with programming. The skills were
expected to reflect the skills of the open-source participant. The student completed
the new exercises that were introduced between Beta and Open to find issues and
iterate over the changes in course contents.
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4.2.3 Open instance

The term open refers to the open university where this course was held. The course
was open for everyone over the internet for free. Moreover, as the course was in
English and not limited to Finnish students, it was advertised over social media.
However, the course material had been in English during previous iterations, and
as such, it does not impact the existing students at the University of Helsinki.
The workshops that were held in the beta were not introduced in open iteration.
They were cut to open more opportunities for students to follow and contribute to
conversations on open forums such as the social media channel that was offered since
the alpha.

For the open course, the difficulty curve of the course was significantly more gentle.
The number of exercises was almost doubled for the first two parts. The intended
effect was that students were less likely to get stuck on a challenging exercise as
they had done a more accessible version of the similar exercise. As such, the overall
difficulty of the course stayed the same.

4.3 Retrospective of the iterations

The choices made for the course format seemed to work. The course is entirely online,
and the focus on exercises worked well with assignments being mostly unambiguous.
Students were able to complete the course without external guidance and know if
the assignment was completed based on its output.

Two notable changes were made to the course during iterations. The first change was
when moving from alpha to beta. While it was intended for students to help their
peers as the course started, there were only a limited number of peers for students
to ask for help. To mitigate the absence of peer support at a weekly workshop was
held in the second iteration. After the workshop, students had support continued
to be available over the social media channels. This way, the instructor’s role was
slowly diminished from the ’sage on the stage’ to ’the ghost in the wings’ [49].

The second change was between beta and opened with increased exercise count to
lower the difficulty curve of the course. In addition to this, as discussed previously,
learning DevOps practices inherently requires facing different kinds of problems as
students can not be expected to have much hands-on experience with them. The
hypothesis on the addition of exercises is that the total time spent on this course



23

will not increase a lot since the overall difficulty stays the same.

The first two instances were held before the decision to start researching the sub-
ject, but the challenges existed regardless. The inclusion of exercises was the most
significant difference between learning experiences between the original course and
the university course. The feedback and iterations are documented as a part of the
description of the course.

An important issue with the course is that many of the problems solved by DevOps
may be somewhat abstract to students who have not worked on projects that require
the skills that are essential for operations [39]. Predicting the requirements to get
started with Docker is not trivial and as such students were not expected to have
used or heard of containerization before joining the course.
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5 Results

The following sections present the survey results. The survey offers a review of the
attendees, their background, and their motivations for joining the course. Lastly,
other university courses of the attendees who completed the course are compared to
offer a more comprehensive approach to finding course prerequisites.

Of the 517 attendees who answered the survey at the beginning of the course none
of the answers are removed from the results. The survey at the end of the course
received 70 answers. There were a small number of attendees who left parts of
the survey unanswered or had answers that could be regarded as outliers. Possible
outlier answers were expected as the course was advertised through public social
media channels. The total number of answers for each question are displayed as
part of their respective tables as attendees may have skipped questions.

The latter survey included an open section with the following question: “Highlight
three things you learned and three things that could be added to the course.” The
purposes of this last question were to map the areas that were important to attendees
and to learn what may be missing from the material. Attendees were hoping for
realistic service provider specific examples and guides on containerization. The
feedback highlighted Google and Amazon container services as the platforms of
interest.

An attendee did drop out in the latest iteration and gave feedback that they had
difficulties with the course. The difficulties were not specified. Some of the feedback
from attendees was directed at the chosen programming languages or methods in ex-
ercises. Possibly a more development-oriented approach to DevOps would alleviate
the disconnect between the software and the attendee.

5.1 Background of course attendees

In Table 2 the questions are focused on the student background of the students. Of
the attendees, about 50% were familiar with Docker or had used it before. As the
course is an optional course, it is expected that the students that are interested in
the course would join it. Although the rest had not used Docker many of them had
a general idea of what containers are and how they are used.

Half of the attendees were students, and most of the completions were by students.
The higher completion rate for students may be because the student attendees were
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Table 2: Questions relating to student background with a survey at the beginning
of the course and at the end of the course

Options Before % After %
I have used Docker before /

Before starting this course I had used Docker
Daily 4.41 3.13
A lot 4.01 4.69
Sometimes 15.43 21.88
A little bit 32.87 17.19
Never 43.29 53.13
Total # 499 64

My background is
Student 42.25 51.52
Software engineer 17.10 13.64
Developer 16.50 18.18
DevOps engineer 6.24 4.55
Data scientist 4.23 0.00
Other 13.68 12.12
Total # 497 66

I have work experience of
> 6 years 24.75 27.27
3-6 years 13.48 10.61
1-3 years 23.54 25.76
< 1 year 20.93 19.70
None 17.30 16.67
Total # 497 66

Docker or containers are used in my place of work
Everything runs in containers 3.02 7.58
Almost everything runs in containers 11.90 12.12
Some 22.98 21.21
A little bit 12.70 6.06
Not used 17.74 16.67
I’m not employed 22.78 31.82
I cannot tell 8.87 4.55
Total # 496 66

I found this course via
Work 6.41
School 33.20
Friend 9.51
Social media 16.12
Other 34.76
Total # 515
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interested in credits or a certificate. As such, they did complete the course while the
attendees that were not interested in course completion read or completed exercises
that were of interest to them. The non-student attendees did not have an incentive
for answering the last survey or completing enough exercises for course certificate
or credits.

The background choice ’other’ had a description field, and the answers ranged be-
tween multiple technical positions, the described positions in order of number of
mentions were: systems administration, network engineer, data analyst, teacher or
lecturer, and individual mentions from multiple other positions. Most of the atten-
dees had at least some work experience.

Around 51% of the participants had a workplace in which containers were used at
least “a little bit”. This reinforces the claim that attendees joined the course with
prior knowledge and personal interest in the subject. The number of attendees
whose workplace is not using containers is low with around 18% of the attendees

Many of the students found the course via school. The students had a chance to fill
in a description if they chose “other”. A MOOC listing page of online courses with
13,3% of the total answers, as well as google search results with 7,8% of the total
answers, were the most common other sources.

After the course the workplace of the attendee was using containers 4 percentages
more likely. While at the same time the number of attendees with workplaces using
containers only a little bit is significantly lower after the course. It may be that the
workplace is adopting containerization into their workflows or that the attendee is
personally enabling containerization there. But it’s possible that attendees who had
more experience with containers were more likely to complete the course.

5.2 Attendee motivation

In Table 3 the relationship between the course and the student is elaborated on.
Students outlined their motivation and hopes for the course. The question regarding
goals was a multiple-choice as the students had multiple motivations for joining the
course. Personal improvement and work improvement were significant factors in
joining the course. The course and academy results are lower as the attendees may
not be students. Almost the same amount of attendees that are students were also
interested in course credits.

As the number of students who answered the survey at the end of the course is
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Table 3: Questions relating to student motivations with a survey at the beginning
of the course and at the end of the course

Options Before % After %
My goals for this course (were)

Learn about docker for work 74.85 63.77
Learn about docker for self 69.05 69.57
Learn about docker for academy 18.57 21.74
Course credits 35.98 53.62
Other 1.74 0.00
Total # 517 69

I’m looking forward to
Learning how to use containers in produc-
tion environment

68.35

Learning how to run multi-container ap-
plications

58.45

Learning how to containerize applications 65.24
Overall learning about Docker 86.02
Total # 515

smaller than at the beginning, the completion rate for attendees interested in credits
was higher. This relative increase in the interest in credits may be because student
attendees who were interested in credits did complete the course to get them. While
the attendees that were not interested in course credits only read/completed exer-
cises that were of interest to them, hence not answering the last survey or completing
enough exercises for course certificate or credits.

The four choices for what they were “looking forward to” were again a multiple choice
where students could elaborate on their interests. The most critical shortcoming of
the course is also seen with the expectation to learn how to use containers in a
production environment as the course did not go as well in-depth on the use cases,
methods or tools in production. The experience with external services in the course
was quite limited as the only cloud service that was used was Heroku [50] even
though the course had the potential to use other cloud service providers. However,
most of the students were content with the overall Docker experience.
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5.3 Attendee experience in containerization and DevOps

Table 4: Questions relating to student experience with a survey at the beginning of
the course and at the end of the course.

Options Before % After %
I have a general understanding of containers

I strongly agree 10.60 52.86
I somewhat agree 42.00 44.29
I neither agree or disagree 15.20 0.00
I somewhat disagree 17.20 1.43
I strongly disagree 15.00 1.43
Total # 500 70

I have understanding of the problems containers solve
I strongly agree 11.20 55.71
I somewhat agree 48.40 41.43
I neither agree or disagree 17.60 0.00
I somewhat disagree 11.00 1.43
I strongly disagree 11.80 1.43
Total # 500 70

I’m familiar with DevOps or
have general understanding what it is

I strongly agree 11.49 20.00
I agree 45.56 61.54
I neither agree or disagree 21.98 15.38
I disagree 15.12 1.54
I strongly disagree 5.85 1.54
Total # 496 65

Some of the questions were designed to gauge the students’ prior experience in the
form of self-evaluation. The results would give an estimation of the skill level of
the students who have joined the course. In Table 4, we see that a large number
of students somewhat agreed to the notion that they had a general understanding
of containers before the course started. It seems that the students who had prior
knowledge of the subject were more likely to search and join the course. With the
minimal advertising dedicated to the course, it was not entirely unexpected.
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A general understanding of containers may mean that the person is familiar with
the concept of containers, has created and managed containers. The latter question
of what problems the containers solve indicates a limited knowledge of the area in
the form of examples or read the material since the number of people agreeing to
this statement is higher than in the former. It is in line with the previous suggestion
that students joined the course if they knew something about the subject before.

As the definition of DevOps is not trivial, it was of interest to ask the students what
they thought about their familiarity with the concept. A more in-depth review of the
results revealed that attendees with more work experience were more likely to agreed
that they were familiar with DevOps or had a general understanding of what it is.
For all of the questions, a possible influence on the higher rate of agreement may also
stem from the Dunning-Kruger effect with students overestimating their expertise
[51]. An attendee answered with strongly disagreeing on every point. This attendee
is expected to be the same person who answered exceptionally high numbers to the
time spent in each part.

5.4 The rate of completion and time spent

Most of the constructive feedback was given in relation to exercises. Difficulties
in exercises may indicate shortcomings in the course and not the exercise. This is
backed up by the deviation between attendees with more or less experience; the
exercises were extremely challenging for beginners. To solve this, the number of
exercises in the material was higher in later iterations. The additional exercises
work as a stepping stone for the more challenging ones. Because of this, the average
amount of time spent on exercises did change from the course instances.

Table 5: Student part completion rate as a part of the survey

Options After
I completed the following parts

Part 1 66
Part 2 51
Part 3 45
Total # 67

In Table 5, we see that the attendees mostly completed every part in the course even
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though attendees had the option to cut the course completion short. Attendees could
use the offered course to fill in their final credits in case they needed one or two course
credits. This is because the course had variable amount of credits available based
on the amount of parts completed and most of the other courses offered in local
universities were of 5 credits. It was a known choice for students to round their
credits with the least amount of work.

Table 6: Student time spent (in hours) on each of the course parts with average,
median and mode of time spent in each part and the number of submissions

Iteration Alpha & Beta Open
Part 1

Average 9.8 12.4
Median 8.0 8.0
Mode 8.0 10.0
Submissions 81 75

Part 2
Average 8.0 12.8
Median 7.0 8.0
Mode 5.0 6.0
Submissions 64 57

Part 3
Average 8.8 12.0
Median 7.0 10.0
Mode 10.0 10.0
Submissions 32 37

Table 6 shows the amount of time spent in each part by students and the number of
submissions in each part. The table includes attendees that self-reported exception-
ally high numbers of hours spent in the exercises, over 30 for each part. Excluding
these outliers, as the number of exercises was increased the time spent on exercises
did not increase dramatically. Students were no longer getting stuck on exercises
that were requiring more experience than they had. Instead, they faced exercises
that were on their level.
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5.5 Identifying course prerequisites

To learn more about the student population participating in the course an inspec-
tion into the past studies of students that completed the course was conducted.
Large differences in the completion rate of other courses could reveal prerequisites
or indicate other connections between course completions.

Table 7: Students with course completion and the most common courses by students
that completed part 3

Part Students # Students %
Full Stack Web Development

Part 1 18 72
Part 2 32 82
Part 3 62 83

Introduction to Data Communication
Part 1 18 72
Part 2 27 69
Part 3 41 55

Table 7 does not include students who dropped out, only completions. For all of the
courses naturally, 100% of students had completed DevOps with Docker. Totaling
25 students with 1 credit, 39 students with 2 credit completion and 75 students with
3 credits. This includes all students who have received credits from the course.

Most completion percentages between students were equal or had minimal differ-
ences as most of the students had completed first-year studies in computer science.
The two courses chosen for the Table 7 were of most interest. Full Stack Web De-
velopment is an optional course but an exceptionally large number of attendees had
completed it. Whilst Introduction to Data Communication was initially suspected
to be a prerequisite for this course. The negative correlation between the comple-
tion of the DevOps with Docker and Introduction to Data Communication is not
discussed further.

Most of the students had completed at least the first year of computer science studies
including introduction to programming and even second year studies such as web
software development courses. These courses contain the expected prerequisites for
the DevOps with Docker course.
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6 Discussion

The discussion will start by outlining the research questions and the methods used
to answer them. After which the research questions are answered with the results.
In addition, an overall view of the design and state of the new course is presented.
The threats to validity are presented in the final subsection.

6.1 The current state of DevOps education

The first research question “How are skills related to DevOps taught now?” is
answered via a review of the software engineering curriculum of the department of
computer science at the University of Helsinki. Target for the review is the contents
of the courses learning goals.

Analysis of the courses learning goals alone does not present a reliable source of
information as the state of the written goals varies and does not always reflect on
the contents of the course. To support the estimation for the state, the previous
research done focusing on the University of Helsinki [4] and personal experience from
the Master’s studies of the software engineering track was taken into consideration.
With the three sources of information, it can be argued that the level of operations
education on the university level is lacking at the University of Helsinki.

The core concepts that operations deal with are mentioned, for example, during an
introduction to the software lifecycle phases, but are neither confronted or taught
in-depth. Software engineering lab is the exception to this as teams of students are
interacting in a semi-realistic professional environment working through most of the
phases of the software lifecycle. Outside the single course, as DevOps is bridging
the gap between development and operations with various methods, the situations
in which the practices can be utilized are rare.

Analysis based on the courses learning goals at the University of Helsinki is not
sufficient to draw conclusions of the overall state of university education, but it
presents the context in which the following research questions are answered in.

6.2 Prerequisites for learning Docker

For the second research question, “What are the prerequisites to start learning
Docker in university?” a course teaching Docker was analyzed. The exercises in
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Docker would require knowledge of the Linux operating system and application net-
working, which are not explicitly taught to students on mandatory courses. Except
for Linux and its general usage are introduced during a 1 ECTS course, Computing
tools for CS studies, in the first period of computer science studies. No skills were
set as prerequisites for joining the course, but a general understanding of software
development and experience with a command-line interface of choice were expected
from attendees. This was an estimation of the bare minimum requirements to get
started with the course. The initial expectation was that the course would require
much time from students.

During the iterations of the course, it was evident that the prerequisites were not
as high as anticipated. Students with minimal experience in both development and
operations were able to complete the course. The first two iterations were held for
students in the Department of Computer Science and had a lower average time spent
on part. As the course was marketed with minimal prerequisites through the open
university, it gathered a more varying level of attendees. The average time spent per
part by students in the final iteration had a larger deviation, but not significantly
so. Overall, the feedback has been positive during the final iteration.

Of courses completed by students previously, it is notable that the students who
completed more parts were more likely also to have completed courses on web de-
velopment. This may be because most of the examples contained web software or
because the subject, containers, shows many of its benefits in web software. The
difference in completion rates indicates that the familiarity of the working context,
web software, may improve student motivation.

Another possible reason for the higher completion rate for the attendees on web
development is because the courses are MOOCs and use a similar method of self-
assessment for course work. The students were more familiar with the time and
work requirements as well as the working practices of online courses. In the end, the
minimal prerequisites for university students to learn DevOps practices were found
to be nonexistent.

6.3 Exercises aiding in learning DevOps practices

The third research question “What kinds of exercises can be offered to students
to enforce learning DevOps practices?” was also investigated using the survey for
students attending the course. The chosen exercise method had students learning
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key skills via small exercises that supported students expanding a single application
that grew in complexity as students added functionality to it. The functionality
was not done by coding but by adding various parts into the web application by
using separate containers in a network. From students’ feedback, this method was
considered to be suitable.

During the first two iterations of the course, before offering the students through
open university, more exercises were added. On the workshop sessions offered during
the second iteration of the course, feedback was that some of the exercises were
difficult. Second iteration was inviting a broader range of students of different
experience and skill levels within the department of computer science. To mitigate
this skill difference, the course leaned towards more instructional scaffolding with
an increased number of standalone exercises that had little dependencies on other
exercises but prepared students for the implementation of the techniques on the
main exercise application. As the mode of time spent per part hardly increased
while average and median did even while adding a large number of exercises. The
increase in exercise volume may have the opposite effect on the time spent on each
exercise.

Another feedback that was prominent in the after-course survey and in the motiva-
tions was the desire for production-like environments, namely Kubernetes. It could
be possible to add more applications or to increase the complexity of the application
so that the exercises are in a more realistic context. DevOps was taught to students
as a way to get familiar with the concepts used in the industry, but the feedback
suggests that problem based learning in a cloud environment could be a potential
method as well.

6.4 The core challenges for students

The final research question “What are the core challenges for students when learning
DevOps practices?” is closely related to the previous question on the exercises offered
to students. The core challenges are based on the written feedback in the surveys
and discussion over the social media channel.

Most prominently, students mentioned challenges that were related to areas such as
the networking of containers, and the rest were from the tools or operating system
used with the examples and exercises on the course.

Networking was the most significant challenge in the alpha and beta instances for the
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students. In contrast to the mandatory networking course where students learn e.g.
how the internet works and what are the layers in the OSI model, the DevOps course
focused only on the transport layer with port configuration between applications and
containers.

The usage of operating systems, namely Linux, during the course was challenging as
many students were not familiar with the usage of the command-line interface and,
for example, creating small script files using bash. The usage of the command-line
was mentioned as part of the prerequisites for the course.

6.5 Reflecting course design

The goal and expectation was that students could complete the course without
significant difficulties. The learning goals were outlined to students at the beginning
of the course:

• 1 part: The student has learned what Docker is and knows how to use it in
different scenarios.

• 2 parts: The student has a general understanding of docker-compose and is
able to implement advanced Docker configurations.

• 3 parts: The student has a deeper understanding of the Docker ecosystem and
its use cases.

The anticipated challenges matched reasonably well with the challenges that were
met during the first iterations of the course. Students required a lot less time than
expected, with experienced students completing parts in less than 2 hours.

Communication between containers was a continuous challenge for students in alpha
and beta iterations of the course. The amount of feedback regarding difficulties in
networking decreased after adjusting the course to have a more significant emphasis
on exercises.

Another problem that exists with the course is that however close it is to both
development and operations, it was not able to encompass the whole extent of
DevOps. Students did not develop their own software during the course. For future
iterations, it would make sense to build at least a small program with students that
they could deploy with the DevOps practices. However, this may introduce new
challenges that have not been tackled yet. Neither development or operations were
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completely explored for the purposes of limiting the course subject area to a suitable
size.

Overall, students’ feedback in the final iteration of the course was positive, with
multiple students crediting the course for summer jobs or trainee positions that they
had achieved, or mentioned that they had started to use the learned techniques. As
the course was initially designed for students to get into the software development
industry, this was seen as a great success. However, the remaining problems are still
significant; a high number of students that completed the course requested there to
be more in-depth exercises about the tools used in production environments such
as Kubernetes [52], a container orchestration platform that was initially released in
2014 and has since gained popularity.

6.6 Validity

This section is split into two subsections. Inspections into the internal validity and
external validity are presented under these subsections by following the list of threats
to validity presented by W. Shadish et al. [53]. The following paragraphs before the
first subsection present limitations and validity of the overall context. The context
in which the course was designed and research was done.

Personal experience with teaching students is limited, with no higher-level educa-
tion on teaching. The choice to design the course in the way it discussed in previous
chapters was not made with prior formal teaching education. This lack of experi-
ence imposes the possibility of not seeing other solutions that could solve the same
problems and possibly choosing worse solutions than what we could have.

The course deadline was several months after the submission of this thesis. Students
had no incentive to complete the open version of the course by the time this thesis
was submitted. The number of students who completed the open instance of the
course is limited to students who completed the course in the first eight months of
the 9-month course.

6.6.1 Internal validity

The internal validity is assessed via the threats to internal validity: ambiguous tem-
poral precedence, selection, history, maturation, regression, attrition, instrumenta-
tion, and additive and interactive effects of threats to internal validity [53].
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Ambiguous temporal precedence: students were able to join, progress, and complete
the course at their own pace without time limitations. The two surveys were of-
fered at the beginning and end of the course to avoid mistaking progress on prior
knowledge.

Selection: students were of two different sets that overlap. The open course was
available for free to anyone who was interested and found the course. The previ-
ous iterations were available only for the students at the department of computer
science at the University of Helsinki. Without limitations of study periods or time;
otherwise, the total selection of students was a set of anyone interested in the course
subject. A significant portion of course attendees had prior knowledge of containers
and as such, were not having problems with the exercises. Without considering this,
it would affect the level of prerequisites and the relative number of challenges that
students had.

History: students were able to join, progress, and complete the course at their own
pace without time limitations. There is potential for cases in which students first
joined the course, answering the beginning survey after which doing three months of
professional work with the technologies — then finishing the course answering the
final survey.

Maturation: students not having time limitations led to maturation between the
surveys. A student may progress on other courses as they are attending the course
that was inspected. The maturation of students does not have a significant effect on
the research questions. The students are inspected as a population where required
prerequisites and core challenges emerge. More advanced students may not give
feedback on the challenges as they had none.

Regression: the selection method and conclusions drawn for research questions are
seemingly not susceptible to possibility regression to mean, but without a control
group to compare the attendees to, there are no conclusive means of verifying this.
The issue of missing a control group is also a general problem that may be added
to almost any threat to validity.

Attrition: the attendee drop between surveys is presented as part of the results.
There are various reasons for students to succeed, for example, prior experience
with the online platform and methods of working in online courses or motivation
that was gained from employer encouragement. The attrition rate does not affect
the validity of conclusions related to research questions.
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Testing: this threat is not considered as the course is intended to be completed once.

Instrumentation: the course iteration changed instruments. The course continuously
changed between iterations, and surveys were only offered to students of the final
iteration. The problem with the methods used to gather data is that participants
could only be estimated across the two surveys. Precisely following the answers
between surveys was not possible because the student session was not preserved,
and no identifier was given to students to make sure the questions were answered
both during the start and when ending the course. The result was that while there
was a large number of answers for the first survey, there was no information on
which attendees also answered the latter survey.

Additive and interactive effects of threats to internal validity: the total bias is
challenging to estimate. There are also other threats to internal validity that result
from mistakes in research methods.

A mistake in the survey design was that some of the questions are not unambiguous:
“work experience” can be interpreted to refer to any work experience rather than
software development industry experience. However, this did not prevent estimating
the starting levels of students and their backgrounds. This was marginally mitigated
with personal feedback from attendees.

6.6.2 External validity

The external validity is assessed via the threats to external validity: interaction of
the causal relationship with units, interaction of the causal relationship over treat-
ment variations, interaction of the causal relationship with outcomes, and context-
dependent mediation [53].

Interaction of the causal relationship with units: the presented course focuses on a
tool used in DevOps. The benefits of exercise focused courses may not be similar
in other courses. Even in a course that focuses on DevOps tools, more complex
tools may require more time spent and more resources on material, as opposed to
the chosen method of focusing on exercises and examples. As an example, another
DevOps tool such as Kubernetes or Jenkins [54] can offer entirely new challenges
even in a similar format.

Interaction of the causal relationship over treatment variations: the course was
offered as an optional course. The generalization of the results to a mandatory
course of university-level may present difficulties as the data offered here contains a
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large portion of students that had prior experience of the course subject. Even as
course credits were a significant motivation, on a mandatory course, the number of
unmotivated students may be higher, and the results vary.

Interaction of the causal relationship with outcomes: an example outcome may be
that attendees have a higher level of skill compared to students that did not complete
the course. However, with the lack of a control group, this remains an open question.

Interactions of the causal relationship with settings: the setting for generalization is
limited to the university level. As the chosen method of online course is relatively
limited, generalization to a lecture course is open to consideration. The chosen
format for the course prevented group work. The goal of DevOps bringing the
development and operations teams closer to each other with collaboration is lost in
the course format as it does not include collaboration with others. The course, as
such, does not offer a complete picture of DevOps. As such, the solutions offered
for DevOps can not be generalized.

Context-dependent mediation: the context dependency for the results is the uni-
versity level and as such limited to university level attendees and university level
courses.

6.7 Future work

The course was not able to encompass the whole extent of DevOps; students did not
develop personal software during the course. For future iterations, it would make
sense to build at least a small program with students that they could deploy with
the DevOps practices. However, this may introduce new challenges that have not
been tackled yet. The focus in the course was in the software lifecycle stages right
at the edges of development and operations to limit the course subject area to a
suitable size.

Teaching DevOps practices does not contain in any way new methods of teaching,
but practical approaches seem to be a significant choice to teaching it. It is necessary
to gather more reference material from courses on the same or similar topics to verify
the effectiveness. If a more theoretical approach seems worthwhile and is arranged,
it is possible to gain more insight into the validity of practical approaches that were
used here.

For similar courses focused on the practicalities, it would be essential to gather more
data from students after the completion of the course. This requires investigation
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if students are gaining significant benefits from the course and are the skills applied
to other areas of software development or research.

For the University of Helsinki, there is still a need to improve the curricula. The De-
partment of Computer science contains software engineering program which should
contain every aspect of software engineering from planning to maintenance [3]. As
such, it should be considered that the University of Helsinki expands software level
courses from development to operations as well, even if it would lead to more prac-
tical courses compared to purely academic courses.

Students have a limited amount of time to invest in the course, and as such, the
course did not include delivery to production with a delivery pipeline. Expanding
the contents of the course to include other DevOps tools, such as Kubernetes, was
requested by students. The curriculum can be expanded with a course delving into
the depths of production environments and workflows, focusing on the deployment
and monitoring of software to answer the requests.
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7 Conclusions

Deployment, operation, and maintenance are part of software engineering, and the
education regarding them lacks at the university level. DevOps education is of-
fered to solve the problem as it is joining both development and operations as a
cross-functional methodology. Teaching DevOps is challenging, and the problems
revolve around the nature of DevOps. The requirements in both teaching and learn-
ing include operations experience, and some of the benefits that following DevOps
methodologies offers may not be apparent in a limited environment, such as in a
course context. An exception to this may be courses in which a group of students col-
laborate on a larger project with students having the responsibility for deployment
and maintenance during the course.

The four research questions emerged from the challenges of implementing a course
introducing containerization. The first of which, “How are skills related to DevOps
taught now?”, was answered by reviewing the current state of DevOps education in
the department of computer science at the University of Helsinki. All of the courses
included in the software engineering track were compared to the definition of DevOps
using the courses’ learning goals to analyze the current state. The conclusion was
that as the master’s program in software engineering is relatively limited in the
number of courses that concern the operations side of the software lifecycle, there is
no emphasis on DevOps practices even if they were mentioned.

For the following three questions, “What are the prerequisites to start learning con-
tainerization as a DevOps practice in university?”, “What kinds of exercises can be
offered students to enforce learning DevOps practices?” and “What are the core
challenges for students when learning DevOps practices?”, a course was created and
iterated upon to answer them. The course was named “DevOps with Docker” as the
tools chosen for containerization are Docker and docker-compose. During the course
iterations, student feedback was collected via two surveys. Some of the feedback that
influenced the course design during iteration was given via personal feedback and
discussion with students.

The prerequisites to start learning containerization as a DevOps practice in uni-
versity were investigated using the previous courses students had completed before
joining the Docker course. Students had hardly any problems with the course subject
after adjusting the course to have a more considerable emphasis on exercises. The
conclusion was that there is nothing special about the learning subject of Docker
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for students, in contrast to the expectation that students would have difficulties
in adopting a new technology that’s crossing over from development to operations.
The online format had its own challenges and limitations. Students with more online
courses and web software experience were likely to complete the full course.

The offered course was primarily exercise focused containing instructional scaffold-
ing. Students completed the exercises with described completion requirements on
their personal computers. The primary goal was for students to use Docker and
docker-compose to build an increasingly complex application consisting of multiple
smaller applications serving different purposes. DevOps toolchains offer an entryway
into the DevOps mentality and exercises that focus on the tools, and their usage is a
viable method for learning the practices used in DevOps. The students’ perspective
was that there was no need for additional instructional material to complement the
exercises.

The core challenges the students faced were also evaluated with the survey, and the
personal feedback received from students. Students voiced difficulties with command
line usage and networking with containers during the first two iterations of the
course. In the final iteration, the students were requesting more realistic, production-
like environments and toolsets to practice. The online format and web software focus
can also be considered to be challenging as the students with more experience in
web software development completed more parts of the course. The extended skill
range of both development and operations requires an introduction to more practical
approaches to otherwise familiar concepts such as networking and operating systems.
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