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Abstract 

This thesis discusses the creation of a novel platform that incorporates multiple 

communication methods, including SMS, email and web-based technologies, for 

interacting with users of mobile communication devices. The platform utilises people 

in a mobile environment to solve a range of different application problems, where 

each problem is a separate and distinct scenario type with unique objectives.  

There are existing applications available that interact with users of mobile 

communication devices to provide a service, such as regular weather updates to the 

users. Other applications have been designed to manage and coordinate the users to 

perform tasks within a mobile environment, such as performing field studies for 

scientific purposes. However, the existing applications are designed for only one 

specific scenario, with the design and implementation solely focused on solving the 

objectives of that scenario. Each component of these applications needs to be 

developed from scratch in order to cater for the application’s requirements.  

There is currently no integrated communications platform that offers a framework for 

supporting a range of different scenario types. The new platform, entitled the 

Connected-Mobile Platform, aims to support the rapid development and 

implementation of new scenarios. This platform is composed of a framework of 

generic components that enable the active running of multiple scenarios concurrently, 

with the ability to tailor to the requirements of new scenarios as they arise via a 

structured process. The platform facilitates a means to coordinate its users in order to 

tackle the objectives of a scenario.  

The thesis investigates several system architectures to determine an appropriate 

architectural design for constructing the proposed platform. The platform has a 

generic framework, based on a client-server architecture, to facilitate the inclusion of 

a multitude of scenarios. A scenario represents a problem or an event, whereby the 

platform can utilise and interact with users of mobile communication devices to 

attempt to solve the objectives of the scenario. Three mobile communication methods 

are supported; the Short Message Service, electronic mail and web-forms via the 

mobile internet. Users are able to select and switch between the different methods. 

The thesis describes the platform’s tailored communication structure for scenarios 

and autonomous analysis of messages. 
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The thesis discusses case studies of two different scenarios to evaluate the platform’s 

facilities for rapid scenario development. The Diet Diary scenario, which is for 

individual users, aims to manage a user’s daily calorie intake to help them reach their 

desired weight goal. The focus is on the platform’s functionality for analysing and 

responding to messages autonomously. The Missing Persons scenario, which utilises 

multiple users, involves tracking and locating people who have been reported 

missing. The focus is on the platform’s functionality for coordinating the multiple 

users, through the creation of assignments, in order to distribute the scenario 

objectives. The thesis concludes by highlighting the novel features of the platform 

and identifying opportunities for future work. 

 

Keywords: generic framework; mobile communication; mobile society; client-server 

architecture; data analysis; email; short message service. 
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1 Introduction 

1.1 Background 

People in today’s society commonly use mobile communication devices to perform a 

variety of tasks, which includes communicating with other people, interacting with an 

array of services and accessing the internet. The users of mobile communication 

devices are free to work on the tasks while they are on the move [1]. The rise in 

popularity of mobile phones has enabled people in society to communicate with each 

other from almost any location and at any time [2]. The user may either be at a fixed 

location such as their home or on the move, whilst in the process of the interaction. 

Therefore, the ability for a user to interact with an application via a mobile 

communication device from any location is referred to, in this thesis, as interacting in 

a mobile environment. There has been a rapid growth in one particular type of device, 

the mobile phone, with subscriptions worldwide growing by approximately 45% per 

year since 2006 [3]. Mobile phones have become a must-have technology that a large 

number of people would always have close to them [4]. 

Mobile phones support multiple methods of communication in order for the user to 

interact with other device users. These methods of communication range from the 

standard voice communication to the Short Message Service (SMS) protocol, which 

is used for the communication of short text messages between mobile phones [5]. 

SMS has become a popular communication method for mobile phone users [6] with 

the majority of mobile phones adopting SMS as the default method for sending and 

receiving messages between devices [7, 8]. The introduction and advancement of 

mobile internet technology has enabled a large number of mobile phones to now 

include integrated electronic mail (email) functionality [9]. Therefore, these devices 

can take advantage of the advanced features available via email communication. For 

example, the images that are captured on camera-integrated devices can be sent 

immediately, as an attachment, in an email [10].  

Originally, the purpose of SMS was for person-person messaging, whereby two 

subscribers could exchange messages between each other [6]. However, it has 

become an increasingly common practice for organisations to communicate with 

numerous mobile phone users in order to supply information and gather data from the 
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users in a process known as machine-person messaging. This process has been used 

for information services, whereby a mobile phone user may subscribe to the service in 

order to receive regular message updates on topics of interest. The messages are 

automatically created by these information services, which are then sent to the 

subscriber’s device. An example information service is an SMS weather service that 

sends users daily updates on the weather in the user’s current location [11].  

People are now able to communicate with others and utilise a vast range of 

information services from almost any geographical location, leading to the society we 

are living in becoming increasingly more mobile. This new type of mobile society 

that has developed in recent years has enabled increasingly complex services and 

applications to be developed, which provide a more interactive scope for mobile 

phone users. The users of these applications are able to interact via mobile 

communication methods. For example, a Pharmaceutical Care application [12] has 

been developed and implemented in a hospital in China to provide individual care to 

outpatients by the use of SMS communication. The application focuses on tailored 

SMS communication, generating and sending individualised text messages to 

outpatients that provide alerts specifically related to the attributes of these users. The 

application would also receive messages from a user in order to be kept up-to-date 

with their condition. The UbiquitousSurvey system [13] facilitates field studies to 

observe population characteristics of animals. The application focuses on managing 

users as data gatherers, whereby their mobile communication devices are used to 

collect the data from the field. This data is then sent to a central server for analysis 

using a data communication method over the mobile internet.  

These bespoke systems can take a considerable amount of effort and time to create, 

whereby each component has to be developed and tested from scratch. This may 

include designing a component for sending and receiving messages and another 

component for the analysis of received messages. The design elements, within these 

components, could overlap considerably between different systems. However, the 

framework for each system is only created for a specific focal problem. To cater for a 

new problem would require large changes in the system design. To create a 

communication system that is generic to support multiple scenarios would reduce the 
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development effort for the individual scenarios, making the system far more robust in 

an ever changing and dynamic world.  

1.2 Aim and objectives 

The aim of this project is to design and create a new platform, with multiple sources 

of input and output, to support the development and implementation of scenario 

applications that would run in a mobile environment. Existing applications that 

interact with users in a mobile environment are only designed for a specific focal 

problem, whereby each component of an application must be developed from scratch 

to resolve that problem. The proposed platform would consist of a novel framework 

of generic components to enable new types of scenario applications to be rapidly 

integrated for active use via a structured process. This would include support for 

scenario applications that provide a direct service to individual users of mobile 

communication devices via tailored interactions. The platform would also support 

scenario applications that focus on managing and coordinating multiple users to solve 

tasks in a dynamic and changing environment. 

The novel platform would primarily act as the communications handler for each 

scenario application. The key functions of the platform would be to receive 

communicated messages, extract and analyse the message data, store the data in 

meaningful locations and perform appropriate actions in response to the data. These 

functions would be dependent on the scenario application that the communicated data 

is regarding. The entire interaction process, from the platform initially receiving new 

information to performing appropriate actions in response, would need to be 

completed within a short timeframe with the appropriate threshold determined by the 

scenario application. This is to ensure that the platform can react to time-relevant data 

swiftly, allowing users to receive updates or further instructions without a long delay. 

This requirement is referred to as the platform’s ability to process message data in 

real-time.  

The platform would interact with people in our mobile society, who are the users of 

mobile communication devices. The platform would utilise these people to negotiate 

through and solve the objectives of each scenario application. The participating users 

could be requested to undertake application-specific tasks or gather field data to assist 

in the running of the application. Through the research of current communication 
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techniques this project should consider the means to effectively stay in contact with 

the users of the platform at all times, regardless of their geographical location. This 

research explores the methods that would ensure as many potential users of mobile 

communication devices as possible can interact with the platform. The platform 

should then be able to coordinate multiple users in order to solve objectives that arise 

in the running of a scenario application. Multiple methods of communication should 

be available within the platform to cover the wide range of devices, as well as benefit 

from the different features and properties that each method offers. This would provide 

a means to establish an effective communications structure to maintain a dialogue 

with each user in order that they can participate in an application.  

The platform requires a novel framework design to support the development and 

integration of a range of different applications. This should be based on a suitable 

system architecture to ensure an efficient method is formulated for handling system 

data and communicating with users of mobile communication devices. Each 

application would represent a problem scenario with specific requirements, which 

would require fulfilling by the platform. The platform’s framework would have 

generic properties to provide the necessary functionality to run each application.  

A proof of concept prototype of the platform is to be developed, based on the selected 

system architecture. A survey of current applications that utilise people in a mobile 

society is needed to be able to identify functionality for implementation in the 

platform. The platform needs to include a straightforward development process for 

integrating each scenario application in order to facilitate an application’s rapid 

implementation. Each of these factors should help contribute to a large reduction in 

the time and effort required to build each application, as the underlying components 

of the platform would be re-usable for each application. Therefore, a new application 

would not need to be built from scratch each time.  

Case studies are to be performed for evaluating the feasibility and effectiveness of the 

platform by running example scenario applications that test the different aspects and 

functionality of the platform. The platform’s development process would need to be 

compared to the implementation of each application from scratch in order to 

demonstrate the amount of time and effort saved by using the platform. Once the 

scenario application is ready for use within the platform, an experiment is required to 
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assess the real-time running of the application from the users’ points of view. 

Furthermore, a scalability test is required to assess the performance of the platform 

when a large quantity of users are registered and interacting in the relevant scenario 

application. This would highlight the limitations of the platform by discovering the 

maximum amount of users that can interact simultaneously with the platform, without 

sacrificing the platform’s capability to respond in real-time. This evaluation would 

help discover areas of improvement that can be made to enhance the platform. 

1.3 Project overview 

An integrated communications platform, entitled the Connected-Mobile Platform, has 

been developed to support three different types of mobile communication methods; 

SMS, email and data input via a web-based user interface. Each communication 

method has unique properties that the platform is able to utilise. SMS is ubiquitous 

for the sending and receiving of short text messages between mobile phones. Other 

types of internet-enabled communication devices can use email and the web-based 

user interface to interact with the platform. These internet-based methods offer 

additional functionality, including the transmission of multimedia messages and a 

more user-friendly interface respectively. By incorporating support of the three 

communication methods, the platform is able to interact with a broad range of mobile 

communication devices. The users choose their preferred method of communication 

for the sending and receiving of messages, which the server would then utilise to 

interact with them. This preference is automatically updated whenever the user 

switches to an alternative communication method, enabling the user to select the most 

effective and convenient communication method each time they initiate the 

interaction process.  

The platform has a framework of generic components to facilitate the inclusion of a 

range of different scenario applications, whereby each scenario represents a specific 

type of problem. Each occurrence of a scenario is defined as an instance of the 

scenario. The framework is designed based on a client-server architecture where 

operations are split between two types of components; a server and client devices 

[14]. The server is a computing device that houses the core application of the 

platform and the databases for data storage, containing the necessary hardware and 

software to run the platform. Each user in the field is a client with their mobile 
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communication device being a client device. The users perform tasks and gather field 

data, which is then sent to and analysed by the server. The platform design is based 

on three separate layers; a presentation, logic and data layer. These layers have been 

designed using the foundation of a tiered communication model, which has been 

implemented within the Remote Experimentation system [15]. This provides a 

structure for the communication between the server and its clients.  

The core functionality of the platform covers a wide range of features that can be 

utilised by each scenario, which includes the underlying communication process for 

interacting with the users. A template mechanism has been implemented, whereby 

each message exchanged between the server and its users is based on a pre-defined 

template structure. The template mechanism supports all three communication 

methods, enabling a simplified process of data extraction by the server and an 

effective means for users to send field data.  

The platform’s middleware, entitled the Template Analysis Unit (TAU), handles the 

analysis of field data extracted from a user’s message. The TAU utilises both 

template criteria and analysis entities that have been pre-defined and tailored to the 

requirements of the scenario. The purpose of the TAU is to autonomously process 

user messages. Therefore, actions and responses can be achieved in real-time, based 

on the results of analysis on the field data sent from a user. Additionally, each 

scenario can have its own application module integrated within the platform for 

scenario specific functionality and analysis.  

There is a Principal database to store data on the core entities of the platform. These 

include scenarios, users, messages, templates and the criteria for data analysis 

procedures. Additionally, each scenario has its own specific database to store 

collected field data relating to the scenario. 

The platform incorporates assignment functionality and location-based technology to 

manage and coordinate users in multi-user scenarios. New assignments are 

dynamically generated during the active running of an instance, whereby each 

assignment is created for a user to resolve a specific objective of the instance. An 

assignment that is location-dependent would be efficiently allocated to a user based 

on the closest user’s geographical proximity to the assignment’s location.  
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The platform enables a smooth and rapid integration of scenario applications, which 

is based on a three-stage scenario development process. It is the role of the scenario 

builder to develop each scenario. This process involves the design of the scenario’s 

database, creation of the template and analysis criteria and the programming of the 

application module.  

There are two different scenarios that are designed to test and evaluate the platform’s 

functionality. The first scenario, entitled the Diet Diary scenario, tracks the daily food 

consumption and activities performed by a subscribed user. This is a basic scenario as 

only one user is assigned to each instance. Its purpose is to evaluate the 

communication process between the server and a user, as well as the TAU’s ability to 

process field data. The second scenario, entitled the Missing Persons scenario, 

investigates the platform’s ability to handle and coordinate multiple users. The aim of 

this scenario is to track and locate people who have been reported missing. 

Assignments can be generated for this scenario to provide specific tasks to each user, 

making it possible for the platform to coordinate the tasks being performed by the 

multiple users. During the investigation of these scenarios the development time and 

effort is analysed to determine the platform’s ability to support a rapid 

implementation of future scenarios.  

1.4 Research methodology 

This project has been carried out based on a five-stage research methodology. The 

initial stage of the project involves undertaking a requirements analysis to build a 

functional specification of the features to be incorporated in the proposed platform. 

The requirements analysis starts with a review of current mobile communication 

technology. This review is performed to identify both the communication methods 

and hardware (mobile communication devices and their integrated components) that 

the platform would need to support.  

The requirements analysis also consists of a review of existing applications that 

interact with their users via the researched mobile communication methods. This 

would include an investigation into applications that provide a tailored one-to-one 

service to each of its users and applications that interact with multiple users to resolve 

a specific problem. This review is performed to identify the procedures used to 

interact with and manage the application users within a mobile environment as well 
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as to explore the practical features that have been implemented to resolve the 

objectives of the applications. Furthermore, it is important to determine missing 

functionality that would provide improvements to the operations of these 

applications. Conclusions from this review would determine the necessary 

functionality to include in the platform.  

The next stage is to select a suitable systems architecture for the design of the 

platform. It is important to investigate multiple system architectures, examining 

applications that use each architecture to assess their benefits and drawbacks for use 

in a mobile environment. 

The gathered requirements within the functional specification need to be translated 

into a design specification for the platform. The platform would be split into several 

components, each tasked with supporting one or more of the required features 

initially outlined in the functional specification. Using the design specification a 

prototype of the platform can be developed and implemented within a programming 

environment. This involves selecting a suitable programming language and data 

storage solution to ensure that the platform is able to operate and support the 

identified feature-set. 

Once the platform has been implemented it is important to observe its functionality in 

supporting active scenarios. This is achieved by performing experimental case studies 

to test the different types of scenarios that the platform is required to support. This 

stage involves running the structured development process for each scenario type, 

where the speed and ease of integrating new scenarios into the platform is assessed. 

The experiments also include testing the platform’s functionality in running instances 

of each scenario and supporting multiple users simultaneously. 

The final stage of the research methodology is to evaluate the platform’s feasibility in 

achieving the aim and objectives that were initially identified and defined, using the 

resultant data from the two case studies. The conclusions are used to determine the 

contributions of the thesis to knowledge, as well as to identify areas of improvement 

to advance the scope of the platform and its wider applicability to resolve practical 

problems. 
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1.5 Structure of the thesis 

Chapter 2 reviews the different technologies that are currently available for 

facilitating communication in a mobile society. This includes the investigation of 

communication methods, such as SMS and email, which transmit information 

between two different devices. The devices that provide a means for people to 

communicate with each other, such as mobile phones, are also investigated.  

Chapter 3 investigates applications that have utilised current mobile communication 

technologies to achieve a particular goal and explores the successes and shortcomings 

of these applications. Features of each application are identified to establish the 

functionality that should be implemented into the proposed platform, which aims to 

support a range of different applications. Other applications are also investigated that 

include functionality which may be advantageous to the platform.  

Chapter 4 investigates three different system architectures to determine the most 

appropriate type for the proposed platform. The investigated types are the client-

server, peer-to-peer and multi-agent architectures. Current systems that utilise each 

architecture are examined to identify their benefits and drawbacks. 

Chapter 5 discusses the novel design and implementation elements of the new 

platform, detailing how the platform’s generic framework is created together with the 

design elements for integrating scenario applications. The stages of the data analysis 

process performed on user messages are described in this chapter. This is followed by 

the details of the scenario development process required for each scenario to be 

integrated into the platform. 

Chapters 6 and 7 examine case studies of different scenarios used to evaluate the 

platform’s functionality. These scenarios are the Diet Diary scenario (Chapter 6) and 

the Missing Persons scenario (Chapter 7). The design elements of each scenario and 

the way in which these scenarios utilise functionality from the platform’s generic 

framework are discussed. The scenario development process is examined for these 

scenarios, focusing on the implementation of functionality specific to each scenario.  

Chapter 8 presents a summary of the project and highlights the ways that the aim and 

objectives of the project have been met. This chapter also discusses the contributions 

of the project and identifies future work that is required. 
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2 Communication Methods and Devices Operating in a 

Mobile Society 

2.1 Introduction 

This chapter investigates the current techniques that are employed for mobile 

communication. The review surveys the communication methods and devices that are 

currently available, exploring their use in a mobile environment. These methods and 

devices are explored to view how they can assist services that interact with people in 

a mobile society, where these people need to be contacted from various locations. In 

recent years the popularity and continuous development of mobile phones has 

provided flexible means of communication in a mobile society. This development has 

been both on the hardware side of mobile phones and the available methods of 

communication. 

2.2 Communication methods 

This section focuses on communication methods that can be utilised for 

communicating in a mobile environment. When mobile communication devices first 

came to the market, voice communication was the only available method. Over the 

last few decades a range of new communication methods have been developed [2]. 

These new methods have allowed for a variety of different ways to communicate in a 

mobile society, which started with simple text-based communication. This has 

progressed to more advanced methods, which allow for communicating with 

multimedia and more flexible methods to transmit data, such as the internet. 

2.2.1 Short Message Service 

Short Message Service (SMS) is a mobile communication method, whereby mobile 

phone users can communicate through the sending and receiving of short text 

messages [5]. There has been a rapid growth in this communication method since the 

first text message was sent in the early 1990s [6, 16]. Figure 2.1 illustrates the early 

growth of SMS within the UK, showing the rise in the number of text messages sent 

each month between the years of 2000 and 2005. Figure 2.2 illustrates the continued 

growth worldwide to the year 2010. These charts show that there has been a steady 

and consistent increase in messages sent, which were still increasing by over 40% in 

2010. There have been two key reasons for this growth. The majority of mobile 
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phones are compatible with SMS and provide straightforward ways of using this 

method to send and receive messages. Secondly, sending a text message is a less 

expensive option, provided by the mobile networks, to that of a voice call [7, 5]. 

These attributes have helped to make sending SMS messages a ubiquitous method of 

communication [8].  

 

Figure 2.1: Initial growth of SMS in the UK from 2000-2005 (adapted from [17]) 
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Figure 2.2: Continued growth of SMS messages sent worldwide from 2007-2010 

(adapted from [18]) 

Originally, the purpose of SMS was for person-person messaging, whereby two 

human subscribers could exchange messages between each other [6]. Messages are 

sent over the mobile network infrastructure and received by the receiver when their 

device is ready to accept incoming data. If the receiver’s device is switched on and 

can obtain a network signal then a message is usually received within seconds. 

However, the store-and-forward specification of SMS means it is not necessary for 

the receiver to have their device on when the message is sent [19]. If the receiver’s 

device cannot obtain a network signal then the message would be stored in an SMS 

centre, an intermediary location held by the network, until the message is successfully 

delivered, as illustrated in Figure 2.3. SMS does not require users to be available in 

real-time, as opposed to voice calls. The receiver can then choose to respond to the 

sender at a convenient time [20]. This factor has helped make SMS a popular method 

of communication for the younger generation [2, 21]. It is an accessible way for 

students and young adults to keep in touch with friends [22]. Each user can regularly 

send messages throughout the day, providing a continuous channel of communication 

between the two parties without the need to send a reply immediately [23]. 

Furthermore, SMS messages can be sent from any location where the sending device 

can obtain a network signal, which provides the ability to communicate anywhere and 

at any time. 
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Figure 2.3: Store-and-forward procedure for sending messages via SMS (adapted 

from [19]) 

A further use for SMS is for machine-person messaging, whereby communication 

occurs between a person and a computer in order to achieve a particular objective [6]. 

An example of the usage of machine-person messaging is through information 

services. These are services which mobile phone users may subscribe to for the 

purpose of receiving message updates on topics of interest (Figure 2.4). Such 

examples include weather, traffic and news information services [11]. Over two 

million mobile phone users utilise SMS weather services on a daily basis in the USA 

in order to obtain details concerning the weather [24]. Messages are automatically 

created by these information service providers, which are then sent to the subscriber’s 

device. The reverse process of person-machine messaging also exists. An example of 

this is where television viewers can participate by sending messages on some reality 

television shows. This includes sharing their views on the subject being discussed in a 

talk show or providing a vote for contestants in a competition [22]. These are 

examples of either utilising people in society or providing a service to the users, 

regardless of their physical location.  
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Figure 2.4: News (left) and weather (right) notifications sent from an information 

service provider to subscriber devices (retrieved from [25]) 

2.2.2 Multimedia Messaging Service 

Multimedia Messaging Service (MMS) enables complex information to be sent over 

mobile networks. This is an enhancement over SMS and is conventionally utilised to 

send multimedia files as an attachment alongside a text message [26, 6]. SMS limits 

the user to only a small quantity of text per message. MMS ranges from basic text 

messages, where the text can be formatted in a variety of ways, to the inclusion of 

image, video and audio files (Figure 2.5). These extra features provide more 

interaction and control over the content that is included in the message [27]. MMS 

technology offers the ability to send an image immediately, which has just been 

captured, to another device. For example, whilst shopping it is possible to take a 

picture of an item and send the image file to a friend to find out their opinion on 

whether it would be a worthwhile purchase [28].  

 

Figure 2.5: An MMS message sent to a mobile phone, containing an image and text 

(retrieved from [29]) 
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MMS has not been as successful as SMS, which is partly due to MMS not being as 

ubiquitous [30]. Fewer mobile phones support MMS and those that do usually require 

the user to configure the service themselves. Additionally, the fees for sending a 

message via MMS can be up to five times greater compared to SMS, depending on 

the network provider [31]. 

2.2.3 Electronic mail 

Electronic mail (email) is an electronic communication method which started prior to 

SMS. In a fixed location, such as the work office or at home, it has been the most 

accepted method of communication since the adoption of the internet by society [32, 

33]. With the introduction of wireless and mobile internet technology, mobile devices 

have been able to effectively include email facilities into the mobile environment. 

One such example is the Blackberry mobile phone range. Blackberry devices have 

seamlessly integrated email functionality (Figure 2.6) into a mobile environment 

through the use of a software application installed on the device that facilitates the 

sending, collection and organisation of messages on the device [9]. Emails are 

automatically and persistently forwarded when they are received from a server to the 

device, via the always-connected mobile internet [34].  

 

Figure 2.6: An example email application running on a Blackberry device (retrieved 

from [35]) 

An advantage for a mobile device to communicate via email as opposed to SMS or 

MMS is that this method is free for sending messages [36]. In the case of a 

framework where a system is communicating to many devices, the system can always 

be connected to the internet. This would make it far cheaper to regularly send 

messages as there is no subsequent cost per message since the only cost is the running 
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of an internet connection. However, the costs of using the mobile internet can vary for 

a mobile user who would require internet allowance in their mobile phone contract to 

benefit. 

In comparison to SMS, the sender of an email message has the ability to be more 

descriptive when creating the message, without the word limits or restrictions 

imposed by SMS [37, 38]. The email functionality allows any type of media file to be 

included as an attachment. Images, audio and video can be sent via email at no extra 

cost [39]. Figure 2.7 illustrates an email message containing an attachment being sent 

to multiple recipients. This message has also exceeded the character count of a 

standard SMS message, whereby in the case of SMS there would be a further cost 

incurred. 

 

Figure 2.7: An email message being sent to multiple recipients, containing an 

attachment 

People are increasingly purchasing more than one mobile device to use. SMS 

messages are only stored locally on one device. Since the user’s complete email 

collection is stored on the servers that provide the email address the user is not locked 

into using only one device. The user can access their messages from any device, 

which has the necessary mobile internet and email functionality [40].  

Mobile users tend to both check and respond quickly to text messages received, 

whereas emails are usually checked in less regular intervals [41]. For time-sensitive 

information this could be a crucial factor in deciding which communication method to 

use in order for the user to receive the relevant information. SMS is still a more 

universal method of sending and receiving messages over mobile phones since it is 

available on all devices, does not require access to the mobile internet and is 

standardised in the mobile environment [39].  
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2.2.4 SMS web services 

There are numerous online services that provide the facility for communicating via 

SMS from a fixed server to a mobile phone, by use of the internet. TextLocal [42] and 

BulkSMS [43] are examples of websites that offer this type of service. An SMS web 

service offers companies a generic method for sending and receiving messages 

to/from their customers. Purchasing bulk credits of SMS from the web service can 

reduce the cost of messaging in this way compared to individually sending messages 

from a mobile phone.  

The different SMS web services have similar features to each other. They each allow 

their clients to bulk send a message to numerous recipients simultaneously. This is 

practical for broadcasting the same information to many people, for example sending 

alert notifications and advertising information to the client’s customers, referred to as 

the users. Figure 2.8 illustrates a client interface for sending messages to their users, 

where in this example all the users would receive an advertising message. The SMS 

web service provides various methods for its clients to send and receive messages. 

One method for sending a message is the Hypertext Transfer Protocol (HTTP) Post 

method. The client makes a request via the HTTP protocol over the internet to send a 

message, providing the message details in defined parameter positions of the HTTP 

request. Another method is for the client to send an email of the message to the SMS 

web service, which then converts and sends it as a text message to the users. The text 

messages sent from the users are converted by the SMS web service and then sent as 

email messages to the client. An automated programme can exploit these methods to 

control the communication to and from mobile phones, without the need for human 

involvement. 
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Figure 2.8: TextLocal provides ability to send a bulk text to a group of users 

(retrieved from [42]) 

TextLocal [42] has the capability to send MMS messages in addition to SMS. In 

Figure 2.9 an image, audio or a video file can be uploaded and sent as an MMS 

message to multiple contacts. This means that multimedia files can be sent out as part 

of the message where textual information is not as satisfactory in describing a 

situation.  

 

Figure 2.9: TextLocal webpage for sending an MMS message (retrieved from [42]) 

SMS web services can be effective generic systems that provide a means of 

communication for many situations and scenarios. Nonetheless they are limited due to 

being designed only as a facilitator for communication; with limited management of 
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the communication beyond ensuring messages arrive at their destination. There is no 

analysis of data within received messages or means to use a predefined template for a 

message. This handling and analysis of the communication would have to be 

controlled manually or by the client’s own software system. However, signing up to 

an SMS web service makes the communication component of a system simpler and 

more efficient at working. This is due to the system being already in place and a 

tested method of communication, thereby providing a straightforward process of the 

exchange of messages between a client and its users. 

2.2.5 Summary and conclusions 

The available methods that facilitate communication between mobile devices are 

being improved on a regular basis [44]. SMS, MMS and email have been selected for 

investigation in this chapter as each method has unique properties when utilised by 

users of mobile communication devices. The use of SMS is suited for simple text-

based messages. SMS continues to be the most universal method of messaging over 

mobile phones since it is available across all levels of this device type [36] and is 

standardised in the mobile environment [39]. MMS supports enhanced features over 

SMS, including the sending and receiving of multimedia messages. However, it is not 

as ubiquitous as SMS and can be far more expensive when sending a large number of 

messages.  

Communication via email is an effective method for users since it is a zero-cost 

solution to sending descriptive messages with multimedia attachments. Furthermore, 

the email communication method enables interactions between other types of mobile 

communication devices, such as tablet computers which are discussed in the next 

section. However, email is not universally accessible to all users of mobile phones 

and communication via this method requires the user to have a mobile internet data 

plan. 

Each of the communication methods offer different benefits and drawbacks in 

relation to both the users and applications that are involved in the communication 

process. Therefore, when looking at person-machine messaging there is a need for a 

harmonious integration between the different communication methods. Each person 

may have a different communication preference or alternatively a user’s preference 

may change at different times, which could depend on the information they want to 
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present in the message. Multimedia content could be more preferable to be sent by 

email. There are other factors, such as the capabilities of the device currently being 

used by a person, which would help determine their communication preference. A 

basic approach of communication for users is to offer only one option, for example 

email-to-email or SMS-to-SMS. In these cases the user is locked into just one method 

of communication. Integration between multiple methods of communication could 

include allowing the user to send information by the different methods with the 

system responding by one pre-set method of reply. In this example, a user may be 

able to send a message by either SMS or email but all the system’s responses would 

be sent back to the user via email. The most complete integration of the multiple 

communication methods would be to allow the sending and receiving of each method, 

whereby the user determines their preference. For example, if the user sends a 

message via SMS future messages would be sent back to the user via SMS. If the user 

switches to email the system would follow suit. In this way greater flexibility is 

provided to the user as they are able to choose the most convenient method of 

communication.  

2.3 Devices and technology 

In today’s society many people now use mobile communication devices to perform an 

array of tasks. These tasks range from accessing the internet in a mobile environment 

to communicating via numerous methods to other mobile users. Unlike personal 

computers, mobile communication devices allow the user to work on tasks from any 

location [1]. Mobile phones and tablet computers are two such mobile devices. In 

comparison to fixed computer systems these mobile devices operate on cut-down 

operating systems. However, with the rapid progress in technology these devices are 

becoming both faster and more usable [45].  

2.3.1 Mobile phones 

The device that has seen the largest rise in popularity in recent years is the mobile 

phone. The first generation mobile phone was introduced into the market in the 

1980’s [46]. Initially these were not easily portable as they were large bulky devices, 

illustrated by the device on the far-left in Figure 2.10. Mobile phones were expensive 

to purchase and access to the voice communication service was not ubiquitous as 
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there was no universal standard [6]. These factors contributed to the device not being 

widespread in popularity. 

 

Figure 2.10: Evolution of the mobile phone from left to right (retrieved from [47]) 

The last two decades has seen tremendous growth in the mobile phone market with 

these devices being a must-have technology that the majority of the population now 

carries around with them at all times [2,4]. The newer models of mobile phones 

utilise a universal communication service, called the Global System for Mobile 

Communication (GSM). GSM provides a higher quality service for voice 

communication than earlier services had previously offered [48]. Additionally, new 

features have become available for mobile phones, including text messaging and 

internet access. This has allowed a global wide-reaching access to this new market, 

thus enabling the mobile phone to become a ubiquitous tool for communication [6]. 

During this time manufacturers were continuously improving the devices by 

decreasing the size and weight, whilst increasing battery life [2]. The size deduction 

is shown by the devices towards the right in Figure 2.10. Mobile phones have 

therefore been transformed into small multi-purpose gadgets which can easily fit into 

a user’s pockets. The rapid growth in mobile phone subscriptions has continued 

yearly, as shown by the chart in Figure 2.11, growing by approximately 45% each 

year since 2006 [3]. The chart also illustrates that there are significantly more mobile 

phone subscriptions than in other available forms of communication, including fixed 

telephone lines. 
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Figure 2.11: The rise of mobile phone subscribers worldwide from 2006-2011 and 

comparison with other forms of communication (adapted from [3]) 

There are limitations with the functionality of mobile phones due to their design for 

mobile use. The input capabilities are not as comprehensive as those of larger fixed 

devices, such as personal computers. Mobile phones lack a full-size keyboard and 

mouse, with many requiring input via a numerical keypad. It is necessary to 

frequently press the same key in order to input the correct character [49]. 

Furthermore, the small screen limits the amount of information that can be displayed, 

which could make it difficult for users to clearly read the information.  

2.3.2 Smartphones 

The development of the smartphone has helped to resolve the issues arising from 

standard mobile phones. A smartphone is a mobile communication device that 

includes an advanced operating system and superior computing functionality in 

comparison to a standard mobile phone [50, 51]. Figure 2.12 illustrates a comparison 

between a smartphone and a standard mobile phone. There are many applications 

available to install on smartphones in order to benefit the user [52]. An example of 

this is satellite navigation software, which is a popular type of application that is 

available for smartphones [53]. This software enables users to obtain details of their 

current geographical position and also receive directions to locations of their 

choosing.  
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Figure 2.12: Comparison between a smartphone (left) (retrieved from [54]) and a 

standard keypad-style mobile phone (right) (retrieved from [55]) 

The usability of mobile devices has increased as a result of the advancements in the 

smartphone technology. Touchscreen interfaces allow the screen to be utilised as an 

input device by the touch of a finger. Larger and higher-resolution screens display a 

greater amount of information, as well as presenting this information in a clear way 

[56]. The Apple iPhone (left device in Figure 2.12) has received considerable praise 

amongst critics for its innovative display and easy to use touchscreen interface [57]. 

This has brought about a revolution in handset designs, facilitating a greater degree of 

interaction than previously possible [58]. An alternative device, the Blackberry 

smartphone, has a small QWERTY keyboard and trackpad integrated into the device 

[9, 59]. These are input components, analogous to a computer keyboard and mouse 

[60], to simplify the process of viewing and replying to email messages by offering 

quick navigation and input of text (Figure 2.13).  
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Figure 2.13: Blackberry device with an integrated QWERTY keyboard and trackpad 

(retrieved from [61]) 

A large number of mobile phones today have the hardware for accessing mobile 

internet services together with the appropriate software for specialised email facilities 

[59, 56]. The advancements in communication technologies together with the 

continuous improvements on processing speed have allowed mobile phones to access 

the internet at an acceptable speed and in a convenient way [45], as illustrated in 

Figure 2.14. These features are enabling people to be connected with each other, 

quickly and easily, wherever they are situated [62].  

 

Figure 2.14: iPhone accessing a website on the internet with the ability to zoom in on 

parts of the content (retrieved from [63]) 
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2.3.3 Tablet computers 

In the past few years tablet computers have become very popular devices for 

consumers to own and use at a time and place convenient to them [64]. Figure 2.15 

shows an image of Apple’s iPad, which was the tablet computer that started the 

success of this new market [65]. Tablets are flat panel devices that combine the 

computing capabilities of a smartphone but with a larger touchscreen, which would 

usually be between 7-10 inches in size [66, 67]. The touchscreen is the input device 

with a large onscreen keyboard that can be easily hidden from view [68].  

 

Figure 2.15: Apple iPad tablet computer (retrieved from [65]) 

A tablet can provide functionality more akin to a laptop, which includes a greater 

focus on content creation [69]. There are many applications available to install on 

tablets, which include writing word documents, creating presentations and editing 

images [70, 71]. These types of content creation are far more appropriate on a tablet 

than a smartphone due to the larger screen size and strong battery life of up to 10 

hours of constant use [68]. The advancement in the availability of wireless 

connectivity for accessing the internet has also helped tablets to become a user-

friendly method for social interaction activities amongst users [72]. Users are able to 

communicate with other people face-to-face, by voice or text and with the benefit of a 

built-in camera there are a range of communication applications available to the 

device [66]. All these factors have helped the tablet computer to become an attractive 

device for a consumer to use when they are both at a fixed location and on the move.  
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2.3.4 Integration of a digital camera 

An integrated digital camera is now commonly found on mobile phones. This 

component allows the user to spontaneously take photographs of people, sites and 

other objects of interest that they experience in their daily lives [10], as shown in 

Figure 2.16. The first camera phones released in 2002 were of a low quality and 

insufficient for taking reasonable photographs when compared to standalone cameras. 

However, improvements in mobile technology have allowed camera phones to 

compete in quality. Many mobile phones now offer the same functionality as 

standalone cameras to take good quality photographs, such as autofocus, optical 

image stabilisation and a high resolution lens [73].  

 

Figure 2.16: Mobile phone being used to take a photograph of the landscape 

(retrieved from [74]) 

Whereas digital cameras brought the ability to instantaneously view captured images 

on the devices’ screen, camera phones facilitate the possibility of being able to send 

the images to virtually anyone regardless of where they are situated [28]. Once an 

image is captured it is saved in the device’s memory as a JPEG file, a compression 

technique to keep the file size small [75, 76] making it faster to send the file to a 

recipient. Information and events can be difficult or inappropriate to express vocally, 

due to having unique visual features. However, a camera phone is a device that allows 

not just the communication of information verbally but also visually. This facilitates 

the possibility of sharing visual events that the user considers to be of general interest 

or importance [31].  

The integration into mobile phones of a good quality digital camera has had the effect 

that many people use these devices as a replacement to standalone compact cameras. 
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Mobile phones allow users to capture spontaneous events virtually anywhere in the 

world giving rise to new opportunities, such as amateur photojournalism. This is in 

contrast to standalone cameras, which a user would normally only have with them for 

specific purposes [10]. People with mobile phones have the ability to record anything 

they consider newsworthy, which can then be sent to friends or even news companies 

they believe would find the information of interest [10]. This has provided other uses 

where members of society can assist in the public interest, such as law enforcement. 

An example of this is where a shop owner in Sweden took a photograph with a 

mobile phone of someone shoplifting from their store. This photograph was supplied 

to the police and used to identify and find the criminal [28]. 

2.3.5 Location-based services 

Global Positioning Satellite (GPS) technology is a method that can locate users with 

high accuracy, which is now integrated into high-specification mobile phones. This is 

a navigational technology that utilises orbiting satellites (Figure 2.17) in order to 

locate the receiver device, which is based on its longitude and latitude positions [77, 

78]. The user can be located with an accuracy of a few metres via GPS technology. 

Additionally, as the GPS hardware is integrated within the mobile phone, the location 

data of the device is computed and stored internally [79]. The position data can then 

be retrieved by navigation software that is installed on the device. This makes it 

possible for a mobile phone user to key in a particular address, for example a friend’s 

house, and be returned with instructions on the route to travel based on their current 

location, as shown in Figure 2.18 [80]. Since a mobile phone is a small portable 

device that can easily be carried around by a user, it is an ideal piece of hardware to 

utilise GPS functionality [81].  
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Figure 2.17: GPS technology uses multiple satellites to accurately track an object’s 

position (adapted from [82]) 

 

 

Figure 2.18: Mobile phone navigation software providing directions to reach a 

destination using GPS technology (retrieved from [83]) 

Mobile phones can now be localised using GPS technology making it possible for a 

centralised system to track the user’s location. This allows the opportunity for 

location-based services, which provide information to a mobile phone user that is 

associated with their current geographical location [84]. These services have 

generated a large amount of interest recently due to both the increased number of 
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mobile phones on the market and the decreased cost of GPS-enabled phones. For 

example, a user can use a location-based service to find details of the closest hotel, 

cinema or restaurant, including the distance from their current position and the map 

location. AroundMe [85] is a mobile phone application, shown in Figure 2.19, which 

provides location-based services to help users find local businesses that are close to 

their current location. These services can also be used to obtain reports on weather or 

traffic at or near the user’s current location [86]. Some GPS-enabled devices have the 

ability to send location data to any device it connects to. In the USA, when a call is 

made to the emergency services the location of the device is then sent to help locate 

the user quickly and direct the calls to the necessary site [78].  

 

Figure 2.19: AroundMe application for mobile phones (retrieved from [87]) 

There have been experiments to investigate the collaborative use of mobile phone 

localisation, whereby more than one device is used for localisation to provide the 

possibility of cooperation between mobile users. An example system is where there is 

a central server that holds details of the current and likely future locations of various 

people, using their mobile devices and previous tracking data of their daily lives [81]. 

This system assigns users into groups of those most likely to be near each other, 

based on their expected location models at particular times. This information could 

then be used to coordinate and mobilise the users in a more efficient manner in order 

to tackle tasks. An example of this is where the system autonomously books a work 

meeting where the people who need to attend, according to their location models, 

should all be in the same building at the set time of the meeting.  
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2.3.6 Summary and conclusions 

Mobile phones and the various other mobile communication devices have helped to 

facilitate a new type of social interaction. People can now communicate “anytime, 

anywhere and for whatever reason” [2] allowing the possibility to interact and 

socialise with one’s friends virtually everywhere [4]. In comparison to other 

computing devices, such as desktops and laptops, it is common for one of these 

mobile devices to always be with the user in a ready to use mode [44]. Thus, with the 

capability to instantly connect this technology, people in a mobile society can take 

advantage of 24/7 access that was never previously possible. The result is a social 

network that is more connected worldwide than ever before [2]. Users can now carry 

multiple devices at any given time, each for a different purpose, with the choice of 

options ranging from a basic mobile phone to a tablet computer. In person-machine 

messaging it is a useful attribute for the system which provides services to a user to 

be able to cater for each device, in the most efficient manner, in order that the user 

can maintain communication at all times. This efficiency could include the cost of 

communicating or the functionality available to be able to send and receive 

information in the most practical way. 

2.4  Conclusions 

The mobile phone has moved beyond a system of basic communication functionality 

into a multimedia and mobile computing device. These advancements in technology 

allow for possibilities far beyond the device’s original intent, giving the user the 

opportunity to partake in a variety of media interactions in a mobile environment. 

When users are looking to purchase a new mobile phone they now consider not only 

the selection of devices for voice calling but additionally whether the device has 

audio and video capabilities, internet technology and GPS functionality [4]. In 

addition to this, there are now other mobile devices and methods available to achieve 

communication and social interaction in the mobile environment, such as the tablet 

computer.  

SMS has been found to be an effective and inexpensive method of communication 

that allows clear and concise information to be sent to users quickly, regardless of 

their whereabouts. However, only a limited amount of textual information can be sent 

to a receiver using this approach. An SMS web service can be used to handle the 
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transfer of messages between the system and its users. This service covers the SMS 

method and has the appropriate protocol in place for a client to send and receive 

messages. Through the use of MMS and email there are additional mediums of 

communication, such as photo and video facilities, which can be implemented into 

the communication process. These mediums can offer more informative content to the 

user than by text alone. For example, sending a photograph of a particular person to a 

user would make it easier for the user to identify them. Furthermore, a user out in the 

field could take a photograph of an item instead of describing it, providing enhanced 

details on the item.  

A system that utilises people in a mobile society should integrate a wide range of 

communication methods in order to cover the different types of mobile 

communication devices. This would enable the users to interact with the system 

through the device they are currently using, via their own preferred method.  
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3 Review of Communication-Based Applications that 

Interact with Multiple Users 

3.1 Introduction 

The purpose of this chapter is to investigate applications that have been developed to 

utilise people in order to solve a specific task. The main focus is on applications that 

utilise mobile communication methods, whereby it is possible to achieve an anytime 

and anywhere communication capability within a mobile society. There are a wide 

range of applications in circulation that utilise members of a mobile society for 

various purposes. In competitive reality television shows such as The X Factor, the 

general public are able to vote for their favourite contestant by sending in a text 

message during each stage of the competition [88]. Television and radio chat shows, 

including The Wright Stuff [89], allow their viewers to make comments or ask 

questions by sending in a text message concerning the current topic [22]. In this way 

it is possible to allow the general public to participate and contribute to the show. 

News websites, such as BBC News [90], encourage members of the public to send in 

photographs and videos taken on their camera phone regarding interesting news 

events [10]. Allowing members of society to participate in this way offers the news 

company the ability to find information from a wider range of resources, direct from 

people who have had first-hand experience of a news event. Groups in society have 

been able to utilise mobile communication methods to lobby governments for specific 

issues. The Indian government was forced to reopen a murder case due to activists 

organising an SMS petition, whereby the public sent text messages as a form of 

protest [91].  

Several more advanced applications are discussed in this chapter that incorporate 

mobile communication methods for the purpose of utilising people in a mobile 

society. This is followed by applications which users interact with in a non-mobile 

environment but have valuable features and characteristics that can be included for 

applications that focus on a mobile environment. Therefore, both the technologies 

employed and the features contains within each application are identified and 

examined to determine their effectiveness in supporting users in a mobile society. 
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3.2 Applications utilising a mobile society 

The applications discussed below operate in a mobile environment. These 

applications are surveyed to determine both the practical features that have been 

implemented and functionality that could be included to expand the applications. 

3.2.1 Pharmaceutical Care application 

In China an experimental scheme was established for using an SMS-based application 

to provide pharmaceutical care to patients [12]. According to patients there are often 

concerns regarding the usage of medication away from the hospital and it has been 

discovered that between 20-50% of the patients do not take their prescribed 

medication. This study looked at developing an application, entitled the Mobile 

Pharmacy Service System (MPSS), to provide individual care to patients using SMS 

with the aim of increasing the use of medicine whilst ensuring it is taken safely. The 

SMS-based application sends and receives text messages to provide a service for 

communication with patients. The application is linked to a database, which stores 

details of the patients’ medication and the data regarding the various medicines. 

There is a user interface where the pharmacist is able to update the medication data. 

The application uses this data to generate individualised messages for patients, which 

are then sent using specialised SMS equipment. Messages are sent to patients each 

day consisting of a reminder to take their medication, advice on the correct methods 

of usage and warnings of adverse effects from prolonged usage. Patients have the 

ability to respond back to the application, allowing them to report on their current 

status or ask the pharmacist for guidance. The pharmacist has to manually reply using 

the application’s interface. This flow of communication is shown in Figure 3.1. 

 

Figure 3.1: MPSS flow of communication (adapted from [12]) 

This experiment was found to be successful amongst patients. The usage of mobile 

devices allowed patients to “review and remember guidance more clearly”, providing 
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the patients better knowledge with regard to their medication. The majority of 

patients were satisfied with the application, deeming that it provided a “closer link 

with their pharmacist”.  

An issue of concern with this application is that very few elderly patients were able to 

participate. Poor eyesight prevented these users from reading the text messages 

clearly. A possible way to resolve this issue would be to provide alternative mediums 

of communication to allow the application to cover more people, such as picture and 

video messaging. Additionally, information supplied to the patient in other 

multimedia forms could be more effective at describing the situation. For example, a 

video or slideshow of the correct method of medicine usage could be more helpful to 

a patient than solely through text-based instructions.  

3.2.2 Attendance Improvement applications 

An SMS-based application [92] was developed in Malaysia to investigate whether 

sending message reminders improves attendance rates in primary care. There are 

patients who regularly do not attend their appointments, disrupting their treatment and 

preventing other patients being able to book an earlier appointment. The wastage in 

time lowers the efficiency of the practice, thereby raising costs. A survey found that 

non-attendance was generally due to the patient forgetting or mixing up their 

appointment time. Therefore, the importance of this application was to provide 

reminders, containing the appointment details, to the patients before their 

appointment. This action was achieved by an employee at the practice manually 

sending text messages to patients 24-48 hours before their due appointment. The 

benefit of sending a text message is the convenience it provides to the user, whereby 

the user would receive the text message almost immediately. An experiment was 

performed with two groups of patients, where only one group received SMS 

reminders from the application. The results of this experiment showed that there was 

significantly more attendance to appointments by those using the application. The 

application was shown to be effective by raising the probability that each patient 

attended their correct appointment. 

An advantage of using an application based on sending text messages is that it is 

possible to construct a computerised process whereby text messages are sent 

automatically, at a predefined time, before the appointment. This process has not been 
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carried out in the Attendance Improvement application, with the text messages 

manually sent by an employee of the practice. An automatic process would lessen the 

workload of the employee reducing the required manpower. Additionally, there is a 

higher chance of mistakes occurring in applications that are reliant on human input 

than that of an autonomous computerised system. A further advantage would be to 

combine this automatic process with a feedback mechanism as text reminders can be 

re-sent automatically to a patient if, after a predefined length of time, no confirmation 

message has been received from the patient. 

Computerised functionality was utilised in a second application, applied in a 

Melbourne hospital, to investigate whether sending SMS reminders improved 

outpatient attendance [93, 94]. The hospital’s Outpatient Clinic Scheduling System 

contained the necessary data for the reminders which was uploaded and stored into a 

database. The database could then be queried by the SMS application’s interface 

(Figure 3.2) to generate a personalised reminder message. The data was appropriately 

placed in an SMS template. On a daily basis a batch of messages would 

autonomously be sent to patients who have appointments due in three days. This time 

period, whilst helping to lower the chances of patients forgetting their appointment, 

gave a necessary period of time to re-fill appointments in the case of cancellations. 

Results showed the application was effective in increasing attendance rates to 

appointments.  

 

Figure 3.2: Telstar Mobile Online SMS System used to generate personalised 

messages (retrieved from [94]) 

3.2.3 Interactive Learning application  

A college in Dublin has experimented with an SMS-based application [95, 96] in 

order to improve interactivity during lectures. Increased interaction during a lecture 
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between students and the lecturer has reportedly led to a more active learning 

environment. This has helped to motivate the students, developing a community 

atmosphere and supplying lecturers with valuable feedback. With the ability to 

generate fast and concise messages an SMS-based application was utilised to allow 

students to send messages from a mobile phone, in real-time, during their lectures. 

Students would have the ability to anonymously send a text message to a device held 

by the lecturer to ask questions or request the lecturer to clarify points. Figure 3.3 

illustrates the process where a message, containing a question, is sent by the student 

and received by a Nokia Card Phone attached to a computer. The message is then 

converted to a text file for the lecturer to view it and provide answers to the entire 

class. 

 

Figure 3.3: Process of receiving the question from students (adapted from [95]) 

This is an application where only a limited amount of financial and technical support 

is required, since the majority of students already possess a mobile phone along with 

the knowledge to be able to operate the device. Additionally, the small size of the 

device means it is unobtrusive in the environment. The originators of the messages 

are not shown to the lecturer. Normally, 38% of students never make interactions 

within a lecture. Providing anonymity should reduce this number, as those students 

who are usually too shy or fear asking questions would now have the opportunity to 

interact with the lecturer. This application could be utilised anywhere by the students, 

as the mobile phones can be carried and used outside of the lecture to send a question 

from any location. During lectures the lecturer can directly provide the answer whilst 

outside of lectures answers would be provided via the application’s website. A 

student is then able to access the website to obtain the answer and submit a response 

or ask a further question. Figure 3.4 illustrates the communication process for this 

application outside of lectures.  
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Figure 3.4: Message loop between a student and lecturer outside of lectures (adapted 

from [95]) 

The results for the application showed that 47% of the participants sent messages 

during lectures. The students found that the application effectively offered the chance 

to interact and raise issues without disrupting the lectures. This allowed the lecturers 

to solve the issues at the appropriate time.  

All the students who took part in the experiment had a mobile phone. However, this 

did not necessarily mean that the students took the devices into each lecture or had 

any available credit on their device, which are both essential requirements for the 

participants to interact in this way. If either of these requirements were not met by a 

student it would limit their capability within the lecture. Furthermore, even if the 

students had sufficient credit to send messages there is still a cost for each sent 

message, which could have an effect on the decision to use this method of interaction. 

This application would benefit from multiple communication methods being available 

during a lecture. Smartphones can utilise other methods of communication, such as 

email. It would further help the student if the college had a wireless internet 

connection available as email messages sent would be free for the student with no 

credit required on their device. 

Another issue with this application is the time it would take to create a message. A 

large number of low-cost mobile phones have a keypad where at least three characters 

have to be shared over each button. This can result in the time taken to create a 

message being too long, especially for the inexperienced user. The result is that it is a 
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distraction from the tuition in the classroom. The introduction of new technology, 

such as touchscreen smartphones, should help to reduce the time spent texting since 

these allow full QWERTY keyboards to be displayed on the screen.  

3.2.4 Smoking Cessation application 

There are currently smoking cessation services available to help smokers stop or 

reduce the amount they smoke [97]. However, these services are not utilised enough 

by the younger generation. An SMS-based cessation service would provide a 

relatively inexpensive method to a significant number of the population, especially 

the younger population where the vast majority own a mobile phone [98] and 

communicate via SMS [21]. In New Zealand a trial was conducted on two groups of 

smokers, where only the first group received an SMS-based cessation service. The 

second group could receive any other type of cessation services.  

Users in the first group would receive text messages providing advice on the ways to 

stop smoking, support on coping with withdrawal symptoms and a range of interests 

to offer as a distraction. This was achieved using an algorithm that sent appropriate 

messages from a database that stored over a thousand messages, based on the 

person’s characteristics. The application sent out the text messages by having 

functionality in place to query the database for generating the content of a message. 

This set-up reduced both the manpower required and chance of human error. For the 

first six weeks the smoker would receive regular text messages daily to help them 

stop smoking, then after that period the messages would slowly be reduced to keep up 

the cessation. Over the first 6 weeks it was found that over double the participants 

stopped smoking in the group that received the SMS service in comparison to the 

other group. 

An advantage of this application is that it can reach areas of society that are hard to 

physically communicate with, such as people in rural areas or with disabilities. This 

has been made possible since mobile network services are available over a large 

geographical area and mobile phones are usually within the vicinity of the owner. The 

current geographical location of the user’s mobile phone is insignificant as long as the 

device can obtain network signal.  
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This service could be improved by utilising the new features of mobile phones, such 

as their multimedia capabilities. Using video and audio files can provide more 

effective and informative content to the user. However, this type of service could 

restrict certain parts of societies, for example those who can only afford an 

inexpensive mobile phone that is just equipped with basic functionality. 

3.2.5 Telemedicine Monitor application 

An application to provide management for people suffering from the condition of 

diabetes [99] was developed at Oxford University. This application manages the 

condition, with the use of mobile phones that incorporate General Packet Radio 

Service (GPRS) technology, by sending and receiving data in real-time to a secure 

central server at the clinic. A meter device for measuring a patient’s blood glucose 

level is connected to their mobile phone. A java applet on the mobile phone then 

takes these readings and sends them via GPRS to the server. This method enables the 

patient to send regular meter readings to the server daily and receive back the 

required continual adjustments needed for optimal support, whilst away from the 

clinician. Figure 3.5 illustrates the process of this communication, whereby the server 

provides feedback to the patient’s mobile phone and an internet webpage for the user 

to view. With the use of the java applet, the phone has a screen suitable for displaying 

graphical data which is sent back from the server. One such example is a histogram 

that displays data on the blood glucose levels over the last day or week in graphical 

format. The mobile phone’s colour screen is utilised with a colour-coded histogram to 

show the patient where the level is too low or high, as illustrated in Figure 3.6. This is 

to provide the necessary help to make adjustments and keep the level within the 

required limits. Additionally, it is possible to contact the nurse via SMS to ask 

questions and receive daily reminders to perform this procedure. 
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Figure 3.5: Process of communication between a patient and the application’s server 

(adapted from [99]) 

 

 

Figure 3.6: Feedback histogram on display (retrieved from [99]) 
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Results from an experiment showed that there was a substantial improvement in 

maintaining the correct blood glucose levels with patients using the application in 

comparison to those in the control group. This application has several advantages 

over the previous SMS-based applications. The collected data was recorded directly 

from a meter device (Figure 3.7), instead of being manually inputted by the patient 

where there is risk of erroneous data being inserted. Using GPRS means the 

connection to the server is always active. Consequently, the data is provided in real-

time and not intermittently, resulting in the feedback from the server being relevant at 

the time received. Furthermore, there is the possibility of the server accessing and 

analysing the data almost immediately after the reading has taken place. These 

features make the application more effective at maintaining a patient’s blood glucose 

levels in comparison to a manual process of inputting the data. 

 

Figure 3.7: Patient’s mobile phone linked to a meter device (retrieved from [99]) 

This scheme is only available to mobile phone users who have GPRS-enabled devices 

with the capability to run java software. Therefore, it has the potential of cutting off 

segments of society where people either have not upgraded their phones for a 

considerable time or can only afford an inexpensive device. There could be an 

alternative option to manually send the meter readings via SMS in order to allow 

patients with basic mobile phones to be included in the scheme.  

The ability to display graphical data on a mobile screen can be a useful approach for 

patients to monitor their conditions. However, people with impaired eyesight, such as 

the older generation may struggle to see the charts clearly. Having a webpage 
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dedicated to each patient’s recorded information aids this issue as results can be 

viewed on a larger screen. 

3.2.6 Road Safety Alert application 

A Road Safety Alert application [100] has been developed at Missouri University. 

This application is designed both to detect a possible hazardous environment from 

man-made infrastructure and the natural environment, such as high-levels of water 

leading to a flood. Devices, called SmartBricks, are installed in these locations. This 

is a low-powered device that measures various properties of the locations, working 

autonomously, based on timers within the circuit board. All these devices are 

connected wirelessly to a remote server. Mobile phone users can subscribe to the 

safety alert service to receive SMS alerts of potential hazardous situations in locations 

that they request. The user initially subscribes via their computer over the internet, 

providing their mobile number to the application’s server. The user’s mobile number 

is stored in a database on the server. Each SmartBrick device periodically downloads 

measurement data to its on-board memory. For each property, safety threshold values 

are defined with the device raising an alert if these values are breached. The data 

relating to a threshold breach is wirelessly sent to the remote server, which 

subsequently sends SMS alert messages to the users based on the location of the 

SmartBrick device. These messages provide the users with the necessary warning 

details when an alert has been triggered. This process is illustrated in Figure 3.8. 

 

Figure 3.8: Process of the Road Safety Alert service (adapted from [100]) 
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The location-based features of this service mean that users are only updated about 

hazards that occur in locations meaningful to them. By providing this early alert to 

users they can be prepared for the hazard by either delaying or cancelling their 

journey or taking an alternative route to reach their destination. This service not only 

supplies the user with valuable information but also reduces the possibility of 

incidents occurring at the location, easing the disaster management procedure due to 

the hazard. These alerts are provided in close to real-time with the data sent from the 

SmartBrick device to the remote server immediately after a threshold has been 

breached. Sending the text messages should then occur within two minutes. The 

majority of mobile phone users keep their device close to them [44], thereby not 

making their current location an important factor when receiving alert messages. 

Additionally, this application can be very useful in remote and rural locations where 

suitable services for dealing with hazards are lacking. This is due to the devices being 

inexpensive to set up and to contact travellers, as well as the autonomy of the 

application. The SmartBrick devices can be left to run independently for long periods 

of time.  

This type of application could be of further benefit if new functionality was integrated 

for two-way communication between the application’s server and the users. The users 

could then work together with the application by reporting current or potential 

hazards. These reports could then be assessed by the application, with alerts sent to 

other users if necessary.  

The users are only able to subscribe to this service over the internet. If the user 

decides to travel via a location that they have not subscribed for updates then they 

would be unaware of any current hazards in this location. The user would have to 

wait until they have an internet connection to add this location to their subscribed list. 

To resolve this issue a method for adding new locations to a user’s subscribed list via 

SMS could be implemented. Users with any type of mobile phone would then be able 

to update their subscribed list when they are on the move.  

3.2.7 UbiquitousSurvey system 

UbiquitousSurvey [13] is a system that enables its users to perform field studies by 

observing the population characteristics of various animals. The UbiquitousSurvey 

system makes use of mobile devices, such as smartphones, to gather this data from 
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the field. Each user out in the field is labelled a surveyor. There is a central server, 

which uses either a wireless connection or the mobile internet for communicating to 

each user’s device in the field. The field data that is collected from the user’s device 

is sent to the server and stored in its database. Figure 3.9 shows an example of field 

data being gathered by the mobile device.  

 

Figure 3.9: Data being gathered by mobile device (retrieved from [13]) 

Due to the extensive geographical coverage of the mobile internet it is possible for 

these mobile devices to be used in areas that are vast distances from the server. 

Additionally, the mobile devices have software installed to perform some of the basic 

analysis of the field data when a connection to the server is not available. For 

example, this software can find the mean, minimum or maximum value from a set of 

collected numerical data. These features facilitate an anywhere and anytime access 

ability. 

Another role in this application is the advisor, who sets up assignments and generates 

electronic forms for data entry by using a standard computing device, such as a 

laptop. These assignments can help the advisor when coordinating the different users 

by providing each user with a different role to collect the field data efficiently. Part of 

the advisor’s role is to manually analyse the uploaded field data in the database and 

make judgements on how the project is progressing, identifying where any alterations 

are necessary.  

The users in the field remotely access the server to receive their assignments, via their 

mobile devices. The data gathered from the field can be inserted immediately into 

electronic forms via a web application. This data is then submitted to the server to be 
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stored in the database. The device can also be used to communicate with the advisor, 

if issues arise. 

The UbiquitousSurvey system requires each user’s mobile device to have specific 

software installed in order to communicate with the server. This has the advantage of 

allowing the software to handle the electronic forms to send data to the server, 

simplifying the process for the user. However, it is necessary to invest in the mobile 

devices that have the correct hardware. A potential user who has a mobile device with 

basic communication functionality and non-compatible hardware may therefore be 

prevented from accessing this type of application.  

3.3 Non-mobile applications 

The applications discussed below operate in a non-mobile environment. The 

functionality of each application is explored to identify features that can be beneficial 

for implementation into a platform, which utilises people in a mobile environment. 

3.3.1 HELP system 

The HELP system [101] is used in health care to assist clinicians in patient support 

and decision making, through the management of patient data. Patient data is 

collected by nurses and physicians, referred to as the users, and inputted into client 

computers located throughout the hospital. This is achieved by software installed on 

the client computers that provide electronic forms for the users to input the data, 

which is then sent to the HELP system’s server for storage in its database. The patient 

data can later be retrieved back by a user to perform data analysis, presented by the 

software’s graphical user interface. 

The software installed on the client computers is composed of three separate layers; a 

presentation, business and data layer. The presentation layer controls the graphical 

user interface. This is where data is gathered from users, as well as displaying data 

back to them. The business layer contains the logic and rules for the application to run 

and process the received data. Finally the communication layer is where the client 

computer sends requests to the server. This layer handles the sending of data to and 

the retrieval of data from the database. 

The system’s server also consists of three layers. The communication layer is the 

counterpart to that of a client computer’s communication layer, handling user requests 
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via communication protocols such as TCP/IP. The business layer holds the logic for 

the application and code to interact with the database. The database layer is composed 

of the data files for the database along with an interface to facilitate interactions with 

the database.  

The HELP system’s structure enables each client computer to perform its own tasks, 

with the main purpose of the server being to both hold and control the access to the 

system’s database. This allows many client computers to simultaneously access the 

database in order to retrieve data or update/insert new records. Since the database is 

in one central location any updates are automatically reflected to all client computers. 

Incorporating an interface to control access to the database should reduce the chance 

of erroneous data being inserted, as users have to proceed through a structured 

process. 

3.3.2 Remote Experimentation system 

A Remote Experimentation system has been discussed in [15] where students are able 

to remotely connect, from a distant location, to workstations in a laboratory to run 

experiments. The students achieve this remote access using their own computers, 

usually at their home. The laboratory workstations have the appropriate software and 

hardware components to control each experiment. A server controls the 

communication between student computers and workstations. The workstations are 

connected to the application’s server via a wired LAN connection. Each student 

computer has the remote experimentation software installed to generate commands 

for the experiments. This software enables remote access to the experiments by 

sending web service requests, via the internet, to the server. Figure 3.10 illustrates the 

communication process for a student to remotely control an experiment. 
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Figure 3.10: Process for remote access to experiments (adapted from [15]) 

The system design consists of four layers; a presentation, data, business and physical 

layer. The presentation layer contains the applications that allow the students to 

interact with the system. This layer includes the Diesel client application, which 

contains the graphical user interface for remotely performing and controlling 

experiments. Figure 3.11 shows the user interface of the Diesel application for 

selecting an experiment to perform. Additionally, students are able to remotely 

submit booking times to perform an experiment via a web application. The submitted 

data is sent via the internet to the server’s booking system. 

 

Figure 3.11: User Interface of the Diesel client application (retrieved from [15]) 
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The data layer is where the system’s server resides. The server consists of a web 

service handler, booking system, and the database. Updates to the database are 

achieved via the web service handler and the booking system. The server application, 

for interacting with workstations, resides on the business layer. This application 

processes commands that have been sent from student computers, as web service 

requests. The application then sends the appropriate commands to the hardware for 

experimental procedures to be carried out, as instructed by the student. All of the 

hardware components that are required to perform the experimental procedures reside 

on the physical layer. 

The advantages of this set-up are that the server facilitates long distance access and 

takes away from the student’s computer much of the processing tasks. A student is 

able to connect to a workstation, for the purpose of working on an experiment, from 

any computer that has the required software installed. This can be achieved from any 

location where there is an internet connection. This removes the need for students to 

have to physically come into the laboratory, thereby making the experimentation 

process more hassle-free for the students. A student’s computer only needs the 

processing power to send out experimentation commands, with the experiment being 

carried out via the server and separate workstations. This means that only the server-

side components need the required hardware to run the application, whilst the student 

computers can be composed of basic hardware. 

3.3.3 Perfect Diet Tracker application 

The Perfect Diet Tracker [102] is a software application designed to monitor the daily 

intake of food consumed and the daily exercises performed by a user. This is to assist 

the user in managing their weight change to meet a goal weight. The application 

calculates the necessary daily calorie intake target values, based on the target weight 

provided by the user. 

Initially, the user inputs basic information concerning their current and target weight. 

The application then takes the user to the main screen (Figure 3.12), which shows a 

list of food products consumed and exercises performed on the current day. This 

screen also provides information about the calorie target for the day, including the 

user’s remaining calorie allowance. On the diet side of the application, the user is able 
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to keep track of various nutritional information. This includes the carbohydrates, 

proteins and fats of the products that the user consume.  

 

Figure 3.12: Main screen of Perfect Diet Tracker showing nutritional information for 

the current day (retrieved from [102]) 

When the user consumes a food product they have two ways of inputting the 

product’s nutritional data. The first method involves searching through the 

application’s database to find out if the application already contains data on that 

particular product. The database contains data on numerous food products. Figure 

3.13 illustrates the user searching for a specific product in the database. Once the 

product has been located the user inputs the quantity eaten either by weight or units 

consumed, for example a quantity of sandwiches. If the user is unable to find the food 

product on the application then the second method is to manually create a new food 

product and input the product’s nutritional values, in addition to the quantity 

consumed. Each food product is then placed on the current day’s diet list along with 

their nutritional values. The user is able to regularly check their remaining calorie 

intake allowance for the current day in order to stay on track with the set target. The 

daily calorie intake data is updated on each occasion a new product is added to the 

day’s list. 
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Figure 3.13: User searching for a “Beef Burger” food product (retrieved from 

[102]) 

To support the application’s goal of managing the user’s weight, it is also possible for 

the user to input data on exercises performed throughout the day. Exercises range 

from running and cycling to other sports, such as tennis. As with food products, the 

input of data can be achieved manually or by searching the list of exercises stored in 

the application’s database. When choosing to search through the exercise list, the user 

selects the correct exercise and then inputs the time taken and distance covered, if 

these values are required. The application uses this data to calculate the calorie burn 

value and update the daily total, allowing the user to view the number of calories 

burned and their remaining calorie allowance for the day. 

The application’s database stores the user’s food and exercise data for each day, 

providing a record-keeping service that takes away the need for the user to store any 

data by their own means. This application provides real-time updates to the user by 

automatically analysing the data that has been inputted. This feature combined with 

the ability to set alert levels if the user breaches daily targets provides the user with a 

high level of interaction with the application to help achieve their targets. Figure 3.14 

demonstrates the application’s behaviour if the user exceeds their daily calorie target, 

whereby the calorie information is highlighted in red to notify the user of this breach. 
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Figure 3.14: Main screen highlighting a breach in the daily calorie target (retrieved 

from [102]) 

The identified features could be implemented into a similar application where users 

communicate in a mobile environment via mobile communication methods. The user 

would communicate with a server to update their daily diet diary, whereby the server 

would consist of the database and analysis modules. In this way, the server would be 

able to store historical data on the user’s diet diary and autonomously analyse new 

diet data that has recently been sent from the user. After receiving new food and 

exercise items, feedback messages could be sent to the user providing details of their 

updated daily calorie totals. Additionally, an alert message could be sent to the user 

whenever the server has calculated that a calorie target has been breached. Therefore, 

the user would be able to update their diet diary whilst they are mobile. 

3.4 Social networking sites 

A social networking site (SNS) is an online service which allows people to sign up as 

users and create their own public profile [103]. Through this profile the user can 

connect and interact with other users of the website or express their own views in an 

online community [104]. Interaction can consist of direct communication with other 

users, uploading content to the site in order to share information/ideas or 

collaboration between users in order to achieve a specific goal [105,106]. A user’s 

social network may consist of people they know in the real world, such as friends and 

family. Alternatively, the user’s social network can include people they have 

connected to online, who may share common interests with the user [107]. These 
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services have taken advantage of mobile communication methods, such as SMS and 

the mobile internet, to provide ways for users to connect to their social network and 

upload content while on the move. 

Facebook [108] is an SNS with one of the highest number of registered users [109]. 

Each user profile contains attributes on the user, for example their location, 

workplace and birthday. Users can enlarge their social network by requesting 

friendships with other users of Facebook [110]. Each profile has an interactive wall, 

where people in a user’s social network are able to post comments and share content 

[106]. Facebook has been integrated into a mobile society by the development of its 

mobile application on smartphones, providing functionality for uploading content 

while on the move. The mobile application can utilise a phone’s GPS hardware with 

its “Check-In” feature [111]. This feature enables a user to share details of locations 

they are currently visiting. Furthermore, Facebook can offer deals and rewards to the 

user based on their current location. Figure 3.15 shows a deal that has been provided 

to a mobile phone user who has updated their current location to a particular coffee 

shop.  

 

Figure 3.15: Facebook Deal made available on a mobile device (retrieved from 

[112]) 

Users can collaborate and coordinate with each other through the Groups and Events 

features of Facebook. Facebook Groups allow users to discuss ideas and share 

content with people who have similar interests. A Group may be themed on a 

particular interest, activity or organisation [113]. Facebook Events provide facilities 
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for organising events, which could include meetings, parties or even protests [114]. 

Figure 3.16 shows the web-form for creating a new Facebook Event. These features 

have been utilised in a mobile society to help organise movements. An example of 

this was the Arab Springs in 2011 where Facebook allowed a method of notifying 

people of protest locations and times, as well as sharing ideas about the countries with 

other people from afar [106].  

 

Figure 3.16: Create Event web-form on Facebook (retrieved from [108]) 

SNSs share some characteristics with communication methods, such as email [115]. 

Facebook’s private messaging system enables users to send private messages to their 

peers [116]. Users tend to send messages via email for both social and formal 

situations, where a message may be part of a longer conversation or a single message 

with no continuation from the receiver [115]. However, the purpose of 

communication within SNSs can be substantially different to email. SNSs require the 

user to construct and manage a social network consisting of both peers and people 

with similar interests, making these services more utilised for social communication 

purposes [117]. SNSs also offer alternative ways for users to connect with their 

network of peers [105]. As previously discussed, this could involve public 

discussions within Facebook Groups [113]. Additionally, if a user writes a wall-post 

publicly on another user’s interactive wall, other users that are within the social 

network of the receiver could continue the communication by posting further 

comments. These comments would be displayed directly below the original wall-post. 

In this way SNSs support communication that is both one-to-one and one-to-many 

amongst the peers of a social network, enabling both private and public means of 

communication [117]. 
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There are many other examples of SNSs where people in society can interact with 

each other on an online environment. Twitter [118] is a microblogging SNS where 

users can post messages, known as tweets, on any topic of interest to them [119]. For 

example, a user can tweet about their daily activities or share their views on an issue 

which is important to them [120]. Other users of Twitter can choose to follow them, 

receiving tweets when they are posted to the site. Camera technology in mobile 

phones has enabled users to capture high quality photographs. Instagram [121] is a 

photo-sharing SNS that takes advantage of this component [122]. Once a photograph 

is taken with a mobile phone users can upload the image file to their Instagram 

profile, sharing the image in an online gallery where connected users can view and 

comment on the content [123].  

The SNSs discussed provide mobile applications for smartphones, offering a facility 

for users to stay connected with their social network whilst mobile. Some SNSs also 

provide features for mobile phones that do not have internet or other advanced 

capabilities. Users can also be alerted of new events on their online profile via 

multiple means. For example, a Facebook user can request to receive email messages 

for new notifications regarding their profile. An email notification can inform a user 

when a comment has been posted by another user on their interactive wall or on a 

Group page that they have joined [124]. A user may also receive a notification if a 

new person has requested to join their social network or a private message has been 

sent to them [116]. There are many different types of email notifications that a user 

can choose to opt in to receiving. Twitter users are able to register their mobile 

number to their Twitter account. These users can then send and receive tweets on 

their mobile phone via SMS. When new tweets are posted by other people that the 

user is following they would be sent a text message of the tweet immediately [125]. 

SMS is also a practical method for the user to post new tweets as each tweet can only 

be a maximum of 140 characters, which is less than the size of an SMS message 

[126]. It is now possible for people to share information, which they find 

newsworthy, from any location and via a vast array of communication devices, as 

well as interact and collaborate with other people in a mobile society through these 

online social networks.  



 

Table 3.1: Communication and technology usage list 

 

 

Table 3.2: Feature usage list 
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3.5 Conclusions 

3.5.1 Communication methods and devices 

Table 3.1 details the list of both the communication methods accessible to each 

application that has been discussed and the mobile communication devices that each 

application is suited to. The applications that have been implemented for a mobile 

environment focus mainly on providing support for one specific communication 

method. For example, the Pharmaceutical Care application [12] can only handle the 

exchange of messages via SMS. In Chapter 2 it was discussed that all modern mobile 

phones have the functionality to utilise SMS for the sending and receiving of 

messages. Therefore, it is only necessary for a user to own a basic mobile phone in 

order for them to be able to take advantage of this communication method. The 

ubiquity of SMS, together with the high popularity of mobile phone usage, makes the 

applications that are dependent on SMS highly accessible to any potential users in a 

mobile environment. However, a major downside of these applications is the 

limitations imposed by the SMS method, with the constraint of only being able to 

exchange information in a basic text format.  

The Telemedicine Monitor application [99] helps to remove these limitations with the 

use of GPRS connectivity and a java applet on the user’s device. These features 

provide a higher degree of functionality in the communication process, including a 

constant connection between the device and the application’s server for real-time 

updates from both sides. The additional features of this type of application require 

mobile communication devices to support particular hardware and software 

functionality. A potential user whose device does not support these features would be 

prevented from accessing this type of application. Furthermore, this approach could 

become expensive for users who do not have a data allowance included in their 

mobile phone plan for using the mobile internet/GPRS. None of the applications have 

implemented functionality for communicating via MMS, which is possibly due to 

MMS not being as ubiquitous as SMS and email [30], in addition to the high expense 

incurred for sending a multimedia message. 

SNSs, such as Facebook [108], go a step further by providing mobile web-forms for 

uploading text and multimedia content. These web-forms are tailored to request 

specific information, providing appropriate positions within the displayed form to 
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input the information. For example, a textbox can be selected at various positions on a 

web-form, where the user is requested to input text. Touchscreen devices would 

benefit from communicating via web-forms, as the user can select the appropriate 

textbox by touching it. This results in the touch keyboard appearing for the user to 

input the text. Figure 3.17 illustrates the use of a web-form on Facebook for inputting 

data, taking the Create Event web-form previously shown in Figure 3.16. In Figure 

3.17 the user has selected the Event Name textbox and inputted the text “Team 

Meeting”. This process makes the input of data a simpler process than having to 

create a text message from scratch or edit details from a template. However, this 

communication method would not be practical for low-cost or older devices where 

there are limited or no internet capabilities or the processing of web-pages is slow. 

Users of basic mobile phones could utilise functionality provided by SNSs, which 

enables data to be exchanged between the service and a device via mobile 

communication methods. For example, Twitter users have the option of sending and 

receiving tweets via SMS [125,126]. Although limited in functionality, SMS could be 

a more convenient method for supplying an application with data in a mobile 

environment due to the basic requirements of this method.  

 

Figure 3.17: User inputting data into a Facebook web-form (retrieved from [108]) 

The Road Safety Alert [100] and Interactive Learning [95] applications both enable 

the user to interact via multiple methods of communication. However, these 

interactions are limited depending on the circumstances. In the Road Safety Alert 
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application users can only update their subscribed list of hazard locations over the 

internet. SMS communication is limited to only receiving alerts. The Interactive 

Learning application requires communication via SMS during lectures, which can be 

an expensive method for the user. Whereas outside of lectures a user can send and 

receive messages via the application’s website. 

These issues demonstrate the need for an application that brings together the various 

methods of mobile communication with the intention of accommodating a wide range 

of potential users within a mobile environment. In addition, it is important for the user 

to have the choice of the communication method to be used for both the sending and 

receiving of messages. The implementation of multiple methods of communication, 

with the preference chosen by the user, would increase the flexibility in the way users 

can interact with an application. Therefore, such an application could utilise the 

additional functionality available in superior devices, to provide extra benefit to both 

the application and the user. At the same time, mobile phone users who own a less 

equipped device could choose a simpler communication method and thus still be able 

to interact with the application.  

3.5.2 Application features  

Table 3.2 details a list of features that have been identified from the investigations of 

the applications in this chapter. The majority of the applications provide two-way 

communication in order that each user can send messages as well as receive messages 

from an application’s server. Two key reasons have been identified for allowing users 

to send messages; the first reason is for providing the application with feedback on 

instructions previously received by the user and the second reason is for the user to 

provide field data to an application. The Pharmaceutical Care application [12] 

focuses on enabling its users to provide feedback on medication instructions that they 

have received by sending messages for further advice. Alternatively, the 

UbiquitousSurvey system [13] focuses on employing its users to collect and send field 

data. This application provides instructions to its users in order for them to gather the 

appropriate data when out in the field. The data are then sent to the application’s 

server for analysis. This approach facilitates a higher level of interaction between an 

application and its users, as the users play an active role in assisting the application to 

reach its objectives. 
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The applications that receive field data from a user’s mobile device include 

procedures for analysing the data, which are to either respond to the user or provide 

updates on the issues of the application. In the UbiquitousSurvey system, 

functionality is installed on each device to enable users to analyse their collected field 

data. However, there is limited autonomous analysis and no decision making 

capabilities. This application relies on a human operator (the advisor) to decide future 

actions, based on the supplied field data. The Telemedicine Monitor [99] is another 

application that requires each user’s device to send in their field data. This application 

differs from the UbiquitousSurvey system through the implementation of autonomous 

analysis functionality. This functionality enables the application to process the 

received data immediately resulting in the updates being provided to the user in real-

time. Updates sent to the user provide them with feedback, which could include 

instructions to make adjustments to their medication intake. This improves the 

efficiency of an application since it does not wait for a human operator to perform the 

process. Therefore, users can receive and respond to updates quicker in comparison to 

a process lacking in autonomous analysis capabilities. Furthermore, assuming the 

algorithms implemented for analysis are accurate, this approach would eliminate the 

possibility of human error from an operator who would be manually processing the 

received data. Providing functionality to analyse user data is an important factor in 

achieving an effective two-way communication structure. This functionality gives a 

greater degree of focus on user replies, enabling the user to effectively interact and 

assist with the objectives of an application through the sending and receiving of data 

in real-time.  

The applications have shown that an effective method of storing communication data 

is by incorporating a database into the framework. For example, the HELP system 

[101] provides an interface for users to insert information on patients, which is then 

stored in the database. This database can be used by the application for the purposes 

of manipulating and analysing the data or to enable other users to access the data. 

Alternatively, the data stored in a database can be used by an application to 

autonomously send messages to users in a mobile environment. This is demonstrated 

by the Smoking Cessation application [97], whereby the application’s database is 

composed of a table to store the textual content of numerous predefined messages. 

There is also an additional table to store data on each user’s characteristics. The 
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application analyses a user’s characteristics to determine and select a meaningful 

message to send to that particular user. The Attendance Improvement applications 

[93, 94] further develop this ability by focusing on sending personalised messages to 

their users. This feature relies on message templates, which are stored in the 

application’s database, in order to provide a content structure for sending appointment 

reminders to users. The appointment data, also stored in the database, is inserted into 

the appropriate template creating a new message that is personalised to each user. 

This feature of merging a template with the relevant data allows a single type of 

message, such as an appointment reminder, to be sent on a frequent basis to numerous 

individuals with data unique to each person.  

The Perfect Diet Tracker application [102] uses its database to provide functionality 

for sending alerts and reminders to users. When a user supplies data on a new food 

product consumed, the application processes this data to calculate the user’s new 

daily calorie intake. Through this approach, alerts are autonomously generated if the 

current intake is greater than the target intake. The application combines autonomous 

analysis with the storage of historical data in a database to provide real-time alerts on 

a user’s current diet status.  

A feature that is found only in the Interactive Learning application [95] is the ability 

for a user to supply data anonymously. This feature is practical in situations where 

sensitive data is being transmitted or a user may not wish to be identified. Anonymity 

can encourage more people to be involved in issues, as shown by the results of the 

Interactive Learning application. 

In the UbiquitousSurvey system [13] an advisor coordinates users in the field, 

providing each user with a different role in order that they can work towards the 

application’s goal of observing population characteristics of various animals. 

UbiquitousSurvey utilises the collective intelligence of the user group, whereby 

grouping together a collection of users on a shared goal should result in faster or 

higher quality solutions than would be expected if only a single person was working 

towards the goal [127]. Therefore, implementing collective intelligence functionality 

is valuable for an application to incorporate in a mobile environment as the internet 

and mobile devices have made it straightforward for users to connect and network 

across large distances.  
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The geographical location of users can be utilised to efficiently employ people. In the 

Road Safety Alert application [100] users only receive warnings on locations that are 

relevant to them. If an application has up-date location data on its users then this 

feature could be extended to provide tasks to users that are relevant to their location. 

For example, a combination of location-based technology and the use of collective 

intelligence can enable the coordination of multiple users in solving a shared issue 

that is spread across a range of locations. An application that employs both these 

features can alert each user to the location of other users. Tasks could also be 

allocated in an efficient manner, which would be based on each user’s proximity from 

the required areas.  

Each application that has been investigated in this chapter is lacking in some of the 

features shown in Table 3.2. There is no application currently available that includes 

functionality to support all of these features. Creating an application that takes 

advantage of all the features could provide superior performance as the application 

would have a greater amount of options at its disposal to tackle its objectives. SNSs, 

such as Facebook, are better equipped with the functionality to use many of the 

discussed features. The Arab Spring example where Facebook users organised 

protests at a range of locations demonstrated how the combination of location and 

collective intelligence features were put to effective use. However, SNSs depend 

more on the intuition and direction of each user. There would need to be more focus 

in facilitating the application to direct users on a particular issue to achieve a desired 

result. 

3.5.3 Necessity to combine features into a generic platform 

The focus for existing work is only on individual applications, where the frameworks 

within the applications are created only for a specific focal problem. The design and 

architecture for each application is therefore developed solely for that problem. For 

example, the Pharmaceutical Care application [12] focuses only on communication 

with outpatients to increase their medication usage. Many of the existing applications 

utilise similar types of components, for example a communications component to 

interact with users and a database to store the exchanged messages. However, the 

existing applications would require large changes in their design and framework to 

provide an effective solution to a new problem since they are developed solely for the 
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situation at hand, with any platform that is available to the developer. There is 

currently no integrated communications platform available for these types of 

applications to be rapidly developed and implemented for use in a mobile 

environment. Creating a new platform that has a framework of generic components to 

support multiple scenario applications would reduce the development effort for each 

new type of scenario. 

The features that are listed in Table 3.2 could be incorporated into this new type of 

integrated communications platform to ensure there is a high degree of functionality 

for supporting different scenario applications. Additionally, implementing the 

capability to communicate through a multitude of mobile communication methods 

would allow the platform to cater for the various mobile communication devices that 

users may own. Each scenario application may have specific feature requirements. 

One application may require a small subset of the features, whilst another may require 

a different subset. For example, an application that focuses on managing multiple 

users to resolve an objective may require assignment functionality and location-based 

features. However, a different application that focuses on one-to-one interactions with 

individual users may only require functionality to send and receive basic text 

messages and a suitable template mechanism to personalise the messages. 

A generic platform would attempt to cater for various different types of scenario 

applications. Therefore, it is important to consider the efficiency of the platform in 

handling each application type, both in the speed and ease of development and 

successful implementation. This involves ensuring the platform has expandable 

components to fulfil new types of requirements from application problems that arise 

in the future. A platform that has a framework of generic and expandable 

components, to support the features required by a scenario application, would be far 

more robust in reacting to new developments and issues arising in an ever changing 

world where new mobile devices and ways of users interacting with mobile services 

are emerging. 
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4 System Architectures  

4.1 Introduction 

Chapter 3 was concluded by discussing the need for a platform that could facilitate 

the running of multiple scenario applications. It is necessary for such a platform to be 

built based on an appropriate architectural design that can provide efficient 

functionality for the list of features identified in Chapter 3.  

In this chapter there are four different types of system architectures being investigated 

for their practicality of utilising a multitude of mobile communication devices. The 

investigated types are the client-server, peer-to-peer, multi-agent and service-oriented 

architectures. There are many architectural types available that could be used to 

construct the platform. However, the four types that have been reviewed provide 

distinct attributes for enabling a platform to interact with users in a mobile and 

distributed environment, which are described in the following sections. The strengths 

and weaknesses of each type of architecture are discussed and used to determine 

which would be the most suitable for the proposed platform.  

4.2 Client-server architecture 

In a client-server architecture the operations are split between two types of 

components, client devices and a server [14]. Client devices are operated by users for 

sending requests to the server to perform specified tasks [128]. On the client device 

there is usually software installed that provides the user interface for interacting with 

the server [129]. The server consists of the necessary hardware and software to 

perform each task requested by a client device [130]. The server manages access to 

the various resources in the system, such as a database for data storage [131,132]. 

Figure 4.1 illustrates the interaction between the client devices and a server in a 

client-server architecture. Communication protocols are implemented in a client-

server architecture to enable the sending of data between these two components 

(Figure 4.2). The Remote Experimentation system [15] is designed based on a client-

server architecture. In this system a client device interfaces with the web server by 

sending HTTP requests in order to execute the requested functions. The server can 

send results to the client devices based on the consequences of a requested action via 

an agreed communication protocol [130].  



 

64 

 

 

Figure 4.1: Components of a client-server architecture (adapted from [131]) 

 

 

Figure 4.2: An example communication process between the client and server 

(adapted from [130]) 

Systems that utilise wide area networks and the internet for communication can 

include client devices that are a large geographical distance away from the server, 

with the only criteria being that the device is able to connect to the network. The 
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UbiquitousSurvey system [13] takes advantage of this aspect as client devices can 

collect field data in any location and send the data immediately to the server for 

storage and analysis. Removing the geographical limitations from a system’s 

framework opens the way for more client devices to connect to a server.  

Some systems implement a tiered communication model to facilitate the flow of data 

between the different components of the client-server architecture. Chapter 3 stated 

that the Remote Experimentation system [15] is composed of four layers; a 

presentation, business, data and physical layer. Figure 4.3 illustrates the way these 

layers interact with each other. The user interacts through a client application on the 

presentation layer, with protocols in place to connect each layer. There is a business 

layer to process requests that are received from users. In this way the server is 

performing the intensive processing of tasks, while the client device has a basic role 

of simply supplying data or requests to the server. The HELP system [101] 

implements a similar communication model. The data layer of the HELP system 

consists of both the system’s database and the modules required to access the data-

tables. In both of these systems the layers work together through a structured process 

to enable a seamless experience for the user, whether it is accessing and manipulating 

a database or configuring an experiment remotely. The end result is that the user can 

operate or take advantage of functionality that is not available on their own device. 

Server-side components are required to efficiently handle the intensive processing of 

requested tasks. However, the client devices can be composed of hardware that is 

relatively basic and inexpensive in comparison.  



 

66 

 

  

Figure 4.3: Layers of the Remote Experimentation System (adapted from [15]) 

The intensive processing that is performed on the server-side can involve the 

autonomous analysis of received data as with the Telemedicine Monitor application 

[99], whereby the application provides methods over GPRS for client devices to send 

collected data to the server. The server responds autonomously, based on the analysis 

results to alert users if any changes in their medication are required. This example 

illustrates how a client-server architecture can include the analysis and alert features 

that were discussed in Chapter 3. 

An outcome of having a centralised server is that all the access abilities and data 

storage is controlled from one central location [133]. Multiple client devices can 

simultaneously access and query a server’s database from any location making the 

client-server architecture a useful method for collecting field data from a large user 

group [132]. For example, the HELP system [99] has client computers installed at 

various locations where nurses and other users can access the system to add new 

patient data. As larger quantities of data are required to be stored only the server 

would need to be upgraded to handle the increased demand, which would not affect 

the client computers [14]. In the case of the HELP system, the database would be 

continuously expanding as new patient data is received from users. This may require 
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changes on the server-side to ensure there is no performance degradation in the 

querying of data in the database. However, this is not necessary on the client 

computer, as once the collected data is sent it does not need to be stored on the 

computer [134].  

Implementing a centralised server also provides a central point to manage the 

coordination of multiple users [135]. The UbiquitousSurvey system [13] organises 

roles for each user and sends instructions for these roles to their client devices, as 

illustrated in Figure 4.4. Each client can be deployed efficiently in situations where 

the group of clients are required to work together to achieve a shared goal, utilising 

the collective intelligence of the group [127]. For example, an application on the 

server can ensure that each client has different tasks in order that they are not 

needlessly performed more than once. Furthermore, algorithms could be implemented 

on the server to allocate tasks based on specific requirements, such as selecting a user 

who is geographically closest to the task location. 

 

Figure 4.4: UbiquitousSurvey process of assigning data collection roles between the 

clients (adapted from [13]) 

However, there are a few drawbacks with implementing a client-server architecture. 

As the server is the central point of this architecture, it has to be operational at all 

times. A failure in the server would disrupt the entire network since all 

communication and requests are processed by the server [132]. Additionally, having 

all network traffic directed to one location can result in a congested network if clients 

make more requests than can be handled by the server [133]. This can then result in a 

delayed response time from the server. 
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4.3 Peer-to-peer architecture 

A peer-to-peer (P2P) architecture moves away from a centralised framework by 

having a group of user computers, known as peers, connected together over a globally 

distributed network. Each peer acts as both server and client, sharing responsibilities 

and resources in the network [136]. Peers provide resources to the network, such as 

their computational power or file storage capacity. Other peers can utilise these 

resources for the processing or storage of data. Therefore, each peer shares in the cost 

of running the architecture and is required to collaborate with the others to access 

their resources for performing tasks [137]. Communication between peers is achieved 

by sending messages over the internet, whereby the peers can provide resources to 

each other [138]. Figure 4.5 illustrates the interactions between peers in a P2P 

architecture, where each peer can act as both a task requester and a task processor.  

 

Figure 4.5: Components of a P2P architecture (adapted from [139]) 

The architecture is highly scalable as each time a new peer joins the network their 

resources are added to the network’s pool of resources [137]. This results in an 

increase in the processing and memory capabilities of the network. The global reach 

of the internet has provided a way for countless computers to be connected, which is 

beneficial to the P2P architecture with the potential for near limitless resources. 
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The decentralised nature of a P2P architecture, with each peer acting as both client 

and server, prevents there being a single point of failure [140]. Each peer shares the 

cost of ownership within the network. Furthermore, this provides a more equal 

distribution of the network traffic as instead of a central server resolving all queries 

each peer helps towards the work. 

SETI@Home [141] is an application that takes advantage of P2P principles to benefit 

from distributed processing of data. SETI@Home utilises the combined processing 

power of numerous computers to analyse radio telescope data in a search for extra-

terrestrial life [142], as illustrated in Figure 4.6. The computers that participate in the 

distributed processing of data are the commonly used internet connected devices, 

such as personal computers, owned by users who have signed up to the project. A 

radio telescope is used to receive and convert radio signals into data items. The data is 

sent to the SETI@Home data server, where it is split into small segments. Each 

segment is sent over the internet to different participating peer computer devices to be 

processed and analysed. SETI@Home creates a virtual supercomputer over the 

internet that can process data faster than a physical supercomputer, by processing 

millions of small segments in parallel [143]. This application shows the high 

scalability of the P2P principles as each time a new user joins the network, their 

computer’s processing power can be added to the total available.  

 

Figure 4.6: Framework of the SETI@Home Application (adapted from [143]) 
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Peers can join or leave a P2P network at will, meaning that a peer’s lifetime on the 

network could be very brief [139]. This issue can result in a constant change to the 

network’s topology. The unreliable nature of peers can cause resources to become 

unavailable at any given time, leading to delays in the processing of data or in 

response to a request made [140]. Furthermore, peers tend to have a best-interest 

nature in this type of architecture, whereby they make the most out of the network for 

their own benefit whilst only providing the minimum required level of resources in 

return [137]. Data redundancy can help resolve these issues through both the 

duplication of data stored and processes performed on multiple peers within the 

network. SETI@Home provides the same data processing task to multiple users and if 

a user leaves the network it re-issues the task to another user, ensuring that the task is 

completed [141]. In situations regarding data storage, duplication of data would 

increase the difficulty of maintaining data integrity within the network. Updates to a 

specific data item would have to be reflected across all peers who store that respective 

data item [138]. 

The SETI@Home application still relies on a central server to collect and distribute 

the radio telescope data and amalgamate analysis results. In a true P2P architecture, 

there is no central server to organise the network’s peers [136]. This means that a list 

of the connecting peers, together with their current processes and data storage details, 

cannot be stored and maintained centrally. To locate resources from an unknown 

location a peer is required to broadcast a query to their neighbouring peers. These 

peers pass on the query until the peer with the requested resource is found [138]. Only 

once the peer with the required resource is found can the originating peer directly 

communicate with them. This routing discovery process is illustrated in Figure 4.7. 

Broadcasting queries through this approach could create a substantial volume of 

traffic that is inefficient, since it can slow down the network [136]. Alternatively, 

each peer could hold metadata to help point to the correct locations [138]. However, 

this solution has the same unreliability issue as discussed earlier, as peers may join 

and leave the network regularly. These issues that arise from decentralised control 

make it difficult to incorporate data management in a P2P architecture. This includes 

the areas of both the peers knowing where to make data access requests and ensuring 

that the distributed datasets remain accurate and online within the network.  
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Figure 4.7: Peer broadcasting a query to locate another peer (adapted from [138]) 

However, since no centralised server keeps a record of each peer, a P2P architecture 

provides a higher degree of anonymity in comparison to a client-server architecture. 

Freenet [144] is an example of a P2P application that provides anonymity amongst its 

peers. It is a file-sharing application, whereby the peers are able to share files with 

each other. Requests between peers are encrypted to help prevent determining the 

originator [143]. In addition, the files are encrypted locally at peer devices to provide 

further anonymity. 

File-sharing applications have been very successful in utilising a P2P architecture. 

One of the most popular file-sharing applications is BitTorrent [145], which focuses 

on the storage and transfer of multimedia content amongst its users. Multimedia 

content, such as video files, can typically be large in size. BitTorrent utilises a large 

number of users, connected over the internet, in the exchange of these files [146]. 

There are three types of peers in this application, leechers, seeders and trackers [147]. 

Leechers make requests to download files. Each seeder acts as a server, storing a 

complete version of the requested file for sharing with others. Downloading a file is 

achieved by breaking down the file into multiple small segments, with each segment 

downloaded from a different seeder. A tracker contains the list of seeders that contain 

the requested file. As files are not distributed from a single central server, this process 

removes the bandwidth issues that would arise from sharing numerous large files 

across just one network channel. Once a leecher has downloaded the whole file it 
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becomes a seeder. This makes the application robust as there are constant 

replacements for the seeders that drop out. Additionally, data integrity is less of an 

issue with the sharing of multimedia content, where if errors are found in a file 

segment then the content can be downloaded again [148].  

4.4 Multi-agent architecture 

Agents are computational devices that are equipped with sensors and actuators to 

autonomously perceive and act on their environment [149]. Figure 4.8 illustrates an 

agent acting on their environment and perceiving the effects of these actions. An 

agent can plan, make decisions and learn in order to achieve a desired objective [150]. 

A multi-agent architecture consists of numerous agents that interact with each other in 

a dynamic environment, whereby the behaviour and actions of each agent has an 

effect on the environment [151]. The agents can cooperate with each other or work in 

parallel to achieve common objectives [152]. This is possible through communication 

between agents, as well as agents observing the behaviour of other agents and the 

changes caused to the environment. An example of a system that incorporates a multi-

agent architecture is the Intelligent Distributed Autonomous Power System (IDAPS) 

[153]. The agents in this system run autonomously and cooperate together to manage 

the operations of electricity distribution grids. Each agent runs its operations 

autonomously to detect and respond to grid outages and faults.  

 

Figure 4.8: Computer agent acting and perceiving on their environment (adapted 

from [154]) 

A multi-agent architecture shares a number of the advantages of a P2P architecture as 

both utilise computational devices that are distributed globally. A system utilising this 

architecture can benefit from a high quantity of computational power through the 

interaction and cooperation of multiple agents [155]. This architecture is also highly 

robust as each agent is able to share their expertise and data with other agents [156]. 
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The agents, individually, may have an incomplete view of the environment [157]. 

However, by drawing on a pool of knowledge within the group of agents, it gives the 

opportunity for the group to reach a more complete view [158]. This cooperation 

between multiple agents is illustrated in Figure 4.9. Therefore, the process of 

interaction enables the agents to coordinate their actions and combine their resources 

to achieve their desired goal [159].  

 

Figure 4.9: Cooperation between agents in a multi-agent environment (adapted from 

[158]) 

In the IDAPS system each agent is provided with different roles [153]. A Control 

agent assigns responsibilities to the other agent types; a Database agent stores and 

controls access to the system data; a User agent provides access to the grid for 

customers and a DER (Distributed Energy Resource) agent’s responsibilities includes 

monitoring power levels. The agents only have knowledge of the areas that have been 

assigned to them. However, through their interactions and collaboration they can 

achieve together the shared goal of ensuring critical loads are secured in the event of 

an outage. In this way the agents are providing a level of intelligence to the grid that 



 

74 

 

would not be available without effective collaboration. Figure 4.10 illustrates the 

interactions between the agents in the IDAPS systems. 

 

Figure 4.10: IDAPS agent interaction (adapted from [153]) 

In a multi-agent architecture, agents can be designed to learn new behaviours as they 

operate in their environment [151]. Each time an action is performed that causes a 

change in the environment’s state, the agent would receive feedback via its sensors. 

This feedback can be used by the agent to help make future decisions. The agents in 

the IDAPS system could use historical data from previous faults to assist in deciding 

the correct action to perform when new faults occur. Therefore, the agents become 

more efficient at performing their actions as time progresses.  

However, it is not a simple task to ensure that agents can react to their environment 

autonomously. An issue with implementing a multi-agent architecture in a real-world 

application is the difficulty of ensuring an agent can reason effectively and know the 

necessary requirement for each eventuality [154]. Agents also often have a self-

interested nature due to their own goals which may not be in line with the collective 

goals [150]. This can create conflicts, preventing a successful cooperation between 

agents when they are running autonomously with no central controller. 

Furthermore, the computational devices that act as the agents would be required to 

have specific components in order to perform their role adequately. For example, in 

the IDAPS system, the Database agent is required to have sufficient memory to store 
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the system data and also contain specific software in order to manage access of the 

data by other agents. The DER agent requires suitable software to monitor the grid’s 

power levels. Therefore, this type of architecture may not be suitable in a platform 

that utilises mobile communication devices. As discussed in Chapter 2, mobile 

communication devices could range from consisting of high-end to basic components. 

The basic devices may not have the adequate hardware or be capable of running the 

required software to operate as effective computational agents in a multi-agent 

architecture. Therefore, a platform that utilises this type of architecture would be 

unable to include users of these basic devices. 

4.5 Service-oriented architecture 

A service-oriented architecture (SOA) is an architectural design for building software 

systems that utilise distributed services for the running of business processes [160]. 

The business logic of the system is decomposed into units of varying granularity that 

are encapsulated by services. Each service is an independent and self-contained 

software entity that executes a specific and meaningful function for a calling 

application [161, 162], as illustrated by Figure 4.11. A service is implemented with a 

well-defined published interface that can be invoked by either the end-user 

application or another service, exposing the functions of the service to external 

consumption [163]. A collection of services can be invoked in a particular sequence, 

whereby the services would interact with each other to provide an entire business 

process to the calling application [164]. The service performing the requested 

function is referred to as a service provider and the calling service or application is 

referred to as the service consumer [165].  
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Figure 4.11: Varying units of logic within the business process are encapsulated by 

services (adapted from [162]) 

There are four general component types to a system that uses SOA principles; the 

services, the application front-end, a service bus and a service repository [166]. The 

application front-end provides the end-user with an interface to invoke the required 

services they need to run, together with the capabilities to view the results from the 

execution of the services. The service bus provides a link between the services and 

the application front-end. The service repository enables each service to be 

discovered by either the end-user or other services through storing and sharing service 

contracts of all the system’s services [166, 167]. Each service contract contains data 

on the associated service to enable a service consumer to send a message and invoke 

the service at runtime [161].  

The interface provides a description that details the purpose and behaviour of the 

service in an easy to understand format for all parties participating in the process 

[160, 165]. The interface description is available in the contract held by the service 

repository. This description includes a service signature containing the input 

parameters and the output result types, together with usage requirements and 

constraints of the service [164]. Therefore, services are able to establish a distinct 

relationship and connect with other services, which need to use them, through their 

interface description [162]. Services can then interact through the exchange of 

messages, containing the necessary input or output data. This process is illustrated in 

Figure 4.12. 
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Figure 4.12: Input and output messages between service consumer and service 

provider containing parameters and results respectively (adapted from [168]) 

Each service is independent and running as a black box, whereby the procedures for 

performing the required function are unknown to the service consumer [164]. 

Therefore, in the message sent to the service provider there are no instructions on 

how to perform the procedures to resolve the service consumer’s request [165]. This 

results in a loosely coupled relationship between the services of a system. A service 

consumer is only required to have knowledge of the name and interface of a service 

provider in order to invoke it [161]. Subsequently, the internal workings of a service 

can be modified without affecting the operations of other services or the means by 

which the service is invoked [164]. This results in a low complexity system in 

comparison to an integrated system, where changes in one module could have 

unexpected operational consequences in other areas of the system [169]. 

Loose coupling enables services to be easily added or removed from systems [164]. 

Existing services can then discover and establish relationships with the new services 

by the exchange of messages. This is demonstrated by the Train Car Management 

system [170] that employs an SOA to control the operations of a train. There is a 

service coordination platform that maintains the connection between all the system’s 

services and the train crew, the users of the system, who invoke services to operate 

each device on the train. This architecture enables a straightforward process of 
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attaching new devices together with the services to operate them, as well as detaching 

redundant devices. The application front-end discovers the interface of the service 

and is then able to invoke it, allowing users to control new devices without any 

changes to the remaining areas of the system. This results in a system that can easily 

adapt to future functional requirements and facilitates for incremental development of 

features through the continuing interchange of services. The framework of the Train 

Car Management system is illustrated in Figure 4.13. 

 

Figure 4.13: Framework of the Train Car Management system using SOA principles 

(adapted from [170]) 

Zimmermann et al. [168] discusses a project to upgrade the order management system 

of a telecommunications wholesaler to an SOA. The wholesaler provides telephone 

services to a wide range of companies. The order management system is required to 

provide two different methods of interaction, a web browser interface for small scale 

customers and autonomous processing and responses of web requests from the 

automated systems of larger scale customers. An SOA enables the re-use of services 

for different methods since front-end requests from either method would result in the 

same back-end functionality being performed [171]. In the upgrade to an SOA the 

order management system has deployed a Channel Controller Layer that acts as the 

connection between the methods in the front-end and service providers in the back-

end of the system. Therefore, the implementation of the logic is unique within each 

service, where the services perform the same procedures regardless of the input 

method and do not have the knowledge of which method will receive their output 

results [168]. 
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Services can be exposed by their interfaces over large networks to enable a wide 

distribution of services, where the service consumer can be a considerable 

geographical distance from the service provider [172]. Web services are services that 

can be invoked over the internet, which are simply located by a Uniform Resource 

Identifier (URI) [173]. Web services have extra constraints compared to normal 

services, using open internet standard for the communication between the service 

consumer and service provider [165, 167]. Applying open standards results in a web 

service being platform-independent, offering the ability for any remote web-

connected application to invoke the web service [174]. There are three open standards 

that work in conjunction to offer web services over the internet, illustrated in Figure 

4.14. Simple Object Access Protocol (SOAP) is the communication protocol that is 

used by applications to interact with a web service, defining how each message is 

constructed [160, 165]. Web Services Description Language (WSDL) is an interface 

standard used to define the interface description of a web service, whereby developers 

of a service consumer would utilise this open and machine-understandable interface 

format to invoke the web service [175]. Web services are registered into a Universal 

Description Discovery and Integration (UDDI) registry, which follows a universal set 

of rules to enable web services to be registered and retrieved in a well-defined process 

[176]. The UDDI registry is a service repository that enables applications to easily 

search for registered web services and inspect their interface descriptions [167].  

 

Figure 4.14: Use of open and universal standards in web service interactions 

(adapted from [176, 177]) 
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Web-based Manufacturing Resource Service (WMRS) [167] is a service discovery 

application that enables manufacturing companies to collaborate in the sharing of web 

services to provide interoperability between companies and networked product 

development. The web services are distributed across multiple manufacturing 

websites. Users of WMRS can search through their portal to locate and use the web 

services. These users are able to integrate the web services into their existing systems, 

leveraging the assets of third party business logic, as illustrated in Figure 4.15.  

 

Figure 4.15: Interoperability between different companies via their registered web 

services (adapted from [178]) 

An example use of WMRS is in the construction of car tyre moulds, where the 

manufacturers can utilise web services through WMRS to integrate external 

resources. These services include software for computer aided engineering analysis, 

process design and workflow monitoring. The services can then be configured to 

meet the needs of the consumer’s system. The wide distribution of external web 

services provides the consumer, in this example a manufacturer, with a high degree of 

flexibility in extending their system to meet its requirements, where it is possible to 

invoke a service regardless of location. This increases the agility of the system’s 

framework through having the technology at their disposal to respond to new 

requirements rapidly [169]. 

The infrastructure of WMRS, together with the open and universal standards that 

define web services, results in the opportunity for services to be re-used by multiple 

separate entities for different situations [171]. The benefits from the re-use of web 

services include decreased development efforts and costs due to a reduced amount of 

business logic being coded internally [179]. Furthermore, utilising third party services 

helps to reduce the complexity of a company’s own product, resulting in less 

maintenance required after the product’s release.  
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There are drawbacks to implementing a system with an SOA. A distributed system 

that relies on services over a wide geographical network would have a higher latency 

in the communication compared to an integrated and centralised system [180]. This is 

due to the increased time taken to transfer packets of input and output data between 

the locations of the service consumer and the service provider. A local function call is 

considerably faster, taking a few nanoseconds to reach the required function in the 

code library [181]. Applications that implement a graphical user interface (GUI) 

would not be suited to high latency in the communication process with an external 

service provider. GUIs tend to demand high levels of data exchange, whilst also 

requiring rapid responses to ensure the user perceives instant responses from their 

actions [182]. 

The web services that are offered to systems, such as the manufacturing services for 

the WMRS application, would need to manage concurrent invocations from multiple 

different service consumers [180]. This can be difficult to manage in a large 

distributed environment where numerous requests may pile up, causing the 

connection to the service provider to reach its limits [181]. This could delay or 

prevent subsequent request messages from being received by the service provider. 

The service provider must also ensure that each request is handled in an appropriate 

order to prevent conflicts, particularly in the cases where a service consumer is 

sending more than one request or multiple consumers are collaborating, for example 

in networked product development. Therefore, the service providers need to be 

designed to handle concurrent requests sufficiently, where time delays are limited and 

conflicts in data are prevented.  

Reliability can be an issue for a distributed system since there can be a large number 

of potential points of failure. Each service, router and other connected devices within 

the network may fail, thereby disrupting the entire running of the system [181]. 

Furthermore, it can be difficult to ascertain the reason behind the failure of a system 

process, whether it is the fault of a remote service provider or the network connection. 

A software bug may negatively impact both the service consumer and service 

provider. Dropped network connections would interrupt the communication process 

between the two parties. The components of a system need to be developed in a way 
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that the points of failure would be correctly handled at runtime to ensure the system 

can respond appropriately and continue running [180]. 

4.6 Conclusions 

The system architectures discussed in this chapter each provide desirable attributes 

depending on the situation that they are applied to. In a client-server architecture the 

central server controls and organises the components of the system. This architecture 

is beneficial in organising the coordination of a group of client devices, as illustrated 

by the UbiquitousSurvey system [13]. The clients operating in the field can be 

provided with different tasks, whereby the field data that each of them collects is sent 

to be processed in a central location. Additionally, data management is handled from 

this central location. This is illustrated by the functionality of the HELP system [101], 

whereby users input data into client computers which then send the data to the server 

for storage.  

A P2P architecture utilises the free processing and storage resources of connected 

user devices to accomplish tasks. This architecture has been shown to be effective in 

applications that focus on content sharing, especially that of large multimedia files. 

The BitTorrent [145] application enables peers to download small segments of these 

files from multiple seeders simultaneously, thus dividing the work effort amongst the 

connected devices. However, it is harder to achieve coordination between peers 

compared to a client-server architecture since there is no central coordinator in place. 

A multi-agent architecture focuses on either having agents working together or 

reacting to the actions of other agents in a shared environment, thereby making this 

architecture beneficial for collaboration between devices. In the IDAPS system [153] 

each agent is provided with different responsibilities, where the agents work together 

to achieve their shared objective. Furthermore, agents can learn from the results of 

previous actions in their dynamic environment. However, as agents are running 

autonomously there is difficulty in ensuring that agents react correctly to the 

information they receive and have successful interactions with other agents. 

Both these decentralised architectures require the participating devices to consist of 

adequate hardware to perform their processing tasks. This can be problematic when 

utilising mobile communication devices, such as those listed in Table 3.1 of Chapter 
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3. A basic mobile phone may not have the ability to perform tasks other than that of 

sending and receiving communicated data. Additionally, peers can join or leave a 

network whenever they desire. 

An SOA enables systems to utilise independent and autonomous services to perform 

their business logic. The loosely coupled relationship between different services in a 

system allows new services to be easily added and old services removed, with 

minimal change to the rest of the system. The open standards that define web services 

offer a straightforward method for systems to leverage existing services from external 

third parties, thereby reducing the development effort of the system. However, the 

distributed nature of an SOA can result in performance and reliability issues. High 

latency in the communication between services increases the time taken to perform 

business processes. Each server running a service, as well as the network connections 

between the servers, are potential points of failure that can disrupt the running of a 

system. 

Further to the discussion of developing a new platform at the conclusion of Chapter 3, 

this chapter has shown that a client-server architecture would be a suitable framework 

for developing the platform as it supports the list of features in Table 3.2. The only 

difficulty arising would be that of user anonymity. This feature would need to be 

factored into the development of the platform to enable the inclusion of potential 

clients who wish to remain anonymous. However, a central location for processing 

and data management is ideal to ensure the other elements are correctly handled. 

Central coordination ensures that each client is provided with the correct tasks, 

enabling objectives to be met by each user.  

Designing the platform based on a client-server architecture would take the 

processing and data storage requirements away from the user, thereby removing the 

barriers to entry for client devices to join the platform. Client devices are not required 

to have specific hardware to assist in these areas. The Remote Experimentation 

system [15] illustrates how a client-server architecture is effective in this type of 

situation. The server handles the functionality to control the experiments. Client 

devices only require an interface to interact with the server.  
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Furthermore, an SOA facilitates a different way of looking at the composition of a 

system’s components, whereby its principles can be applied to systems that are based 

on an alternative architecture, such as the client-server architecture. The platform 

should apply particular principles of an SOA. A loosely coupled relationship between 

the different components of the platform would facilitate a rapid integration of new 

components as further requirements are identified. External web services could be 

utilised for various aspects of the platform, including the use of SMS web services 

that were described in Chapter 2. The platform should be designed with unique and 

distinct business logic in each component, whereby there is minimal duplication of 

code, in order to reduce the complexity and simplify the maintenance required.   
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5 Design and Implementation 

5.1 Introduction 

The previous chapters have identified requirements for the development of a new 

integrated communications platform that can support both interaction via multiple 

mobile communication methods and the integration of a range of different scenario 

applications. A client-server architecture has been selected as this enables the 

platform to effectively interact with users in a mobile environment. 

In order to be able to operate a range of scenario applications the proposed platform 

needs to be developed with a framework of generic components that support the 

feature-set which was identified in Table 3.2 (Chapter 3). This includes the need for a 

communication component that supports two-way communication between multiple 

users and the platform. The communication component is required to support the 

exchange of pictorial content and have the capability for users to send messages 

anonymously. Messages that are sent by either the platform or users are to be based 

on a template layout. This is to provide a content structure for each message that can 

then be individualised for the situation at hand by adding relevant field data to the 

template.  

The platform should employ a versatile analysis component that can efficiently 

process and react to received messages autonomously and in real-time. A database is 

required to handle the storage of the communicated data and record the responses 

performed by the platform. The analysis component and database should collaborate 

to provide functionality for sending alerts and reminders to users based on previously 

received and processed information. The platform needs to incorporate assignment 

allocation procedures to handle scenario applications that require multiple users 

operating concurrently, in order to coordinate the users effectively. Location-based 

functionality needs to be implemented into the platform, whereby up-to-date location 

data can be recorded on each user to be used for assignment allocations based on their 

location.  

This chapter discusses the design and construction of the new platform, labelled the 

Connected-Mobile Platform, which is developed based on the requirements that are 

detailed above. The first section discusses the high level design elements of the 
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platform’s framework. This includes the components of the client-server architecture, 

the different methods of communication available to the platform and the 

implementation of the features described in Table 3.2. 

The next section describes the procedure to analyse and respond to user 

communication. The platform is designed to have a high level of autonomy, whereby 

the server has the ability to automatically communicate with each user as well as 

process information received without the need for human intervention, by an 

operator.  

The process of integrating new applications is discussed. The platform has a 

framework of generic components to facilitate the development of a range of different 

types of application problems in a structured process. Each application is labelled as a 

scenario and the platform is designed to support a range of scenarios. The 

implementation of the platform and its experimental setup for running case studies of 

different scenarios are then described in detail. 

5.2 Design of the Connected-Mobile Platform 

5.2.1 The platform’s client-server architecture 

The platform’s design is based on a client-server architecture, which is illustrated in 

the overview layout of the platform in Figure 5.1. The central server is a fixed 

computing device that houses the core application of the platform and the databases 

for data storage. The core application handles the flow of communication between the 

server and its clients, as well as the analysis of the data collected within the received 

messages.  
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Figure 5.1: Overview of the platform’s client-server architecture 

There are three types of clients within the architecture; a scenario builder, an operator 

and users of mobile communication devices. The scenario builder’s role is to create 

each scenario and define their analysis criteria. This is carried out prior to a scenario’s 

initialisation. The purpose of the operator is to supervise each scenario whilst it is 

active, administering to issues that arise. Each user in the field is a client with their 

mobile communication device being a client device utilised to interact with the 

server. 

As identified in Chapter 4, applying a client-server architecture to the design of this 

platform enables the server to solely handle the intensive processing tasks [99]. The 

only requirement of a user’s mobile communication device is to send messages 

containing field data and to receive messages containing instructions or other relevant 

information. Therefore, no additional hardware or software is required to be installed 

on their device. For each scenario all communication is controlled from the server, 

sending commands and updates out to users. This means the management and 

coordination of users can be handled from one location [13]. The anytime, anywhere 

characteristics of mobile phones mean that the location of the server is irrelevant, as 
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long as there is a stable connection to the internet [132]. Data storage is also 

controlled from this central location. The data sent from a user’s mobile device is 

retrieved and then stored on the database. The client device is not required to store 

any data once it has been sent to the server. As large quantities of data may need to be 

stored, only the server would require maintenance and changes to handle storing this 

data [134]. 

The platform is split into three separate layers; a presentation layer, a logic layer and 

a data layer, as illustrated in Figure 5.1. These three layers were decided based on the 

investigation of the Remote Experimentation [15] and Help systems [101] in Chapters 

3 and 4. The three layers have been implemented to provide a structure for the 

communication between the server and its clients. The presentation layer, discussed 

in further detail in Section 5.2.7, houses the web-based user interface. This is where 

the operator and scenario builder can interact with the server to manipulate scenarios. 

The logic layer houses the Template Analysis Unit (TAU) where the processing and 

analysis of field data, received from users, is carried out. The logic layer controls the 

collection and sorting of the collected data and autonomous actions in response. The 

data analysis process performed in the logic layer is presented in detail in Section 5.3. 

The data layer, described in Section 5.2.10, is composed of a set of tools to 

effectively store, retrieve and update data within the platform’s databases. There is a 

database, labelled as the Principal database, to store data associated with the core 

entities of the platform; including scenarios, messages and users of the platform. For 

each scenario there is an additional database to store data, which is only associated 

with that individual scenario. 

5.2.2 Integrated architecture to support multiple communication methods 

Each user’s mobile communication device interfaces with the server by sending or 

receiving messages wirelessly. The server utilises communication methods available 

over the mobile networks and the internet to communicate with users’ mobile 

devices. Users can send messages either via SMS, email or using a web-form within 

the web-based user interface. These three communication methods have been chosen 

for the platform due to each method having distinct benefits that have been 

highlighted in Chapters 2 and 3. SMS is a ubiquitous mobile communication method 

that is supported by all mobile phones and therefore enables the platform to be 
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inclusive to all types of users. Email and web-based means of communication are also 

supported as they offer further features in the communication process including the 

exchange of pictorial content and the support of new types of portable devices, such 

as tablet computers. Enabling a user to choose between these three communication 

methods allows the platform to interact with a wide range of mobile communication 

devices. Therefore, the preferred communication method is chosen by the user based 

on their own preferences and the capabilities of their mobile device. Users are able to 

communicate with the server from any location where a network reception or wireless 

internet connection is available. Figure 5.2 illustrates the communication methods 

that allow a user to interact with the server. 

 

Figure 5.2: Interactions between the server and a user 

For SMS messaging the user’s device does not require specialised components as 

virtually all current mobile phones support communication via SMS. Therefore, any 

potential user owning a mobile phone would be able to interact with the server via 

this method. For this reason SMS has been chosen as the primary communication 

method within the platform. SMS communication is achieved indirectly via TextLocal 

[42], a third party SMS web service. The web service relays messages to and from the 

server and its users. The server sends the message as an HTTP command to the web 

service, which forwards the contained data as an SMS message to the user. SMS 

messages sent from the user are relayed by the web service as an email message and 

sent to the server. Microsoft Outlook, an email client, has been integrated into the 
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platform to receive email messages from the web service. These messages are stored 

in the Outlook Inbox folder until the server retrieves them for processing. 

Communication via email is accessible to users with internet-enabled devices, thereby 

benefiting from the added features of this method, as discussed in Chapter 2. This 

includes sending messages at no cost and the ability to attach multimedia files to a 

message. The server can forward these multimedia files to other users whose devices 

also have email capabilities, enabling the exchange of pictorial information between 

the server and its users. Communication via email is achieved directly between the 

server and the user via Simple Mail Transfer Protocol (SMTP) commands over the 

internet. Email messages sent from a user are also collected and stored in the Inbox 

folder. 

Chapter 4 discussed the benefits of leveraging external services provided by third 

party companies in a service-oriented architecture. Although the platform has been 

designed based on a client-server architecture, both TextLocal and Microsoft Outlook 

are external services utilised by the platform. These services are employed to reduce 

the time and effort in developing the platform since additional components would 

otherwise have to be constructed to perform the same functionality.  

The users of smartphones and tablets can utilise the web-based user interface to send 

and receive messages. Each user is provided with a unique PersonID attribute to 

access the website. The user then has the ability to send a message from the 

UserMessageSend web-form and view previous messages, both sent and received, 

from the UserMessageView web-form. User messages sent via this method are 

instantly received by the server, bypassing the need for the server to interface with an 

SMS web service or an email client. Messages that initiate from the server are created 

and stored in the Principal database. When the user requests to view the message the 

web-based user interface collects and displays the message data from the Principal 

database. 

Message interfacing between the server and its users consists of two stages: output 

and input. Output consists of messages sent from the server to users. This enables the 

server to provide new instructions or tasks to a user, respond with feedback on an 

earlier message or provide an update concerning a situation. Output can either be 
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achieved autonomously via the TAU or manually by the operator. Input to the server 

consists of messages sent by the user after a task is fulfilled with the data gathered in 

the field. Alternatively, the input message could be a request for further information 

or instructions. The server has the ability to receive numerous messages 

simultaneously, whereby each message would then be processed individually. 

Additionally, messages can be sent from the server to multiple users simultaneously 

to enable multiple users to interface concurrently with the platform.  

5.2.3 Generic framework to manage multiple scenarios 

The platform’s architecture has been designed based on a generic framework to 

facilitate a smooth integration process with different types of scenarios. The 

platform’s core functionality covers the features required for the running of each 

scenario. This includes the ability to send messages to users and algorithms for 

handling and processing received messages from users. The platform contains 

modules for the management and storage of the various shared entities and their 

attributes. These entities include the scenarios, users and messages exchanged 

between the server and its users. Each occurrence of a scenario is defined as an 

instance. When a scenario is requested to be run for a particular problem, an instance 

of the scenario is created. Each instance relates to a unique problem, as illustrated in 

Figure 5.3. It is possible for a scenario to have many separate instances running 

concurrently.  

 

Figure 5.3: A scenario with two active instances 
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The platform provides tailored functionality for each scenario in order that the 

specialised characteristics of a scenario can be supported, which is achieved via a 

custom-made template mechanism. A template contains a pre-defined layout of text 

which is used to create a particular message. Its purpose is to provide a structure for 

the information exchanged between the server and its users. Each message is created, 

for both input and output, based on a pre-defined template where each template is 

exclusively associated to one scenario. However, there can be numerous templates 

created for a scenario, enabling the communication structure of each scenario to be 

unique and specifically devised to meet the scenario’s objectives. A template has 

associated rules, constraints and response actions to aid the platform’s analysis 

process and enable instances of the associated scenario to run autonomously.  

Each scenario may have dissimilar attributes and characteristics due to their differing 

purposes and objectives. Therefore, the core functionality may not be sufficient for 

some aspects of a scenario. To handle data heterogeneity between scenarios, the 

platform has been developed to provide each scenario with its own unique database to 

store the field data gathered by users. Field data is only relevant for the parent 

scenario of the instance it concerns. Therefore, providing a database specifically 

designed for each scenario means that the data items can be stored in appropriate 

locations within the database. Additionally, each scenario has a bespoke application 

module integrated into the platform’s logic layer to run data analysis that is specific to 

the scenario. This application module has the ability to retrieve and manipulate the 

gathered field data in the associated scenario’s database.  

This design enables the platform to support a range of scenarios at any given time, as 

well as being easily expandable to cover the unique functionality required for new 

scenarios as they arise as only minimal changes are needed for the main elements of 

the platform. A scenario could focus on its users individually with a separate instance 

for each user and no association between users. This type of scenario would have a 

heavy emphasis on one-to-one communication. A different scenario may require 

multiple users per instance, with the coordination of users from the central location of 

the server necessary to fulfil tasks. This type of scenario could also incorporate 

broadcast communication to provide updates to groups of users as an instance 

progresses. The platform is designed to handle each type of scenario with the same 
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underlying communication and data analysis structure. Figure 5.4 illustrates the 

expandable structure of the platform’s generic framework. 

 

Figure 5.4: The platform’s generic and expandable framework 

5.2.4 Implementation of templates for autonomous operations 

Pre-defined Outgoing templates are used by the server to autonomously create and 

send messages to users. Incoming templates are designed for users’ responses to the 

server, allowing users to provide instance updates or make new requests. Outgoing 

and Incoming templates are designed to work with each other to facilitate the flow of 

communication. Output messages based on Outgoing templates are sent by the server 

as a response to analysis performed on the data of a received input message. The 

Outgoing templates can then be associated with a new Incoming template. This 

Incoming template would be supplied to the user alongside the output message to 

assist their response. To create a new input message to be sent to the server, the user 

would only be required to insert field data into the supplied Incoming template.  

A parameter is a pre-defined position in a template that has been created to facilitate 

the input of field data. An Incoming template can have multiple parameters defined 

within its textual structure, with each parameter uniquely defined by its position in the 

template. When the server provides the relevant Incoming template to the user it is 

sent unchanged as a text message. The user’s role is to insert field data into the 

parameter positions of the supplied Incoming template, transforming a template text 

into an informative message concerning the matter at hand. The user would then send 

this new message to the server.  
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The predefined format of Incoming templates enables the TAU to extract the field 

data once the input message is received, providing the method for autonomous 

analysis and processing of each message. This communication process is illustrated in 

Figure 5.5. A Parameter entity has attributes for the position number within the 

template and the expected data type of the inserted field data. These attributes are 

designed to assist the TAU in analysing the field data.  

 

Figure 5.5: Server and user exchange of communication via templates 

Parameters are also available for Outgoing templates. Autonomous functionality in 

the TAU generates new output messages from an Outgoing template. Data from the 

Principal database or a scenario’s database is inserted into each specified parameter 

position.  

For the purpose of SMS and email messages, within the template text of an 

unmodified Incoming template, each parameter position consists of temporary data 

enclosed between two asterisks that separate the parameter from the rest of the 

message. Temporary data is provided in the parameter positions of Incoming 

templates to assist the user in supplying the correct field data. This temporary data 

could be a list of data items, whereby the user is instructed to retain only the required 

item and delete the remaining items. Alternatively, the temporary data could specify 
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the name, description or format of the field data that is required to be inserted. For 

example, if a date is requested then the supplied temporary information would be 

“dd/mm/yyyy” to guide the user to insert the data in the correct format. The user can 

then replace the temporary data, enclosed between the two asterisks, with the 

requested field data. Using asterisks to contain data items enables the analysis process 

to identify where a data item commences and finishes within a message to easily 

extract it. The unmodified Incoming template in Figure 5.5 contains temporary data in 

the parameter positions.  

A Request template is a further type of template available for communication. This 

type of template is a fixed template implemented within the platform independent of 

any scenario. A Request template provides a method for users to request updates that 

are unrelated to a particular scenario or make general requests concerning the entities 

in the Principal database. There are various Request templates available for the user 

to either request a list of scenarios, a list of templates associated with a scenario or the 

actual text of a specific Incoming template. In addition, users can provide updates to 

their personal details via a Request template. 

5.2.5 User preferences 

Each user is represented by a Person entity with their attributes stored in a Person 

record within the Principal database. This record includes details of the user’s mobile 

number and email address for contacting the user via SMS and email respectively. 

The record contains a unique identifier attribute, the PersonID, which is also the 

user’s login identifier for accessing the web-based user interface to communicate via 

its web-forms. There is a location attribute for each user in their Person record, 

utilised by scenarios that have location-dependent characteristics. Details of a user’s 

location can be regularly updated by the use of the “Member Update” Request 

template. 

There are some user preferences stored in the Person record. Each user can choose 

their preferred method of communication. This preference is automatically updated 

whenever the user changes the method used to interact with the server. For example, 

if the server emails an instruction to the user and the user responds with an SMS 

message this would then result in future communication being sent via SMS, until the 

user changes to another method. This feature, illustrated in Figure 5.6, provides 
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flexibility as the user can simply switch between the available communication 

methods and the server will match the user’s choice, maintaining a continuous flow of 

information exchange.  

 

Figure 5.6: Communication process for changing preferred method from email to 

SMS 

The only exception is when multimedia files are attached to a message. Under these 

circumstances when the user’s preference is SMS the server would send the message 

as an email to include the multimedia file since this is not possible via SMS. 

However, the user will be notified by SMS regarding this occurrence. Future 

correspondences would depend on the user’s method of response to this 

communication. Users who have their preferred method set to SMS are able to send 

multimedia files via email without altering this preference. 

When a user initially joins the platform it is possible for them to choose the amount of 

personal data that is stored relating to them. This is to enable the user to remain 

anonymous, if so desired. Figure 5.7a shows the attributes stored in the Person table 

of the Principal database. If a user does not request to remain anonymous then all the 

attributes of this table are utilised to store information on the user. However, it would 

still be the user’s choice to decide whether or not they would wish to share their 

location.  
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Alternatively, the user can select between two levels of anonymity. The first level is 

Part Anonymity, whereby the user only supplies the server with their contact details. 

In this case the user’s name and any other details are not requested by the server. 

However, the user is still recorded as an individual record in the Principal database, 

which contains their email address and/or mobile number. This option allows the 

server to continue a conversation with the user, whilst their personal details remain 

anonymous. Figure 5.7b shows the attributes of the Person table which are used in 

this situation.  

The second level is Full Anonymity, whereby the server does not keep any 

information on the user. In this case if a user submits field data concerning an 

instance of a scenario, only the field data they have supplied for that particular 

instance is stored. This would be linked to a default record in the Person table, which 

is utilised for all users who request to remain fully anonymous (Figure 5.7c). This 

feature allows for greater flexibility on the user-side since the user can easily choose 

the amount of information the platform stores regarding them, whilst still being able 

to participate in scenarios.  

  

Figure 5.7: Person table- a: (left-side) Record with all user’s attributes; b: (centre) 

Record for Part Anonymity with only the user’s contact details; c: (right-side) Default 

record for Full Anonymity with no personal details of a user stored 

5.2.6 Assignments for collective intelligence 

Assignment entities enable the platform to keep track of the current task a user is 

performing for an instance. Each task supplied to a user is considered as an 

assignment. There are two types of assignments; standard and location-dependent 

assignments. Each assignment that is available to a scenario is stored as a record in 
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the Assignment table of the Principal database. An Assignment record holds attributes 

for the name, description and, if required, the location of an assignment. 

A location-dependent assignment relies on the Location attribute to select users close 

to the specified location to be allocated to the assignment. The location of each user 

may need to be regularly updated in order to effectively provide them with 

assignments in the correct area. Users who do not share their location will not be able 

to participate in location-dependent assignments. 

Each assignment is associated with a scenario, where the scenario may have many 

assignments linked to it. An instance uses the standard assignments of its parent 

scenario. However, location-dependent assignments are replicated when needed by an 

instance. This allows the location data to be added to the new assignment, which is 

then linked only to the instance that created it.  

The key reason for implementing assignments is to facilitate coordination between 

users when there is a range of different tasks available for an instance. The purpose of 

this feature is to utilise the collective intelligence of the user group through effective 

coordination of the users in order to take advantage of their combined skill and 

abilities in tackling a shared issue. Each user can contribute field data regarding 

different aspects of the instance. This offers the opportunity for other users to be 

updated with new relevant information and the provision of tasks to the most suitable 

users. The platform can keep track of the tasks performed and currently being carried 

out by each user for a particular instance. Having the option of location-dependent 

assignments enables the provision of assignments to users in an efficient manner, 

based on their close proximity to the issues of the assignment. Therefore, the platform 

can take advantage of the number of users available for working on the issues of an 

instance as well as the different locations of each user. Figure 5.8 shows the structure 

of how a scenario and its instances utilise assignments. 
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Figure 5.8: Provision of assignments in scenarios and instances 

5.2.7 Roles of the operator and scenario builder  

Figure 5.9 illustrates the various entity modules that the operator and scenario builder 

have control over via the web-based user interface. This interface is accessible from 

standard web browsers making access possible from any modern computer with an 

internet connection. The role of the operator is to maintain each scenario 

implemented on the platform and supervise the progress of active instances. News 

records enable the operator to follow the progress of an instance from initialisation to 

its current status, providing them with up-to-date information on the instance. These 

News records, created by the TAU, become available as users provide field data on an 

instance, which are then stored in the Principal database.  
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Figure 5.9: The web-based user interface is split into two parts, providing access for 

the operator and scenario builder 

The operator can manage the users assigned to an instance by providing them with 

assignments, updating their details or removing them from the instance. The operator 

has the ability to keep track of the progress of each user’s assignment. This enables 

the operator to identify any potential issues that may arise and resolve them by 

intervening with the instance. For example, the operator can manually send a message 

to a user or update the user’s requirements for a specific assignment. The web-based 

user interface provides the facility for the operator to view the dialogue of 

conversation between the server and each user, as well as for sending further 

messages.  

Although the platform is designed to be autonomous in the communication process, 

the operator may be required to manually resolve issues that arise as errors could 

occur in the analysis of extracted message data. Some errors can be handled by the 

TAU and others would result in sending a notification to the user, requesting them to 

resend the data correctly. However, a template’s criteria can also be to place an alert 



 

101 

 

value on a Message record if there are errors in the extracted message data. This 

provides a way of notifying the operator to investigate the matter further.  

Prior to the initialisation of a scenario the builder defines the necessary procedures 

and criteria for the scenario’s unique autonomous operations. As the flow of 

information is controlled by the use of templates, it is the builder’s responsibility to 

create each Incoming and Outgoing template. Furthermore, the builder constructs 

appropriate rules and constraints for each template. Trigger and Answer entities 

define these rules and constraints. The TAU uses these entities to analyse the field 

data within an input message that is based on an Incoming template. The builder also 

defines each action that the TAU can perform, based on the analysis decisions made. 

For example, an action could be to instruct the TAU to reply to a user using a specific 

Outgoing template. These entities need to be created by the builder and tailored to the 

requirements of a scenario in order for the scenario to be active and ready for use in 

the platform.  

5.2.8 Message entity 

Each message is stored as a record in the Message table of the Principal database. 

Attributes of a message stored in this record include the sender, title and text of the 

message. The title contains key information regarding the message, such as the 

template and instance it refers to. The rest of the message contains the main text 

constructed from a specified template with inserted field data. If a multimedia file is 

attached to the message then this file is saved to the server. The Message record 

stores the filename and the location of the folder in which the attachment has been 

saved. Each Message record can have various alert statuses to illustrate their 

importance. The purpose of these indicators is to notify the operator of an issue if it is 

required to be manually resolved. Figure 5.10 shows the Message table containing 

each of these attributes. 
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Figure 5.10: Message table and its attributes 

5.2.9 News entity 

Messages sent from a user may trigger a significant event or status change for the 

associated instance. Should this occur, the TAU is able to create a News record to 

provide details of the issue. News templates are utilised by the TAU to create News 

records autonomously. The News record is created by merging a News template’s text 

with existing data regarding the instance. This is carried out in the same format as the 

creation of output messages from an Outgoing template. The inserted data can either 

be current field data from the received message or prior data relating to the instance, 

which is stored in the scenario’s database. Alternatively, the operator has the ability 

to manually create News records for an instance. For example, a received message 

may be flagged by the TAU to be manually resolved. Once the operator has resolved 

the issue they can create a News record to explain the consequences of the data. Each 

News record is stored in the News table of the Principal database. The purpose of 

these News records is to enable the operator to easily follow the progress of an 

instance from its start point to the current situation, providing up-to-date information 

on the instance. News records could also be used to broadcast updates to users as an 

instance progresses. Figure 5.11 illustrates the procedure for creating a News record 

when a message is analysed by the TAU. 
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Figure 5.11: Process of creating a News record 

5.2.10 Data layer of the platform 

The data layer (Figure 5.12) consists of modules that interface with the platform’s 

databases to facilitate the storage and retrieval of data, as well as performing updates 

and alterations. The Principal database is designed to store data on core entities of the 

platform, necessary to operate each scenario. This database, illustrated in Figure 5.13, 

is split into two sections. The right-side of the Principal database represents the tables 

used by the operator for the management of users and scenarios. There is a table to 

store records of each scenario and others to store records of a scenario’s active 

instances and assignments. Additionally, there are tables to store records of the 

registered users and the messages that have been exchanged between the server and 

its users. The left-side of the Principal database represents the tables used by the 

TAU for the analysis procedures. These tables hold the data on entities which are 

defined by the scenario builder. This includes tables for the Incoming and Outgoing 

templates, the template parameters and the analysis entities, such as the Trigger, 

Answer and Action entities.  

  

Figure 5.12: Design of the data layer 
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Figure 5.13: Tables of the Principal database 

There is an entity module for each table within the Principal database. These have 

attributes to reflect the fields in the associated table, therefore all the data from one 

record in the table can be transferred to an entity module. This functionality enables 

the data to be manipulated and modified with ease by processes on all the platform’s 

layers. An entity’s values can then be saved back to the same record in the Principal 

database, updating its data.  

Query modules provide functionality for the modification or collection of data across 

multiple fields within a record, multiple records in a table or data from multiple 

tables. The algorithms in these modules can be accessed from all layers of the 

platform for straightforward interactions with the Principal database.  

Table modules are utilised to populate a table of data within the web-based user 

interface. For each table in the Principal database where there is a web-form in the 

web-based user interface that displays a list of records in that table, there is a table 

module to retrieve the stored data. This functionality allows the operator to view 

multiple records at once, with the ability to filter and sort the records. For example, 

the operator can view a list of messages in the server’s Inbox and then filter the 

messages based on a specified instance. 

The data layer provides access to the Principal database and each scenario’s database. 

A scenario’s database is designed and configured uniquely for its respective scenario, 

storing field data that is gathered by users or resultant from analysis of data 

previously collected. Scenario modules in the data layer have the functionality to 
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collect and store data in these databases. As the platform is designed with a generic 

framework it follows that these modules need to cater for each possible type of 

scenario database. On each occasion that access to a scenario’s database is required, 

the database, table and field names are collected by procedures in the logic layer. 

These values are passed to the data layer, with a tailored query generated to 

successfully access and manipulate a scenario’s database. The records in a scenario’s 

database are linked to their associated instance by the instance’s identifier attribute 

(Figure 5.14). Additionally, the name of the associated database is stored in each 

Scenario record in the Principal database, ensuring that a connection is established 

with the correct scenario’s database.  

  

Figure 5.14: Relationship between the Principal database and each scenario’s 

database 

5.3 Data analysis process 

The processing and analysis of a message is performed over a number of stages in the 

TAU. Each stage is split into a class, which is a construct that stores the methods and 

variables needed to effectively perform the operations of the analysis stage [183]. The 

programming language used to develop each class is C#, which is discussed in further 

detail in Section 5.5. Initially, messages are collected in batches at a regular time 

interval and then processed individually. Attributes of the message are retrieved and 
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the field data contained within the message text is extracted. The field data is tested 

against criteria defined in the associated Trigger and Answer entities of the template 

that the message is based on. Finally, a number of actions are performed based on this 

analysis, using Action entities. Figure 5.15 illustrates each of the stages performed 

within the TAU. Each class has algorithms and routines which are independent of the 

individual scenarios. The purpose of the TAU is to enable the server to communicate 

with users in real-time and update the progress of each instance with minimal human 

involvement. 

 

Figure 5.15: Message analysis stages of the Template Analysis Unit 

5.3.1 MailHandler class 

Microsoft Outlook, the email client installed on the server, retrieves email and SMS 

messages sent from the users. The MailHandler class interacts with Outlook to collect 

each message from the Inbox folder. Whether a message originates as an email or an 

SMS message it is received to this Inbox folder in the email format. Messages are 

collected from the Inbox folder at regular intervals. The message’s attributes are 

gathered and saved as a new Message record in the Principal database. This includes 

the title, text, sender, timestamp and the method used to send the message. 

Determining the method of communication is achieved by examining the sender 



 

107 

 

address. Email messages contain a separate attribute for the title, whereas for SMS 

messages the message body contains the title and text of the message. Therefore, in 

SMS messages the title is identified by being between two “--” strings to separate it 

from the message text. Additionally, an SMS message begins with the word 

“Mobserv”, which instructs the SMS web service to forward the message to the 

platform’s email client. The MailHandler class checks each of these factors to 

distinguish the originating message type. An example of an SMS message sent from a 

mobile phone is shown in Figure 5.16.  

 

Figure 5.16: An example SMS message sent by a user 

In the case of an SMS message, which has been forwarded by the SMS web service 

as an email message, the email address that has been provided contains the 

originator’s mobile number. This number is extracted and used to find the record of 

the user who has sent the message. 
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When a user sends a message via the web-based user interface this automatically 

triggers the MailHandler class to process the message. The message attributes are 

similarly stored in a new Message record. However, the process of determining the 

communication method is skipped. 

The key information contained within the title is designed to aid the MailHandler 

class in identifying how to proceed with the message analysis. Initially, it 

distinguishes whether the message is based on a Request or Incoming template; these 

are the two types of messages that can be analysed by the TAU. If a message is not 

based on either of these types of templates then it needs to be handled manually by 

the operator. In the case of Request templates the title begins with “Req:”, followed 

by the name of the request. The data within the message text is passed to the 

RequestHandler class for analysis based on the request name. The RequestHandler 

class is the final stage for Request messages, resolving the request.  

Incoming templates are utilised by the TAU in the analysis of messages associated 

with an instance of a scenario. Each message based on an Incoming template contains 

key identifiers within the title. These identifiers are pointers to entity records within 

the Principal database that the message relates to. The two main entities are the 

originating template and the associated instance of the message. Providing these 

identifiers enables the MailHandler class to find the correct entities. These identifiers 

are extracted from the message and saved as the TemplateID and InstanceID 

attributes within the new message’s record. These identifiers would have been 

prefilled into the title by the TAU when the template text was initially sent to the 

user. This would only occur for an instance if either the message is sent as a response 

to a previous message concerning that particular instance or the user is already 

assigned to that instance. Therefore, the user can reply with the correct information 

pre-inserted into the message. The user is then only required to insert the necessary 

field data in the body of the message. However, if the instance is unknown, then the 

user would be required to add this information manually.  

The MailHandler class passes each of the key items within the title through error 

checking algorithms to ensure they are valid keys that exist within the Principal 

database and do not conflict with each other. For example, the InstanceID and 

TemplateID must be associated with the same scenario. Two further checks are 
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performed to ensure the actual message text is based on the TemplateID provided. 

The first check tests if the beginning text in the message, before the first parameter 

position, matches that of the original template text. The second check tests if the total 

count of parameters in the message match the count of the originating template. The 

parameter count is calculated based on the amount of asterisks in the message. Once 

these error checks have passed successfully the TAU can continue processing the 

message’s text. If the MailHandler class picks up any errors, a message is sent back 

to the user detailing the errors and an alert status is set to notify the operator. Figure 

5.17 illustrates the main operations of the MailHandler class. 

The MailHandler class acts as an intermediary between the remainder of the logic 

layer and the communication methods that interact with the user, whether this is via 

SMS, email or the web-based user interface. The functionality contained within the 

rest of the TAU is performed without knowledge of the front-end communication 

method used, applying the principles employed by the telecommunications order 

management system [168] discussed in Chapter 4. This is to ensure there is no 

duplication of code within the class methods that would otherwise perform the same 

business process. 
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Figure 5.17: Operations of the MailHandler class 

5.3.2 RequestHandler class 

An example of the use of Request templates is for the joining of new users to the 

platform. If a message is received from a new user then a reply is sent to the user 

containing the “Member Update” Request template. This template contains parameter 

positions for the user to provide their personal details. Once the user replies with this 

information the RequestHandler class extracts the data from the new message to 
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create a record of the user. The “Member Update” Request template is also used by 

current members to update their details. This process does not apply for users who 

have requested Full Anonymity. These users are required to type the phrase “Mobserv 

Anon” at the beginning of each message that is sent to the server in order to bypass 

the requirement of providing their details.  

Some Request templates are designed to enable a dialogue between the server and a 

user. The user can make a request to the server for a list of scenarios. The server 

would then reply by sending a message containing the name and unique identifier of 

each active scenario. Additionally, the user would receive the “Select Scenario” 

Request template, which would allow them to request starting a new instance of one 

of these scenarios. The user is only required to provide the selected scenario’s 

identifier in their response. Each scenario can only have one template for starting a 

new instance, referred to as an InstanceCreator template. This template is used to 

create a new instance of a scenario and requires the user to fill in key information 

concerning this new instance. Therefore, in addition to the operator manually creating 

new instances, InstanceCreator templates provide extra flexibility in allowing users 

to initiate instances. 

Users can also request to join currently active instances. The outcome of this request 

may depend on the user meeting particular requirements of the scenario. For example, 

the user may be required to be currently in a particular location. Once a user joins an 

instance they can make a request for a list of available Incoming templates associated 

with the instance’s scenario. The server sends a response containing the name and 

identifier of each Incoming template. Using this information the user can make a 

request for a specific template, whereby the server would send the unmodified 

template text. This is illustrated in Figure 5.18 by an example of a Request message 

sent by a user with a response from the server. The user would then only need to 

insert the requested field data in the parameter positions of the received Incoming 

template. Alternatively, the user can request for a list of assignments for an instance 

they are joined to, followed by a request to be allocated to a particular assignment. 
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Figure 5.18: Request message sent from a user, followed by the reply from the server 

5.3.3 TemplateHandler class 

The next step is to obtain the field data from the message. In order that the 

appropriate actions are taken when a message is received it is necessary for the TAU 

to individually analyse each data item provided in the message body. The first stage 

of this process is to extract each data item from the parameter positions defined 

within the original template. The TemplateHandler class searches through the 

message text to find the data items. This process relies on locating each pair of 

asterisks in which a data item is enclosed between, enabling the TemplateHandler 

class to determine where each data item commences and finishes within the message 

text.  

The DataIn table in the Principal database stores every data item retrieved from the 

users. Each string, representing a data item, is extracted from the message and saved 

to a new record in this table. The DataIn record contains attributes on the data item, 

this includes the data text; the identifier of the message and the parameter position 

within the template where it was extracted. These data items are the only parts of the 

message text that are required for analysis. The remainder of the message is 

constructed from a template to help the user insert field data accurately. Therefore, 

extracting and storing these data items separately enables them to be processed in a 

straightforward manner, along with the simplicity of locating the data items for future 

analysis tasks. Figure 5.19 illustrates the main operations of the TemplateHandler 

class. 
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Figure 5.19: Operations of the TemplateHandler class 

5.3.4 AnswerHandler and TriggerHandler classes 

Once the data items are extracted from the message they are processed by the 

AnswerHandler and TriggerHandler classes. These two classes perform the core data 

analysis for all types of scenarios. The AnswerHandler class uses Answer entities to 

analyse individual data items from a message. Each Answer entity is associated with 

one parameter position of a template and it contains criteria which the data item in the 

corresponding parameter position is required to fulfil.  

There are various types of criteria that could be defined, each being tested on the data 

item. It may be necessary for the data item to be of a particular data-type, such as a 

boolean, integer, string or date. All data items are stored as strings in the DataIn 

table. Therefore, in this situation an attempt would be made to convert the data item 

to the specified type. This conversion attempt must be successful to meet the data-

type criteria. 



 

114 

 

The data item could be required to either match or not match a specified answer. If 

the data item is a string there is an option to test whether the data item contains the 

text of a supplied answer. Alternatively, the data item could be checked against 

multiple answer strings where it only has to match one of the answers. 

For numerical data there can be criteria for the data item to be greater or less than a 

value or lie within a set range from a value. In these situations the answer could be a 

fixed value. Alternatively, the answer could be a pointer to an attribute of the 

instance, person or message or to a field in the scenario’s database. If any of these 

conditions are set by an Answer entity then the associated data item is tested to 

observe whether it passes or fails. 

There could be more than one possible Answer entity for each data position in a 

message. A Trigger entity is used to determine which Answer entities the message’s 

data items are examined with. A Trigger entity groups a set of Answer entities 

together. There must be at least one Answer entity corresponding to each parameter 

position of the originating template. Each Trigger entity is related to an Incoming 

template, with one of its attributes being the template’s identifier. It may be possible 

for users to respond with differing field data that has the same meaning. There can be 

multiple Answer entities for a data item to assist in covering each possible type of the 

same response. If there is more than one Answer entity in the group for a particular 

parameter then each Answer entity is examined until the data item successfully meets 

one of their criteria.  

If a template has more than one Trigger entity then each one is given an order of 

priority. The TriggerHandler class works through the answer set of each Trigger 

entity, starting with the highest priority. This continues until a Trigger entity is found 

in which the message’s data items have met all the criteria of its answer set. This 

Trigger entity is passed to the ActionHandler class for the final stage of determining 

actions to perform. This process is designed in order that the TAU can perform 

different responses depending on the field data provided. Figure 5.20 illustrates the 

main operations of the TriggerHandler class. 
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Figure 5.20: Operations of the TriggerHandler class 

As each scenario is different it may need extra functionality that is not covered by the 

core analysis functionality. As previously mentioned, each scenario has its own 

application module for analysis of data specific to that scenario. The message’s data 

items may be passed to this module for additional analysis of data prior to the TAU 

performing actions. The application module can alter the final responses to be carried 

out and utilise further error handling algorithms to ensure a message’s data is 

accurate.  

5.3.5 DatabaseHandler class 

Before the TAU performs any actions a message’s extracted data items are saved to 

meaningful locations in the scenario’s database. The TAU would then be able to 

access this data during the analysis of future communications. The scenario builder 

selects each data item based on its parameter position and specifies the table and 

column of the scenario’s database to insert the data. A record in the DataSave table of 
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the Principal database stores these details. It is possible for the DatabaseHandler 

class to either insert a new record into a table or update a current record. This depends 

on whether the table allows more than one record per instance and whether any 

records for the instance currently exist in the table. Some tables in a scenario’s 

database would only have a maximum of one record for each instance. In this 

situation a check is made on whether there is a record in place yet for the instance. 

Where no record is found a new record, containing the field data, would be inserted 

into the table. Otherwise the record is updated with the new field data in the relevant 

columns. 

Other tables in the scenario’s database may be able to hold multiple records for each 

instance. In normal circumstances, a new record would be created to store the new 

field data for these tables. However, there are certain actions that may require a user 

to update the details of a record over multiple messages; if this is the case the 

DatabaseHandler creates a new Pending entity. A Pending entity enables multiple 

messages, which are exchanged between the server and a user, to be associated 

together. This feature allows the DatabaseHandler class to update a record in one of 

the tables of the scenario’s database, where multiple records may exist for a particular 

instance. The TableID and TableName attributes of the Pending entity are used to 

locate the specified record, effectively allowing the Pending entity to point to any 

record in the scenario’s database. Therefore, the field data of any future messages 

linked to the Pending entity can be used to update the specified record of the 

scenario’s database. Figure 5.21 illustrates the process where the DatabaseHandler 

class creates and updates these records within a scenario’s database. 
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 Figure 5.21: Process of the DatabaseHandler class for handling tables that contain 

multiple records associated to one instance 

5.3.6 ActionHandler class 

An Action entity defines a specific action that can be performed by the ActionHandler 

class. The Trigger entity, which is passed to the ActionHandler class, points to a set 

of one or more Action entities that have been defined by the scenario builder. When a 

trigger’s criteria are matched by all the data items within a message then each of the 

actions are carried out. There are a variety of action types available to the TAU. 

Figure 5.22 illustrates the process where the ActionHandler class performs actions; 

both for replying to users and updating the Principal database. 
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Figure 5.22: Operations of the ActionHandler class 

The Reply action is used for sending a reply message to the user. This action makes it 

possible to request new data from the user, provide instructions on a new task or 

update the user on changes in the instance’s status based on the information that they 

have supplied. The significance of this action is that it enables the server to maintain a 

dialogue with the user without the involvement of the operator. When the action is 

initially created the scenario builder is required to choose an Outgoing template for 

the response. The text in this template is used to create the new output message. A 

title is generated to provide key information concerning the message, including the 

template and instance identifiers associated with the message. To facilitate a 

continued dialogue, the TAU may also send an Incoming template to the user 

alongside the reply. The purpose of this Incoming template is to enable the user to 

provide a further response back to the server in the correct format. The user can then 

simply insert any newly requested field data into this Incoming template and send it 

as a new input message to the server.  
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The MessageSend action works on the same basis as the Reply action but is used to 

send a new message to other users participating in the same instance. Furthermore, a 

message can be sent to groups of users in the same instance. These response groups 

include all users participating in the instance and users either on or off assignments. 

This helps the server to broadcast messages out to potentially many users. For 

example, the server could broadcast an update to all the users participating in an 

instance when the instance’s status is changed due to the analysis results of a received 

message. Alternatively, this technique could be used to ask multiple users to carry out 

the same data collection task.  

The Forward action forwards the user’s message to other users in an instance. This 

action uses the same broadcast feature of sending a message to multiple users. 

However, with this action it is just the original message from the user that is sent to 

other users. This action is used to update other users with the data that a user has 

provided, notifying them of the discovery and providing helpful details.  

A Notification action is available to send a confirmation message back to the user. 

This is a form of providing feedback to the user regarding their recently sent message. 

The user is informed that the message has been received and successfully processed 

without errors. A Notification action does not require an Outgoing template. It is 

created based on a fixed message template and the title of the received message. 

An InstanceNew action is triggered when a user sends a message based on an 

InstanceCreator template, initiating a new instance of the scenario. A scenario may 

define an optional restraint on the user’s ability to initiate an instance. If this is the 

case then the new instance is initially placed on a Preliminary status. The operator 

would be required to confirm the instance in order to make it active. The reason for 

this would be to prevent erroneous instances being created, using up the server’s 

resources. The scenario builder could prevent users from initiating an instance of a 

particular scenario by not defining an InstanceCreator template.  

Users can manually request to join an instance via a Request template. Alternatively, 

the TAU could automatically add a new user to an instance with the UserAdd action. 

This would occur if the new user has been referred to by another user of the instance. 

The TAU could also select users based on a specified location to add to an instance. 
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In the situations where the TAU adds a user to an instance, the user would be notified 

but remain inactive until they reply with a confirmation message. This provides 

flexibility by enabling both users and the server to add more users to an instance. This 

action can also add new users to the platform if their details are not currently stored, 

kick-starting the exchange of messages to retrieve a new user’s details. 

A StatusChange action updates the instance to a new status. Each possible status an 

instance goes through is defined by the scenario builder during the implementation of 

the scenario. Updating an instance to a new status is a way of the instance 

progressing, whilst showing its current circumstances. This can result in users being 

provided with new assignments and old assignments ending early if they no longer 

need to be fulfilled. 

The analysis of a message may raise a new issue regarding the associated instance. In 

this case the AssignAdd action can create assignments and place users, who are 

currently joined to the instance, on the new assignment to resolve the issue. In a 

dynamic scenario where new assignments are continuously arising, the AssignAdd 

action helps to progress the instance by efficiently allocating the users. This can be 

achieved by selecting the closest user to the location of an assignment, if it is 

location-dependent. This action could be used in combination with the MessageSend 

action to provide the user with details of the new assignment they have been allocated 

to. Alternatively, once a user has finished providing useful information for a 

particular assignment or achieved the assignment’s objectives they can be removed 

from it. The AssignRemove action is utilised to remove users from assignments. An 

automatic notification message can be sent to the user to notify them of this change. 

There could be certain messages of high importance that require an operator to view 

and then decide how to proceed. Alternatively, it may only be necessary that the 

operator is aware of a new situation. Alert actions flag messages for these situations. 

There are two types of alerts, whereby the alert attribute in the message entity 

indicates the type that applies. An Alert action places the received message on an alert 

status of HighPriority, which notifies the operator of its importance, allowing them to 

easily find the message. They could then manually perform any actions that are 

necessary. There is also an ErrorDetected alert status that a message is set to if the 

TAU detects erroneous data in the analysis stage.  
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Each instance has a list of News records to enable the operator to keep track of the 

progress. The platform is designed for News records to be created when a user reports 

back significant events occurring out in the field. If a user’s message meets the 

specified criteria then a NewsInsert action would be used to create a News records. 

This action requires a News template to obtain the text for the News record. If there 

are any parameter positions within the template these are updated with the relevant 

data, depending on the message received and the instance. In addition, data from the 

News record can be sent out as a message to the original user or a group of users to 

keep them up-to-date with the instance’s progress.  

The TemplateList action instructs the ActionHandler class to send a list of available 

Incoming templates to a specified response group. This action can be used to supply 

the list to a user after the setup data of a new instance has been collected or to send to 

users who have recently been added to an existing instance. 

5.3.7 DataOutHandler class 

Outgoing templates used for actions may have parameter positions that need to be 

filled in with the appropriate data. This is achieved by the DataOutHandler class. 

Each action that requires an Outgoing template points to a list of DataOut entities, 

one for each parameter position within the template. A DataOut entity instructs the 

DataOutHandler class on which data item is to be inserted into its corresponding 

position in the template. This could be a fixed string provided by the DataOut record, 

in this case the string is inserted into the text location of the parameter position.  

There are other locations where the appropriate data can be obtained. The DataOut 

record may point to the original message’s text, with its FieldID attribute indicating 

the parameter position to extract the data from this text. The DataOut record could 

also point to an attribute of the Message entity, Person entity (the sender of the 

original message) or the Instance entity. For example, the DateSent attribute of the 

message entity may be selected in this way.  

A further location that is used to retrieve data is the scenario’s database. In this 

situation, the DataOut record would point to a field in the database, based on the table 

and column names provided. The scenario builder would have defined these details in 

the DataOut record.  
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The range of locations in which the DataOut class is able to retrieve data enables the 

TAU to be flexible and accurate in providing details to a response. Figure 5.23 

illustrates the operations performed by the DataOutHandler class. 

  

Figure 5.23: Operations of the DataOutHandler class 

5.4 Developing a scenario application 

The implementation of a new scenario involves a three-stage scenario development 

process. Once these stages have been completed by the scenario builder the new 

scenario is ready to be run by the platform. 

5.4.1 Stage 1: Creating the scenario’s database 

The first stage involves developing the scenario’s database. The builder constructs the 

database using Microsoft SQL Server Management Studio [184], a software 

application for designing and managing relational databases. The builder is initially 

required to determine and lay out the components of the scenario. These components 

are defined as entities of the scenario. A table is required in the scenario’s database 

for each entity, to store data on the entity’s attributes. A new record needs to be 

created in the Scenario table of the Principal database. This record provides a pointer 

to the scenario’s database as well as the name and description of the scenario. 
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5.4.2 Stage 2: Template and analysis criteria 

In the second stage, the builder creates the Incoming and Outgoing templates that will 

be used in the communication structure of the scenario. This may include an 

InstanceCreator template, which would enable users to initiate a new instance. Figure 

5.24 illustrates the Template web-form of the web-based user interface. On this web-

form the builder is able to create new Incoming and Outgoing templates for a 

scenario. The builder inputs the name and the text of the template, as well as defining 

other attributes such as declaring whether the template is an InstanceCreator 

template. For each template that is created the parameters are automatically defined 

based on the locations of the template text that are enclosed by two asterisks. The 

builder can provide a name and alter the temporary text of each parameter afterwards. 

The name is used to easily identify the parameter when creating the analysis entities, 

such as an Answer entity. 

 

Figure 5.24: Template web-form within the web-based user interface 

At least one Trigger entity is required to be associated with each Incoming template. 

The first Trigger entity is created automatically and set as the default trigger. The 
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builder constructs an Answer entity for each parameter position, requiring analysis, in 

the Incoming template. An Answer entity is created in the Answer web-form, where 

the builder defines the required data type and value criteria that the data item would 

be checked against. If an answer value is not fixed the builder would define a pointer 

to a database or entity location where the value is stored. In the DataSave web-form 

the builder defines the location, within the scenario’s database, to save each data item 

of a message based on the template. 

The Action web-form is where the builder defines the response actions for each 

trigger. Each action is created by defining the action type. Actions that involve 

sending a message require the builder to specify the response group and the Outgoing 

template to use. The other action types have alternative selections to choose from, for 

example the alert action requests the builder to select the appropriate alert type. For 

actions that require an Outgoing template the builder would define the fixed string or 

a data location to use as input for each parameter position of the template. A new 

DataOut entity would then be created for each one. 

5.4.3 Stage 3: Application module development 

Finally, the builder creates a bespoke application module if additional analysis is 

required for the scenario. The application module interacts with the TriggerHandler 

class by a defined set of input parameters and a returned output variable. This module 

has a loosely coupled relationship with the classes of the TAU, whereby only the 

input and output data is known by these classes. No internal workings need to be 

established with the classes of the TAU, ensuring that the application module can be 

easily integrated into the platform. 

When a message has fulfilled the criteria of a Trigger entity then the trigger’s 

identifier value is sent to the application module as an input parameter to check if 

there are additional calculations or analysis to be performed. Additional input 

parameters include the associated Message and Person entities. The builder is 

required to link each method in the application module to a Trigger entity associated 

with the scenario. The method can then use and manipulate the message’s data. The 

application module has access to the core entities of the Principal database and the 

scenario’s database tables via the modules of the data layer. As output, the method 

would return a value to the TAU to indicate the trigger identifier. Therefore, the 
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method has the ability to keep the same trigger as before or instruct the TAU to 

perform the actions associated with another trigger. Once the application module has 

been developed and integrated into the platform’s logic layer, the scenario is ready for 

active use. The operator is then able to take over the running of the scenario and each 

of its instances. 

5.5 Development environment and software tools 

The Connected-Mobile Platform has been developed in the Microsoft Visual Studio 

integrated development environment (IDE) [185]. This is a software application that 

provides a vast array of tools, which are contained within a library of classes known 

as the .NET framework, for developing new applications that run on Microsoft 

Windows operating systems. Within the Visual Studio IDE the platform’s presentation 

layer utilises ASP.NET (Active Server Pages), a server-side framework for web 

applications [186], in order to create and display the web-based user interface. Each 

element of the web-based user interface has been designed using the HyperText 

Markup Language (HTML) to display the content in a client’s web browser, which 

includes the web-forms for the operator, scenario builder and users of the platform. 

The ASP.NET framework contains a set of graphical tools to assist in constructing the 

HTML content of each web-form. The platform utilises the class libraries available 

from the ASP.NET framework to collect data sent from a client device via the web-

forms for processing in the logic layer. The ASP.NET framework is also used to 

collect and display processed data on the web-forms on client device.  

C#, an object-oriented programming language, is used to code the business logic and 

rules of the platform. Each component of the platform’s logic layer is coded into a C# 

class within the Visual Studio IDE. These classes are the blueprints that store the 

methods, event procedures and variables necessary to perform the application 

processes [183]. There is also a C# code-behind class for each ASP.NET web-form 

that holds the server-side code for reacting to user events during interactions with the 

web-based user interface.  

The C# classes in the platform’s data layer utilise the set of ADO.NET (ActiveX Data 

Objects) classes within the .NET framework. The functionality provided by the 

ADO.NET classes enables the data layer to access the platform’s databases for the 

storage and manipulation of data [187]. Additional requests are made to the databases 
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for the retrieval of data which would then be stored in ADO.NET objects, such as 

data-row and data-table objects. 

The classes in each layer of the platform interact with each other to pass data along. 

For example, information received from a user in the web-based user interface would 

be passed to the classes of the TAU in the logic layer for processing. Results would 

be passed to the data layer for storage. Also, additional data may be retrieved from a 

database to assist in processing a message. Analysis results would also be passed to 

the presentation layer to be displayed to the user. 

The platform’s databases are stored and handled by Microsoft SQL Server, a 

relational database management system (RDBMS) that structures data into database 

tables consisting of fields and rows [188]. Data requests to a SQL Server database are 

performed via SQL queries. Each time a class within the platform’s data layer needs 

to interact with a database an ADO.NET object is created, containing the appropriate 

SQL query to make the required data request. The design of each database has been 

achieved using Microsoft SQL Server Management Studio [184], which provides a 

user interface for developers to construct and maintain SQL Server databases. Figure 

5.25 illustrates the development environment and software tools used to develop the 

platform. 
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Figure 5.25: Development environment and software tools for developing the 

platform 

5.6 Experimental setup for operating scenarios in the case studies 

Chapters 6 and 7 discuss case studies of two different types of scenarios. 

Experimental runs of each scenario were performed with the experimental setup 

described below. The Connected-Mobile Platform that has been described in this 

chapter was installed on a computer that had Microsoft Windows Server 2008 running 

as the server operating system. The computer’s hardware consisted of a 3.2 gigahertz 

(GHz) dual-core central processing unit (CPU) and a 4 gigabyte (GB) unit of random-

access memory (RAM). This computer acted as the server for the experiments and 

had the .NET framework and Microsoft SQL Server installed to facilitate the running 

of the platform in order to handle the application processes and maintain the 

databases respectively. The server operated continuously to maintain the running of 

the modules in each layer of the platform in order that clients could interact with the 

server and newly received data could be processed without interruption. 
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The scenario builder had direct access to the server to create the databases and 

develop the application modules for each new scenario, utilising SQL Server 

Management Studio and the Visual Studio IDE respectively. Defining template 

content and analysis criteria for each scenario was achieved either directly on the 

server or on a separate client computer connected via the server’s local area network 

(LAN). The operator used the same LAN connection to maintain scenarios. Both of 

these roles rely on interacting with the server via the web-based user interface. The 

web-based user interface was only accessible via this LAN connection for the purpose 

of the experiment on the prototype of the platform. However, the web-based user 

interface would be published to a website that is accessible from any location for real-

world use. 

Microsoft Outlook runs concurrently on the server and is configured to receive all 

emails from the platform’s email account, which is mobservs@googlemail.com. A 

“Send/Receive” request, within Outlook, is set to run automatically every minute to 

retrieve new email messages from Google’s email server. These messages may either 

be sent directly from a user’s device via email or an indirect SMS message that has 

been converted to email via TextLocal [42], the SMS web service. A C# Timer object, 

within the platform’s core application, automatically runs to check Outlook every 

minute for new messages that need processing.  

The collaboration between the platform and Outlook has been established for the 

experiments to ensure messages sent by a user either via email or SMS are retrieved 

within a short timeframe in order that the server can respond in real-time. This has 

been tested within the experiments by observing the average length of time it took for 

a user to receive a reply from the server after they had sent a message and whether 

there was a substantial delay if multiple users send messages to the server 

simultaneously. 

The users, within the experiments, interact with the server via three different device 

types; basic mobile phones, smartphones and tablet computers. All SMS messages are 

sent by a user operating either a basic mobile phone or a smartphone. The server’s 

responses are received by the same user device that sends an SMS message. All 

screenshots for SMS messages were taken from smartphones as this facility was not 

possible from the basic mobile phones used.  
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Users operated both smartphones and tablets for sending and receiving email 

messages. Server replies via email are stored by an email server that holds the user’s 

email account. Therefore, email messages were accessible by any internet-enabled 

device the user owned during the experiments. Tablet computers were used to 

demonstrate the user interactions via the web-based user interface (using the LAN 

connection). Each user would have a unique login identifier that enabled them to view 

all previously exchanged messages and send new messages on any internet-enabled 

device. Each device type was included in the experiments to make it possible to 

assess how user-friendly the interaction process is between a user and the server in 

terms of receiving the relevant information and inputting field data into templates to 

create new messages. Figure 5.26 illustrates the experimental setup for the case 

studies. 

 

 

  



 

Figure 5.26: Experimental setup of the platform 
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5.7 Conclusions 

The aim of the research was to investigate how people in a mobile society could be 

utilised for different scenario problems, by including multiple methods of interaction. 

The proposed platform and functionalities address the identified requirements by 

incorporating multiple methods of communication in order to support numerous 

scenarios, whilst offering a guided development process for the fast implementation 

of each scenario. 

The usage of mobile communication methods in the communication process between 

the server and users has allowed the platform to employ users in any location and to 

contact them at any time, enabling scenarios to be tackled in a mobile environment. 

Text messaging via SMS is the prime technique utilised for server and user 

interactions. Additionally, email technology has been accommodated to handle the 

exchange of multimedia files and a web-based user interface with data entry via a 

web-form provides a user-friendly method of supplying data for smartphones and 

other internet connected devices. The user is able to choose their preferred method of 

communication. The user can switch at any time to another method of 

communication. The server would then respond via this new method, thereby 

continually meeting the user’s choice in the communication process.  

The platform has been developed based on a novel framework that is built on a client-

server architecture. This novel framework has generic properties in order that it can 

support a range of different scenarios. The core functionality covers the features 

required for each scenario to facilitate the sending of messages to users and the 

processing of received messages. The key to this is the template mechanism that 

defines the structure of each message exchanged between the server and its users. The 

template mechanism enables messages to be uniquely tailored to each scenario in an 

ordered process. The Principal database provides a central location where data can be 

stored that relates to the core components of the platform such as the registered users, 

the exchanged messages and details of each template.  

The template analysis process performed by the TAU has been designed to be flexible 

and robust in responding to field data. The template mechanism enables the TAU to 

operate on messages for each scenario. The TAU is composed of generic 

functionality, designed to work regardless of the scenario. However, a template’s 
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associated analysis can again be tailored to meet the requirements of an individual 

scenario. The features provided by Trigger and Answer entities enable the scenario 

builder to choose from a wide range of variables in deciding the results of data 

processing, with many different types of results possible due to the limitless number 

of triggers for each template. These features have been put in place to provide the 

platform with an effective analysis component. 

Action entities have provided the ability for a wide array of responses. One important 

facility that the Action entities offer is to enable the server to engage in a dialogue 

with its users, without the need for operator intervention. This can provide an 

efficient mechanism of supplying users with instructions, as well as reacting to 

collected field data in a timely manner. Each user can be allocated to different 

assignments, which can interlink with assignments provided to other users. This 

assignment allocation can be based on user location if the assignment is location-

dependent, providing a means for the effective coordination of users. Therefore, a 

user can cooperate with other users to help progress and tackle issues and objectives 

within a scenario. At the same time the users can be informed of the progress of other 

users via the broadcast of updates. The responses made available by Action entities 

can provide details in great length to the users with the ability of response templates 

to re-use data from previous messages. Actions also enable users to initiate operations 

by offering the users the opportunity to request the creation of new scenario instances.  

The core functionality implemented within the platform has been designed as a 

framework for developing societal systems that have the ability to mobilise a 

potentially large workforce scattered widely in a surrounding area of a location. It is 

important to evaluate the platform’s ability to handle different scenarios. Two 

important factors to consider include the simplicity and speed of constructing a new 

scenario and the effectiveness of the platform once a scenario is active with 

participating users. This chapter detailed the three-stage process for developing new 

scenarios into the platform. This process is in place to simplify the integration of each 

scenario. The generic functionality of the platform is designed to support the 

requirements of the different scenarios whilst they are running with active instances. 

The next two chapters consider the actual implementation of two different types of 
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scenarios, each with unique characteristics and requirements, by applying the three-

stage scenario development process.  
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6 Case Study 1: Diet Diary Scenario 

6.1 Introduction 

To evaluate the functionality of the Connected-Mobile Platform, two scenarios 

having different requirements and differing objectives have been developed. The first 

scenario, entitled the Diet Diary scenario, tracks both the daily food consumption and 

the activities performed by a subscribed user. The purpose of the scenario is to 

manage a user’s daily calorie intake in order to help the user reach a desired goal 

weight over a specific period of time. This scenario has only a single user assigned to 

each instance, with a focus on one-to-one communication between the server and the 

specified user. This makes it possible to concentrate on demonstrating the platform’s 

effectiveness in receiving messages, processing the field data and performing the 

appropriate responses.  

The Diet Diary scenario utilises the core components of the platform, including the 

communication functionality to interact with users and the Principal database for 

storing messages. This scenario makes use of a number of the features that have been 

discussed in Chapter 3 and has subsequently been incorporated into the platform in 

Chapter 5. These features include the platform’s ability to analyse field data and the 

use of templates to control the communication structure. The employment of these 

features into the Diet Diary scenario is described in this chapter.  

It is important for the platform to enable the scenario to be developed simply and 

smoothly. Part of this process is the building of a database to cater for the scenario’s 

unique attributes. This database contains tables unique to the Diet Diary scenario, 

which enables the platform to hold data efficiently on each user’s Diet Diary instance. 

There is also a separate application module, specific to this scenario, which is easily 

integrated with the platform for analysis and calculations. These components are part 

of the three-stage scenario development process being used to implement the Diet 

Diary scenario, which is described in this chapter. This is followed by a discussion of 

the time savings attained from applying the scenario development process, whereby 

the Diet Diary scenario’s development time is compared to creating an application 

from scratch. 
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This chapter investigates a running instance of the scenario from the user’s point of 

view to demonstrate the platform’s ability to support an active scenario and provide a 

user-friendly approach with its clients’ interactions. 

6.2 Details of the scenario 

The Diet Diary scenario in this chapter aims to include features similar to those 

implemented within the Perfect Diet Tracker application [102], which was discussed 

in Chapter 3. In this case it is not necessary to develop the functionality from scratch 

as the scenario takes advantage of the platform’s components to provide for its 

features. Each Diet Diary instance enables one user to monitor their daily calorie 

intake based on food and drink consumption and calorie burn rate from performing 

strenuous activities. This information can be used for weight management, whereby 

the user can provide a weight loss or gain goal over a timeframe. A Diet Diary 

instance would provide daily calorie intake and burn targets to assist the user in 

meeting their desired overall weight goal. User data on food and activity items would 

be analysed by the Template Analysis Unit (TAU) to observe whether the user is 

meeting their respective daily quotas.  

The Diet Diary scenario has been chosen since it requires many of the features 

discussed in Chapter 3, which the platform aimed to provide support for in Chapter 5. 

The scenario focuses on data entry, enabling the user to regularly inform the server of 

new food and activity items. For example, each time the user consumes a food item 

this process can be performed by providing the item’s details. The user is able to 

input all the details of the item manually, including the quantity consumed and the 

calories of the item. Alternatively, the user can choose to select from a list of items 

stored by the scenario. This feature is in place to simplify the input process as the user 

would only be required to provide the quantity consumed.  

The scenario utilises the platform’s autonomous data analysis components to 

determine the user’s chosen method and subsequently calculates the calorie intake 

from the food item. Data analysis is also performed to update the daily values of the 

user’s Diet Diary instance. This information is sent to the user as feedback, notifying 

them on the amounts required to meet their daily targets. There is an alert feature in 

this scenario, which notifies the user if their daily calorie intake or burn targets are 

breached when new food or activity items have been sent to the server. An alert limit 
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can also be set when the user is nearing a calorie target value. This feature enables the 

user to be informed and then react to the situation. The autonomous analysis 

component is used to identify these target breaches on each occasion that the user’s 

daily calorie values are updated.  

The template mechanism that was discussed in Chapter 5, is utilised for each of these 

features. Template messages are created in the scenario’s development process to 

cover each type of interaction between the server and the user. Incoming templates 

provide a means for data entry by the user, which includes providing initial diet 

details to update an instance when the user consumes a food item or performs an 

activity. From the server aspect, there are Outgoing templates to provide the 

necessary feedback to the user, either to simply confirm the successful entry of the 

user’s message or to provide alerts on the nutritional values for the day. Feedback and 

alert messages sent to users are based on Outgoing templates which have been 

individualised with the relevant data, meaningful to the user. The scenario has a 

database developed and tailored directly to meet its characteristics. This database 

provides record-keeping of each user assigned to an instance, storing the data on food 

and activity items, weight goals, calorie targets and daily summaries. The TAU 

transfers the field data supplied by the user into the scenario’s database. 

The scenario has been designed to utilise the core components of the platform in 

order to provide the features discussed. The communication components implemented 

within the platform handles the interactions between the server and users assigned to 

Diet Diary instances. This has the effect that the user can communicate via SMS, 

email and the web-based user interface and switch easily between these three 

methods. The platform controls the sending out of messages from the server, 

determining the appropriate communication method to use. The platform also handles 

the retrieval of user messages, regardless of the communication method employed. 

There is no need to develop specific new communication handling components for 

the scenario.  

The platform’s template mechanism is utilised by the scenario builder to create each 

Incoming and Outgoing template message that is to be used as part of the 

communication structure of the scenario. The builder defines the text and rules for 

each template tailoring them to the requirements of the scenario, via the web-based 
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user interface. The TAU analyses each input message, based on an Incoming 

template, which is sent from a user. This analysis is based on the template rules that 

have been defined by the builder. The data layer provides access to the Principal 

database for storage and retrieval of the scenario’s templates, as well as users and 

messages for each instance. 

6.3 Implementation of the scenario 

6.3.1 Database entities 

There are several components to the Diet Diary scenario. Following the three-stage 

scenario development process each of these components is defined as an entity of the 

scenario, whereby the scenario’s database has been developed with a table to 

represent and store data for each entity. Figure 6.1 illustrates the scenario’s database, 

signifying the relationships between the scenario’s entities. 

 

Figure 6.1: Entities of the scenario’s database 

The Person entity of each Diet Diary instance represents the user for whom an 

instance is created. There is a Person table within the scenario’s database where there 

is a record for each user assigned to an instance, which stores details on a user’s 

current attributes such as their height, weight and gender. Additionally, objective data 

are held within this table, which includes the daily calorie burn and intake targets, the 
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user’s weight goal and the specified period of time to achieve this goal. Each Person 

record is linked to the Instance record within the Instance table of the Principal 

database, via the Instance identifier.  

The FoodUser table is where details for each food item consumed by a user is stored, 

marked by the date and time of consumption. This table includes fields to store the 

data on a food item’s nutritional values including the portion size, calorie intake and 

whether the item is a fruit or vegetable.  

The scenario stores a list of food items in the FoodList table. The user is able to select 

from one of the items stored in this table. Each record holds nutritional data for a 

default amount of the item and defines the portion type. A portion of a food item 

could be measured by the weight or the quantity. These two types are referred to as 

portion weight and portion unit respectively. When the user selects the correct item 

they then provide the amount consumed. The consumed amount is used with the 

calorie per default amount to calculate the total calorie intake of the consumed item. 

The FoodList table is also expandable. In situations where the user inputs a new food 

item manually the details of the food item are then stored in the FoodList table for 

future occurrences. 

The same process is used for providing details of activities performed. The 

ActivityUser table stores a record for each activity performed by the user, including 

data on the calories burned, total time and length of the activity, as well as the date 

and time it was performed. The TotalTime attribute in the ActivityUser table is used to 

calculate the total daily time. In addition to the daily calorie burn target the user can 

choose to have a daily activity time target. The user can choose from a list of 

activities contained in the ActivityList table. There is an attribute for the activity’s 

Metabolic Equivalent of Task value (MET). This value is used to measure the 

strenuous factor of the activity in order to calculate the calories burned [189]. Some 

activities, such as running, have different calorie burn rates depending on the speed 

that the person is travelling [190]. Therefore, the user can select between different 

speed rates for these types of activities.  
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Food and activity items are both assigned to a category. The Category table stores the 

list of available categories for each type. When searching for their desired item, 

categories provide a means for the user to filter the results. 

Details of the total daily nutritional and activity data on a user are stored in the 

DayTotal table. The current day’s record is updated when new food and activity items 

are supplied by the user, storing the total calorie intake and burn values, the total 

activity time and the fruit and vegetable count for the day. The user is also able to 

update their daily weight with the new weight stored in the current day’s record. The 

data within this record are used to assist the user in reaching their daily targets and 

show the weight movement from the instance’s initialisation to the current time.  

The tables within the scenario’s database have been designed in order that the field 

data received from a user and the calculations from this data are stored in meaningful 

locations. The builder defines the location to store the data. The TAU can then utilise 

the data at a later stage for further calculations and for analysis checks when new 

field data is received.  

6.3.2 Template and analysis criteria 

The next stage involves the creation of the scenario’s templates together with the 

analysis criteria for parameter positions within the templates. In each phase of a Diet 

Diary instance the user is required to use an Incoming template to supply field data to 

the server. Therefore, the builder needs to create each Incoming template. Figure 6.2 

illustrates the Template web-form of the web-based user interface being used to create 

an Incoming template. In this situation the template being created would request the 

user to input basic details for setting up their Diet Diary instance.  



 

140 

 

 

Figure 6.2: Incoming template being created in the Template web-form 

Templates are provided with a meaningful name in order for them to be identified. 

This enables the builder to link templates, within the communication structure, with 

the appropriate response templates. Users are able to request templates to provide 

further details once an instance has completed its initial setup stages. Therefore, a 

meaningful template name helps the user to locate simply the correct template for any 

data entry procedures. The builder inputs the text of the template in the “Template 

Structure” textbox, which is sent to users as the main body text. This includes 

declaring the template’s parameter positions, with temporary data placed between the 

two asterisks.  

The category of the template is selected for Incoming templates. Incoming templates 

are split into three sub-types, InstanceCreator, Setup and Available templates. Each 

scenario may have one InstanceCreator template to enable the user to request the 

creation of a new instance. Available templates are for the user to be able to request at 
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any stage of an instance. The server utilises Setup templates to request information 

from the user, however these types cannot be requested by the user.  

Once the template is saved the parameter data of the template is passed to the 

Parameter-Input web-form. This web-form, illustrated in Figure 6.3, takes the builder 

through each of the declared parameters, where it is possible to alter the temporary 

data, provide a meaningful name for the parameter and an expected data-type for the 

returned data from a user. The parameter name is used by the builder to locate the 

correct parameter when defining analysis criteria and actions in the Answer and 

DataOut entities respectively. The procedure for creating Outgoing templates is 

similar; however the template type does not need to be defined. Additionally, for 

Outgoing templates there is an option to provide a response template, which is 

selected from the list of Incoming templates. This would then be sent alongside the 

Outgoing template whenever it is sent to a user, supplying the user with the template 

structure for sending a reply back to the server. Figure 6.4 illustrates the view of the 

Template web-form for creating an Outgoing template. 

 

Figure 6.3: Parameter-Input web-form 
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Figure 6.4: Template web-form for creating an Outgoing template 

Once this process has been completed the builder is able to define analysis criteria 

and create response actions for Incoming templates. Selecting the “Create/Edit 

Triggers” link takes the builder to the Trigger web-form. Figure 6.5 illustrates the 

Trigger web-form for the “Input Diet Details” Incoming template. In this situation 

two Trigger entities have been defined. The first trigger is activated if the user 

manually requests to provide their own targets. The second trigger is activated if the 

user chooses to have targets automatically generated.  
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Figure 6.5: Trigger web-form 

 Answer entities are used to determine the correct trigger based on user data. Figure 

6.6 illustrates the Answer web-form, where these Answer entities are created. The 

builder is able to select the comparison type and provide the expected answer. In this 

case the Answer entity would instruct the TAU to check if the data item contains the 

word “manual” within its textual structure. Each data item can be converted to a new 

value for data storage. The builder then defines the location in the scenario’s database 

to store each data item via the DataSave web-form. Figure 6.7 illustrates the 

DataSave web-form, whereby the builder has created a DataSave entity for each 

parameter position of the “Input Diet Details” Incoming template to update the 

Person table with a record for the new user. 
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Figure 6.6: Answer web-form 
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Figure 6.7: DataSave web-form 

Figure 6.8 illustrates the Action web-form where the builder creates Action entities. 

These entities are used by the ActionHandler class to enable the TAU to respond to 

user messages. The list of items displayed by the “Action Type” dropdown-list 

illustrates the different possible action types available to the builder. Depending on 

the action type chosen the builder is required to provide extra attribute details for the 

Action entity. The Action entity created in Figure 6.9 is a Reply action, which would 

instruct the ActionHandler class to send a reply message to the user. The appropriate 

Outgoing template is selected for the Reply action. In this example the Outgoing 

template, which was shown in Figure 6.4, is selected.  
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Figure 6.8: “Action Type” dropdown-list in Action web-form displaying a list of 

available Actions 

 

 

Figure 6.9: Reply Action entity created in the Action web-form 

Finally, the builder assigns the data that is provided in the parameter positions of the 

Outgoing template. Figure 6.10 illustrates the DataOut web-form. The column BMI 

of the Person table has been selected for the first parameter position.  
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Figure 6.10: DataSave web-form  

The remaining Incoming templates and their analysis entities are created using the 

same steps in the web-based user interface. This process demonstrates that the 

template creation and the defining of analysis criteria and response actions is 

achieved declaratively, without any programming effort required by the builder. 

6.3.3 Application module development 

The Diet Diary scenario’s application module contains the algorithms to calculate 

various values throughout the operations of an instance. The builder defines and 

places each algorithm within the methods of the module. The method that is run 

depends on the Trigger entity that has been activated by the TAU on the analysis of 

an Incoming template. The Trigger identifier is passed to the module and used as the 

key parameter of a switch case statement to determine the correct method, within the 

module, to run. The module has access to the scenario’s database to make any 

necessary updates to records.  

The builder has developed an algorithm to calculate the Body Mass Index (BMI) of 

the user, which is a measure of their body fat based on the weight and height from 
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their initial setup details [191]. There are four categories within the BMI index; 

underweight, normal, overweight and obese. The calculated value is tested against the 

boundary limits of each of these categories to determine the matching category. The 

BMI value and the user’s category are stored in the Person record of the scenario’s 

database. These values can then be inserted into the parameter positions of the 

Outgoing template that is sent as feedback to the user. 

There is an algorithm to calculate the daily calorie targets of a user based on the 

weight goal that the user is aiming to achieve. This algorithm uses the default overall 

calorie loss amount needed to lose one kilogram of weight weekly [192]. Then 

together with the Recommended Daily Allowance (RDA) [193] of calorie intake for a 

typical person and the timeframe to reach the new weight the algorithm calculates 

both the calorie intake and burn targets required daily. 

A food item that a user selects from the list of items stored in the FoodList table has a 

default calorie value, which is either measured by a portion unit of one or a portion 

weight of 100 grams. When the user provides data on the portion size consumed, this 

value is then used to calculate the total calorie intake of the food item. Similarly for 

activities, the user is only required to provide the time spent if the activity is selected 

from the scenario’s activity list. Each activity has a unique MET value which is then 

used to calculate the calories burned in the activity. For both food and activities 

where items have been provided manually by the user, the module has algorithms to 

calculate the default calorie or MET values respectively. These calculated values are 

based on the total calorie values provided by the user. For each of these algorithms 

the calculated values are stored in the FoodList/ActivityList tables that are accessible 

by either the TAU or the application module during a later phase of the active 

instance. 

Daily summary details are calculated each time a new food or activity item is added. 

The calorie value and other attributes including whether a food item is a fruit or 

vegetable, as well as the time taken for an activity item are all passed to the 

DaySummary algorithm. The current daily calorie intake and burn values are updated 

in this algorithm. Furthermore, to assist with providing alerts to users the span 

between the calorie intake and alert limit (IntakeToAlert field) is updated. Using the 

calculated IntakeToAlert value each time a user adds a new food item an Answer 
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entity checks that the calorie intake from the item would not push their daily calorie 

intake over the alert limit. A similar method is used for activities, with the updated 

value stored in the BurnToAlert field of the DayTotal record.  

Figure 6.11 illustrates the “Daily Summary” Outgoing template, which utilises these 

values. Using DataOut entities, the builder associates each parameter position with 

the correct database location in the DayTotal table. Whenever the user requests the 

daily summary, these values are sent to them in a readable format.  

 

Figure 6.11: “Daily Summary” Outgoing template 

These situations show that the application module is connected with the TAU, via the 

scenario’s database, to enable calculated data to be utilised by the core components of 

the platform. The programming effort for the application module is minimal as the 

builder is only required to develop algorithms for the calculations of a Diet Diary 

instance. Each algorithm is described in further detail in Appendix A1. 

6.4 Development time comparison for the Diet Diary scenario 

Following the three-stage scenario development process, the Diet Diary scenario was 

designed and implemented in 3 days. Half a day was required for designing and 

assembling the tables of the scenario’s database in Microsoft SQL Server 

Management Studio. Another half day consisted of defining the template content and 

analysis criteria for the scenario. In this case study only the development of the 

application module had a larger timeframe to complete, where 2 days of coding were 

required. The platform’s TAU does not contain the functionality to support the 

algorithms that are required to perform the calculations of the Diet Diary scenario. 

The application module consists of a C# class that was developed in the Microsoft 
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Visual Studio IDE, which stores the methods for running each algorithm. After 

completing these three stages the platform was ready to generate and run new 

instances of the Diet Diary scenario.  

Creating an application from scratch that would achieve the same functionality as the 

Diet Diary scenario involves a far longer development time. The timeframes 

summarised below for developing each component of this mock-up application are 

estimates based on a design specification of the application that outlines the classes 

and methods required to meet its objectives. The next case study in Chapter 7 

(Section 7.4) contains extended details on the comparisons between producing a 

scenario via the platform and developing a new mock-up application to fulfil the 

same objectives.  

A communication component would need to be designed uniquely for this new 

application in order to handle the sending and receiving of messages. This component 

would require 3 days of development. A web-based user interface would need to be 

included for operator maintenance and user communication via this means, taking 

approximately 6 days to develop. A message analysis component would take an 

estimated 7 days to design and implement into the application, with a further 2 days 

for structuring and defining the template content. Finally, a database would be created 

to store data regarding all the entities of application, including each user’s diet diary, 

template content and the messages sent between the application and its users. The 

design of the database and coding of the application’s data layer for accessing this 

database would take 4 days to complete.  

Overall, it would take an estimated 22 days to complete the development of a new 

application with equivalent functionality to the Diet Diary scenario. This emphasises 

that the platform facilitates a much faster timeframe for producing new types of 

applications due to the framework of ready to use generic components at its disposal. 

Only the application module required more than a day to develop, however this was 

minimal in comparison to the overall completion time for a new application. Figure 

6.12 illustrates the comparison between completion times for implementing the Diet 

Diary scenario and developing a new application from scratch. 

  



 

Figure 6.12: Comparison of timeframes between developing the Diet Diary scenario using the platform (top) and developing a new application 

from scratch (bottom) 
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6.5 Running a Diet Diary instance 

The flow diagram in Figure 6.13 demonstrates an example of the sequence of events 

performed throughout an active Diet Diary instance. A user of the platform can 

request to initiate an instance of the Diet Diary scenario, as illustrated by the second 

message in Figure 6.14. The third message in Figure 6.14 shows the server response, 

which contains the scenario’s InstanceCreator template. This is followed by the user 

replying with a message based on the InstanceCreator template to confirm that they 

want to start a Diet Diary instance. The TAU responds by creating the new instance.  

 

Figure 6.13: Sequence of events performed throughout an active Diet Diary instance 
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Figure 6.14: SMS message exchange to start a new Diet Diary instance (For SMS: 

Server messages begin with “Mobserv”, User messages begin with “Me”) 

A feedback message, illustrated in Figure 6.15, is sent from the server to 

acknowledge that the new Diet Diary instance has been created. This message uses an 

Outgoing template specific to the Diet Diary scenario. The TAU can simply switch 

between sending messages that are based on platform-wide Request templates and 

scenario-specific Outgoing templates, depending on the data received from the user. 

 

Figure 6.15: Feedback message sent from the server to confirm a new instance has 

been created 

The TAU guides the user through a number of steps to gather the necessary details for 

their Diet Diary instance by using a combination of Outgoing and Incoming 

templates. This starts with obtaining personal details about the user. Figure 6.16 

shows the Incoming template supplied to the user to collect their personal details. The 

Template and Instance identifiers are prefilled by the TAU to simplify the input 

requirements. The user is only required to replace the temporary data between each 
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set of asterisks of a parameter position with the field data. The temporary data is 

provided to assist the user in their response. An example of this is where the user can 

select their lifestyle in the last parameter position of the template. This is the user’s 

normal activity level for the day, which can range from a low level sedentary to a 

high level active lifestyle [194]. Each level has an associated calorie burn value that 

acts as the baseline burn value each day. An explanation is provided for each possible 

choice, which is displayed below the Lifestyle parameter position. The user can delete 

the items that do not match their lifestyle, leaving the valid answer. Figure 6.17 

illustrates the input message sent by the user that is based on this Incoming template, 

where each parameter position has been filled in with the user’s personal details. 

 

Figure 6.16: Incoming template message provided by the server for the user to enter 

their personal details 

 

 

Figure 6.17: Input message sent by the user to provide their personal details 
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Within this template the user is given a choice of the method to determine their daily 

calorie intake and burn targets. These can either be inputted manually by the user or 

calculated by the TAU based on the user’s desired weight goal and timeframe. Figure 

6.18 shows the Incoming template message sent to the user if recommended daily 

calorie targets (calculated by the TAU) have been selected, followed by the user’s 

reply containing their weight goal. Alternatively, if the user chooses to manually 

input their own daily targets then the TAU responds with the Incoming template in 

which the user can provide these targets.  

 

Figure 6.18: Incoming template message to provide a weight goal and timeframe, 

followed by the user’s input message based on this template 

The scenario’s application module contains the algorithm to calculate the daily 

calorie intake and daily calorie burn targets, using the current and target weight data 

that has been sent by the user over the previous few messages. After the application 

module has completed its processes the TAU retakes control of the message analysis 

and sends a reply message to the user as feedback (Figure 6.19). The 

DataOutHandler class of the TAU uses the data provided by the application module 

for responding to the user, filling in the parameter positions of the message. 
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Figure 6.19: Feedback message sent to the user to provide details of their daily 

calorie targets 

The TAU updates the Diet Diary instance on each occasion that a user adds details of 

a food item consumed or an activity performed. The message sent from the server, 

illustrated in Figure 6.20, displays a list of the available templates that would enable 

the user to provide these details. The user has two choices when they provide details 

of each food item that they have consumed, manually providing the item’s details or 

selecting from a list of available items in the FoodList table. During the scenario’s 

development process the builder inserts multiple records into the FoodList table for a 

range of food items. Each record contains attributes to hold nutritional data on an 

item, including the calories contained within a standard portion size and the item’s 

relevant food category. 

 

Figure 6.20: List of Incoming templates available for a user to request 



 

157 

 

The user can select a food item by requesting the “Auto Food Search” Incoming 

template in Figure 6.21. In this template the user is given the choice of requesting a 

list of categories, food items within one of the categories or directly searching for a 

food item by its name or record identifier. This template provides an example of the 

TAU performing a different response, depending on the data provided by the user. 

The user is able to maintain a dialogue with the server by drilling down to a particular 

item, starting from a list of the categories.  

 

Figure 6.21: Incoming template to search for a food item from the FoodList table 

Figure 6.22 shows the message returned to the user if items from the “Meat” category 

have been requested, followed by the user’s reply with their selection. Once the user 

selects a food item, the server sends a feedback message confirming the chosen item. 

The server also sends an Incoming template to enable the user to send back data on 

the quantity consumed and the time of occurrence. Both these messages are illustrated 

in Figure 6.23, where the user has selected the food item “Beef Steak”. Data within 

this message is related to the food item selected during the previous exchange of 

messages. To keep track of this relationship a Pending entity is created. Once the 

“Auto Food Search” Incoming template in Figure 6.22 has been filled in by the user 

and sent back to the server, a new record is created in the FoodUser table of the 

scenario’s database to store the details of the food item. The Pending entity collects 

the identifier information of this record to enable future updates. These steps are 

carried out based on the rules created by the builder when defining the DataSave 

entities of the “Auto Food Search” Incoming template (Figure 6.24). The follow-up 

message sent to the user contains the Pending entity’s identifier in the message’s title. 

Therefore, the user can send multiple messages to the server, regarding different food 

items, with each message assigned to the correct food item based on the Pending 
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identifier supplied. When all the details of a consumed food item have been provided 

they are then passed to the application module, which calculates the calorie intake of 

the item and updates the user’s total daily calorie intake. The recently created record 

in the FoodUser table is located using the data within the Pending entity. This record 

is then updated with the calorie intake value. 

 

Figure 6.22: Output message from the server providing a list of food items in the 

chosen category, followed by the user’s reply with “Auto Food Search” Incoming 

template 
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Figure 6.23: Output message from the server to confirm the chosen food item, 

followed by Incoming template for the user to provide the relevant data on the item 

 

 

Figure 6.24: DataSave entity that instructs DatabaseHandler class to create a new 

Pending entity 

A user is required to fill out the “Manual Food Entry” Incoming template in Figure 

6.25 if they choose to manually supply details of a food item. This template requests 

all the necessary data concerning the food item, including its nutritional data and the 

amount consumed. The user is also provided with the option of saving the food item 

for future use by providing the relevant food category. This demonstrates an example 

of where the user can directly contribute to the data held on a scenario, with the 

FoodItem table expanding its contents as each new item is added.  
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Figure 6.25: Input message based on Incoming template to manually provide data on 

a new food item 

The user performs a similar procedure when adding new activity items to their Diet 

Diary instance. They are offered the choice of selecting an activity from the list of 

items available within the ActivityList table or adding a new activity manually. Figure 

6.26 illustrates the user selecting one of the activities that has been returned from a 

search of the ActivityList table. This is followed by the details, sent from the user, of 

the time spent and length travelled in Figure 6.27. This data enables the application 

module to calculate the calories burned during the activity and then update the user’s 

total daily calorie burn.  
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Figure 6.26: Message exchange to search for an activity 

 

 

Figure 6.27: Input message based on Incoming template to provide data on the 

activity performed 

On each occasion that users enter details of a new food item consumed or activity 

performed, feedback is provided on the user’s current daily total and their distance to 

the daily target. Figure 6.28 shows an example feedback message sent from the server 

after the user has performed an activity.  
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Figure 6.28: Feedback message to update the user on their daily calorie burn value. 

The user may request the “Set Alert Limit” Incoming template to set new alert limits, 

permitting the server to warn the user before a daily target is breached. The user can 

set an alert limit for both their calorie intake and calorie burn values, as illustrated in 

the message in Figure 6.29. In Figure 6.30 the server responds with details of the 

actual calorie values that need to be breached for a warning message to be generated, 

which is calculated using the daily target data. 

 

Figure 6.29: Input message based on Incoming template to provide alert limits 

 

 

Figure 6.30: Feedback message detailing the new alert limit(s) 
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Figure 6.31 illustrates a process that would result in the user receiving a warning 

message to inform them that an alert limit has been breached. In this example the user 

has provided details of a new food item that they have consumed. The calories from 

this item have pushed the user over the alert limit that was previously set. The 

warning message instructs the user that this limit has been breached and informs them 

on how near the current calorie intake is to the daily target. Each time a new food or 

activity item is added, the AnswerHandler class determines whether an alert should 

be triggered. The builder creates an Answer entity (Figure 6.32) to calculate whether 

consumption of the new food item takes the user’s daily calorie intake value over the 

defined limit. This entity instructs the AnswerHandler class to collect the 

IntakeToAlert value and compare it to the new food item’s calorie value to determine 

the result. This process shows how the TAU can be utilised to provide alerts and 

reminders to users of the platform. 

 

Figure 6.31: Message exchange that results in the server sending an alert to the user 
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Figure 6.32: Answer entity to calculate if a new food item has breached the alert 

limit 

The user can retrieve daily summaries at any time. This is achieved by sending the 

“Request Day Summary” Incoming template in Figure 6.33. The server responds with 

a message containing the daily summary (Figure 6.34), providing detailed 

information on the user’s calorie intake and burn amounts thus far. The daily 

information is updated and stored in the DayTotal table with a record for each day, 

which allows the user to also view a summary of previous days. The fields in this 

table are associated with parameter positions of the Outgoing template that the 

message is based on, with the use of DataOut entities. To generate the message, the 

DataOutHandler of the TAU collects the data from the DayTotal record. 

 

Figure 6.33: Input message based on Incoming template to request a summary of the 

current day 
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Figure 6.34: Output message sent to the user containing the requested day’s 

summary information 

The process of switching between communication methods is initiated by the user. In 

Figure 6.35 the user is requesting an Incoming template to provide their updated 

weight. In this example, the user has switched communication methods, choosing to 

send the message via email. When the message is processed by the TAU it changes 

the user’s preference to email. This would ensure that any future messages from the 

server would be sent via this new communication method, which would apply until 

the user changes to another method. An example of this is illustrated in Figure 6.36 

where the server has sent the requested Incoming template via email.  

 

Figure 6.35: New message sent from the user via email to request the “Update 

Weight” Incoming template 
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Figure 6.36: Email response by the server matching the user’s communication 

method 

The UserMessageView web-form of the web-based user interface enables a user to 

view each message that they have sent or received, regardless of the communication 

method. This is illustrated in Figure 6.37, where the user is viewing the message that 

had just been sent from the server (via email in Figure 6.36) containing the “Update 

Weight” Incoming template. The user can move back and forth between messages, 

using the “Previous” and “Next” links. Clicking on the “Template Response” link 

takes the user to the UserMessageSend web-form, illustrated in Figure 6.38. The 

“Title” and “Text” textboxes have been prefilled with the relevant data, based on the 

“Update Weight” Incoming template and the current instance. The user is only 

required to edit the text of the message through inserting their new weight in the 

parameter position. When the user clicks on the “Send Message” link this results in 

the TAU processing the message and then performing any necessary actions. 
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Figure 6.37: UserMessageView web-form displaying a message the user has recently 

received 

 

 

Figure 6.38: UserMessageSend web-form enabling the user to send a new message 

based on the “Update Weight” Incoming template 

The user is returned to the UserMessageView web-form, where they can view any 

new messages that the server has sent, as illustrated in Figure 6.39. Selecting the 

“Send New” link takes the user to the UserMessageSend web-form. In this situation, 

the user is able to manually select the instance and Incoming template for sending a 
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new message. Figure 6.40 illustrates the UserMessageSend web-form, whereby the 

user is selecting a template from the list of Available templates for the Diet Diary 

scenario. Once the template has been selected, the message’s title and text are 

generated and inserted into the “Title” and “Text” textboxes respectively. Messages 

sent via the UserMessageSend web-form result in replies that are only viewable via 

web-based user interface. It is the user each time who determines the method of 

communication, whether it is via SMS, email or the web-based user interface. 

 

Figure 6.39: UserMessageView web-form displays the new message sent from the 

server 
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Figure 6.40: The user is able to select the appropriate Incoming template when 

sending new messages in the UserMessageSend web-form 



 

Table 6.1: Diet Diary scenario – Features supported by the Platform 
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6.6 Conclusions 

The important factors in developing the Diet Diary scenario have been to illustrate 

and describe how the platform operates. This includes demonstrating the platform’s 

functionality in supporting both the rapid development of a typical scenario and the 

running of an active instance. This instance is run to test the interactions between the 

platform and a single user, who is able to communicate via multiple communication 

methods. The Diet Diary scenario utilises a large number of the features that were 

identified and discussed in Chapter 3 and then incorporated into the design and 

implementation of the proposed platform in Chapter 5. Table 6.1 summarises the list 

of features, detailing their use within the scenario and the extent to which the generic 

functionality of the platform supports each feature. 

The scenario focuses on one-to-one communication between the server and a user in 

order to demonstrate the communication structure between both parties. The 

communication component together with the template mechanism were effective in 

providing the means for the server to interact with a user. Incoming templates guide 

the user to insert the proper data in the correct locations, making it straightforward for 

the user to send the required field data at each stage of an instance. This is shown by 

the steps of adding a food item from the scenario’s list, whereby the user is provided 

with instructions at each step within the Incoming templates. The server’s feedback 

messages, created from Outgoing templates, offer meaningful information based on 

the user’s actions. This is shown by the output messages from the server once a food 

or activity item has been added and also on occasions where the user requests the 

daily summary of their diet diary.  

All three communication methods were tested in the example run of this scenario, 

with the switching between the methods being seamless. The user controls the 

method of communication, with the server updating the user’s preference and 

matching their method each time a message is received. The functionality within the 

MailHandler and TemplateHandler classes is able to efficiently collect messages, 

with the extraction of the message details and field data, which have been sent from a 

user. The messages are processed, with their details saved to the correct location 

within the Principal database without any specific scenario functionality required.  
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The analysis components of the TAU for some aspects of the scenario were 

successful whilst for others they were of limited use. The user is provided with 

options in a variety of Incoming templates, whereby different actions that the user 

choose would result in different outcomes within the scenario. An example of which, 

is opting between providing manual weight goals or automatically generated goals. 

The TAU would respond appropriately based on the method requested by the user, 

with the template’s Trigger and Answer entities working together to determine the 

correct responses. Therefore, the TAU is able to adapt and respond appropriately to 

user requests and the field data that they have provided.  

This scenario showed that providing functionality for mathematical calculations 

within the TAU’s generic structure would be beneficial. The scenario’s application 

module is relied upon for most calculations, with the exception of testing one value 

against another. For example, methods in the application module computed the 

calorie intake from consumed food items and the calories burned from an activity 

performed. If the TAU included a calculation stage, this would reduce the reliance on 

the application module for many of the basic calculations that were required for this 

scenario and thus reduce the scenario’s development time. Furthermore, the 

calculated data could then be utilised by the TAU’s analysis components instead of 

the application module being required to perform further analysis on the current 

message.  

The TAU interactions with the data layer, both for the Principal database and the 

scenario’s database, worked together successfully. Field data is initially extracted and 

stored in the Principal database. The DatabaseHandler class utilised each DataSave 

entity to insert and update records in the scenario’s database with the user’s field data. 

The TAU could then use the data again for sending back responses to the user and for 

analysis of future messages. This enabled the TAU to provide accurate and detailed 

feedback to the user based on the stored data, as shown by the example where a 

warning message is sent if the user breaches an alert limit. The user’s field data is 

analysed by using previously received data that is stored in the scenario’s database, 

which determines whether a breach has occurred. The DataOutHandler class 

retrieves the stored data in order to generate the warning message.  
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Overall, the running of the Diet Diary scenario has shown that the platform provides 

an effective infrastructure and the functionality to support a typical scenario that 

focuses on one user. The builder can easily implement scenarios, which have similar 

feature requirements, into the platform by utilising the web-based user interface. The 

three-stage scenario development process considerably reduces the time required to 

develop the scenario in comparison to creating an application from scratch. Only the 

calculations within the application module require any programming effort. The first 

two stages enable the builder to create content declaratively following a simple 

procedure. The communication structure is tailored to the scenario’s requirements to 

efficiently collect and process received messages together with providing feedback 

messages and instructions to the user. These operations are achieved in real-time with 

no assistance required from the operator.  
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7 Case Study 2: Missing Persons Scenario 

7.1 Introduction 

The previous chapter discussed a scenario that only required one user for each 

instance. In this chapter a more advanced scenario, entitled the Missing Persons 

scenario, is discussed. This scenario focuses on utilising multiple users of mobile 

communication devices in order to locate people that have been reported missing. 

Each instance of a scenario represents a Missing Persons case, whereby the users 

involved with helping to locate the person are assigned to the respective instance. 

Subsequently, there can be numerous users assigned to each instance.  

The Missing Persons scenario utilises the platform’s communication component to 

interact with each user assigned to an instance. In addition to one-to-one 

communication the scenario looks at the communication with multiple users, whereby 

each interaction with one user can result in further interactions with other users. This 

can be via broadcast communication for disseminating updates to multiple users as an 

instance progresses. Alternatively, the field data received from one user could be used 

to provide instructions and tasks for other users. 

There are some features, previously identified in Chapter 3, that are not required by 

the Diet Diary scenario. Such features include the coordination of multiple users, 

location-dependent assignments, multimedia messaging and the ability for users to 

request anonymity. These features are employed by the Missing Persons scenario, 

with the scenario implementation section of the chapter detailing their inclusion. In 

the scenario’s development process, a scenario database and application module are 

created to hold tables for the scenario’s entities and provide algorithms for unique 

analysis requirements respectively.  

A comparison has been undertaken between using the platform to integrate the 

Missing Persons scenario and developing an application from scratch that achieves 

the same objectives. This comparison highlights the time and effort savings when 

applying the platform’s scenario development process.  

The running of an active instance is investigated, whereby the use of the new features 

are discussed together with the platform’s ability to handle multiple users. This is 
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followed by a discussion on a scalability test that assesses the performance of the 

platform when operating with large user groups. This test has been carried out using 

numerous instances of the Missing Persons scenario.  

7.2 Details of the scenario 

The aim of the Missing Persons scenario is to track and locate people, who have been 

reported missing, by managing and coordinating multiple users. In the UK there are 

numerous reports of missing persons every day [195]. Many cases have a short 

duration as the missing person reappears soon afterwards unharmed [196]. However, 

there are some cases where the missing person is the victim of a crime or in possible 

danger. The longer a person is missing the higher the probability that it is one of these 

cases. For this reason it is important to determine the risk at an early stage of a case, 

to make appeals to the public and to carry out searches swiftly in an attempt to find 

the person before any harmful encounters [197]. 

Similar to the Diet Diary scenario, the Missing Persons scenario relies on the 

platform’s communication components and template mechanism to handle its 

communication structure, together with the procedures of the Template Analysis Unit 

(TAU) to analyse each input message. However, this scenario has been chosen due to 

its particular requirements and objectives. One of the platform’s key goals is the 

generic framework and functionality for supporting a range of diverse issues. 

Therefore, it is important to observe how the platform handles different types of 

scenarios. The Missing Persons scenario focuses on applying the methods which are 

currently in place by the police [197], for reacting to a report of a missing person, into 

an environment where the general public can actively interact and aid the search 

process. Each time a missing person has been reported, the current procedure 

undertaken by the police is to provide a unique case identification number [198]. In 

the Missing Persons scenario each case is represented by an instance and uniquely 

identified by the Instance identifier. 

An instance of the scenario consists of three phases that are necessary in order to 

follow the procedure instructions from police practices. The first phase starts when a 

user reports a new missing person. The initial response involves gathering details 

concerning a missing person from the reporter, which includes requesting a physical 

description and recent photograph to assist in finding the person [197]. Sharing a 
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photograph of the missing person has been made easier by the number of mobile 

phones that now have an integrated camera, as described in Chapter 2. The 

photograph can then be utilised by other users at a later date in the search as it 

provides an accurate representation of the missing person. This takes advantage of the 

platform’s ability to send, receive and store multimedia files, which are important 

features identified during the research and development of the platform. 

It is important to identify the risk status of the missing person in order to determine 

the response level required [199]. This is based on whether there is a high possibility 

of danger from factors such as physical assault and the natural environment [200]. 

Risk assessment details are requested from the initial reporter to assess the missing 

person’s vulnerability and possible circumstances behind the disappearance.  

The second phase involves actively searching for the missing person by involving and 

coordinating a group of people who are willing to be involved. The platform can 

appeal for help from people who are associated with the missing person. This is 

achieved by the initial reporter supplying contact details of these people. People 

willing to assist are added as new users to an instance, making it possible for multiple 

users to join any given instance. These users can then supply additional information 

on the case and help recruit more users. New users are provided with the option of 

remaining anonymous, whereby a user can choose for only their contact details to be 

stored by the server or for no details to be stored at all. In this way a user is able to 

provide information to assist the case in the knowledge that their identities will 

remain hidden, if they so desire. 

A user is able to report details of locations important to the case, for example the 

missing person’s home and workplace. Suspicious sightings and vehicles can also be 

reported. Each location or sighting reported is to be searched by one of the users 

participating in the instance, who then updates the server with their findings to further 

the investigation. Each new search is classified as an assignment. The scenario 

coordinates the users of an instance by ensuring that only users currently not on 

assignments are requested to start a new assignment and that the users are allocated to 

assignments in an efficient manner. The location-dependent assignment functionality 

of the platform is employed to allocate these searches, with the aim being to designate 

each assignment to the user who is geographically closest to the location. The server 
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is able to start a new dialogue with one user based on information received from 

communication with another user. For example, field data received from the first user 

could be used to provide assignment instructions to the second user. A user who is 

placed on an assignment is sent the instructions to be performed and the Incoming 

template for returning field data from their findings.  

The third and final phase of an instance occurs once the missing person has been 

found. In this phase the server uses broadcast communication to relay the update to 

all the users of the instance. Therefore, in this scenario feedback from the server is 

not only for the purpose of the initial user but also to inform other users of new 

information.  

7.3 Implementation of the scenario 

7.3.1 Database entities 

The scenario builder would work closely with the police to set up each component, 

template and the analysis criteria of the Missing Persons scenario. The components of 

the Missing Persons scenario are represented by the tables of the scenario’s database, 

as illustrated in Figure 7.1. The scenario’s database has been created to support each 

area of the scenario, which ranges from reporting details of a missing person to 

identifying people and locations for an assignment.  

 

Figure 7.1: Entities of the scenario’s database 
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Central to the scenario is the MissingPerson table with each record representing the 

missing person of an instance. A MissingPerson record stores details of the case, 

including the date reported, the risk status, instance phase and person’s name. Similar 

to a Diet Diary instance, this central record contains the Instance identifier to 

associate the records within the scenario’s database to the appropriate instance in the 

Principal database.  

Data relating to the physical appearance of the missing person is stored in the 

PersonDescription table, including the gender, age, physical build and complexion. 

There is also a PhotoLocation field which points to the file location on the server 

where a photograph of the missing person has been saved. This field is used to locate 

the file when it needs to be sent to users joining the instance. Logging a photograph 

and description of the missing person is important to aid the instance’s users in 

searching for the missing person. 

The risk assessment data sent back from the user in the initial phase of the instance 

are recorded into the RiskAssessment table, where there is a field for each criteria 

category. Such criteria includes the missing person’s mental health, physical 

disabilities, drug addictions, possibility of self-harm and history of abuse. In each 

field the user provides a yes or no answer to indicate whether there is an issue. 

Furthermore, the user can provide a more detailed description of the issue. These 

categories identify possible vulnerabilities, which are used to determine the risk status 

of the missing person. 

The PeopleInvolved table stores records on people who are associated with the 

missing person, along with their reason for association. Where a person may be 

suspiciously involved a report would be flagged for further investigation by the 

operator. Alternatively, a person may be recommended by one of the users to assist 

with the case. Their connection to the missing person would be logged in the record.  

Each report of a frequented location or sighting of the missing person is stored in a 

record in the Locations table along with the user who reported the findings. In the 

case of frequented locations the user can supply information on the location-type, for 

example whether it’s the missing person’s home or work location. If an assignment 
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has been created to investigate the location or sighting then the Assignment identifier 

is logged together with the results reported back from the user. 

Suspicious vehicles are logged into the Vehicles table which has fields for the owner, 

make and model, as well as the last date sighted and the location. Users are able to 

supply a photograph of the car with the file location on the server stored in this 

record. 

G. Newiss [197] describes how a key element of police policies in handling a missing 

person’s case is to ensure that there is comprehensive documentation of all reported 

information and actions undertaken, with a timestamp and details of the occurrence. 

The scenario’s database enables effective documentation with each discovery by a 

user recorded in the appropriate table. In addition to supporting a current missing 

person’s case, this data could then be utilised for future cases and repeat 

disappearances. 

7.3.2 Template and analysis criteria 

In the Missing Persons scenario the template and criteria creation follows the same 

process as the Diet Diary scenario, whereby the builder interacts with the web-based 

user interface to define each step of the scenario. However, this stage also provides a 

framework for the use of the new features required by the Missing Persons scenario.  

The builder is able to specify the messages that a user can attach a multimedia file, by 

defining the AttachAllow attribute of the associated Incoming template. The Template 

web-form, illustrated in Figure 7.2, provides the option of choosing this feature and 

selecting a field in the scenario’s database to log the location of received files. Each 

image file associated with the Missing Persons scenario is saved to a location on the 

server. The file is categorised based on the scenario and contains the Instance and 

Message identifiers in the file name to simplify locating the file at a later stage. For 

each new message, the filename and path is logged to the specified database location.  
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Figure 7.2: Incoming template with settings for a message attachment in the 

Template web-form 

The Template web-form also enables the builder to select the Outgoing templates that 

can include attachments. Each occasion where a new message is to be generated the 

AttachAllow attribute of the Outgoing template entity is checked. If this attribute is set 

to True then the specified location in the scenario’s database is checked to detect if a 

multimedia file exists. This multimedia file would then be sent as an attachment. This 

process enables the builder to define which messages can be sent with an attachment 

both on the user and server side, as well as a universal method of storage and retrieval 

for all scenarios. 

The UserAdd action provides the functionality for new users to be added to the 

instance, based on field data from an input message that has been sent from a current 

user. The “People Involved” Incoming template allows a user to supply details of a 

person who is associated or who could be of help with searching for the missing 

person. Figure 7.3 illustrates the Action web-form, where the UserAdd action is 

created. The builder provides pointers to the parameter positions in the template 

where the user can insert the person’s name and contact details. These details are used 

to create a Person record in the Principal database in order for the TAU to be able to 

contact the new user. 
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Figure 7.3: UserAdd action created in the Action web-form 

The builder defines an AssignAdd action in the Action web-form for responding to the 

“Important Locations” and “Sightings” Incoming templates. These two assignment 

types are defined in the Assignment web-form (Figure 7.4) and saved as Assignment 

entities. The builder defines the user selection criteria of an assignment during the 

creation of an AssignAdd action. The “User Selection” dropdown-list in Figure 7.5 

illustrates that the user to be selected could either be the message sender, a user near 

the assignment location or randomly selected from the available users. Selecting the 

Location option as shown ensures the assignment is a location-dependent assignment 

type.  
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Figure 7.4: Assignment web-form 

 

 

Figure 7.5: AssignAdd action created in the Action web-form 

There are specific situations during an instance where the TAU is required to update 

the operator on a situation in order for there to be further investigation into the matter. 
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An example of this is where a suspicious person is reported by a user. As discussed in 

Chapter 5, the implementation of News records provide these informative updates. 

News records are generated based on a News template structure within the Template 

web-form, as illustrated in Figure 7.6. A NewsInsert action would create a News 

record based on the template. Figure 7.7 illustrates the properties provided by the 

Action web-form for defining the NewsInsert action. In this example, a News record 

would be created to inform the operator of a suspicious person reported by one of the 

instance’s users.  

 

Figure 7.6: News template created in the Template web-form 
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Figure 7.7: NewsInsert action created in the Action web-form 

The platform supports broadcast communication for scenarios that incorporate 

multiple users via the MessageSend action. Figure 7.8 illustrates a MessageSend 

action being created in the Action web-form. The “Response Group” dropdown-list is 

where the builder chooses which user(s) a response is sent to. In the Diet Diary 

scenario there was only one user assigned to each instance, therefore this value 

defaulted to the sender of the originating message. The options available in the 

Missing Persons scenario also include users on and off assignments, as well as all 

users participating in the instance. The example in Figure 7.8 illustrates that the 

builder has set the appropriate Outgoing template to generate the message and 

declared that the response group includes all the users of the instance. This action 

would result in a broadcast response.  
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Figure 7.8: MessageSend action created, where the response group has been set to 

all users of the instance 

The TAU’s Template and Action entities provide the functionality for the new 

features detailed in this section. Each Action entity is declaratively created by the 

builder with no additional programming required, highlighting the versatility of the 

response stage of the platform’s framework. The correct actions can be selected in a 

straightforward process by the builder in order for the TAU to react accordingly to 

user messages.  

7.3.3 Development of new modules 

Analysis of the risk assessment data, received from a user, is performed by the 

scenario’s application module. The user’s response to each attribute within the risk 

assessment form is analysed to determine the risk status of the missing person. This 

analysis is based on a police report [199] which states that persons containing certain 

characteristics, disabilities or historical issues may be more exposed to dangerous 

elements than others. For example, someone with a physical or mental illness is 

considered to be in greater danger from the natural environment [200,197]. A person 
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that has a drug dependency and has intentionally run away could become potentially 

involved with dangerous strangers, in order to obtain assistance with their addictions.  

The RiskStatus algorithm uses the yes or no response to each risk attribute sent back 

from the user to calculate the risk status. There are three levels to the risk status; low, 

medium and high [200]. The default risk status is set to the low level due to the 

research indicating that the majority of cases result in the missing person returning 

safely [196]. If the missing person is affected by certain attributes, including mental 

or physical illness and drug dependency then the status is set to the high level. Other 

issues such as the incident being out of character would set the status to the medium 

level. The risk status is used by the operator to decide whether it is necessary to 

request other users of the platform to participate in the instance.  

A new module, the LocationHandler, has been developed within the TAU to support 

the efficient distribution of assignments. This module is used if the response action 

from a message is to create a new assignment. Users are instructed to supply the street 

name and the name of the town/city of reported locations and sightings. This location 

data are established as the location of the new assignment and passed to the 

LocationHandler module. The list of available users is scanned by the module to find 

a user who is close to the location. This is achieved by comparing the most up-to-date 

location of each user to the assignment’s location. If a user is found matching both the 

street and town/city then their details are passed back to the ActionHandler class, 

which in turn sends a request to the user to perform the assignment. However, in 

situations where no user matches both parameters, then the method would search for 

users that only match the town/city of the assignment. The details of the first user 

found is passed back to the ActionHandler class. If no user is found in both searches 

then the method selects an available user randomly for the assignment. Unlike the 

scenario’s application module, the LocationHandler module has not been specifically 

created for this scenario. The LocationHandler module has been designed to handle 

location-based assignments for any scenario. 

7.4 Development time comparison for the Missing Persons scenario 

The Missing Persons scenario required a timeframe of 2 days to design and 

implement into the platform. This scenario followed the three-stage scenario 

development process. Designing the new database, in the first stage, with tables 
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relevant to the Missing Persons scenario required half a day. A further half day 

consisted of constructing each template and defining the scenario’s analysis criteria 

for the second stage. The Missing Persons scenario had a reduced emphasis on 

mathematical calculations in comparison to the Diet Diary scenario, with the majority 

of analysis depending on a decision-tree structure for determining appropriate 

responses. Therefore, the generic analysis stages of the TAU could handle most of the 

analysis for this scenario. The new application module, a C# class developed in the 

Microsoft Visual Studio IDE, required just 140 lines of code for the RiskStatus 

algorithm. This module, developed in the third stage, required 1 day to code and 

integrate into the platform.  

The LocationHandler module was developed alongside the Missing Persons scenario, 

taking an additional day to develop. However, this module is not included in the total 

development time due to being integrated as a generic component of the platform, 

which is reusable for future multi-user scenarios. The Missing Persons scenario was 

ready to run on the platform once the scenario development process and the new 

LocationHandler module were completed. 

In order to determine the amount of time and effort saved by using the platform to 

implement a scenario, a mock-up application has also been designed to achieve the 

same objectives as the Missing Persons scenario. This application would be 

developed from scratch, without relying on an integrated communications platform. A 

design specification of the mock-up application has been constructed, specifying the 

layout of the C# classes and their methods in order to develop each component. The 

timeframes have been calculated from estimating the programming time of the classes 

within each component, which are outlined in the design specification. These 

timeframes are derived based on the researcher’s own experience in software 

development and in consultation with another professional in computing. 

This application would be developed using the same programming environment as 

the platform, with the code written in C# classes within the Visual Studio IDE and 

using a SQL Server database. Therefore, the application is able to utilise the same set 

of class libraries within the .NET framework in order to assist in the development of 

each component. 
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The application would need a user interface for the operator to maintain each missing 

person’s case that is running. Following the same route as the Connected-Mobile 

Platform, developing a website for the user interface would also enable users to both 

retrieve messages stored by the application and send new messages. The website is 

similarly developed within the Visual Studio IDE, using the graphically tools 

available from the ASP.NET framework to design the layout of each web-form. This 

website is not as extensive in functionality as the web-based user interface developed 

for the platform as it would only be focused on one type of application. The 

application would not need to include functionality to support new application 

problems. Therefore, there would be no need for the web-forms and entities that 

relate to the scenario builder. However, the total time to implement the website is 7 

days, where 2 days are required for designing the website’s elements and 5 days for 

development.  

Users would need to communicate with the application in order to send information 

on a missing person’s case or to receive updates and instructions. This requires the 

development of a communication component for the application to be able to 

exchange messages with the users. This component requires a total of 4 days to 

implement, consisting of 1 day for the design and 3 days for the coding of the 

functionality within logic classes. This includes the functionality to send messages via 

SMS and email over the internet and receive new messages from Microsoft Outlook. 

User messages sent via the website would also trigger an event in this component to 

handle the processing and storage of the message. 

Defining the content of each template message sent to and received from users 

requires a detailed design and layout to ensure the communication process flows 

smoothly for each missing person’s case run by the application. It takes 2 days to 

design the template entities and construct each type of Incoming/Outgoing template 

that is to be used in the communication process. The website does not include web-

forms for adding new templates, since this is a one-off event for the application. 

Therefore, it would save time to not include this functionality. The templates are 

added to the database using SQL Server Management Studio. This is a complicated 

process for template creation as each record is manually inserted into a Templates 

table with the template parameters inserted into a Parameters table. In comparison, 



 

189 

 

the platform already offers a straightforward process for defining template content via 

template mechanism and web-based user interface.  

The message analysis component requires 13 days to implement into the application. 

Designing each stage of this component takes 3 days, based on following the same 

analysis stages as the platform. Developing the C# logic classes for data extraction, 

analysis, calculations and storing the received/calculated data requires 5 days of 

programming. A further 5 days are required for developing the extensive action 

modules that this type of application problem demands. This includes providing 

functionality for the different response types, as well as generating assignments and 

location-based technology.  

Assuming all the requirements for the application are known at design time, there is 

no need for defining analysis criteria in the future. Therefore, the analysis criteria is 

all hard-coded into C# classes as opposed to the platform’s approach of using 

database entities and the web-based user interface to define new analysis criteria. This 

approach allows for a more efficient means to generate analysis functionality in 

comparison to adding new scenarios to a generic platform. The methods of each class 

can be designed specifically for the application’s objectives, unlike a generic platform 

where the methods need to focus on handling a wide range of application types. 

Therefore, the code can be fine-tuned to ensure the application can perform its tasks 

effectively. However, the platform enables the inclusion of a plug-in application 

module which helps to overcome this issue by allowing the scenario builder to code 

new and precise functionality exclusively for the Missing Persons scenario.  

A single database is created to store all the data of the mock-up application. This 

database needs to store data on entities such as the templates, messages and users 

from the platform’s Principal database. Additionally, the database stores data on the 

entities that directly relate to the Missing Persons scenario in this case study. The 

design and construction of the database is achieved in 2 days. A further 3 days are 

required to develop the data layer of the application to access the database. The data 

layer includes entity classes in order to handle individual records in each table. Other 

classes are required to populate the HTML tables on the website and manipulate data 

across multiple tables. Each of these classes within the data layer utilise the set of 

ADO.NET classes within the .NET framework in order to access the database. 
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The total time to develop and implement an application that achieves the same 

objectives as the Missing Persons scenario is 31 days. This is a substantially longer 

timeframe than the 2 day period for integrating the scenario into the platform. The 

reason for the longer timeframe in creating the new application is that every aspect of 

functionality has to be individually designed and developed, as discussed above. In 

comparison, the scenario builder is only required to design a new scenario’s entities, 

the structure of the communication process and the new functionality for the 

application module in order for the scenario to be implemented into the platform. The 

functionality for interacting with the clients, defining message structures, analysing 

messages and handling application data are already provided by the platform’s 

framework of generic components. Therefore, only a limited amount of development 

is carried out to implement a new scenario. Figure 7.9 illustrates the large difference 

in timeframes between implementing the Missing Persons scenario using the 

platform’s scenario development process and creating the mock-up application from 

scratch. 

During the development of the separate application it would also have to be 

rigorously tested to remove software bugs and ensure that each component operates 

and interacts with other components as expected. This testing process would add 

additional time to the implementation of the application. 

Furthermore, some elements including the creation of template content and analysis 

criteria require a more complicated process, either through developing new hard-

coded modules or manually inputting content into the database. The platform’s web-

based user interface provides a straightforward means to achieve this by 

automatically linking associated entities in the database and preventing the risk of 

input errors with error checking routines at each stage of data input. Therefore, 

content can be quickly tailored to the requirements of a new scenario. The drawback 

of not being able to develop code exclusively for one application type is overcome by 

the platform’s inclusion of plug-in modules for new scenarios. The platform’s dual 

approach of offering the dynamic creation of analysis criteria via the web-based user 

interface and permitting the integration of an application module that has specific 

hard-coded functionality for the Missing Persons scenario enable the objectives of 

this scenario problem to be covered efficiently. 



 

Figure 7.9: Comparison of timeframes between developing the Missing Persons scenario using the platform (top) and developing a new 

application from scratch (bottom) 



 

192 

 

7.5 Running a Missing Person instance 

The flow diagram in Figure 7.10 demonstrates an example of the sequence of events 

performed throughout an active Missing Person instance, beginning from the 

initialisation and ending when the missing person is found. A Missing Person 

instance can be initiated either by the operator or a user. A user would request the 

scenario’s InstanceCreator template, illustrated in Figure 7.11, to supply the relevant 

information to start a new instance. The user starting this instance is referred to as 

User1, who could be a family member or close friend of the reported missing person. 

 

Figure 7.10: Sequence of events performed throughout an active Missing Person 

instance 
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Figure 7.11: SMS message exchange to commence a new Missing Person instance 

(For SMS: Server messages begin with “Mobserv”, User messages begin with “Me”) 

Once the instance has been created User1 is requested to send a physical description 

of the missing person within a supplied Incoming template. This template also 

informs User1 that they should attach an image file containing a photograph, if 

available, of the missing person. If the user’s preferred communication method is not 

set to email, then any Incoming templates that facilitate the inclusion of an attachment 

are sent via both the users preferred method and email. The user is then able to 

respond via either their preferred method without including an attachment or email 

with the requested image file attached. Figure 7.12 illustrates the message sent by 

User1 to provide the physical description with an attached photograph of the missing 

person. In this example, the user has sent the message via email to include the 

attached image file. When processed by the TAU, the image file is saved to the 

server. The field data and the location of the saved image file are stored in a new 

record in the PersonDescription table. 
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Figure 7.12: User1 sends email message based on an Incoming template to provide a 

physical description (left) and attached photograph (right) of the missing person 

The final step of setting up the instance involves the risk assessment form. Figure 

7.13 illustrates the Incoming template sent to User1 to provide the risk assessment 

data. The user can give a yes or no answer for each risk attribute and then provide 

further details on an attribute if they deem it necessary. The yes/no answers are used 

by the application module to calculate the risk status of the missing person. The extra 

details are for the attention of the operator. A record is created in the RiskAssessment 

table to store the risk assessment data and the calculated risk status. User1 is also 

notified of the risk status, as illustrated by the server’s response in Figure 7.14.  
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Figure 7.13: “Risk Assessment” Incoming template for User1 to complete 

 

 

Figure 7.14: Feedback message sent to User1 containing the risk status 

Once the setup phase of the instance has been completed the user is able to report on 

the four elements that are involved in the search phase of the instance. These 

elements include important locations relevant to the missing person, sightings of the 

missing person, other people involved and any suspicious vehicles that could be 

associated with the case. The template list sent by the server (Figure 7.15) provides 

the user with the choice of requesting the Incoming template for each of these 

elements. 
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Figure 7.15: List of Incoming templates available for a user to request 

Users may report on another person associated with the missing person using the 

“People Involved” Incoming template, as illustrated in Figure 7.16. The TAU’s 

AnswerHandler class analyses the field data to determine the correct actions to 

perform. Initially, a record of the reported person is created in the PersonInvolved 

table of the scenario’s database. If User1 reports that the person could be helpful then 

the server would attempt to recruit the reported person to assist with the instance. The 

UserAdd action creates a new Person record in the Principal database. This record 

allows the reported person to be a temporary user of the platform, storing the name 

and contact details of the reported person that were extracted from User1’s message 

(Figure 7.17).  

 

Figure 7.16: “People Involved” Incoming template sent to User1 
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Figure 7.17: Input message sent from User1 reporting a person involved together 

with their contact details 

The server then attempts to contact the new user, referred to as User2, by sending a 

message describing the instance (Figure 7.18) together with an Incoming template to 

enable User2 to accept or decline the request for assistance (Figure 7.19). SMS is the 

default method for sending a message to a new user. However, in this example the 

messages have been sent via email since the only contact details provided was 

User2’s email address. If User2 accepts the request then they would become a full 

member of the platform. User2 is also provided with the option of remaining 

anonymous. They can choose to have either no personal details stored or only their 

contact details stored. In both these cases the PeopleInvolved record in the scenario’s 

database is updated to hide personal information. Declining the request for assistance 

would result in the deletion of the Person record relating to User2 in the Principal 

database, ensuring there is no further contact with User2. 
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Figure 7.18: Email message sent from the server to User2 requesting their assistance 

 

 

Figure 7.19: Incoming template sent to User2 to join the platform 

The server sends details of the physical description together with the saved 

photograph of the missing person to new users joining the instance. This is illustrated 

in Figure 7.20 where the attachment previously received from User1 can now be sent 

to other users, taking advantage of the platform’s support of multimedia files. New 

users can update their personal details using the “Update Member” Request template 
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in Figure 7.21. This includes the option for the user to provide a mobile number in 

case they want to switch to SMS messaging at a later date. 

 

Figure 7.20: Description of missing person (left) and photograph (right) sent to 

User2 

 

 

Figure 7.21: “Member Update” Request template for User2 to provide their personal 

details 
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In this scenario an anonymous user is able to assist an instance by sending reports on 

the various elements, such as a suspicious vehicle. However, the TAU does not 

allocate anonymous users to assignments. Fully anonymous users, where the platform 

does not store any contact details, are required to include the phrase “Mobserv Anon” 

at the start of each input message. This phrase ensures the server is aware that the 

message sender has requested to remain anonymous, thus enabling the server to 

maintain a dialogue without recording their contact details.  

All new users are provided with the scenario’s template list to send reports on the 

various elements. Anonymous users are able to request Incoming templates from the 

server, which follows the same procedure as non-anonymous users. Figure 7.22 

illustrates the “Suspicious Vehicle” Incoming template that would be sent to an 

anonymous user, referred to as User3, for reporting a vehicle involved in the instance. 

Inserting the appropriate field data and returning the message to the server, as 

illustrated in Figure 7.23, would result in the analysis of the data and a response by 

the server.  

 

Figure 7.22: “Suspicious Vehicle” Incoming template sent to User3 (anonymous 

user) 
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Figure 7.23: User3 sends a vehicle report to the server based on the “Suspicious 

Vehicle” Incoming template 

The contact details of User3 are temporarily stored in the Full Anonymity record 

within the Person table of the Principal database. Once all the actions have been 

performed then these contact details are deleted, ensuring User3 remains anonymous. 

Figure 7.24 illustrates the response message from the server to User3.  

 

Figure 7.24: Feedback message sent to User3 confirming the vehicle has been logged 

In situations where suspicious vehicles are reported a broadcast message is sent to 

other users involved in the instance. An example of this message is illustrated in 

Figure 7.25, where details of the vehicle are described to User1 and User2 via their 

preferred communication method. The details included in this message have been 

taken from the User3’s message reporting the vehicle. This demonstrates how the 

platform can readily update other users on newly received field data in real-time. 
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Figure 7.25: Broadcast message sent to User1 (left) and User2 (right) regarding the 

reported vehicle 

It is important for the platform to coordinate the provision of assignments for each 

instance and react appropriately based on the outcome of each assignment. An 

example of this is where multiple relevant locations or sightings of the missing person 

have been reported. As previously mentioned, users are allocated to these 

assignments by seeking the current location of each available user. Figure 7.26 

illustrates an example of a relevant location being reported by User1, followed by a 

notification by the server.  

 

Figure 7.26: A location report sent from User1 based on the “Important Locations” 

Incoming template, followed by a feedback message returned from the server 
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An assignment is generated for the purposes of searching the location to determine if 

the missing person is in that location or whether there are any further leads. The 

LocationHandler module processes the address of the location, provided by User1, to 

find the closest user. User2 is selected by the LocationHandler module to perform the 

assignment since their current location matches the reported location in this example. 

A message is sent to User2 via their preferred communication method describing the 

objectives of the assignment and requesting their cooperation, as illustrated in Figure 

7.27. User2 is also provided with the Incoming template (Figure 7.28) to report back 

and provide data on their observations. 

 

Figure 7.27: User2 receives instructions from the server on the newly generated 

assignment 
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Figure 7.28: Incoming template sent to User2 regarding the completion of the new 

assignment 

The TAU analyses the returned field data from an assignment to determine whether 

User2 has found the missing person. Trigger entities are used to determine the correct 

outcome from the user’s message relating to an assignment. The actions associated 

with a trigger are only carried out if the field data retrieved from the user passes the 

criteria of the associated Answer entities. If the user did not find the missing person at 

the location then the NotFound trigger would be activated. The TAU’s responses 

from this trigger are to remove User2 from the assignment and to notify them of this 

action (Figure 7.29). This assignment has demonstrated that a user can be selected 

based on their current location. The user is taken through the steps of the assignment 

with the use of Outgoing and Incoming templates, enabling them to communicate 

with the server and successfully fulfil the assignment’s objectives.  
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Figure 7.29: Feedback message sent to User2 notifying of their removal from the 

assignment 

Reported sightings of the missing person also generate new assignments. The 

message in Figure 7.30 illustrates an example whereby User2 has sent details of a 

new sighting to the server. As with the previous assignment the LocationHandler 

module selects the user deemed to be closest to the location of the sighting, which in 

this example is User1 who is located in the same city. The server sends a message to 

User1 describing the sighting and their new assignment, as illustrated in Figure 7.31. 

 

Figure 7.30: User2 sends a sighting report based on the “Sightings” Incoming 

template 
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Figure 7.31: User1 receives instructions from the server on the new assignment 

The user also receives an Incoming template to respond with their findings. Figure 

7.32 illustrates the message that is sent from User1 after they are successful in finding 

the missing person in the assignment’s location. Similar to the first assignment, the 

field data is analysed by the AnswerHandler class. The Answer entities, defined by 

the builder, enable the TAU to make accurate decisions after a user has reported back 

from an assignment. The FoundPerson trigger is activated with the TAU performing 

the appropriate responses, based on its associated Action entities. These actions 

include the removal of active users from their assignments and sending a broadcast 

message to all the users of the instance, notifying them that the missing person has 

been found. Figure 7.33 illustrates the broadcast message, as received by User2. 

Additionally, the instance’s status would be set to its last phase and a News record 

would be generated for the operator to be updated with the progression. The operator 

can then report the details of the missing person’s location to the police and close the 

instance. These examples illustrate the way users are employed within an instance, 

with the actions of one user having an effect on others and the ability for the TAU to 

coordinate multiple users via assignments. 
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Figure 7.32: Input message sent from User1 informing the server that the missing 

person has been located 

 

 

Figure 7.33: Broadcast message sent from the server updating the other users on the 

findings of the assignment 

7.6 Scalability test to assess the performance of the platform 

In the two case studies, thus far, running instances of the scenarios have only been 

performed with up to three users. The key purposes of these demonstrations were to 

highlight the feature-set of the platform and how the generic components can be 

successfully tailored to a specific scenario. However, the platform is designed to 

support a wide range of scenarios concurrently, where each instance of a scenario 

may require numerous users to be deployed in a mobile environment. Subsequently, 

the platform needs to be able to handle a large user group without a sacrifice in 

performance. In certain scenario types, such as the Missing Persons scenario, users 

would send in time-sensitive data that needs to be processed and acted upon in real-

time. Therefore, the platform’s central server needs to collect and analyse each input 
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message in a short timeframe after they have been received, without delaying 

subsequent messages or affecting the performance in other areas of the platform. 

A scalability test has been designed and performed on the platform in order to assess 

its performance whilst supporting a large user group. The first stage of this test was to 

observe the platform’s ability to handle 20 active users, where the focus was on 

multiple Missing Person instances running concurrently with more than one user in 

each instance. The users interacted via all three available communication methods, 

SMS, email and the web-based user interface.  

The main occasion when the platform would be put under strain is at the time that the 

central server receives new messages, due to the extensive procedures carried out by 

the TAU for analysing and responding to each message. Therefore, to measure how 

long it takes for the platform to be responsive again for new user interactions, 20 

messages were received simultaneously with one from each of the active users. This 

is a worst-case scenario for the platform to handle, where it is assumed that every user 

would be sending a message to the central server simultaneously. The platform has 

only one main thread running, which results in only one message being processed at a 

time from the batch of retrieved messages. This is based on the order of the date and 

time that the message is received. Furthermore, all the messages need to be processed 

before a check can be made for new messages in the Microsoft Outlook Inbox folder. 

A C# Timer object would call the MailHandler class every 20 seconds to check the 

Inbox folder. If there are messages waiting in the Inbox folder then the Timer object is 

paused throughout the duration of the TAU stages. There is an automatic check for 

new messages once the TAU stages have been completed. The Timer object is only 

reset to check at regular intervals once no messages have been found in the Inbox 

folder.  

The complexity of the analysis performed on a message can vary and depends on the 

volume of Trigger and Answer entities created for the associated Incoming template 

and whether additional calculations need to be performed by the application module. 

This complexity would largely determine the length of time between retrieving a 

message and performing a response. Additionally, the type of actions that would be 

performed in response to the message is an important factor. The scalability test was 

performed on a wide range of message types associated with the Missing Persons 
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scenario to ascertain the time taken to process a batch of messages at different levels 

of analysis complexity.  

A message sent by a user requesting for a specific Incoming template is a basic type 

of message for the TAU to process. It would take SMS and email messages on 

average 12 and 10 seconds respectively to be received by the email server that 

operates the platform’s email account. The time taken to then process 20 of these 

messages, each sent from a different user and using a mixture of SMS and email, was 

on average 15.2 seconds. Once all the messages were processed, the Timer object was 

able to check immediately for new messages. The users then received the responses 

from the central server, with mobile phones taking on average 13 seconds to receive 

an SMS message, whereas email messages took on average 9 seconds to be received 

and viewable on a user’s email account. These results demonstrated that the platform 

was able to provide a rapid transaction time for a basic task when handling messages 

from 20 users. 

To resolve a batch of 20 messages with higher analysis complexity the platform took 

up to 45 seconds for the analysis process. The longest response time was found to be 

analysing input messages based on the “Risk Assessment” Incoming template. There 

were 20 risk assessment messages received from different users, each being 

associated with a unique and separate Missing Person instance. The TAU was 

required to extract the risk assessment data, ensure the data was valid according to 

Answer entities and calculate the associated missing person’s risk status within the 

application module. The entire process, for the batch of 20 messages, took 44.6 

seconds to resolve. This is approximately three times longer than a basic template 

request.  

The total time to process messages based on the distinct features of the platform was 

also tested for batches of 20 messages. In comparison to text-only messages 

processing a batch of email messages containing image files did not have a large 

effect on the performance of the platform. These multimedia messages took on 

average 30 seconds to resolve, which included extracting and storing the image files. 

Sending out image files took slightly longer, taking 37.4 seconds to send out email 

messages to 20 different users. This is due to the platform’s central server being 
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required to contact the email server when sending out messages, whereas Outlook 

handles this step for the retrieval of messages. 

An important aspect of the Missing Persons scenario is the ability for one user to 

request the addition of new users. In order to assess the performance of the platform 

in relation to adding new users to instances of the Missing Persons scenario, two sub-

tests were carried out. In the first sub-test 20 users on separate instances sent input 

messages, based on the “People Involved” Incoming template, to recommend a new 

person to assist in the instance. The total time to resolve the 20 messages and send 

new messages to the newly added users was 42.4 seconds. The second sub-test 

involved one user sending 20 requests on a single Missing Person instance to add 20 

new users. The second sub-test was slightly quicker at 39.3 seconds. Overall, the 

average time to add new users was 40.9 seconds. This is an acceptable timeframe as 

new users can be notified within real-time and subsequently the central server would 

be ready to accept a new batch of messages, before Outlook’s next “Send/Receive” 

request to the email server. 

The Missing Persons scenario requires all users assigned to an instance to be notified 

of new updates, such as suspicious vehicles being reported or the missing person 

being found. After receiving a message from one user reporting a suspicious vehicle, 

the central server took 4.8 seconds to send out a broadcast message to the 19 other 

users assigned to the same instance. Processing a batch of 20 messages, in which each 

message required the central server to broadcast updates to all 19 other users, took 

37.6 seconds. This amounted to the central server sending 380 messages out in a short 

timeframe, where all the messages were then received by the users’ mobile devices in 

less than 20 seconds. The majority of the work was achieved by either the relevant 

external email servers that deliver email messages to user email accounts or the SMS 

web service that forwards text messages to mobile phones. Both of these information 

services were able to handle and forward the large quantity of data rapidly and with 

limited performance degradation, as shown by the similar timeframe to the other 

complex message types that have been tested. 

Evaluating the platform’s performance at creating and allocating multiple new 

assignments was achieved from 20 users, on the same Missing Person instance, 

sending input messages based on either the “Important Locations” or “Sightings” 
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Incoming templates. During the analysis stages of each message the TAU created a 

new assignment to assign an available user to investigate the respective location or 

sighting, based on their relative geographical position. The platform was effective at 

generating and allocating the 20 new assignments, amongst the group of users added 

to the instance, with an average time of 43.4 seconds to prepare all the assignments 

and inform the relevant users. Each assignment was created correctly, only being 

assigned to a user who was not currently on another assignment and who matched the 

assignment’s location. The only exceptions occurred in circumstances where no 

match was found, whereby a random available user was allocated to the assignment. 

The results from this stage of the scalability test illustrate that processing messages 

from 20 concurrent users took between 15-45 seconds depending on the analysis 

complexity of each message. Even for the most complex message type, in this case 

being the risk assessment messages, the central server would still be ready for the 

next batch of messages that are received by Outlook. This was due to the minimum 

configurable time of once per minute for Outlook to make a “Send/Receive” request 

to check for new messages from the email server. Consequently, the total timeframe 

for this user group would be under two minutes, which includes the time for users to 

send the original message, Outlook to retrieve each message from the email server 

and the users to receive the responses. This is an acceptable timeframe, resulting in 

users being able to receive rapid responses to inform them of instance updates or new 

assignment instructions. 

This stage of the scalability test was performed with users interacting via a 

combination of SMS and email messages. The time differences between these two 

communication methods were minimal. Email was on average 2 seconds faster than 

SMS for the central server to receive input messages and 4 seconds faster for the 

users to receive output messages. Selected message types for the Diet Diary scenario 

were tested in the same way. The timeframe for processing a batch of these messages 

from 20 users was between 17-39 seconds depending on the analysis complexity, 

where calculating the calorie targets took the longest processing time. Table 7.1 

shows the average timeframes for each message type tested in both the Missing 

Persons and Diet Diary scenarios.  
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Table 7.1: Timeframes for processing a batch of 20 messages on the Missing Persons 

scenario (top) and Diet Diary scenario (bottom) 

The performance of the platform’s presentation layer is evaluated in the second stage 

of the scalability test. The presentation layer runs separately from the logic layer, 

enabling multiple users to access the web-based user interface concurrently for 

interactions with the central server. Calculating the processing time for messages sent 

via the web-based user interface was achieved separately to SMS and email 

messages. A request would be sent to the TAU to process a web-based message as 

soon as the user has submitted the data in the UserMessageSend web-form. 

Therefore, in order to calculate the time taken for multiple messages to be processed, 

a test script was developed to automatically send 20 duplicate messages via the web-

based user interface when a user submitted a single message.  

Response times for bulk sending web-based messages were considerably faster than 

via SMS or email, where the time to process all 20 messages ranged from 7-22 

seconds depending on the complexity of analysis required. These faster results were 

due to both removing the need to retrieve messages from the Inbox folder and the 

time required to construct an email message or HTTP request, to the SMS web 

service, for a response.  

Furthermore, the messages were processed immediately since there was no delay for 

the Timer object or Outlook to make a “Send/Receive” request to the email server. 

Once a response had been generated by the TAU it was saved to the Principal 

database. The user could immediately view any replies in the UserMessageView web-

form. The web-based user interface automatically redirected the user to this web-

form, which took a negligible amount of time to load on the web browser. The chart 

in Figure 7.34 illustrates the average differences in time taken for both a user sending 

a message and the central server sending a response via all three communication 
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methods. For both SMS and email, on average, it would take 30 seconds for Outlook 

to retrieve a new message from the email server via a “Send/Receive” request. This is 

added to the time taken for a user’s message to be initially received by the email 

server. Figure 7.34 shows that communication via the web-based user interface is 

considerable faster for a user, in both directions, than by the other two available 

methods. 

 

Figure 7.34: Comparison time taken between the three communication methods for a 

user to both send a message to the central server and to receive a response 

However, a few limitations were found whilst using the web-based user interface. The 

tables in the Principal database were inaccessible whenever they were being updated 

with new data, due to the current process placing a write-lock on the table. This 

denied access to the respective table for other processes. The TAU often required 

access to the Message table, in order to store received and newly created messages. 

This resulted in occasions where a user was delayed when attempting to view their 

previous communications with the central server via the UserMessageView web-

form, with the web request not being resolved until the previous process was 

completed. Additionally, users would be delayed when submitting a message in the 

UserMessageSend web-form if the TAU was currently running through a batch of 

messages that had been retrieved via alternative communication methods. 
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Consequently, these circumstances resulted in reduced performance of the web-based 

user interface for users. 

The third stage of the scalability test involved evaluating the rate of performance 

degradation of the platform when deployed with a considerably larger user group. In 

its final deployment the platform would be expected to support an ever increasing 

number of users as new multi-user scenarios are introduced with concurrently running 

instances. Therefore, it was necessary to find the current limitations of the platform in 

relation to the number of users that can be simultaneously handled in order to identify 

whether functional improvements would be required.  

The same 20 users were employed for this stage of the scalability test, with the users 

being assigned to a variety of newly created instances of both the Diet Diary and 

Missing Persons scenarios. Initially, 50 input messages were constructed on the user 

side based on a range of different Incoming templates, which ensured the TAU would 

be resolving messages with different analysis complexities. The Timer object was 

disabled for this stage to ensure all messages would be in the Inbox folder before the 

TAU started to retrieve messages. This enabled a simulated experience for operating 

with 50 users. The total processing time for these 50 messages was 1 minute 13 

seconds.  

This test was then repeated by the platform for the retrieval of 100, 250 and 500 

messages in order for the platform to simulate running user groups of these sizes 

respectively. The processing time for these batches of messages increased to 2 

minutes 32 seconds for 100 messages, 6 minutes 27 seconds for 250 messages and 13 

minutes 12 seconds for 500 messages. The chart in Figure 7.35 illustrates the rising 

timeframe for processing messages as the user group grows in size. During these 

periods the TAU was unable to perform any other operations, including not being 

able to retrieve subsequent messages from the Inbox folder. The total processing time 

for 100 messages was acceptable since the central server could respond to all the user 

messages in under 3 minutes, allowing users to receive further instructions or updates 

fast enough for proceeding with their roles in the active instances. However, 

depending on the scenario a delay of over 6 minutes for a user group of 250 users 

may not be acceptable since the users could be looking for a rapid response to receive 

further instructions. The processing time of over 13 minutes for 500 messages for 
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time-sensitive communication is excessive since it prevents a real-time response from 

the platform.  

 

Figure 7.35: Timeframes to process a batch of messages from an expanding user 

group 

Ensuring the platform’s response time does not become too high is essential. The 

third stage of the scalability test illustrated that the platform started to lose its ability 

for real-time responses when supporting user groups in excess of 100 in size. As new 

scenarios are integrated into the platform the user-base will grow in order to assist 

new instances of these scenarios. This would then entail that the larger user group 

sizes, simulated in this test, would eventually need to be supported. Additionally, it is 

necessary to ensure the waiting time for user requests via the web-based user 

interface are kept to a minimum. Data requests from other processes to the Principal 

database have shown to result in an impact on the performance of the web-based user 

interface in supporting user interactions.  

The performance of the platform could be improved by introducing functionality for 

parallel processing into the application code. With several processes running in 

parallel the analysis of multiple input messages could be handled concurrently, thus 

reducing the time to respond to each message. Further details of this solution are 

discussed in the scale-up study in Chapter 8 (Section 8.2.2.1). 

Nonetheless, the prototype in this project has been developed to provide a novel 

integrated communications platform that enables rapid development of new scenarios 
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and a generic feature-set that can be tailored to each scenario. The prototype can still 

provide fast responses when supporting a user group of 100 users, whereby users 

would be sent a response in under 3 minutes, in the worst case, after the central server 

has retrieved messages from the Outlook Inbox folder. Furthermore, operating the 

platform with 20 users showed that the platform could support users assigned to 

numerous instances in real-time and perform the distinct features, such as assignment 

allocation, broadcast and multimedia messaging, with minimal performance 

degradation at this level.  



 

Table 7.2: Missing Persons scenario – Features Supported by the Platform 



 

218 

 

7.7 Conclusions 

The Missing Persons scenario has been developed to evaluate the platform’s ability to 

support a scenario with substantially different requirements and objectives to that of 

the Diet Diary scenario. This makes it possible to investigate the platform’s 

effectiveness at handling a range of diverse application problems. The Missing 

Persons scenario focuses on interactions with multiple users to coordinate them in 

order to search for people who have been reported missing. This scenario also enables 

the testing of the platform’s features that are not required by the Diet Diary scenario. 

Table 7.2 summarises the list of features, detailing their use within the scenario and 

the extent to which the generic functionality of the platform supports each feature. 

The communication component works together with the template mechanism to 

facilitate communication between the server and each user of an instance. This is 

achieved through the use of the underlying TAU classes and the declarative creation 

of template criteria by the builder. The declarative creation of templates utilises the 

same procedures that were discussed for the Diet Diary scenario in Chapter 6, which 

are achieved via the builder’s interactions with the web-based user interface. A major 

difference with the Missing Persons scenario in comparison with the Diet Diary 

scenario is the response possibilities available to the server. Processing an input 

message could now result in a reply to the same user, a new message sent to another 

user or a broadcast update to many users participating in the same instance. The 

stages and outcomes are all handled by the TAU and Action entities predefined for 

each template. Additionally, the Template entities include attributes that facilitate the 

storage and retrieval of multimedia files for both input and output messages that 

contain attachments. The platform is able to receive an image file containing a 

photograph of the missing person and then distribute the file to other users who are 

participating in the same instance. There is no extra programming required for these 

new components as the bulk of the scenario is created with the necessary 

functionality provided by the platform, enabling a rapid development and 

implementation process. 

The ActionHandler class together with the Action entities has a versatile range of 

attributes that support the new features required for the operations of the Missing 

Persons scenario. There is only a minimal need for more modules to run the scenario. 
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The risk assessment calculation is the only aspect of this scenario that requires 

analysis functionality not supported by the TAU or reusable for other scenarios. The 

remainder of the scenario is handled by the TAU functionality. The LocationHandler 

module has been developed in parallel with the Missing Persons scenario. However, 

this module has been designed to be reusable for future scenarios that feature 

location-dependent assignments. Moreover, this means that the LocationHandler 

module can receive updates at a later date, benefiting all scenarios that utilise this 

module. Therefore, the emphasis of each scenario is to utilise current functionality as 

opposed to new hard-coded modules, thus reducing the complexity of designing a 

scenario. 

Implementing assignment functionality has provided a practical method of 

coordinating the multiple users participating in an instance. The TAU can rapidly 

respond to message reports from one user by creating a new assignment and 

allocating another user to this assignment. Therefore, the interactions from one user 

influences the actions that are to be performed by another user, whereby the 

LocationHandler module dynamically selects this new user based on their location. 

This scenario demonstrates that broadcast communication can be used alongside the 

assignment functionality to update all users on the results of an assignment, making it 

possible for the other users to keep track as the instance progresses.  

Furthermore, the inclusion of the anonymous user feature offers the opportunity for 

users to report helpful information safe in the knowledge that their personal details 

would not be stored by the server. This feature could encourage more users to become 

involved, in a similar way to the Interactive Learning application [95] that was 

investigated in Chapter 3. The information gathered by these anonymous users can be 

processed by the TAU to generate assignments and notify other users of new events. 

These new features work together to provide a framework for the platform to instruct 

and coordinate groups of users, enabling these users to solve issues of an instance as 

they arise. 

The scenario’s database is mainly designed for the purpose of record-keeping, with 

field data received from each new user report being stored in a record in the correct 

table. The scenario’s database operates by the same procedures as the database that 

was developed for the Diet Diary scenario. The extracted field data taken from input 
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messages is collected by the DatabaseHandler class, which uses DataSave entities to 

insert and update database records. The reported data can then be accessed at a later 

stage of the instance for the sending of output messages to users or for assisting the 

operator. The expansion of new users demonstrates the way that the scenario’s 

database collaborates effectively with the Principal database. The details of each new 

reported person are stored in a record within the scenario’s database. The contact 

details can then be transferred to the Person record in the Principal database, creating 

a new user.  

The scalability test demonstrated that the prototype of the platform is able to support 

a user group of up to 100 users and provide real-time responses to each user 

participating in instances of the Missing Persons scenario. In order to support larger 

user groups new techniques for processing and handling data need to be applied to the 

platform, such as parallel processing. 

The two scenarios that have been described in Chapters 6 and 7 have both 

demonstrated the functionality of the platform and the generic framework that enables 

the support of scenarios with differing objectives. The underlying components of the 

platform provide the infrastructure to create scenarios in a primarily declarative and 

rapid process through the use of the three-stage scenario development process. This 

development process has been shown to reduce the time taken to implement the 

Missing Persons scenario from 31 days to only 3 days, which includes 1 day for the 

LocationHandler module. Furthermore, the platform’s web-based user interface 

provides a simplified approach for defining the analysis criteria of a scenario in 

comparison to hard-coding classes for a new application. 

The Missing Persons scenario reveals that as new scenarios are developed the 

platform can also be expanded to support further modules when new requirements are 

identified. This is demonstrated by the inclusion of the LocationHandler module. 

Subsequently, as the platform is updated and expanded the complexity of 

incorporating new scenarios should be reduced and the speed of implementation 

increased, resulting in an ever more efficient and resourceful infrastructure. 
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8 Conclusions and Future Work 

This chapter highlights the contributions that have been brought to the field by the 

development of the Connected-Mobile Platform. This includes discussing the benefits 

of the platform’s novel framework, whereby its generic properties and features are 

examined to evaluate their effectiveness in facilitating the platform to support and run 

a multitude of scenario types in a mobile environment. This is achieved by 

investigating the running of the two scenarios that were developed; the Diet Diary 

and Missing Persons scenarios. The development process of both scenarios is 

discussed to determine if the platform meets its objective of ensuring that new 

scenarios are incorporated in a structured approach, with minimal time and effort 

required for implementation. Issues that have been identified with the running of the 

platform are discussed, with new solutions and ideas brought forward in the future 

work section.  

8.1 Conclusions 

The Connected-Mobile Platform has been developed, which is based on a client-

server architecture. The Remote Experimentation system [15] and HELP system [101] 

used this type of architecture to ensure the intensive processes and data storage 

requirements were withdrawn from the user and performed from a central location. 

These ideas were built on and improved in the Connected-Mobile Platform, where 

there is a focus on the autonomous analysis and response from user messages by the 

server. Unlike the UbiquitousSurvey system [13], the Connected-Mobile Platform 

reduces the role of a human operator. The server has the ability to handle the flow of 

communication with each user, progress instances of scenarios using the results of 

field data analysis and coordinate multiple users to resolve objectives.  

The users of the platform are able to participate in active instances of a scenario, 

where their only requirement is to own a basic communication device that supports 

the sending and receiving of text messages over mobile networks or the internet. Field 

data extraction and analysis is performed by the server as soon as messages are 

received, enabling each of these steps to be achieved in real-time. The analysis and 

storage of field data is managed by the server. The server responds to the user with 

the results and feedback that have been generated from this data analysis. The 

location of each user and the capabilities of their devices do not have any bearing for 
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the purposes of supplying field data to the server or receiving messages in response to 

the data analysis. 

The beneficiaries of the platform changes for each scenario that is developed. For the 

Diet Diary scenario, the beneficiaries would be the individual users who request to 

start new Diet Diary instances. The communicated data for each Diet Diary instance 

would only be relevant and applicable for the associated user. The user would be the 

anticipated beneficiary for other types of scenarios that focus on single-user instances. 

In the case of the Missing Persons scenario the main beneficiary would be the police. 

The scenario builder would collaborate with the police in the development of this 

scenario. The operator would then cooperate with the police during the running of 

each Missing Person instance.  

8.1.1 Support of multiple communication methods 

An objective of the platform has been to enable interaction with end users by 

incorporating multiple sources of input and output. The server is able to communicate 

with as many potential users as possible and remain in contact at all times in order to 

support each user that is assigned to an active instance. The platform has been created 

to support communication with users via communication methods that are practical 

for use in a mobile environment. The majority of people would have a mobile phone 

or another type of mobile communication device with them at all times in a ready to 

use mode [44]. Therefore, incorporating mobile communication methods into the 

platform provides flexibility to the users as they are able to interact with the server at 

any time, regardless of the user’s geographical location [8, 4].  

Chapter 2 discussed how the SMS communication method is the standardised method 

of text messaging in the mobile environment [39]. However, communication via 

email enables a device to make use of advanced features, which include the ability to 

send and receive multimedia files [10]. The research undertaken in Chapter 2 

illustrated that it is advantageous to utilise multiple communication methods, as each 

individual mobile communication device could be more suited to one particular 

method.  

The platform has been designed to utilise three different communication methods to 

cater for as many device types as possible and also to offer flexibility in the way that 
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the users can interact with the server. The three communication methods that have 

been incorporated into the platform are SMS, email and web-forms via a web-based 

user interface. To interact with the server a user’s mobile device only requires the 

capability to communicate via one of the supported communication methods. The 

user can take advantage of the different benefits each communication method 

offers by interchanging between the methods, which would then update their 

preferred choice for the server’s method of sending a message. Therefore, it is the 

user who determines the communication method for both the sending and receiving of 

messages in the client-server architecture of the platform.  

The Diet Diary scenario demonstrated the ease with which a user switches between 

the communication methods, whereby the server would update the user’s preference 

on each occasion the user sends a message via an alternate method. In this scenario 

the web-based user interface provided the user with a more user-friendly approach to 

interacting with the server, where the user could navigate between previous messages 

and directly select Incoming templates for the sending of new input messages. 

The Missing Persons scenario showed that for a multi-user instance the server would 

respond separately to each user, based on the user’s preferred communication 

method. This scenario also highlighted the platform’s ability to handle the exchange 

and storage of image files. The platform enables users of camera-integrated devices to 

share visual events through the use of email [10]. In a Missing Person instance users 

are able to send and receive photographs of a missing person to help identify and 

locate the person. Each of these features is effectively handled by the platform’s 

communication component to provide a diverse range of options for users to 

communicate with the server.  

The users are also able to participate and assist anonymously in active multi-user 

instances. This feature utilises the principles of the Interactive Learning application 

[95] to encourage people, who may not wish to be identified, to assist in an active 

instance of a scenario. In an instance of the Missing Persons scenario, a user is able to 

request anonymity and then send in message reports to assist in the finding of the 

missing person. This was demonstrated in Chapter 7 with an anonymous user 

reporting a suspicious vehicle. Details of this vehicle were then broadcast to the other 

users participating in the instance to notify them of the situation. 



 

224 

 

8.1.2 Features of the novel framework 

The Connected-Mobile Platform has been developed using a novel framework that 

has generic properties to support the running of a range of different scenario types 

and to provide a structured development process for the incorporation of each 

scenario. This has been achieved by identifying the necessary functionality to include 

in the platform and then designing the platform’s components so that this 

functionality could be tailored to meet the requirements of each new scenario.  

In Chapter 3 a range of applications were researched to identify the functionality that 

would need to be included in the platform to support a range of scenario types. Key to 

this was the need for the platform to effectively communicate with users via a 

structured process. The template mechanism enables the exchange of messages 

between the server and its users. Chapter 3 discussed how the Attendance 

Improvement applications [93, 94] sent personalised messages to their users for 

appointment reminders, applying a template content structure. The Connected-Mobile 

Platform provides a more comprehensive template mechanism as the template layouts 

are built for both input and output messages. Users are supplied with a structured 

message layout, through the use of Incoming templates, for supplying field data to the 

server. The scenario builder is able to design each template to meet the requirements 

of its associated scenario. This makes it possible for field data that is sent from a user 

to be extracted and processed by the platform. Outgoing templates can then be 

utilised by the server to autonomously generate and send responses.  

The Incoming and Outgoing templates work together to facilitate the flow of 

information. In the Diet Diary scenario a user employs Incoming templates to provide 

updates on food items consumed, through the input of data relating to a food item. 

Outgoing templates are used to help the user search through the food categories for a 

specific item. Each time the server receives details of a new food item, feedback 

regarding the user’s daily diet targets can be sent within a personalised message to the 

user.  

In the Missing Persons scenario users are able to provide reports on the missing 

person, including risk assessment details and sightings, through the use of Incoming 

templates. Outgoing templates enable the server to notify users of updates to a 

Missing Person instance as new information is received. Both of these scenarios have 
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demonstrated how the template mechanism provides an effective approach for 

designing and tailoring a communication structure to different scenario types.  

The platform includes a multifaceted and adaptable data layer to meet the need of 

storing the field data received from user templates. Chapter 3 discussed various 

applications that utilised a database for the storage and retrieval of data. For example, 

the UbiquitousSurvey system [13] would store the data from user messages in a 

database for later use by an advisor. The Connected-Mobile Platform attempts to 

offer a multi-layered approach to data storage. The Principal database provides a 

standardised approach for the storage of data relating to users of the platform, 

exchanged messages, Incoming/Outgoing templates and analysis criteria. Each 

scenario then has its own dedicated database, which is linked to the Principal 

database. A scenario database can be individually designed to focus on the 

requirements of its associated scenario. The scenario databases, together with the 

methods of the DatabaseHandler class, enable collected field data and analysis 

results to be stored in records that are unique to the associated scenario. 

This is demonstrated in the Missing Persons scenario, where there are data-tables for 

each type of issue that a user can report information on concerning a missing person 

case. This enables the platform to follow the correct procedures for a missing person 

case [197], by both keeping records of new information and results from assignments 

in appropriate locations. Each record in the scenario’s database would be linked to 

both the instance and the corresponding messages via the Instance identifier in the 

Principal database. Therefore, the Template Analysis Unit (TAU) can readily locate 

the field data for either further analysis or to send this data to a user of the associated 

instance at a later time.  

8.1.3 Autonomous functionality for real-time responses 

The platform set out to incorporate autonomous analysis functionality within its 

generic framework. Providing a comprehensive analysis component enables an 

application to interact and respond to data received from users in real-time. The 

Telemedicine Monitor application [99] implemented autonomous functionality on the 

server-side to analyse blood glucose measurements, which are received from a user’s 

device. However, the platform’s TAU is far more extensive as it is equipped with a 

broad range of analysis and response functionality to cover the processing of user 
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messages and analysis of field data for each type of scenario. This is achieved 

through the use of Answer and Trigger entities, whereby the scenario builder tailor-

makes analysis criteria for each specific scenario. Received field data is then tested 

against a range of defined criteria.  

The Diet Diary scenario demonstrated how the TAU, through the analysis of received 

field data from a user, can be effectively used for autonomous decision making. For 

example, the TAU is able to send a warning message to users when they are 

approaching a calorie target value by observing whether a new food or activity item 

would breach a pre-defined alert limit. However, this scenario also highlighted the 

lack of the TAU’s ability to perform mathematical calculations. The calculation 

algorithms for this scenario had to be created from scratch, within the scenario’s 

application module. This increased the development time of the scenario and 

highlighted the need of a generic calculations module within the TAU. 

The TAU’s final stage involves performing actions that are based on the analysis 

results of field data. The Missing Persons scenario demonstrated the variety of 

actions that are at the TAU’s disposal. This ranges from sending simple replies to the 

message sender to the broadcasting of updates to all the users participating in an 

instance. Other types of actions include the ability to add a new user to the instance 

and generate News records to update the operator on significant events that have 

occurred. For the Missing Persons scenario the TAU’s ActionHandler class and 

Action entities have been able to offer a versatile range of attributes to support each 

type of action. The TAU reacts appropriately in real-time to each message received 

from a user, thereby meeting the platform’s objective of performing actions swiftly 

based on the analysis of received data.  

The platform is able to support a user group size of 20 users providing fast responses 

to received messages, including occasions when all the users send a message 

simultaneously. Response times for resolving a batch of 20 messages are between 15-

45 seconds. This means that a user can expect to receive a reply within one minute of 

the central server receiving their message. The response time increases as more users 

join the platform, with users having to wait for up to 3 minutes where the user group 

size is 100. This should still be an acceptable timeframe for the majority of users. 

However, a user group of 500 would result in a response time of around 13 minutes. 
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Scenarios that involve the exchange of time-sensitive data may need a response time 

faster than 13 minutes. In these circumstance the platform’s requirement of providing 

real-time responses would not be achieved. This would be an important performance 

issue to resolve prior to the deployment of the platform for real-world use since the 

user group would be expected to expand as more scenarios are integrated into the 

platform. Techniques to improve the performance of the platform are discussed in the 

scale-up study in Section 8.2.2.1. 

8.1.4 Assignment functionality for coordination of users 

One key action type that is available to multi-user scenarios is the ability to generate 

location-dependent assignments and allocate users to these assignments. The decision 

to implement these features into the platform was based on the research of the 

UbiquitousSurvey and Road Safety Alert systems. In the UbiquitousSurvey system 

[13] human advisors are able to assign tasks to the users in the field, enabling these 

users to work together in order to tackle a common goal. The Road Safety Alert 

application [100] uses location data of the locations travelled by subscribed motorists 

in order to inform them of arising hazards in those locations.  

The Connected-Mobile Platform has aimed to combine the two features of location-

based technology and assignment functionality to make efficient use of the collective 

intelligence of the user group. The TAU’s LocationHandler module handles the 

allocation of users to assignments. This module determines the most suitable user to 

be allocated to a location-dependent assignment, based on the location data stored on 

each user’s most recently updated geographical location. Therefore, assignments can 

be distributed in an efficient manner in active instances of scenarios where the 

platform can make use of the different locations of each user.  

The use of these features has been demonstrated in the Missing Persons scenario, 

where assignments are generated and users allocated to these assignments each time a 

new location or sighting is reported. Allocating a user to an assignment who is closest 

to its reported location means that it is more likely for a quicker search and response 

occurring than through selecting a random user, who could be at a considerable 

distance to that location. The template mechanism works in conjunction with this 

assignment functionality to offer a means for the server to provide users with 

instructions on new assignments and for the user to report back on their findings from 
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the missing person searches. One of the platform’s objectives was to deploy its users 

to negotiate and solve issues of an active instance of a scenario. During an active 

Missing Person instance the assignment functionality offers a practical method for the 

coordination of multiple users in order to achieve this objective. In its current stage, 

the LocationHandler module only offers a basic method for selecting users in a close 

proximity to an assignment’s location. This module could be updated to include a 

more comprehensive method that does not only rely on matching exact location data.  

8.1.5 Rapid scenario development process 

The integration of multiple scenarios has been made possible by the three-stage 

scenario development process that has been defined for the platform. This process 

was employed for the development of both the Diet Diary and Missing Persons 

scenarios, with the aim of reducing the time and effort required for implementing 

each scenario. To help reduce the amount of additional development requirements for 

any particular scenario each component of the platform has been designed to be 

generic in supporting the running of different scenario types.  

The Diet Diary scenario takes 3 days to complete the development; 1 day is required 

to build the scenario’s database and for the declaration of tailored template criteria, 

with a further 2 days required for the programming of the application module. The 

scenario builder’s use of the web-based user interface emphasised the ease with 

which the Template, Analysis and Action entities could be created. There is no 

requirement for programming new modules in this aspect, with the builder 

declaratively defining each entity. The builder navigates and submits data in the web-

based user interface to tailor new entities to the requirements of the Diet Diary 

scenario.  

The creation of the application module has highlighted a drawback of the current 

platform as all the algorithms for calculations in the scenario had to be developed 

from scratch. This application module contains 560 lines of code, consisting of the 

methods that run these algorithms. Nonetheless, this is still a considerable reduction 

in lines of code required in comparison to developing an entire diet diary application 

from scratch. Furthermore, the time required to develop a new application that 

performs the same functionality is estimated at 22 days. This is over 7 times longer 

than the development time for the Diet Diary scenario, highlighting the benefit of the 
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platform’s rapid scenario development process. The reason for the reduced 

development time is due to the platform’s framework of generic components 

removing the need to develop additional modules. These components have been put 

in place to provide a communication structure, template mechanism, data analysis and 

response procedures for the processing of field data and handling of active instances. 

The demonstration of an active instance has shown that the Diet Diary scenario is 

supported by the functionality offered from this framework of components. 

The Missing Persons scenario required a timeframe of 2 days to develop and 

implement into the platform, with an extra day for the LocationHandler module. In 

comparison to the Diet Diary scenario, a shorter time was required for the 

development of the Missing Persons scenario’s application module. The Missing 

Persons scenario has a reduced emphasis on mathematical calculations, where most 

of the analysis is capably managed by the generic analysis stages of the TAU. This 

scenario’s application module only required 140 lines of code for the RiskStatus 

algorithm. Instead, an extra day’s development was focused on integrating the new 

LocationHandler module. This is more practical than the development of the Diet 

Diary’s application module as the LocationHandler module has been designed to be 

reusable for future scenarios. Consequently, this module has not been included as part 

of the scenario’s total development time.  

The development of LocationHandler module in the Missing Persons scenario has 

also demonstrated how the middleware of the platform is expandable for the inclusion 

of features that may be identified in the future. The ability to include new modules is 

an important factor for the platform since practical features that are of benefit to 

multiple scenarios may be identified during the development of a future scenario. 

Also, introducing reusable modules would help to reduce the development time for 

new scenarios through eliminating the duplicate programming of algorithms. 

Developing an application from scratch to achieve the same objectives as the Missing 

Persons scenario takes 31 days, which is over 15 times longer than the development 

time taken by following the platform’s scenario development process. Furthermore, 

the guided process of defining template, analysis and action content via the web-

based user interface is not available for the development of this separate application. 

Subsequently, this increases the complexity of creating the application as the 
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developer is required to construct new programming modules for each component 

and manually add message templates to the database. The components of the 

application need to be rigorously tested to ensure that there are no bugs or faults in 

the software. In comparison, the testing requirements are minimal for adding new 

scenarios to the platform since the platform’s generic components have already been 

through testing. These points clarify the rapid and straightforward process offered by 

the platform to implement new scenarios. 

8.1.6 Summary of contributions 

The aim of this project has been to create an integrated communications platform that 

supports the development and implementation of a vast array of scenario applications, 

whereby people in a mobile environment can be utilised to tackle the issues of the 

scenarios via multiple communication methods. Figure 8.1 illustrates the significant 

contributions and features of the Connected-Mobile Platform.  

 

Figure 8.1: Contributions of the Connected-Mobile Platform 
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Prior to the Connected-Mobile Platform it was necessary for developers to create 

applications from scratch when attempting to push information to or collect data from 

users to solve a particular issue in a mobile environment. The platform makes a 

significant contribution to knowledge since there is no other type of integrated 

communications platform currently available that facilitates this rapid development of 

complex mobile scenario applications. The comparisons between utilising the 

platform’s scenario development process and developing applications without this 

foundation, detailed in the case studies of Chapters 6 and 7, have demonstrated the 

considerable savings in time and effort that have been made available by the platform.  

The scenario development process is able to be applied to both the Diet Diary and 

Missing Persons scenarios, even though they have different requirements and feature 

usage. Existing works on developing applications for interacting with users in a 

mobile environment only focus on a specific focal problem, whereas the Connected-

Mobile Platform is composed of a framework of generic components to fulfil the 

requirements of different scenario types. These components provide a comprehensive 

and expandable feature-set that can be tailored to resolve the objectives of each new 

scenario.  

The platform set out to meet the project’s objective of providing a foundation to 

support the running of each new scenario. The case studies of the Diet Diary and 

Missing Persons scenarios have established that this objective was achieved. The 

running instances of both these scenario types have illustrated the way different 

scenarios could be operated under this single platform. This is a key contribution of 

the project since the platform is able to support a multitude of different scenario 

types, whether they require a single user or multiple users. 

The design of the template mechanism and TAU are further contributions provided by 

the development of the Connected-Mobile Platform. By providing a complex 

communication structure the template mechanism improved on previous applications 

that utilised templates to communicate with their users. The template mechanism 

allows a scenario builder to construct the framework of each type of message, 

facilitating two-way communication between the server and its users. Through this 

feature messages can be individualised and field data extracted by the server in a 

straightforward process. The Principal database operates in conjunction with each 



 

232 

 

scenario’s database for the TAU to effectively analyse the field data and progress a 

scenario’s instance, based on the analysis results. The TAU enables the server to 

respond autonomously to each user’s message, catering for different types of 

scenarios through a process of defining individual analysis criteria for each scenario. 

These features bring the advantage of fast responses and an adaptable approach to 

tailor the communication structure and the analysis procedures. 

The platform provides the means for users to interact via multiple communication 

methods. Therefore, the server is able to communicate with a broad range of mobile 

communication devices, whilst at the same time supporting the additional features 

offered by particular communication methods. SMS offers a simple means for users 

to communicate with the server using any mobile phone. On the other hand, 

communicating via email and the web-based user interface offers new features, such 

as multimedia messaging. The user has a high degree of flexibility in being able to 

choose the most convenient method of communication each time they interact with 

the server. Through these interactions, each component of the platform is utilised to 

provide constructive information to users in all types of scenarios.  

The platform can autonomously provide users with tasks, through the use of 

assignment functionality to coordinate multi-user instances from a central location. 

This enables the platform to take advantage of the collective intelligence of the user 

group, in a mobile environment, in order to dynamically resolve problems that arise 

within each instance. The capabilities of the platform’s assignment functionality are 

extended through the implementation of location-based technology. This is achieved 

by offering the ability to allocate a user to an assignment, based on each user’s 

geographical proximity to an assignment’s location. 

All of these contributions have demonstrated that the platform meets the aim and 

objectives that were initially set out in Chapter 1, enabling the platform to effectively 

support a vast array of different scenarios. By following a three-stage scenario 

development process, new scenarios can be rapidly developed and implemented into 

the platform for use in a mobile society. These scenarios can range from basic one-to-

one situations, where the platform is only engaged with one user, to complex 

scenarios that involve the cooperation of numerous users. Furthermore, the 

expandable nature of the platform, where it can support new modules to extend its 
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functionalities, would provide the platform with a more comprehensive feature-set as 

new scenario types are identified, developed and implemented.  

8.2 Future work 

The Connected-Mobile Platform has been proposed as a means to provide a 

framework for the rapid development and implementation of scenario applications in 

a mobile environment. A prototype of the platform has been implemented to 

demonstrate these proposed ideas, with the Diet Diary and Missing Persons scenarios 

being developed to assist in evaluating the prototype and to determine its 

effectiveness in achieving the objectives of the project. Several areas have been 

identified where the prototype functionality can be expanded and improved. In this 

section, new features are discussed that could enhance the usability and scope of the 

platform with ideas for further research also being presented. 

8.2.1  Improvements to the platform’s functionality 

8.2.1.1  Development of utility modules 

A large application module was created for the Diet Diary scenario in order to 

perform the multitude of mathematical calculations required for the running of each 

instance. Similar to the LocationHandler module, a new Calculations module could 

be developed within the TAU to perform these calculations. Research into regular 

types of calculations, which may be encountered by future scenarios, could be 

undertaken to determine the algorithms to be included in this module. The key aim of 

implementing a Calculations module would be to move to a more declaratively based 

creation of content when defining calculations to perform on scenario field data. This 

would be achieved by the design of new web-forms for the web-based user interface. 

The scenario builder would use these web-forms to define new Calculation entities 

for each scenario, which would be a similar procedure to the current method of 

creating templates.  

One such scenario could be a sports betting application, whereby users would be able 

to interact with a bookmaker via the platform in order to make bets on sporting events 

and track their performance. New algorithms would be required to calculate the return 

value of each bet made by a user and to update their balance as bets are won or loss. 

If each type of calculation was available in a generic Calculations module then it 
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would reduce the programming effort by the scenario builder in developing the new 

scenario. 

A Calculations module is one type of feature that has been identified for inclusion 

into the platform. To increase the scope of the platform’s generic framework it would 

be necessary to research new scenarios and their requirements in order to identify 

other features that could be implemented into the platform. The purpose of this new 

research is to develop a host of utility modules that would be designed to work with 

any scenario that requires their functionality. This would lead to an expanding 

feature-set for the platform, resulting in the platform’s functionality being more 

comprehensive for the coverage of future scenarios. 

The LocationHandler module currently employs a basic method for determining the 

closest user to an assignment’s location. Chapter 2 investigated the use of Global 

Positioning Satellite (GPS) technology to track mobile communication devices. Many 

devices, especially high-specification smartphones, have integrated GPS hardware for 

this purpose [79]. Currently, a user is required to manually inform the platform if 

their geographical location changes. The Missing Persons scenario has demonstrated 

that if the location details are not updated it could result in the user being given an 

assignment in a distant location to their current whereabouts. GPS technology could 

provide accurate and real-time data on a user’s geographical location, to within a few 

metres, with the location data being stored internally on the user’s device [78]. An 

application could be developed for GPS supported devices to continually send 

updates to the server as the user’s location changes.  

Furthermore, the server could utilise readily available web services, such as Google 

Maps [201], whereby the LocationHandler module measures the precise distance of 

each user from the location of an assignment. The AroundMe application [85] that is 

available for smartphones helps users to locate close businesses, based on their GPS 

calculated location. The platform would utilise a similar feature to the AroundMe 

application. However, calculations would be performed on the server-side to 

accurately determine the closest mobile device, based on an assignment’s location. 

This functionality would ensure a more efficient method of assignment allocation 

than the procedure that is currently in place.  
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The error handling and security elements of the platform would need to be enhanced 

to support a large user group. In its current iteration the TAU includes limited 

functionality to check the validity of data from input messages. A new module would 

need to be developed to focus on rigorous testing of field data. This would help to 

prevent erroneous data interfering with the progress of an instance. Additionally, 

users should only have access to the necessary elements of the web-based user 

interface for the purpose of completing their tasks. Each user can be provided with a 

password for logging into the web-based user interface, where transmission of this 

password is encrypted to prevent unauthorised access and data entry from another 

user. This would ensure that only the authorised user on the receiving device can 

submit field data and receive messages from the server, which have been sent to their 

user profile.  

8.2.1.2  New approaches to the user-interface  

The template mechanism has provided a simplified process for the TAU to extract 

field data supplied within input messages. However, throughout the running of the 

two scenarios the communication process on the user-side has at times been difficult 

to operate. This can be a cumbersome process for users since they are required to 

navigate through a pre-defined Incoming template, locate each parameter position, 

remove the temporary data and finally insert the field data. Devices with small 

screens and reduced navigational means, such as the old style keypad mobile phones, 

can make this process even more difficult for a user. The interface scheme for the 

SMS and email methods could be redesigned by removing the need to insert data 

between two asterisks. Instead of this, a template could provide a phrase to instruct 

the user on the information that is required which would then be followed by a 

separator, such as a colon. The field data would then be inserted after the colon, 

where a new line would mark the end of the data item. 

There is a higher degree of functionality available for facilitating data input via a 

web-based user interface. Social networking sites, such as Facebook [108], have 

individual textboxes for each data item that is requested in a web-form. This approach 

simplifies the process of data entry, especially for touchscreen devices where the user 

only has to touch the screen location of a textbox to then be able to insert field data. 

Therefore, users of devices that can support this communication method would be 
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able to take advantage of a more user-friendly approach than is currently available for 

the platform.  

In utilising the web-based user interface it is possible for the platform to limit or 

remove the need for data entry on the user’s side of the communication process. The 

current situation for parameter positions in Incoming templates, where the user 

chooses one item from a finite list of items, requires the user to manually delete the 

unwanted items. The template mechanism could include tailored response 

functionality, whereby for parameter positions in an Incoming template a user would 

only need to select the desired item from the available options. This feature could also 

be used for other data entry points, such as selecting a date. Employing tailored 

response functionality should result in increased accuracy of field data that is 

transmitted from the user. 

There is a vast array of mobile communication devices currently available in the 

market. These devices differ in screen size, input capabilities and the installed 

operating system [202]. The differing characteristics of these mobile devices have 

resulted in usability challenges [203] where one static user interface may not be 

appropriate to ensure a user-friendly interaction process for all types of devices [204, 

205]. This issue could be solved by creating an adaptable user interface, whereby 

aspects of the user interface are altered to meet the needs of the user [206]. The 

information on display and the way it is presented could be adapted depending on 

various characteristics of the user’s device. For example, a large touchscreen mobile 

phone with a high resolution display could present a larger amount of information 

than an old style keypad device. The server could request details of a user’s device, 

each time a new interaction occurs, obtaining data such as the screen size and 

resolution [204]. Alternatively, the Principal database could store details on a list of 

devices, so only the device name would be requested from the user’s device. Based 

on this data, the user would be presented with an appropriate layout of the 

information that is suited for interaction and navigation on their device.  

An adaptable user interface could also be utilised to examine each device’s main 

input scheme whether it is via a touchscreen, a QWERTY keyboard or an old style 

keypad [204]. The interaction process, in which the user inputs data, could then adapt 

depending on these capabilities. For example, the tailored response templates that 
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were previously mentioned would be more suited to a touchscreen interface, whereas 

the platform’s original method of data input could be used for devices with QWERTY 

keyboards. Figure 8.2 illustrates how the server would generate adaptable user 

interfaces for each type of mobile communication device. Implementing an adaptable 

user interface would enable the platform to cater for the various types of mobile 

communication devices and consequently improve the user interaction process. 

 

Figure 8.2: Implementing an adaptable user interface into the platform 

8.2.1.3  New methods of communication 

Additional communication methods would need to be investigated to include in the 

platform in order to offer further features for data input and increase the flexibility in 

the way users can interact with the server. The platform currently only supports the 

sending and receiving of multimedia files via email. This imposes restrictions on the 

way that users can interact with the server. If a user’s desired communication method 

is SMS then that user would have to switch back and forth between the alternative 

methods of communication. Chapter 2 investigated the Multimedia Messaging 

Service (MMS) as a means to transmit multimedia files over the mobile networks [5]. 

However, the MMS method has not been implemented into the platform. MMS is not 

as ubiquitous and popular as the communication methods employed, such as SMS 
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and email. There has also been a difficulty in finding a web service to facilitate 

sending and receiving MMS messages at a low cost. 

New methods of communication have recently been developed for smartphones to 

provide a zero cost solution to transmitting messages to other supported devices. One 

example is the WhatsApp Messenger application [207], which is available for 

smartphones running on popular mobile operating systems, such as Apple’s iOS and 

Google’s Android platforms [208]. WhatsApp Messenger uses the mobile internet to 

transmit messages from one device to another, where both devices are required to 

install the application in order to communicate via this method. WhatsApp messages 

can contain text, images and other file types free of charge to either the sender or 

recipient as long as they have an inclusive internet data allowance [209]. Therefore, 

the platform could make use of WhatsApp Messenger to offer a further means of 

communication with its users, which would also support the sending and receiving of 

multimedia files.  

Furthermore, WhatsApp Messenger includes a feature that allows users to create 

groups, in which each member can participate in an active conversation and view the 

sent messages of the other members of the group [208]. The platform could utilise 

this feature to coordinate a group of users that are participating in an instance. For 

example, multiple users could cooperate to solve an assignment, with each member of 

a WhatsApp group alerting the other members of the group of their actions and 

findings. This would enhance the coordination between users by enabling them to 

communicate with each other, which should lead to a more effective use of the 

collective intelligence of the user group. This would, in all probability, result in 

superior solutions being obtained for issues that arise in the scenarios [127]. 

8.2.2 Ideas for future areas of research 

8.2.2.1  Scale-up study 

The platform is able to handle a multitude of scenario instances with a small user 

group. However, the platform encounters performance issues when supporting over 

100 users. These issues include long response times when processing multiple 

messages concurrently and slow speeds on the web-based user interface due to data-

tables being used and locked by the TAU. As the platform is designed to run 
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instances of multiple scenarios concurrently, it would be necessary to manage a large 

user group with minimal performance degradation.  

The current procedure for handling received messages involves processing each 

message in turn, whereby messages are placed in a queue until they can be processed. 

If a large quantity of messages are received in a short period of time this could result 

in a backlog. As a result, the platform may not be meeting its objective of providing 

updates in real-time if there is a large batch of messages to process. This performance 

issue could be resolved by improved by incorporating parallel processing 

functionality into the application code. The platform has been developed based on 

object-oriented design principles. Each time a class in the TAU is called upon for data 

analysis procedures it is an object of the class that processes a user’s message. 

Therefore, it would be possible to have multiple objects running concurrently, with 

each object processing a different received message.  

Implementing parallel processing techniques would enable the platform to process 

multiple messages concurrently, which would reduce the possibility of a backlog, 

thereby providing faster updates to users. For example, enabling six processes to run 

concurrently should reduce the waiting time for a group of users to approximately a 

sixth of the original time. Multiple messages from the same user would also need to 

be handled orderly, according to the date received, to prevent conflicts in the resulting 

analysis. A single handler class could be responsible for distributing the input 

messages to multiple objects that are concurrently running on separate processes. The 

handler class would manage the communication between each process and the data 

layer when database access is required to ensure there are no conflicts in analysis 

between related messages that need to be handled orderly. 

The performance of the platform could also be improved by upgrading the hardware 

capabilities of the server. The server utilised in the experiments of Chapters 6 and 7 

had a 3.2 gigahertz (GHz) dual-core central processing unit (CPU) and a 4 gigabyte 

(GB) unit of random-access memory (RAM). Upgrading the server to a faster six-

core CPU means it could run all the processes without slowing down, whereby each 

thread would be run on a separate core of the CPU. Upgrading the RAM would also 

be required to ensure there is an adequate amount of memory to hold the data 

attributes for each object in use.  
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When storing a large amount of data it is necessary to ensure the databases run 

optimally. The databases need to be able to handle queries on large tables with swift 

results in order for the platform to effectively analyse and respond to inbound field 

data. The current setup of the database has been shown to reduce the performance of 

the web-based user interface when multiple users are concurrently interacting with 

the web-forms or the TAU is processing messages at the same time. The user would 

be delayed, until the required table within the database is free to access, before they 

can submit data or view previous messages. 

A solution to manage a large database would be to divide the tables into smaller 

fragments in a process known as horizontal partitioning [210]. The rows of a table are 

segmented into multiple partitioned datasets, resulting in each partition still retaining 

all the columns but containing a smaller quantity of rows [211]. Partitioning is 

recommended for tables that are larger than 2 GB in size [212]. The rows are usually 

segmented based on certain criteria, for example databases that store historical data 

could have tables split based on the year or month a row was inserted [213]. This 

process has been shown to reduce query execution time by vast amounts as only the 

required partitions are examined [212]. R. Schumacher [210] discusses the query 

execution times regarding a database that has 8 million rows for data spread over 10 

years. A query is performed on the database that only requires to read records in one 

particular year. The query took 38 seconds to execute on a non-partitioned table. 

However, this time was reduced to 4 seconds when the query was run on a partitioned 

table where each partition stored a year’s worth of records.  

Horizontal partitioning could be applied to tables in the Principal database in order to 

increase the speed of database queries. The Message and DataIn tables would be 

expected to grow at a faster rate than the other tables due to row insertions being 

performed at each occurrence of a new message. Partitioning these tables, based on 

the Scenario identifier, would enable faster data analysis queries to be executed. 

Figure 8.3 illustrates the partitioned Message table. Additionally, the other tables 

could be monitored as new scenarios are implemented and partitioned based on this 

criteria when they reach the 2 GB size limit. 
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Figure 8.3: Horizontal partitioning of the Message table with each partition holding 

records for a single scenario (adapted from [213]) 

Partitioning also provides benefits to the parallel processing operations. Currently, if 

one of the Principal database’s tables is being queried then that table would be locked 

out until the query has been completed. In a partitioned database the partitions not 

required by the executed query would still be available [212]. Therefore, it would be 

possible to perform parallel operations on a single partitioned table, preventing a 

slowdown in the processes. This would boost the performance of the web-based user 

interface when multiple users are submitting web requests.  

The implementation of these features would improve the scalability of the platform to 

support both the integration of future scenarios and an ever increasing number of 

users, whilst still providing responses in real-time. 

8.2.2.2 Setting up an experimental scheme 

A number of the applications that were discussed in Chapter 3 have benefited from 

the feedback of experiments run on user groups. For example, an experiment was 

undertaken for the Pharmaceutical Care application [12] to determine if patients’ 

interaction with the application increased their usage of prescribed medication. The 

experiments performed thus far on the platform have only been on a limited number 

of users in a closed environment. In Chapters 6 and 7 each scenario was tested with 1-

3 users to demonstrate their use of the platform’s functionality with the scalability test 

extending this to 20 users in order to assess the performance of the platform. Both 

these experiment types have only been carried out within a narrow scope to evaluate 

distinct aspects of the platform. 
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An experimental scheme could be applied to the platform, whereby individual 

experiments are undertaken to assess the running of each scenario in real-world use. 

In the case of the Diet Diary scenario a group of users could be provided with 

individual Diet Diary instances, where these instances are active for an extensive 

period of time. The results of the user data over this time period could be examined to 

determine the effectiveness of the various components of the platform, the 

acceptability of the concept and the usability of the implementation. This would 

include observing the TAU’s functionality in analysing data and the template 

mechanism’s capability to provide a communication structure for the scenario. The 

web-based user interface is currently only accessible via the local area network of the 

platform’s central server. The real-world experiment would require the web-based 

user interface to be published to a website available over the internet in order to be 

accessible by users from any location. The website could then be tested to assess its 

performance and operation with users in an active mobile environment. 

An experiment could also be run using active instances of the Missing Persons 

scenario. Initially, the experiment would use a test subject simulating a missing 

person. This experiment would be of importance in testing the platform’s ability to 

coordinate a large user group over an extended period of time. Additionally, 

experiments using both scenarios concurrently need to be carried out to assess the 

platform’s performance in coping with high user demand after the scale-up upgrades 

have been implemented.  

The users would be required to provide feedback at the end of the experiments. The 

feedback gathered would be of value in identifying issues that were encountered by 

the users when they interacted with the server during the experiment. This would 

include the users’ opinions on the accessibility and ease of the interaction process via 

each communication method, comments on aspects of the experiment where the 

platform did not perform as expected and suggestions for new features to be 

implemented. The observation data and feedback could then be utilised to further 

improve the platform, with both altering the platform’s hardware capabilities and 

increasing the scope of its functionality.  
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8.2.2.3 Facilitating emergency services 

A new direction for the platform would be to expand the communication 

infrastructure to contact departments in the emergency services. The Missing Persons 

scenario has highlighted the need to implement this feature, where currently any 

communication with the emergency services is performed manually by the operator. 

The Principal database could be extended to support this new feature with a new 

table to store records of emergency service departments and links to associate each 

scenario with the relevant department. The TAU’s action list would be increased to 

generate and send news reports to the associated department whenever a significant 

event occurs in an active instance. Therefore, the respective department would be 

kept informed in real-time with the details of user reports and the results of 

assignments. For example, in a Missing Person instance each occurrence of a 

suspicious person reported by a user would generate a news report to the police. 

Figure 8.4 illustrates the role of an emergency services department in the client-server 

architecture of the platform. 
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Figure 8.4: The platform’s client-server architecture incorporating emergency 

services during active instances of a scenario 

This feature, of the emergency services being kept informed in real-time, could be 

used alongside GPS technology to support new scenarios in areas such as disaster 

management. D. Ashbrook and T. Starner [81] discuss a system that processes the 

past locations of users throughout the day in order to generate location models of their 

current and probable future locations. The platform could utilise this technique to 

coordinate and mobilise groups of users for enhanced cooperation in disaster 

management scenarios. The platform would need to have a two-way communication 

structure with emergency service departments. The police could then work in 

conjunction with the platform to generate assignment data for a disaster management 

instance. The platform would utilise this data to distribute the assignments amongst 

individual users, based on their location models. This concept illustrates a new course 

for the platform, accentuating its future potential to solve issues that continuously 

arise in a mobile environment.   
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Appendices 

A1 Algorithms for the Diet Diary Scenario 

Listed here are calculations and algorithms that have been programmed into the 

application module for the Diet Diary scenario. 

A1.1 Body Mass Index 

The Body Mass Index (BMI) of a user is calculated using the formula [163]: 

𝐵𝑀𝐼 =
𝑘𝑔

𝑚2
 

The calculated value is used to place the user into one of four BMI categories: 

Underweight:  =<18.5 

Normal:  18.5 – 24.9 

Overweight:  25 – 29.9 

Obese:   30+ 

A1.2 Daily calorie targets 

Below is the algorithm for calculating the daily calorie intake and burn targets to 

reach a set weight goal: 

 

//Calculates total weight change from user’s current weight to their goal weight 

Set WeightTotalChange to Person.Get(WeightCurrent) – Person.Get(WeightGoal) 

 

//1102.3 is the daily amount of calories that need to be burned to lose a kilogram of body fat 

in a week [164]  

Set CalBase to 1102.3 

 

//RDACal is the recommended daily allowance of calories to intake [165] 

Set CalEatDaily to Person.Get(RDACal) 

 

//Losing weight to reach lower weight goal 

IF WeightTotalChange > 0 THEN 

Set WeightWeekChange = WeightTotalChange / Person.Get(WeeksToTarget) 

 Set CalBurnDaily = (CalBase * WeightWeekChange) + CalEat 

 

//Gaining weight to reach higher weight goal 

ELSE IF WeightTotalChange > 0 THEN 

 Set CalBurnDaily to CalEatDaily 

 Set WeightWeekChange = -(WeightTotalChange) / Person.Get(WeeksToTarget) 

 Set CalEatDaily = (CalBase * WeightWeekChange) + CalEat 
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//No Change in weight 

ELSE 

 CalBurnDaily = CalEatDaily 

A1.3 Food item calorie intake 

Food items can be measured by either portion size or portion weight. 

CalDefault represents the calorie value for a default quantity of a food item. 

CalDefault stores value for a portion size of 1 or portion weight of 100. 

For a food item selected from the scenario’s available list, the total calorie intake of a 

food item is calculated by the following algorithm: 

 

Set FoodQuantity to FoodUser.Get(Quantity) 

Set CalDefault to FoodList.Get(CalDefault) 

 

//Calculation for food items measured by weight 

IF FoodList.Get(PortionType) = PortionType.Weight 

 Set CalIntake to CalDefault * (FoodQuantity / 100) 

 

//Calculation for food items measured by size 

ELSE 

 Set CalIntake to CalDefault * FoodQuantity 

 

//Updating the daily calorie intake value 

Set CalIntakeTotal to DayTotal.Get(CalIntakeTotal) + CalIntake 

 

//Update the IntakeToAlert value to ascertain the distance to the user’s preset alert limit 

//This value is used by the AnswerHandler class to trigger an alert if necessary 

Set IntakeToAlert to DayTotal.Get(IntakeToAlert) – CalIntake 

 

For a food item that has been manually supplied by a user the calorie intake value for 

a default quantity is calculated for storage and future use of the food item: 

 

Set FoodQuantity to FoodUser.Get(Quantity) 

Set CalIntake to FoodUser.Get(CalIntake) 

 

IF FoodList.Get(PortionType) = PortionType.Weight 

 Set CalDefault to (CalIntake / FoodQuantity) * 100 

ELSE 

 Set CalDefault to CalIntake / FoodQuantity 
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A1.4 Activity item calorie burn 

Each activity has a unique Metabolic Equivalent of Task (MET) value to measure the 

strenuous factor of the activity [161]. The MET value is then used in the below 

formula to calculate the calorie burn value for an activity [214]: 

𝐶𝑎𝑙𝐵𝑢𝑟𝑛 =  
𝑀𝐸𝑇 ×3.5 ×𝑊𝑒𝑖𝑔ℎ𝑡(𝑘𝑔)

200
 × 𝑇𝑖𝑚𝑒𝑆𝑝𝑒𝑛𝑡(𝑚𝑖𝑛𝑠)  

For an activity item selected from the scenario’s available list the calorie burn value is 

calculated by the following algorithm: 

 

Set MET to ActivityList.Get(MET) 

Set Weight to Person.Get(WeightCurrent)  

Set TimeSpent to ActivityUser.Get(TimeSpent) 

 

//Calculation for calorie burn value of the activity  

Set CalBurn to (MET * 3.5 * Weight * TimeSpent) / 200 

Set CalBurnTotal to DayTotal.Get(CalBurnTotal) + CalBurn 

 

For an activity item that has been manually supplied by a user the MET value is 

calculated for storage and future use of the activity item: 

 

Set CalBurn to ActivityUser.Get(CalBurn) 

Set Weight to Person.Get(WeightCurrent)  

Set TimeSpent to ActivityUser.Get(TimeSpent) 

 

//Calcualtion for the MET value of the activity item 

Set MET to (CalBurn * 200) / (3.5 * Weight * TimeSpent) 
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A2 Published Work 

The work carried out in this thesis has resulted in two publications. 

Conference paper published and presented on 28 September 2012: 

J. Elton and P. W. H. Chung, “A Novel Server System to Support Different Types of Communication 

Services for Applications,” in Proceedings of the 15th International Conference on Network-Based 

Information Systems, Melbourne, Australia, 2012, pp.477-482. 

 

This conference paper discusses the design elements of the platform, describing the 

client-server architecture and the interaction process for each type of client. The paper 

investigates the implementation of the Diet Diary scenario.  

Journal article accepted and awaiting publication: 

J. Elton and P. W. H. Chung, “An integrated communications platform incorporating SMS and e-mail 

to support mobile applications,” International Journal of High Performance Computing and 

Networking. 

 

This journal article goes into further detail regarding the design and implementation 

of the platform. There is an explanation of the data analysis process performed by the 

Template Analysis Unit. The article investigates the implementation of the Missing 

Persons scenario and concludes by suggesting some areas of future work. 

 


