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THESIS SUMMARY 

In today’s knowledge-based economy, modern organisations understand the importance of 

technology in their quest to be considered global leaders. South African markets like others 

worldwide are regularly flooded with the latest technology trends which can complicate the 

acquisition, use, management and maintenance of software. To achieve a competitive edge, 

companies tend to leverage agile methods with the best possible combination of innovative 

supporting tools as a key differentiator. Software technology firms are in this light faced with 

determining how to leverage technology and efficient development processes for them to 

consistently deliver quality software projects and solutions to their customer base. 

Previous studies have discussed the importance of software development processes from a 

project management perspective. African academia has immensely contributed in terms of 

software development and project management research which has focused on modern 

frameworks, methodologies as well as project management techniques. While the current 

research continues with this tradition by presenting the pertinence of modern agile 

methodologies, it additionally further describes modern agile development processes tailored 

in a sub-Saharan context. The study also aims novelty by showing how innovative sometimes 

disruptive technology tools can contribute to producing African software solutions to African 

problems. To this end, the thesis contains an experimental case study where a web portal is 

prototyped to assist firms with the management of agile project management and engineering 

related activities. 

Literature review, semi-structure interviews as well as direct observations from the industry 

use case are used as data sources. Underpinned by an Activity Theory analytical framework, 

the qualitative data is analysed by leveraging content and thematic oriented techniques.  

This study aims to contribute to software engineering as well as the information systems 

body of knowledge in general. The research hence ambitions to propose a practical 

framework to promote the delivery of quality software projects and products.  

For this thesis, such a framework was designed around an information system which helps 

organizations better manage agile project management and engineering related activities.  

Key terms:  

Quality; SME; Agile; Cloud Computing; DevOps; Kanban; Jenkins; Scrum; Activity Theory.  
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1. CHAPTER ONE: RESEARCH CONTEXT  

1.1 Introduction  

In order to catch up with industrially advanced nations and maintain sustainable growth, 

emerging economies are imitating and constantly adapting technologies streaming in from the 

developed world (UNIDO 2016, p. 5). This presents challenges for organisations as remaining 

competitive in today’s knowledge-based economy is increasingly considered a question of 

survival. In order to stay ahead, many companies tend to leverage Information communication 

Technologies (ICTs) as a key differentiator (Baller, Dutta & Lanvin 2016, p. 8).  

The worldwide digitalization phenomenon ‘s impact on societies are commonly identified as a 

Fourth Industrial Revolution (IODSA 2016, p. 19). Information Communication Technologies 

(ICTs) powered by software systems form an essential part of this profound transformation of 

modern societies and economies. 

ICTs can be described as the group of digital technologies which facilitate communications as 

well as the storage, aggregation and distribution of information throughout organisations 

(Ritchie & Brindley 2005, p. 20). Policy work compiled by the South African National 

Planning Commission predicts that at the horizon of 2030, ICTs will be indispensable to 

achieve an inclusive economy (National Planning Commission 2010, p. 190). This analysis is 

in line with South Africa’s government vision which considers technology as a crucial medium 

in its quest to achieve effective socio-economic improvement of previously disadvantaged 

communities. Cwele (2016) establishes the objectives which need to be met for cabinet’s ICT 

policy to be successful: 
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Figure 1.1: ICT Policy White Paper Objectives (Cwele 2016, p. 11) 

While government’s progressive vision in terms of the role of ICTs in society and the economy 

is undeniable, South African markets like others worldwide are regularly flooded with the latest 

technology trends. This can complicate the acquisition, use, management and maintenance of 

software. Nonetheless, the local industry has historically presented a certain appeal to national 

and international players. The local software engineering sector can be illustrated as an 

example to describe this situation. 

As far back as 2010, a Gartner press release, had identified South Africa as a top tier software 

engineering outsourcing alternative (Gartner 2010, para. 4). Five years later, the country’s 

attractiveness in terms of privileged outsource destinations for multi-nationals remained 

notwithstanding expected macro-economic difficulties. In 2015, an assessment by International 

Data Corporation (IDC) described how despite unemployment challenges, a difficult economic 

outlook, unstable currency fluctuations, as well as energy supply shortages; ICT spend in South 

Africa was still expected to grow up by 2.6% the following year (IDC 2015, para. 6). The same 

year, Gartner predicted an increase in IT spending up 5.1 % to reach $ 26.6 billion in 2016 
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(Gartner 2015, para. 1). Enterprise Software spending for example was expected to grow to 

9.3% up in 2016 (Gartner 2015, fig. 1). The same Gartner report additionally explained that as 

mobile telephony spending was expected to reach more than $5 billion in 2018, South African 

engineers were well placed to profit from this growth (Gartner 2015, para. 7). This led Gartner’s 

to posit that local firms understand the intricacies of conduction business in Africa (Gartner 

2015, para. 8). It was hence observed that the engineering skills and innovation required to 

solve local problems can be found in abundance on the continent (ibid., para. 8). In the same 

vein of analysis, workforce current talent trends seem to suggest that the South African market 

is becoming increasingly competitive (PWC 2016a, para. 14).  At a macro level, the cut throat 

nature of liberal markets presents technology firms with an opportunity to gain a competitive 

edge. Software project teams in particular can thrive by delivering quality software projects 

and solutions to the organization and its customers. In this light, local software engineering 

organisations like others worldwide are faced with the problems of quality. In practice, quality 

presents specific challenges inherent to software engineering. This is largely due to intrinsic 

notional aspects of software at its core. 

1.2 Background to the problem 

Software engineering typically entails developing software in a systematic, scientific and 

quantifiable manner which also involves applying the same discipline to the operations and 

maintenance aspect of software projects (ISO/IEC & IEEE 2010, p. 331). The application of 

sound software engineering principles and practices can help organisations improve their 

development processes while mitigating complexities inherent in non-trivial software solution 

designs and implementations (Kalermo & Rissanen 2002, p. 14). 

The emergence of software products has disrupted most areas of our social economic modern 

lives; as such, its pervasiveness plays an essential part in almost all consumer goods and 

services available to customers (Deek, McHugh & Eljabiri 2005, p. 13). Studies have for 

instance highlighted that even in traditional retail, software is sometimes the value added 

differentiator which distinguishes competitors and can determine market share between 

competitors (Tan & Yuan 2005, p. 187). 

Despite the availability of well-defined practical approaches to planning and executing 

engineering projects, software itself can be described as largely intangible. This can be 

explained in part by the fact that one cannot physically feel code content. Additionally, a 

software product is not simply visualised by non-professionals. To describe in a more detailed 
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manner this nature of software, the following elements have to be taken into account 

(Lethbridge & Laganiere 2004, pp. 1–3) :  

 After production, software pieces are typically easily duplicated, or reproduced. Costs 

incurred amid most software development projects typically appear during 

development and not manufacturing. The main issue is that while software is expensive 

in terms of financial costs and intellectual capital to build, once it is built, it is relatively 

simple to reproduce, duplicate.  

 The software industry is labour intensive. In most manufacturing industries for 

instance, the intensive use of machinery has helped these sectors produce more with 

less toil. This is not truly applicable in the software industry as to really automate 

software design and engineering, one would require truly “intelligent” or “sentient” 

machines. Despite many advances in artificial intelligence, the software industry hasn’t 

reached this level yet. 

 It is very easy for the most basic programmer to create functional software that is 

poorly designed. In the software industry, developers can often write complex systems 

which fulfil their intended purpose despite being almost impossible to maintain or 

enhance. In other industries such as the electrical engineering or civil engineering 

domain, design flaws are much easier to detect, identify and correct early. 

 Modifying software can be a trivial task. In complex projects however, making the 

appropriate changes is challenging. A developer who takes over code he or she did not 

initially write often makes changes without understanding all the subtleties of the 

software he or she is working on, because of this, fixing issues often introduces new 

bugs to the product. 

 Software integrity tends to deteriorate as its design evolves. This point is linked with 

the previous one as code changes often result in changes with the initial algorithm of 

software products. Hence, over time, design changes in successive software versions 

may result in such poor performance that product development requires discontinuation 

and a complete overhaul of the design is the only option. 

As mentioned in earlier sections, software systems are largely abstract and intangible; 

consequently,  they can be very difficult to describe or explain to people outside the engineering 

field (Avison & Fitzgerald in Mwansa 2015, p. 27). This ungraspable feature of software’s 

nature influenced development practices early on (ibid., 2015).  
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Originally, software applications were largely developed without any real consistent 

methodology until the 1960s (Fitzgerald 2012, p. 89). The direct consequence of this lack of 

rigorous scientific approach yielded many problems in the development and delivery of 

software (ibid., 2012). In effect, as early as the 1960s and 70s, organisations struggled with 

software project delays, failures, as well as customer increased concerns with demands of 

improved functionality and quality (Deek, McHugh & Eljabiri 2005, p. 177).  

Considered as a whole, these factors which highlight the nature of software have contributed 

to what was described as a “software crisis”.  

The software crisis was a term coined to describe the challenges of maintaining software and a 

need for new approaches to engineering it (Mnkandla 2009, pp. 1–3). In the early 90s for 

example, the situation raised flags for some professional bodies such as the Standish Group 

which considered software engineering high cancellation rates as highly problematic (Khaled 

&  Gunes 2004, p. 84).  Individual researchers suggested on the other hand that despite half a 

century of noteworthy advancements, software developers still lacked an effective and mature 

enough discipline to address growing requirements for a knowledge based economy (Gibbs 

1994, p. 87). 

Though this crisis was alleviated with structured development methodologies, the issue of 

consistent software quality delivery itself remains. As scholars and industry professionals 

attempt to establish a common set of measurements to gage the quality of software products, 

three parameters have historically been considered as consensual. These metrics could be 

classified as software process quality, product quality, as well as project quality itself (Yinfen 

2011, p. 2699). Process and product quality are often associated because they have traditionally 

been understood as inter-dependent. Previous studies have for instance discussed how it is by 

having efficient quality processes, that organizations can output quality software products. In 

these contexts, processes refer to the quality development related activities. Software product 

quality on the other hand refers to the delivered artefact’s overall quality and the satisfaction it 

provides to its intended target audience (Jain, Sharma and Ahuja, 2018, p. 813). Finally, project 

quality is an all-encompassing notion which has at its basis teams involved in ensuring projects 

are successfully delivered to stakeholders. Using projects as a measurable artefact to gage 

quality can hence be considered as a tactical instrument to improve quality delivery in software 

engineering contexts itself (Yinfen 2011, p. 2700). Ultimately, academia as well as industry 

stakeholders have a vested interest in understanding all elements which can enhance their 
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ability to deliver quality to customers. 

In practice, contemporary research is still concerned with quality in the software engineering 

world. Considering that the Agile Manifesto was issued more than a decade ago, academics are 

still conducting studies on the topic of quality in terms of software requirements specifications 

amongst others for instance (Medeiros et al. 2016, para.8). 

It is hence against this contextual background that the current study aimed at exploring the 

development of an agile oriented framework revolving around quality software project delivery 

to markets. While this is argued to be enabled through the adoption of tailored agile software 

development processes, the current study also describes how these processes can be made more 

effective by the practical usage of modern, agile, adaptive and disruptive technological tools. 

1.3 Problem statement 

Despite a seemingly favourable macro-economic environment, the South African software 

industry is not exempt from concerns regarding the delivery of quality software projects and 

solutions. From a resource management perspective for instance, project managers are often 

forced to prioritize two options out of timely delivery, specifications adherence or budget 

constraints (Bot 2019, para. 1). Without a contextually adapted framework to modern software 

development, the usage or non-usage of innovative/agile approaches to software engineering 

will not resolve persistent quality concerns. Moreover, in certain organizations which claim to 

have solved software project risks and concerns by simply adopting agile methodologies, some 

have gone as far as using the agile approach as somewhat of an excuse and justification for 

having no or insignificant processes in place (Ambler & Lines 2012, p. 2).  

It could hence be deemed relevant to develop a practical agile oriented framework supported 

by related technological tools for the continuous delivery of quality software projects and 

solutions to markets. This could arguably enhance both large as well as smaller organisations’ 

ability to better adapt and react to the current knowledge-based economy in which markets 

require adaptability and quick reaction times from products and services provider (Bot 2019, 

para. 3). 

1.4 Research questions 

This thesis was underpinned by a central research question:  
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“How could an agile oriented framework be leveraged to facilitate delivery of quality software 

projects for organizations operating in sub-Saharan settings?” 

This main research question required an exploration of concepts related to software engineering 

at large, traditional and current approaches to delivering software projects, as well as a grasp 

of the challenges and opportunities presented to large and smaller businesses ambitioning to 

shift towards agile models of operations. To further explicit issues inferred from this central 

interrogation, four sub-questions where formulated to address the research problem at hand: 

 What does quality entail in software engineering projects and how does the 

modern software engineering industry deal with this issue? 

 How can an organisation tailor its development processes in an agile manner 

and facilitate its delivery to market?  

 What are the modern disruptive technological tools at the disposal of a South 

African small and medium enterprise (SME) to achieve the continuous delivery 

of quality software projects and products to market? 

 How can an agile oriented information system complement these tools to 

facilitate an African SME’s delivery of quality software projects and solutions 

to market?  

1.5 Research Objectives 

Derived from the questions above, this research sought to: 

 Establish a clear understanding of what quality software projects entail in modern 

software engineering organisations. Literature review is used to arrive at a 

comprehensive and global understanding of the concept and related terms.  

 Describe the importance of tailoring development processes to organisational and 

market specific needs. This objective is addressed through literature survey as well as 

direct observations of day to day activities of engineering and project management staff 

during an industry case study. 

 Present technological tools available to facilitate agile development and enable quality 

software project delivery. This objective is implemented through experimentations with 

some agile and cloud technologies, browsing of online resources, academic research 

readings, as well as industry white papers exploration. 
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 Develop an information system to complement existing tools, to facilitate the delivery 

of quality agile development projects and solutions. For this objective, gaps identified 

through observations of agile methodology and related technology usage of GZ Consulting 

Services staff is used to develop an information system to complement existing tools.  

 Propose and deploy the developed tool at GZ Consulting Services. For this objective, 

the prototype built is put at the disposition of management and engineering staff for 

practical usage during day to day activities.  

1.6  Rationale for the research 

Previous studies have discussed the importance of software engineering through a project 

management point of view. African academia has immensely contributed in terms of software 

development and project management research which has focused on modern software 

development frameworks, methodologies and project management techniques. While the 

current research continues with this tradition by presenting the pertinence of modern agile 

methodologies, it additionally further describes modern agile development processes tailored 

in a sub-Saharan context. The study also aims novelty by showing how innovative sometimes 

disruptive technology tools can contribute to producing African software solutions to African 

problems. This research suggests an approach to facilitate the delivery of quality products 

during engineering projects by aggregating data from various agile tools into one consolidated 

web portal to present a reliable unified view of information for project stakeholders. 

1.7 Delimitations 

Although literature reviewed during this study discusses quality regarding software 

engineering, an emphasis is placed on the process of building software in an agile manner to 

facilitate the continuous delivery of quality software to markets. Topics such as user 

requirements specifications quality for instance are not thoroughly explored. This is purposely 

done considering that one of the core Agile Manifesto values is that working software is more 

important than previous foundational blocks of traditional rigid software development models 

(Medeiros et al. 2016, para. 2). Nonetheless, structural implications for software quality 

delivery will be discussed in Chapter Two to understand how various dimensions of software 

quality tend to influence its perceived business value. 

Another aspect to consider is that of the technological tools presented to facilitate this 

continuous delivery of quality software projects. These are purposely identified based on their 

low cost when no open-source alternative could be found. This was done as the reality of 
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African markets is that most software start-ups have difficulty finding capital locally.  

Additionally, the case study of this thesis is situated at a sub-Saharan technology SME based 

in Johannesburg, South Africa. The framework developed at the term of this study is hence not 

necessarily applicable to larger multinational technology corporations operating within 

different economic industrial contexts.  

1.8 Ethics considerations 

Research ethics policies are established by academic institutions, government bodies, industry 

stakeholders. Their aim is to typically guide researchers in distinguishing what is acceptable or 

not when conducting their research. In conducting this study, the researcher obtained ethics 

clearance from the University of South Africa Ethics Review Committee. This research enquiry 

was thus conducted within the framework of UNISA’s ethics policy. Research subjects, in this 

case the engineers were made aware of their participation to a scholar study and anonymity of 

their feedback was ensured. Data collected was treated as private and confidential. Some of the 

data collected was extracted via screen grabs, consequently all information which might have 

jeopardize anonymity (real usernames, IP addresses etc.) was either removed or altered 

accordingly. 

1.9 Thesis outline 

Chapter One is an introduction to the current research. It presents the background context for 

the study and discusses issues related to the software engineering world as well as the South 

African software industry. It then enunciates the research problem, questions and objectives 

underpinning the study. 

Chapters Two and Three present a two-part literature review for this thesis. The first layer 

which is presented in chapter two, covers a discussion ranging from the origins of the software 

crisis, to traditional quality issues in software engineering. The second layer in chapter three, 

contains an exploration of agile approaches to handle software projects with supporting 

methodologies, as well as their enabling technologies and tools. 

Chapter Four contains a discussion on the selected research design, data collection methods 

and introduces the case study. The third chapter then describes enquiry paradigms as well as 

Activity Theory foundations underpinning the research. 

Chapter Five draws from theory and methodologies previously described to introduce the 

conceptual framework driving this study. In this chapter, a software development industry case 
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study is presented to understand how a local start-up tailors its software development agile 

processes and uses technology to ensure continuous delivery of quality software. The chapter 

then describes an overview of the design and implementation of the thesis’ agile information 

system. 

Chapter Six is the main part of the dissertation. In this chapter, data collected from semi-

structured interviews, direct observations as well as experiences and views of the agile 

information system’s users are discussed. 

Chapter Seven proceeds with an interpretation of findings presented in the preceding chapter. 

It provides an explorative discussion of these findings and attempts to draw insights from 

quality delivery during the case study. The prototype implemented is further explored and its 

usage at the firm examined. The chapter concludes with a presentation of emerging theoretical 

prospects. 

Chapter Eight concludes with an overview of the thesis at hand and proceeds to revisit 

research questions. In doing so, it reiterates some essential requirements to the implementation 

of a successful conceptual agile framework. Further down the line, it identifies areas of interest 

to explore without forgetting to note possible improvements on the proposed IS developed 

during the thesis case study. Final sections include a list of references, and appendices 

containing additional information on key concepts discussed during the current research 

exercise. 

1.10 Summary 

The first chapter of this thesis was a contextual introduction to South Africa’s ICT sector and 

its local software industry. It introduced a background to the research problem and a history of 

the Software Crisis.  

Chapter One also pointed out how despite a seemingly favourable macro-economic context, 

the issue of quality software projects delivery is still relevant to both local South African 

markets as well as academia in general.  

A research problem was then enunciated. From this, the main research question and related 

sub-questions were established. To deal with resulting research objectives, the current thesis 

adopted a mixed methodology by leveraging literature surveys and a practical industry case 

study. During the case study in question, the researcher produced an experimental IS prototype 

for usage in software projects. The mixed methodology also included data collection techniques 
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ranging from semi-structured interviews, to direct observations of participants as well as an 

electronic survey. Details of the research design adopted for this thesis are discussed further in 

chapter four. Consequently, before specifics of research methodology are further expanded 

upon, the next two chapters proceed to a literature review for the current research inquiry. 
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2. CHAPTER TWO: QUALITY IN SOFTWARE ENGINEERING  

The current study suggests a framework for the delivery of quality software projects and 

products in tailored agile environments. To this end, Chapter two initially deals with the first 

sub-question of the research enquiry at hand: What does quality entail in software engineering 

contexts and how does the modern software engineering industry deal with this issue?  

The chapter begins by presenting a detailed discussion on software engineering and related 

themes. Issues around software quality, some of its dimensions as well as its actual business 

value to organisations are subsequently addressed. Chapter two then presents a discussion on 

methodologies available to industry players and the advent of agile approaches in software 

engineering. After this, the literature survey then describes modern disruptive technologies 

available for organizations aiming to deliver quality technology solutions to market. These 

tools are presented to: 

 Discuss the problems they solve.  

 Show opportunities they provide to organisations in general and local start-ups more 

specifically. 

 Identify shortcomings in their usage. 

Figure 2.1 illustrates how the literature for this study was reviewed: 
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Figure 2.1: Literature review overview 
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2.1 The Software crisis 
Following advances in computer hardware, it became apparent to the scientific community that 

new machines being built would require fundamental logic changes in order to achieve the 

expected improvements in terms of automation (Mnkandla 2009, pp. 1–3). However, due to 

the demand for new software reaching unmanageable levels, industry stakeholders quickly 

realised that a more formal and professional approach to software development was required 

(Mnkandla 2009, p. 3). This situation was fuelled by additional circumstances. 

As software developments problems during projects emerged, issues ranging not only from the 

actual programming of code but also the difficulties encountered in the course of maintaining 

it appeared; this resulted in what became known as the Software Crisis (Mnkandla 2008, p. 1). 

While it was initially defined in regards to productivity, the software crisis was later identified 

as a major cause of problems in issues regarding software quality (Glass 1998 in Mnkandla 

2008, p. 15). Academia has historically concerted and approached the origins of this software 

crisis from different angles  (Brennecke et al., 1996, p. 3) : 

 Technology imbalance theory: During the 1960s, the fact that improvements in 

processor speed and memory had little impact on software techniques was a 

cause of the software crisis.  

 Expectation theory: In the 1960s still, industry wondered if the software crisis 

was perhaps not an expression of the difficulty in meeting heightened 

expectations. 

 Professionalization: The quest for software writers to professionalize 

themselves was itself investigated to address the software crisis. 

 Economic: The economic driving force on the part of suppliers and customers 

who wanted to have control of pricing and delivery timetables was also 

considered as contributing to the software crisis. 

 Dramatic Failure Theory: Academia explored whether the so-called software 

crisis was simply the result of few large-scale failures or catastrophes or rather 

a general accurate depiction of an unreliable industry. 

 Dissemination issue: Academia also explored the extent to which government 

bodies and special interest groups could have influenced the 

identification/creation of an artificial software crisis.  
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 Labour perspective: The need for labour markets to commoditize software 

engineering skills as opposed to relying on scarce talented engineers was also 

considered a huge contributing factor to the software crisis. 

It is with these problems in mind that new a discipline described as “Software Engineering” 

was born. Ascribed to a 1968 conference held under the hospices of NATO in Garmisch, 

Germany, software engineering revolves around designing, implementing, maintaining and 

documenting information processing systems (Mnkandla 2012, p. 279). A key objective of this 

new discipline would be to propose new development methodologies to address software 

project failures in terms of costs, timely delivery as well as defects management to improve 

quality delivery (Masrek, Hussin & Tarmuchi 2008, p. 137). The next section discusses 

software engineering in more detail. 

2.2 Software Engineering 

As implied from the paragraph above, engineering in the software world typically entails 

designing, implementing, maintaining and documenting information processing systems. 

Despite there being a general common understanding of the term among professionals, various 

definitions are found in various literature sources. It is often described as a discipline which 

applies scientific methods in the execution of software development (ISO/IEC & IEEE 2010, 

p. 331). Others define it as a discipline tasked with providing customers high quality software 

solutions while remaining within acceptable time and costs margins (Lethbridge & Laganiere 

2004, p.6). One of the essential points which seems to emerge from literature discussing 

software engineering as a discipline, is that it is a key contributor in reducing failure rates of 

software projects. For instance, one of the main selling points found in academia in justifying 

the importance of software engineering is that it facilitates the ability to produce software on 

time and that it usually does this at a defined cost with high levels of quality (Humphrey et al. 

in Steward 2007, p. 6).      

The definitions described above encompass the essence of software engineering. The case 

study component of this thesis is based at a South African local start-up, GZ Consulting 

Services (pseudo name), this study hence adopts the company’s definition which accepts 

software engineering as an “adaptive and agile application of engineering processes for the 

delivery of innovative software solution to customers”. In the next section, an overview of 

software engineering goals is presented.  
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2.2.1 Software Engineering goals 

While software engineering aims to encourage the development of products which are reliable, 

maintainable, efficient and reusable; it also helps companies by bringing organisation and 

methodology to the process of developing software (Dwolatzky & Trengove 2002, p. 7). 

Software engineering has traditionally put an emphasis on sound design practices, rigorous 

testing as well as comprehensive documentation (Shelly & Rosenblatt 2012, p. 508). This is 

done to facilitate the implementation of sound engineering practices which will contribute to 

deliver reliable products to end-users (Bauer in Giblin 2012, p. 4). 

Ultimately, the goal of this discipline is to produce quality systems which will fulfil the 

purposes for which they are built. To achieve this objective, many contributors come at play. 

The next section hence discusses the participants in traditional software engineering projects. 

2.2.2 Software Engineering project stakeholders 

Software engineering projects can range from simple one-man jobs, to complex multi-layered 

endeavours. In this light, it is important to understand who the stakeholders that are to be 

involved in such projects are and their roles.  

Software engineering project stakeholders have different roles and motivations. As such, they 

can be classified according to four major categories (Lethbridge & Laganiere 2004, p.10) : 

 Users: This term refers to individuals interacting with software products as a key 

function of the daily business tasks required from them. They typically want a system 

that is easy, simple to use and enhances their productivity.  

 Customers: These stakeholders are sometimes also known as the clients. They make 

business decisions such as authorizing the type of software that will be purchased from 

vendors and the intended users. Their main aim is to run the business more effectively 

and to increase its profits. Customers typically want software that helps their 

organisation make or save money. 

 Software Developers: These stakeholders are also known as software engineers. They 

are the people who will write the source code for the actual software.  

 Development managers: This term is used to describe management leadership in 

software firms and organisations. They often come from an educational background in 

business administration and have the responsibility for customer satisfaction. 
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In the same vein of categorisation, one can also identify three global types of stakeholders. 

These would include the end-users utilizing the software system, the engineering team which 

programs and implements the software as well as project sponsors responsible for financing 

software projects or products purchase (Chappell 2012b, p. 3).  

Software engineering project stakeholders are driven by the fact that their endeavours 

ultimately must deliver a functioning system. The project participants understand that poor 

quality is the downfall of any enterprise, thus, emphasis must be placed on delivering a quality 

product to the target audience. It is vital for companies that need to remain competitive in 

today’s knowledge-based economy that software products they deliver be as error free as 

possible. In this light, the next section proceeds to introduce software quality, the aspects or 

perspectives through which it can be understood as well as its business value to organisations. 

2.3  Software Quality 

Scholars have often found difficulties and many obstacles in establishing a generic definition 

of quality. This is mainly because it is a multidimensional concept that can encompass an entity, 

its viewpoint as well as the quality attributes of the observed entity itself  (Kan 2002, p. 1). The 

bulk of ISO and IEEE literature describe the concept of quality as the sum of features which 

influence most a product’s effectiveness in fulfilling the objectives it was built for. It can also 

be thought of as the complete set of features of a service or an artefact which influence its 

capacity to fulfil the needs for which it was developed (Samadhiya, Wang & Chen 2010, p. 

320). A more concise definition of software quality would simply describe it as software that 

conforms to a customer’s requirements (Kan et al. in Oster 2004, p. 39). The software 

engineering book of knowledge describes quality software as the satisfactory usage of software 

products in certain conditions by its intended users (Wallace & Reeker, 2001, p. 166). In actual 

software engineering projects, quality in software development is looked at as the combination 

of low defects with high user satisfaction levels (Jones 2010, p. 7). Research in the field mostly 

converges in correlating quality to the level by which customer expectations are met, the 

manner in which the system performs and the amount of defects or bugs it exposes (Sowunmi 

& Misra 2015, p. 867). 

Jones (2010) also cites five important facts that illustrate software quality influence on industry: 

 Software is viewed as the number one man-made culprit when major business 

problems occur. 
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 It is reported that poor software quality costs more than 500 billion dollars 

globally. 

 Projects cancelled due to poor quality usually end up costing at least 15% more 

than similar successful projects. 

 Software executives, managers and technical resources are sometimes 

considered as painful necessities as opposed to invaluable and respected assets 

by business executives. Even the position of CIO is considered (humorously 

perhaps) in some corners of industry as an endangered species. 

 “Improving software quality is a key topic for the global ICT market”. 

This eventually led to a troubling observation in a large of number of software engineering 

projects. In effect, many software development organisations do not pay enough attention into 

having a clear understanding of what software quality should entail. There is hence a perceived 

tolerance for defects in products that most engineering disciplines would not allow (Bessin 

2004, p. 2). This can appear as problematic if one considers the risks organisations must 

mitigate when they do not pay attention to issues surrounding quality. It has been observed that 

there is a considerable incidence on costs and rework required when clients identify defects in 

software products which vendors have not eliminated before releases (Villasana & Castello 

2014, sec. 3). This impact is amplified with the current surges in network traffic due to 

democratisation of mobile devices in contemporary societies (ibid., 2014). Also, there is a 

danger in tolerating poor software quality as it can in dramatic cases turn deadly. For critical 

software in the healthcare industry for instance, this can lead to serious injuries or loss of life 

(Samadhiya, Wang & Chen 2010, p. 320). 

As such, organisations have a vested interest in steering away from disaster by understanding 

how to ensure the delivery of quality products. The United States (US) military for example 

contributed immensely in the quest to produce quality software. A study conducted for the US 

Air Force identified eleven common characteristics of quality software (Mccall, Richards & 

Walters 1977, p. 35). Also referred to as the General Electric Model of 1977, this model which 

gave birth to or inspired many of the more modern ones, ambitioned to bridge the gap between 

end-users views, expectations versus engineer’s perceived priorities during development and 

testing stages (Samadhiya, Wang & Chen 2010, p. 320). The model focuses on the capacity for 

software products to adapt to changes in their structure, their evolution regarding new 

environmental changes as well as the product’s operational characteristics (ibid., 2010).    
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A list of characteristics derived from this military research emerged from a specific subjective 

context; despite this, the characteristics identified would meet a consensus in most software 

engineering organisation. Table 2-1 illustrates these characteristics: 

Table 2-1: The 11 characteristics of quality software (Adapted from McCall et al. 1977) 

CORRECTNESS 

 

This expected quality feature describes the 

effectiveness of a software artefact in fulfilling the 

objectives it was built for. 

RELIABILITY 

 

This describes how reliable, correct and precise a 

software product’s output is.  

EFFICIENCY This refers to the cost effectiveness in terms of lines 

of code (LOC) and computing resources a software 

product offers. 

INTEGRITY This refers to the level to which intrusions in a 

system can be monitored and controlled. 

USABILITY This refers to the system’s user friendliness. 

MAINTAINABILITY A software product is deemed maintainable if the 

amount of time required to identify and patch code 

bugs while the system is operational does exceed the 

potential reward. 

TESTABILITY Testability ensures that not to great of an effort is 

required to evaluate the validity of tasks performed 

by a system. 

FLEXIBILITY This refers to the level of effort required for the 

adaptation of a system to evolving requirements 

PORTABILITY A system is deemed portable when the cost of porting 

the software to a different infrastructure is not 

prohibitive. 
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REUSABILITY Software products which are usable by external 

applications and design with proper modularisation 

in mind are often the most reusable.  

INTEROPERABILITY This refers to amount of effort required to integrate 

one system to others external of internal pieces of 

software. 

 

The quality model summarized above illustrates how one needs to consider multiple facets 

when conducting a discussion on quality perspectives in terms of software engineering. These 

perspectives could exponentially vary depending on the organisation in question as beauty is 

essentially in the eyes of the beholder. There is hence no definitive or non-exhaustive list of 

what quality really entails in regards to the software engineering context (Lethbridge & 

Laganiere 2004, p. 19). Accordingly, modern studies have tried to arrive at more concise 

enquiries of the topic. A Microsoft sponsored study hence proceeded to examine what it 

described as the three aspects of software quality (Chappell 2012b, p. 3). Following figure 2.2, 

the next sections proceed to a presentation of these aspects; notably functional, structural as 

well as process quality. 

 

Figure 2.2: Aspects of software quality (Chappell 2012b, fig. 2) 

2.3.1 Functional quality 

Within the software engineering world, when mentioning functional quality in a business 

context, one typically refers to whether or the not the software products fulfils its intended 

functions in a satisfactory manner (Nagar & Thankachan 2011, p. 133).  It ultimately entails  
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understanding how well a particular piece of software or system complies after deployments 

when compared to the initial list of functional requirements it was intended to fulfil (Pressman 

in Liu et al. 2016, p. 167). In addition, one should consider the following attributes (Chappell 

2012b, p. 3): 

 Conforming to requirements specified at project inception: As requirements 

often change throughout a software engineering project, development teams 

need to understand and have a very clear idea about the requirements 

throughout to implement the software with accepted quality standards. 

 Creating software that has few defects: Software defects need to be eradicated 

as efficiently and as early as possible in development process. The reason for 

this is that defects reduce expected reliability. Defects also have the adverse 

effect of rendering functionality vulnerable to security exploits and even at 

times totally hamper performance. While achieving zero defects is a holy grail 

that is unobtainable for most projects, software users tend to be even less lenient 

when they perceive the product they are using as unacceptably error prone. 

 Good enough performance: Users of software will typically not accept an 

application which does not clearly explicated requirements.  

 Usability. User experience needs to be optimal. An emphasis on User 

Experience is vital to retain customers’ loyalty. 

While software testing will commonly deal with the functional quality issues mentioned above, 

there is also a structural dimension which needs to be considered. The next section hence 

discusses the structure aspect of software quality. 

2.3.2 Structural dimension of software quality 

Structural dimension of quality in terms of the software world refers to the degree to which 

non-functional requirements are met (Nagar & Thankachan 2011, p. 133). It refers to the level 

at which the delivery of functional requirements is supported by the structural quality of a 

software product’s source code  (Liu et al. 2016, p. 167). When attempting to explain software 

structure, one usually describes the internal  components of a system, their interfaces as well 

as the interactions between each and every one of them (Pan et al. 2010, p. 1202). 

In a study on software reliability, the authors determined that a software product’s inner 

structure is the foundation to the quality of its structural dimension; the objective is to evaluate 

if the product was developed with standard software architecture principles (Nagar & 
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Thankachan 2011, p. 133). Furthermore, while structural quality is harder to evaluate than 

functional quality, one could look at the following attributes when assessing structural aspect 

of software quality (Chappell 2012b, p. 4): 

 Testability. Was the source code structured to facilitate testing? 

 Maintainability. Was the code written in such a way that features can be added, 

removed or modified without introducing new bugs? 

 Code Understandability.  The level of complexity (appropriate or not) and 

readability of the code impact how quickly new software engineers to the 

project and effectively contribute to the source repository. 

 Efficiency. Appropriate usage of resources in constrained environments. 

 Code security. This feature is vital as software engineers need to structure their 

code in such a way that they cater for the risks associated with attacks such as 

SQL injection, buffer overruns, memory leakages etc. 

While both structural quality and functional quality discussed previously are important, a third 

aspect is process quality. The next section discusses this.  

2.3.3 Process quality 

In engineering teams, a process typically refers to an ensemble of methods, activities and 

practices which are executed to implement and support software products; this whole also 

includes supporting functions such as project management as well as its related activities 

(Yinfen 2011, p. 2699). These processes have been shown to be critical factors of decisive 

outcome in terms of success or failure rates in software projects (Liu et al. in Öztürk, CİL & 

Zengin 2015, p. 2). Furthermore, to address the need for engineering projects to not overrun 

time and budget resources, organisations need to implement quality processes to ensure 

satisfactory overall quality for their customers (Koski & Mikkonen 2015, p. 1020). To grasp 

the importance of ensuring quality processes in engineering projects, one could perhaps 

initially introduce the concept of process modelling in the software world.  

From an organisational point of view, business processes typically encompass a collection of 

documentable events, transactions and their outputs. To describe these processes, business and 

systems analyst can leverage techniques such as the Business Process Model (BPM) to 

graphically design an end to end business process flow (Shelly & Rosenblatt 2012, p. 10). 

Analysts can also approach this documentation of processes in more detail with more thorough 

standards such as the Business Process Modelling and Notation (BPMN) whose pillars are 
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composed of symbols for activities, events, gateways and flows (Hoffer, George & Valacich 

2016, p. 246). Models such as BPMN were designed to be intuitive and accessible to all 

enterprises users including engineers, business analysts as well as some end users (Desfray & 

Raymond 2014, p. 99). 

In software engineering, process models are typically, representations of networked sequences 

that aim to eventually achieve software evolution (Scacchi 2001, p. 4). These sequences are 

represented by events, objects and transformations that inform the design of generic 

frameworks for project management in software endeavours (Lethbridge & Laganiere 2004, p. 

428). 

In practice, while these models are helpful to project managers in deciding what work should 

be done and the sequence in which this work should be executed; one should see these models 

as aids to thinking as opposed to set in stone instructions. Figure 2.3 below illustrates a typical 

bad application of a software process model called the opportunistic approach: 

 

Figure 2.3 Opportunistic approach Model (Lethbridge & Laganiere 2004, fig. 11.1) 

Organisations which follow this model usually encounter critical problems. With this approach, 

software engineers refine product prototypes until end-user satisfaction is achieved (Lethbridge 

& Laganiere 2004, p. 428); this approach to software development presents several limitations, 

notably: 

 The fact that the opportunistic approach does not take into account of how 

critical clear initial requirements and detailed designs are. This could have an 

incidence on process quality because while the product could initially fulfil a 
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limited set of requirements, user acceptance is dependent on many 

modifications on the software itself. 

 The ad-hoc nature of this model will result in rapid quality deterioration if the 

initial design is as imprecise as it is bad. 

 With this model, the need for rigorous testing is poorly understood. When a 

system eventually collapses due to this and all the facts mentioned before, there 

is simply no other choice but to start from scratch. 

 The issues mentioned above ultimately drastically increase costs and sometimes 

run software projects into the ground. 

The section above briefly described some software process models and the example of the 

opportunistic approach highlighted how choosing a wrong model could potentially have 

disastrous effects on a software project. From this point, quality of software processes which 

are the basis of software process models is discussed next. 

In practice, applying appropriate software engineering processes influences the perception of 

end products, stakeholders hence have a vested interest in improving this aspect of quality. 

Industry literature hence described three principal attributes of software process quality 

(Chappell 2012b, p. 4) :  

 Meeting delivery dates. In effect, process quality ensures that software features, 

artefacts are delivered in time by enforcing processes that are adhered to. 

 Meeting budget constraints. Process quality also ensures costs do not go 

overboard and that financial constraints are clearly understood by the team and 

respected as much as possible. 

 An iterative development process which reliably delivers quality software. True 

process quality is only achieved when it consistent an applicable from one 

project to the other. 

While organisations strive to remain competitive, it is only when firms grasp how critical 

quality is to their survival that they understand it actual value. In industry practical use cases, 

organisations need to factor in quality during development of projects rather than await 

incidents to implement fixes in post-implementation. Some studies have for example suggested 

that in smaller sized projects, while teams should be concerned with implementation activities 

, leadership needs to also deal with quality planning throughout the entirety of a project’s 

lifecycle (Lin, Zhenyu & Lizhi 2012, p. 4).  
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To reiterate the impact of quality for engineering project teams, the next section attempts to 

address why quality is so important to organisations from a business point of view. 

2.4 The Business value of software quality 

Organisations which value quality thrive due to several factors. This is because they become 

more innovative and responsive to an ever changing market place, increase their competitive 

advantage as well as ultimately succeed in reducing their total costs of ownership (Bessin 2004, 

p. 3). For example, an IBM sponsored study explained that for software development 

organisations or units to survive and succeed in the challenging business environment they 

operate in, these organisations need to place a heavy focus on quality (ibid., 2004). Concluding 

its analysis on the value of software quality, the study advanced that including quality-oriented 

processes in the software development lifecycle will ultimately promote innovation for 

organisations, thus lowering costs by increasing standards and predictability, reduce risks, 

eliminate rework and at the same time ensure that differentiation with other competitors is 

apparent to customers. 

From the study cited above, one would retain that the business value of software quality 

eventually becomes more visible to organisations which understand that addressing quality 

issues will in the long term always cost less than ignoring them. 

To further examine the business value of software quality, some industry literature suggests 

that one could isolate this issue in two separate parts, notably the business value of quality in 

externally as well as internally facing software (Chappell 2012a, p. 2). The next section 

discusses these two parts. 

2.4.1 Business value of externally facing software 

The term externally facing software refers to retail software products (Chappell 2012a, p. 2). 

A few examples can be used to illustrate the negative impact bad quality software can have on 

a business. For instance, in April 2011, a hacker group attacked Sony’s PlayStation network. 

This intrusion resulted in the compromising of around 77 million accounts (Williams 2011, 

para. 2). What happened is that the attackers identified a known flaw in the database system 

security features and exploited it (ibid., 2011). Sony later estimated that the incident would cost 

the company about $170 million in the 2011 financial year. This is just one example to illustrate 

how organisations especially large companies risk damaging their business if they do not put 

an emphasis on software quality. Figure 2.4 shows the typical impact of low quality externally 

facing software on businesses: 
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Figure 2.4: Impact of low quality externally facing software (Chappell 2012a, fig. 1) 

Figure 2.4 illustrates the need for an emphasis to be placed on delivering high quality to 

customers. Businesses which do not realise the importance of such issues for customers risk 

tremendous negative repercussions on their organisations, ranging from financial losses to 

actual lower brand equity over time.  

2.4.2 Business value of internally facing software 

The term internally facing software refers to software applications created by an organisation 

and primarily used by its own employees (Chappell 2012a, p. 4). The impact of low quality 

with such software also has a negative influence on businesses over time. Figure 2.5 illustrates 

this: 

 

Figure 2.5: Impact of low quality internally facing software (Chappell 2012a, fig. 2) 
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Internally facing software when characterized by lower quality presents a host of potential 

hazards to organisations (Chappell 2012a, pp. 4–5): 

 Slower user adoption: This usually happens when for instance a complicated 

business improvement process application is implemented. The obvious 

negative impact is that the objective of improving the intended process will take 

longer than if a high-quality application was implemented. 

 Limited business benefit: This can occur even if user adoption was deemed 

smooth. The quality issues start popping up after the software is in use and bugs 

become more apparent to the users. This might for instance result in inaccurate 

reporting which could ultimately have a dramatic incident on any business. 

 Challenges on IT leaders’ careers: IT managers responsible for projects which 

delivered low quality software might end up tarnishing their reputation, and this 

could negatively affect their career paths in industry. 

 Lower brand equity for the IT group: The IT Unit itself might end up being 

negatively perceived by the rest of the organisation. 

 The threat of outsourcing: When a brand becomes so damaged that it risks 

reaching the point of no return, customers tend to flee. Technology firms are not 

exempt from this. Software Engineering organisations can only maintain their 

brand by consistently delivering quality software. 

It hence appears that maximising the business value of software quality requires organisations 

to understand risks involved. In practice, the effects of the Sony 2011 incident could have 

perhaps been mitigated had senior leadership better anticipated the potential dangers of 

underestimating the need for thorough and continuous quality control. The organisation could 

have avoided the brand damage it suffered had it understood the correlation between an 

application’s quality and the value it yielded for the business in terms of cost, time gains or 

simply user satisfaction. 

While considering the overall business value of quality to most sectors, the ICT industry has 

understood that major problems in projects occur when companies try to directly apply quality 

lessons learned in manufacturing industries to the software development process (Chappell 

2012b, p. 2). To further illustrates this, the next section proceeds to a discussion of 

particularities of the software development world.  
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2.5 Specificities of the software engineering world 

Transferring quality lessons learned during manufacturing processes to the software 

development world often yields more problems than solutions (Basili & Caldiera 1995, p. 55). 

This tends to happen when software engineering executives fail to note that manufacturers will 

typically develop their quality models by retrieving large amount of data from business units 

where processes are repeated in an almost mechanical way (ibid.,1995). The incompatibilities 

in philosophies are most evident if one understands that software development has traditionally 

often heavily relied on specific intellectual capital which needs to be adapted to the problem at 

hand. It is hence sometimes difficult to replicate manufacturing models’ dependence on 

massive repetitions of the same processes to a practical software development use case 

(ibid.,1995). In practice, while for example, a civil engineer will pick up most design flaws on 

a construction project very early in the design phase, this is not always possible in software 

projects. A known issue with software engineering for most professionals in the information 

technology field is that many times, some design defects are only picked up by engineers once 

the software has been implemented. To further illustrate the idea mentioned previously one 

could consider the following version of Murphy’s Law which states (Maskelyne & Devant 

2013, p. 54): 

“It is an experience common to all men to find that, on any special occasion, such as the 

production of a magical effect for the first time in public, everything that can go wrong will go 

wrong. Whether we must attribute this to the malignity of matter or to the total depravity of 

inanimate things, whether the exciting cause is hurry, worry, or what not, the fact remains”. 

One could summarize it as follows: “If anything can go wrong, it will”. 

To contextualize the quotes mentioned above, one could use the example of an experienced 

software engineer. In, practice, many such professionals could testify that often, certain bugs 

tend to pop up only after systems go-live. Older studies had for instance suggested that about 

only 50% of defects can be successfully identified by testing (DeMarco in Head 1994, p. 48). 

This used to happen because production environments have traditionally been very difficult to 

replicate perfectly during development and de-bugging, for these reasons, unforeseen program 

behaviours caused by unplanned utilization by end-users are not uncommon in the software 

engineering world. A mathematical approach to further understand this problem provides 

another theoretical lens.  
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In effect, the behaviour of software which contains a certain amount of bugs is described in 

Poisson survival statistics (Littlewood in Brady Anderson & Ball, 1999, p. 5). 

To illustrate this, University of Cambridge research explains that the probability that a software 

bug stays unnoticed after running tests(t) can be expressed in the equation: 𝑝𝑖 = 𝑒−𝐸𝑖𝑡    

𝐸𝑖 represents the portion(also referred to as the virility) of software bugs dependent on the input 

space it influences (Brady, Anderson & Ball 1999, p. 5). The inference this gives us is that 

even when planned or random testing is executed in software engineering projects, there will 

always remain a certain number of undetected defects.  

While this equation is applicable to simple systems with relatively few bugs, extensive 

empirical studies have shown that if one applies this mathematical model to large and complex 

systems, tweaks are necessary to the equation as the odds of failure for the t-th test isn’t 

correlated to  𝑒−𝐸𝑡 . It is related rather related to k / t for constant k (Brady, Anderson & 

Ball 1999, p. 5).  The Cambridge study acknowledges these limitations because in instances 

where complex systems have been observed to have mean times to failure of 20000 hours, 

equivalent duration testing is required for the equation to fit the paper’s narrative (Butler & 

Finelli in Brady, Anderson & Ball 1999, p. 5).  

When attempting to draw parallels between the software engineering world and biological 

species, researchers apparently comfort Murphy’s Law by positing that the amount of software 

bugs which remain latent despite the implementation of selection processes is maximized 

(Brady et al. 1999, p.6). 

Ultimately, what the study shows is that although biological species adapted during evolution 

to changing environments at minimal cost in early deaths, in the software engineering world, 

testing can only remove a certain number of defects which also need to be consistent with the 

tests applied anywhere; this is obviously a negative for software engineers as it means that even 

after testing, a large number of latent bugs in software can in fact remain problematic (ibid., 

1999). At this stage, to summarize the current discussion, two facts seem to emerge: 

 Software engineering development processes are very different from typical 

manufacturing processes; quality models derived from successes in one area are hence 

not necessarily applicable to the other. 
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 When considering Murphy’s Law in a software engineering context, one understands 

that not only do some defects only appear after systems are implemented, but 

additionally; mathematical models tend to show that even after rigorous testing during 

the software development process, certain defects tend to remain latent until unforeseen 

circumstances occur. 

Taking into account the unpredictable nature of what could happen after a software project is 

deployed despite careful planning, testing and execution; software engineering stakeholders 

need to hence put emphasis on quality and quality related issues throughout their entire 

software development lifecycle, to this point, quality management is discussed in the next 

section. 

2.6 Quality Management and Software Quality Improvement 

2.6.1 Background to quality management 

Industry variables such as the global market place and contemporary consumerism have largely 

contributed to a shift in the perception of quality, its role and impact on a firm’s competitive 

edge (Cohen 2008, p. 28). Efficient modern organisations understand the need to remain 

competitive in order to survive. To achieve this, firms need to constantly improve quality in 

every aspect of their internal activities for them to produce quality goods and services on 

markets (Shelly & Rosenblatt 2012, p. 508).  

This has led to an ever-increasing need for higher quality products from organisations and 

consumers alike; businesses are therefore forced to strive for a competitive advantage based on 

product or service quality (Cohen 2008 p.136). Quality management (QM) is hence made even 

more relevant to both industry and academia because of its impact on business performance. 

Key drivers which motivate modern organisations’ increased interest in putting an emphasis 

on QM include the desire to increase profits while maintaining a competitive edge on local and 

international markets in a globalised economy (Ghanim, 2016, p. 6).  Against this backdrop, 

quality management can be explained as the coordination of activities aimed at directing and 

controlling an organisation in regards to quality (ISO/IEC & IEEE 2010, p. 288).  

As an introduction to grasp quality management basics, it is often recommended that 

organisations focus the core of their efforts on measuring and evaluating business processes to 

accurately identify gaps between customer requirements and actual product functionality 

(Deming 1993, chap. 2).   
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Initially inspired by work previously conducted for quality research at Dell Labs, Deming 

(1993), further proposes that organizational processes consistently leverage feedback loops 

which would enable management to identify and accordingly modify processes which need 

improvement. To this light, the author describes a quality management cycle he calls Plan-Do-

Study-Act” or PDSA (Deming 1993, chap. 6). The PDSA features the following steps: 

 Plan: This suggests that organisations should start using knowledge gained in previous 

experiments for them to plan studies which may be expected to have help process 

improvement. 

 Do: This refers to execution of studies designed during the planning phase. 

 Study: This refers to the fact that organisations must carefully evaluate and understand 

the results obtained after previous steps. 

 Act: When the studies yield positive results, organisations should proceed to 

implementation and use the studies as a basis for continuous research and development 

with the PDSA lifecycle. In the event where expected results are not obtained, 

management needs to go back to the drawing board and re-enter the planning phase of 

the PDSA lifecycle with the objective of developing a novel approach. 

Deming (1993) illustrates this PDSA cycle: 

 

Figure 2.6: Plan-Study-Do-Act (PDSA) cycle adapted from Deming (1993) 
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The essence of Deming’s model suggests that to truly grasp and apply quality management, 

organisations need not only focus on understanding their core business processes, but they also 

need to continuously engage in re-planning, study, and tweak these processes.  

2.6.2 Quality management in software engineering 

In  many industry settings, quality management mainly serves as an umbrella activity which is 

ongoing throughout the software development lifecycle and which ensures that development is 

done appropriately as opposed to re-done countlessly because of quality issues (Pressman & 

Maxim 2015, chap. 21). Models derived from quality management concerns help organisations 

improve the monitoring and handling of software quality while projects are ongoing (Kan 2002, 

sec. 9.9). This enables the reduction of the amount of rework, which in turn results in a 

reduction of costs and improved project delivery timelines. To further summarize the key 

points of quality management in a software engineering context, Pressman and Maxim (2015) 

explains that essential features need to be effective, notably: 

 An efficient quality assurance process. 

 Specific quality control tasks such as formal technical reviews and for instance a multi-

tiered testing strategy. 

 Effective version control and verifications systems for source code. 

 The implementation of software engineering standards. 

 The delivery of quantifiable measures and reports. 

 Effective engineering practices, tools and methods. 

Considering the points of quality management listed above, this thesis considers that a 

symbiosis of these key features from an engineer’s perspective form an essential pillar to the 

quest of gaining a competitive edge at the very least in terms of product quality.  

In software engineering project settings, contributing to the organisation’s competitive 

advantage equates not only to producing new and innovative products, but also to ensure that 

each new release does not reach customers before acceptable quality standards are met. In this 

light, the next section discusses quality assurance as well as software process improvement.  

2.6.3 SQA and SPI 

In many organisations, IT departments will often leverage the services of a quality assurance 

team (QA). This team is tasked with testing software changes to all applications and establish 

reviews as well as the reporting of its findings to ensure engineering projects rectify what needs 
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to be fixed (Shelly & Rosenblatt 2012, p. 29). This Quality Assurance is important regardless 

of the methodology being used. When used in traditional waterfall models, quality assurance 

is usually done after products have been developed; in agile teams, because of the dynamic 

nature of the software artefacts engineers need to produce at regular intervals, QA should 

ideally to be adapted to bring stability and quality during each iterative phase (Bhasin 2012, p. 

66).  

In the context of engineering projects for modern organisations, Software Quality Assurance 

(SQA) encompasses an established evaluation mechanism leveraged by teams to monitor 

quality control processes while enforcing compliance to required formal standards in a 

continuous manner (Sowunmi & Misra 2015, p. 868). While SQA considers that processes in 

the value chain form part of a bigger package that needs to be delivered to consumers, Software 

Process Improvement (SPI) considers from its perspective that engineering processes are 

actually the central deciding factor which organisations should focus on when attempting to 

deliver quality software artefacts (Ashrafi 2003, p. 670). 

In engineering projects, process improvement often refers to a term coined by the Software 

Engineering Institute (SEI) from Carnegie Mellon to describe a framework leveraged by 

CMMI models for the integration of software engineering activities in projects and their 

expected end-user artefacts (Shelly & Rosenblatt 2012, p. 509). Organisations which have 

opted to leverage models such as CMMI place a specific interest in quality management and 

assurance. These businesses have typically also adopted Software Quality Assurance and often 

have dedicated SQA groups or teams responsible for guiding the enterprise in all of its process 

improvement related endeavours(Kan 2002, sec. 17.10). 

As such, to ameliorate the management of software engineering activities, organisations can 

leverage Software Process Improvement (SPI) to better analyse their internal development 

processes and proceed to improve them (Kuhrmann et al. 2016, p. 89). 

2.6.4 Software quality improvement 

The value chain theory is an interesting lens one could use to discuss software quality 

improvement. For an organisation, the ability to perform particular activities and effectively 

manage the links between these activities equates to obtaining a competitive edge (Porter in 

Wiggins 1997, p. 1). Furthermore, chain theory examines an organisation’s processes through 

each step of the production process as value added to the final product. In this light, if one 

considers that improvements made at each step of a value chain could improve the entire chain, 



48 
 

a clear link can be established with the current research’s general theme. This as the current 

thesis’s central theme assumes that improving the process by which software is produced will 

ultimately improve the software product’s quality and hence perhaps yield a competitive 

advantage for the organisation. 

At this point of the study, a relation between software quality improvement, quality 

management and software quality emerge. In effect, the current chapter presented Process 

Quality as a key aspect of overall product quality. This is supported for instance by research 

which highlights effective software engineering practices, tools and methods as an essential 

feature of effective quality management in a software engineering context (Pressman & Maxim 

2015, chap. 21). The next section hence proceeds to a discussion on the history and importance 

of methodology in software engineering.  

2.6.5 Software Engineering methodology as a foundation to quality 

The Software Development Life Cycle consists in detailing a plan to manage software projects. 

It has traditionally been one of the most popular approaches to running software projects due 

to the formal structure it provides in software engineering teams aiming to deliver products 

within set budget and time constraints (Larman et al. in Patwardhan et al. 2016, p. 1). 

The methodology SDLC suggests also aims to facilitate quality in development processes. 

Below is a typical representation of the various stages of the SDLC: 
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Figure 2.7: SDLC phases 

Spawned from the SDLC approach, a methodology called the Waterfall lifecycle was 

introduced as a set of linear and sequential phases to execute software projects (Bell & Thayer 

1976, p. 67). Aimed at providing a development framework which would provide some formal 

structure for software project teams, it comprises processes or steps which need to be executed 

sequentially (Giblin 2012, p. 3). The waterfall approach to software project management 

revolves around a simple methodological pillar: each phase of a project lifecycle is dependent 

on the preceding step, hence no phase can commence before the previous one is complete 

(LucidChart 2017, para. 3). It is usually understood to be the traditional foundational 

benchmark for running software projects in a top-down manner (Thummadi, Shiv & Lyytinen 

2011, p. 68). Figure 2.8 illustrates this model : 
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Figure 2.8: Waterfall Model adapted from(Boehm & Turner in Mnkandla 2008, p. 15) 

A detailed discussion of the concepts introduced above are beyond the scope of this section. 

What is interesting to note though is the emphasis traditional SDLC places on software 

engineering processes. Moreover, despite the SDLC’s strong points, the sequential thinking 

rooted in this paradigm constitutes a limitation as it is predictive in nature and assumes that 

business requirements can accurately be anticipated (Mnkandla 2008, p. 16).  

This research ultimately ambitions to propose a practical agile oriented framework supported 

by related technological tools for the continuous delivery of quality software. Before presenting 

discussions on agile methodologies, the next sections hence proceed to introduce software 

quality models.    

2.7  Software Quality Models 

Though many quality models have emerged from sectors with no apparent direct link the ICT 

industry, some have successfully been created and implemented because of real world software 

engineering problems. This has led to extensive research in the field yielding improved quality 

models. 
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With regards to gaining insight into software quality, researchers have built models which rely 

on metrics to improve it over time. In order to proceed to a concise synthesis of software quality 

models available to organisations, six models deemed current or instrumental in having 

inspired more recent models are discussed (Acton, Kourie & Watson 2014, no. 52). 

2.7.1 Hyatt and Rosenberg’s quality model 

In terms of quantitative approaches to quality in software projects, previous research has shown 

that rigorous estimations and evaluation metrics can yield immense benefits. One of these 

approaches is Hyatt and Rosenberg’s quality model. By placing an emphasis on metrics which 

are meant to facilitate risk assessment for software projects in the space industry, quantitative 

techniques are argued to help improvement of quality in projects (Hyatt in Liu, Kane & 

Bambroo 2006, pt. 1.2). The importance of risk assessment is capital in the context of scalable 

distributed software architectures (Lima 2010, p. 349). At its introduction, Hyatt and 

Rosenberg’s research revolutionized software engineering teams ‘approach to risk assessment 

and management for the improvement of quality of their projects. 

This software quality model aimed to apply traditional concepts to the needs of project 

managers at NASA and the Goddard Space Flight Centre (Hyatt & Rosenberg 1996, p. 209). 

Considering that the poor gathering and documentation of requirements had an impact on 

functioning software, researchers elaborated Hyatt and Rosenberg’s model to identify and 

mitigate potential risk areas (Wilson, Rosenberg & Hyatt 1997, p. 161). This model is based 

on the perspective of a project manager who leverages certain metrics which are then used to 

provide an indication of the risk in each risk area (Acton, Kourie & Watson 2014, p. 2). The 

creator of the models establish four goals from their understanding of software quality (Hyatt 

& Rosenberg 1996, p. 209) : 

Table 2-2:  Hyatt and Rosenberg's quality goals 

REQUIREMENTS QUALITY 

 

This goal aims to produce requirements 

evaluated by the following attributes: 

 Ambiguity 

 Completeness 

 Understandability 

 Requirement Volatility 

 Traceability 
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PRODUCT QUALITY 

 

This goal aims to produce code and 

documentation that will be evaluated by the 

following attributes: 

 Structure/Architecture 

 Reuse 

 Maintainability 

 Documentation adequacy 

 

IMPLEMENTATION EFFECTIVITY 

 

The objective here is appropriate usage of 

resources within project time, resources and 

costs constraints. 

TESTING EFFECTIVITY 

 

This objective aims to facilitate the timely 

identification of faulty software components and 

remediate to these while ensuring the software 

will behave in an acceptable manner post go-live. 

2.7.2 Cleanroom software engineering 

Introduced because an efficient, effective and rigorous disciplined approached to executing 

software projects successfully had not been yet established, Cleanroom software engineering 

was enthusiastically welcomed by organisations and academia alike as a possible approach to 

improve quality in software development projects (Beizer 1997, p. 14). It was introduced at 

IBM in the early 80s as a group focused model aimed at ensuring usage of sound software 

engineering processes and related practices (Deek, McHugh & Eljabiri 2005, p. 31). 

While its ambition was to yield higher quality software products with a zero-tolerance policy 

for defects, it leveraged formal methods such as correctness verification and object-based box 

design while heavily relying on statistical controls to produce its promised benefits (Linger 

1993, p. 2). Projects advocates for Cleanroom methodologies argued for a combination of 

formal specifications and the leveraging of evolutionary development techniques (Larman & 

Basili 2003, p. 53). 

It can be described as a methodology which aims to enable high software reliability under 

statistical quality control. In this model, the reliability of the software is measured by its Mean 

Time to Failure (Acton, Kourie & Watson 2014, p. 2). Studies have suggested that software 
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users are more affected by a software system’s reliability than the number of defects it might 

have (Currit et al. in Acton, Kourie & Watson 2014, p. 2). 

The assumption this theory-based engineering approach has is that output of the development 

phase of software production is of high quality. Hence, there should be more focus on testing 

the software’s reliability. This is made effective by leveraging on one hand a mathematical 

foundation during the specification, design and quality check phases, and on the other hand by 

making use of function- theoretical methods to ensure software correctness as well as ensuring 

statistical usage testing to certify product quality (Acton, Kourie & Watson 2014, p. 2).    

2.7.3 Source code management approaches 

A source control management system provides file management and version control to ensure 

software engineers do not overwrite each other’s changes. Models inspired by SCM based 

approaches propose an automated evaluation of metrics based on a software product’s source 

in order to analyse its quality (Barkman et al. in Acton, Kourie & Watson 2014, p. 3). 

Organisations such as Google for instance leverage a consolidated source control system which 

is used by all engineers at the company except in open-source type of projects which are 

typically shared with a wider audience (Henderson 2017, p. 3). 

The wide adoption of products such as Subversion, Microsoft’s Visual Studio team, Git based 

systems etc. seems to attest to the pertinence of such approaches to the software engineering 

community. 

2.7.4 ISO Standard 

ISO is a general standard for all industries which lays much focus on an organisation’s quality’s 

system. The 2004 iteration of ISO standards (ISO 9000-3), proposed a framework for quality 

assurance in the production and maintenance of software artefacts (Shelly & Rosenblatt 2012, 

p. 510). This standard typically requires that software engineering organisations and project 

teams implement a detailed step-by-step plan which details the full lifecycle between gathering 

user requirements and the delivery of end user products (ibid.2012). Traditionally speaking, 

ISO standards suggest that when an organisation implements, maintains and continually 

improves the processes used in the production of its products and services, the output of these 

processes will be of consistent or improving quality (Acton, Kourie & Watson 2014, p. 3). 

Subsequently, one of the first thing companies need to focus on is to identify in early stages 

which of software engineering processes require improvement (McManus & Wood-Harper 

2007, p. 315). 
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In terms of software quality specifically, ISO/IEC 25010 proposed a generic quality model 

which focused on usage quality by isolating different quality in use components. These 

components include a satisfaction in use aspect, and effectiveness as well as an efficiency in 

use aspects (Hussain & Mkpojiogu 2015, p. 10). 

For smaller organisations which have traditionally struggled to implement previous standards 

which they didn’t consider applicable to their use cases, ISO/IEC 29110 is increasingly 

attractive to adopt as it was designed and geared specifically towards the needs of smaller sized 

engineering houses (Larrucea et al. 2016, p. 85). 

2.7.5 Capability Maturity Model for software engineering 

Similarly, to ISO 9000, the Capability Maturity Model advocates for commitment by 

management in driving a quality-oriented framework in running their business processes. It 

proposes basic foundational pillars which include the establishment of basic management 

controls, clear understanding of processes, tangible quality standards which require rigorous 

metrics to be evaluated and ultimately, a continuous process improvement culture (McManus 

& Wood-Harper 2007, p. 322). Its most recent emanation is described as the Capability 

Maturity Model Integration (CMMI). CMMI advocates for extensive formal pre-planning to 

produce quality outcomes by relying on predictable checklists and documentation to ensure 

consistency throughout an organisational value chain (Giblin 2012, p. 5). 

The model also encompasses a training component for improving processes in organisations 

as well as an evaluation methodology and service provided by the Carnegie Mellon University. 

Having proven its effectiveness in many organisations worldwide, CMMI attempts to introduce 

process improvement in organisations by tracking and monitoring processes to better them 

through five distinct maturity levels (Shelly & Rosenblatt 2012, p. 509). Figure 2.9 illustrates 

these CMMI maturity levels: 
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Figure 2.9: CMMI Staged Maturity Levels 

The CMMI approach to quality aims to influence organisations by establishing process areas 

with specific objectives and the required practices to achieve these goals. Another way to look 

at CMMI is to understand it as a set of products bundled together into a management suite. 

This suite is aimed at the facilitation of process improvement by leveraging integration and 

complementarity between various Capability Maturity Models otherwise labelled as CMMs 

assimilable to process areas: Software, Systems Engineering and Software Acquisitions 

(Omran 2008, p. 2). 

For project teams and software engineering organisations at large, CMMI should not be an 

SDLC model but could rather be viewed, as a quality framework or approach which focusses 

on the process management principle. This principle ultimately states that a system’s quality 

results from whether or not it was produced through quality processes (Chrissis et al. in Acton, 

Kourie & Watson 2014, sec. 2.8). 
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2.7.6 Six Sigma 

Six Sigma attracts organisations from all sectors as it presents a comprehensive business 

strategy which is concerned with business improvement for operations excellence (Antony 

2004, p. 305). It can be used for enterprise governance as well as the basis of a tactical 

improvement engine (Siviy & Penn 2005, p. 7). To achieve this, Six Sigma encourages 

organisations to focus on the reduction of variance while attentively paying attention to quality 

assurance (Anderson 2003, chap. 1). 

Underpinned by the premise that reliability in the long run is determined by higher design 

margins, it posits that if such a condition is met, then production output will be able to withstand 

stress usage failures (Head 1994, p. 40). To achieve this, it additionally promotes the usage of 

statistical and non-statistical tools derived from previous business improvements initiatives 

(Siviy & Penn 2005, p. 8). 

While this model was initially intended to improve manufacturing processes, most software 

engineering organisations that rely on it nowadays adhere to the “third wave” of Six Sigma 

implementation which has proven itself as a complement to previous models (Siviy & Penn 

2005, p. 7). Six Sigma was at one point considered so effective that it helped the Motorola 

Group win recognition for its contribution to improving quality practices in the late 80s (Head 

1994, p. 40). Consequently, organisations such as Motorola’s Global Software Group and many 

others have used Six Sigma or variations of it to complement the methods applied in the 

software CMM (Oster 2004, p. 68).  

Although difficulties encountered by organisations are usually influenced by industry 

environment variables they need to consider, remaining competitive in a digital market place 

seems to transcend domain specific border lines (Schwartz & Amaba 2017, p. 427). Before 

anything else, firms are increasingly required to have more organisational agility in that 

markets expect them to quickly and efficiently adapt to environmental change. This implies 

organisational improvements in terms of balance, flexibility and coordination to better meet 

market needs (Boer & Sileno 2013, p. 5). For most enterprises including software engineering 

firms, this suggests rigorous and constant improvements in quality delivery of products and 

services to ensure their survival. 

Considering the common goal of growth as well as quality delivery of objectives across 

industries, one could discuss restrictions to quality models both generically and in the software 
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engineering world. The next section attempts this with a discussion on limitations to quality 

models previously discussed. 

2.7.7 Caveat to traditional quality models 

The models discussed above aim to provide organisations the ability to gain insight and a 

degree of control over the quality of their products. This is done for the most part by relying 

on models which use metrics used to identify low points in terms of quality and how to improve 

them. In studies such as the current thesis, there is a defendable temptation to rely on industry 

prescribed models which seem to have made their marks across the board and are generally 

recognized as satisfactory.  

Nonetheless, a big issue with some of these models is that they can often be perceived by some 

smaller businesses to be either too broad or too narrow for specific uses in certain cases. Some 

studies have shown that businesses have at times considered that heavy footprint methods such 

as CMMI are preferable only when delivery timeliness was not paramount (Kalermo & 

Rissanen 2002, p. 83). 

With older approaches, such as Hyatt and Rosenberg’s quality model for example other issues 

need to be considered. In effect, despite the relative attractiveness of leveraging hard and 

tangible project metrics for better risk assessment to improve quality, the broadening of 

evaluation scope to processes and resource can still be considered too rigid. This model for 

instance does not cater for relevant data which could be qualitative in nature such as user’s 

feedback, subject matter experts opinions or customer input (Hyatt & Rosenberg in Trendowicz 

& Punter 2003, pt. 3). 

As a further illustration with more recent models, the CMM framework is perhaps another 

example of approaches which do not address all issues in software projects.  

In effect, CMMI could be interpreted as only leveraging capability levels (CLs) to in fact 

address the issue of improving a firm’s maturity level (ML); through these lenses, the model 

can be criticized as actually solely being uni-dimensional by only addressing this narrow aspect 

of organisational maturity (Ghanim 2016, p. 8). It does not clearly separate the maturity levels 

from other dimensions such as the detailed set of techniques, responsibilities, methodologies 

which need to be thoroughly explicated for businesses to evolve in the current competitive 

knowledge economy (ibid., 2016).   
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In the case of Six Sigma, one could question its applicability in settings which require a broader 

perspective than narrow statistical analysis. Motorola advocated this approach to the issue of 

quality by concluding that setting a tolerance for defects under 3.4 per million units was a 

premise conductive to fostering higher levels of quality. This was argued to be effective in the 

automotive industry and even perhaps in some service-oriented sectors (Chassin 1998, p. 567). 

This also inspired Motorola itself and many other organisations into applying this standard 

deviation centric approach as the basis for quality strategies in other aspects of their businesses. 

Yet, some studies have showed that applied to some parts of the healthcare sector for example, 

Six Sigma implemented as per Motorola’s initial suggestions could actually result in increased 

death rates for patients (Chassin 1998, p. 569). If one considers the importance of software 

systems in modern healthcare practices, the dangers of blindly applying Six Sigma hence 

become apparent because the nature of business processes themselves does not always make 

for easy or logical comparison across organisational settings (Antony 2004, p. 304). 

Furthermore, in software engineering settings, IS research suggests that practically attempting 

to measure a million scenarios in which one could introduce defects in any give software 

product is not a realistic expectation (Whittaker & Voas 2002, p. 31). 

Other formal methods also presented challenges to organisations and their software teams in 

their attempts to satisfy their quality expectations. In effect, even older models such as 

Cleanroom were challenged because of the perception they were stuck in even older notions 

dating from the 1960s (Beizer 1997, p. 15).  

A problem with Cleanroom methodologies is that they did not initially cater in a rigorous 

manner for unit testing (Head 1994, p. 41). In practice nowadays, teams which have understood 

the actual value of testing and where approaches such as Test-Driven Development (TDD) can 

be leveraged; no longer require to be swayed by models such as Cleanroom Software 

Engineering and many of its obsolete aspects if one considers for instance the current options 

available to organisations and engineering teams in terms of novel testing frameworks. 

Despite criticism discussed earlier, for modern software organisations, the models discussed 

previously all influenced or contributed in improving restrictive older waterfall-like models 

traditionally championed by large multinationals such as Microsoft, IBM etc.   

Today, engineering project approaches have evolved from these older methodologies to what 

would eventually be known as agile software development. In the next chapter, these agile 

ways of approaching software engineering and their origin are presented. 
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2.8 Chapter Two summary 

Chapter Two served as the first layer of our literature review.  It aimed at providing insight into 

what software quality has historically entailed. From a conceptual point of view, grasping the 

unique nature of software contributed to observe the need for formalizing software engineering 

as a discipline.  

From this point on, a discussion was conducted to describe how this formalization of 

engineering practices evolved throughout time. Quality management and resulting quality 

models were explored to understand how organizations have attempted to deal with delivering 

their software projects. Caveats to these traditional models were nonetheless presented to 

understand why engineering teams have started to shift towards more agile approaches to 

software projects. In this light, Chapter Three serves as the second layer of our literature review 

by following. The next chapter of this thesis hence serves at discussing how agility as emerged 

as key requirement for the development of successful software projects in more recent times. 
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3. CHAPTER THREE: AGILE DEVELOPMENT APPROACHES 

Chapter Three picks up from the first of half of this thesis’ literature review. This continued 

literature exploration discusses how agile methodologies came to be an attractive evolution for 

software engineering projects execution. The chapter goes on to present customization options 

in terms of process and method engineering. It then deals with the tailoring of  practices in 

agile settings. A conclusion finally follows with a presentation of disruptive agile technologies 

available to enhance the management software projects. 

3.1 The origins of agile methods 

Traditional SDLC approaches to project delivery were heavily reliant on requirements 

gathering and its accuracy. Some of these approaches such as the Waterfall Model were 

established to help organisations reduce the time needed to implement, build, test and ship 

software products to end-users (Bernstein & Yuhas 2005, p. 16).  

Despite their initial allure to most software project engineering teams, these methodologies 

were not without drawbacks. For example, a big problem for project teams included the fact 

that estimations could often be ill informed and thus inaccurate for key project milestones. In 

effect, expecting customers to know, explicit and understand in detail every specific need and 

expectations during project inception can lead to false assumptions as requirements tend to 

change. In addition to this, many software projects have often failed when requirements have 

been gathered inefficiently or not precisely enough (Leffingwell 2010, p. 6).  

These limitations and historical failures of waterfall models inspired the advent of an 

engineering philosophy initiated more than 75 years ago: Iterative and Incremental Design and 

Development (IIDD) which were basically a collection of structural software development 

models aimed at reducing the time it took to plan projects, build software artefacts, test them 

with users, and deliver them to customers in an efficient as well as cost effective manner for 

organisations (Deek, McHugh & Eljabiri 2005, p. 16). 

Iterative Incremental Design and Development approaches where actually born from quality 

research conducted in the 1930s by Walter Shewhart at Bell Labs (Shewart in Larman & Basili 

2003, p. 47). Later on in the 1960s, industries started modelling their processes iteratively 

because research had shown that certain behavioural aspects of systems built only appeared 

post implementation (Zurcher & Randell in Mckenna & Whitty 2013, sec. 2). 
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Throughout the 1990s, IIDD was commonly adopted by software engineers in the form of rapid 

application development (RAD), as well as the rational unified process (RUP) (Glazer et al. 

2008, p.4). IIDD suggested a framework aimed at increasing engineering velocity by adopting 

an experimental approach to innovation discovery in the form a spiral experimental model 

(Leffingwell 2010, p. 10). Table 3-1 provides a snapshot of IIDD models (ibid. 2013): 

Table 3-1: IDD Models 

SPIRAL MODEL RAD RUP 

Requirements gathering, and 

the validation of such 

requirements are the vital 

trigger to engineering 

projects. Although it is very 

similar to traditional waterfall 

sequential approaches, it 

innovated in its discovery-

based paradigm regarding 

requirements gathering. 

It advocates for the iterative 

development of increasingly 

functional prototypes. Its 

main aim has traditionally 

been to accelerate availability 

of working software and is 

hence a regarded a key source 

of inspiration for modern 

agile practices.   

Ingrained in the spiral model approach, 

it was meant to be used essentially in 

large scale projects where scalability, 

and robustness are essential. It 

recognises the need for flexibility in the 

management of activities as certain 

tasks need to be repeatable.  

 

Right before the start of 2000, methodologies geared towards more agility were introduced in 

engineering projects to suggest  the adoption of predictable lightweight, efficient and scientific 

approaches to develop software (Beck in Mnkandla 2008, p. 41). Mnkandla describes the 

connotations implied from above as: 
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Table 3-2: Agile Methodologies features adapted from (Mnkandla 2008, p.41) 

LIGHTWEIGHT This implies reducing software tasks to the essential and focusing on the 

delivery velocity, 

EFFICIENT This implies the delivery of solutions to targeted audiences with minimal 

overhead on the software project team. 

LOW-RISK This implies that Project Managers and their teams trade on the practical 

lines of what is feasible and leaving the unknown until it is unavoidable. 

PREDICTABLE This implies relying on common agile practices. 

SCIENTIFIC This implies basic methodology execution on formal scientific principles. 

 

It is against this backdrop with the proliferation of IIDD methods and the need for increasing 

agile ways of doing software development that field authorities met in the Wasatch Mountains 

of Utah in February 2001 (Glazer et al. 2008, p. 4). 

From this meeting, emerged an Agile Alliance on one hand; and on the other the birth of the 

so-called “Agile Manifesto”. This manifesto essentially aimed to value core aspects of software 

engineering projects in so-called agile settings (Glazer et al. 2008, p.16). These values include: 

 An emphasis on individuals and their interactions as opposed to specific tools or 

processes. 

 An emphasis on functioning systems as opposed to large sets of documentation. 

 The importance of prioritising cooperation with customers as opposed to monetary 

disputes over service agreements. 

 Adapting to changing requirements in project scopes rather than following set-in-stone 

plans. 

Ultimately, the Agile Manifesto encourages principles revolving around increased 

development speed, collaboration and flexibility in terms of running software engineering 
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projects (Lytvynova 2018, para. 2). The current thesis considers agile described methodologies 

which foster and encourage iterative development processes in an incremental manner as 

described by local software engineering literature (Lindvall et al. in Mnkandla 2008, p. 42). 

3.1.1 Advantages of the agile philosophy 

Modern software organisations increasingly require agility in their approaches to software 

development projects (Gaoussou & Mnkandla 2018, pt. 1). This has been observed to provide 

organisations with increased flexibility and efficiency when facing continuously evolving 

requirements (Shelly & Rosenblatt 2012, p. 149). When adopting agile methodologies and 

techniques, the outcomes of iterations are expected to be completed and passed along after 

review, testing and acceptance by users (Scheid 2013, para. 7). Common perks which are often 

cited for the adoption of agile approaches include the fact that they are adaptable to unique 

projects and that they can be implemented into almost any setting where the traditional 

waterfall model’s limitations are no longer tenable (ibid. 2013). When firms opt to utilize 

adaptive agile methodologies in engineering projects, they typically proceed to structure 

development processes around iterations which are focussed on delivering specific 

functionalities (Shelly & Rosenblatt 2012, p. 21). Furthermore, the incremental approach to 

engineering which the agile philosophy encourages has been found to enable the reduction of 

overhead costs, facilitate customer feedback and increase the delivery of end products to users 

in a more timely and efficient manner (Svorstøl 2017, p. 4).  

As previous IS research has shown, when organisations migrate to agile approaches of 

executing their engineering projects, the potential to foster better conditions for the delivery of 

higher quality products increases (Qumer & Henderson-Sellers 2008, p. 280). Recent studies 

have for instance shown that in comparison to traditional waterfall like approaches, in agile 

settings, teams seem to show increased satisfaction in regards to their overall productivity as 

well as end product quality delivery (Kassab & Defranco 2018, p. 118). In recent times, agile 

approaches to software engineering projects have increasingly attracted both small and larger 

enterprises because of noticeable gains they provide in terms of timely delivery, efficiency and 

product quality improvements (Ambler & Lines 2012, p. 1). Recent industry surveys amongst 

professionals have for instance indicated various advantages of agile practices in organisations; 

these include an increase in customer involvement, improved collaboration across multi-

functional teams, adaptability in the face of scope changes, parallel development and testing 

activities, reduced time to market delays as well as performance and overall product quality 

improvements (Parker 2019, para. 20). 
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Often associated with iterative development, simplicity, face-to-face communication and 

customer focused approach, agility presents an attractive paradigm for modern firms (Kingdon 

2018, para. 1). It could hence be deemed pertinent to examine agile practices in further detail 

when one ambitions to study modern approaches to improve current software engineering 

projects. 

In practice, the agile conceptualization of software development tasks project leads with the 

responsibility of establishing and allocating process activities (Perera, Bandara & Perera 2016, 

p. 282). Furthermore, there exists an immense diversity in the type of software processes 

organisations can leverage to build products intended for commercialisation to customers (Di 

Nitto et al. 2016, p. 13). This explains in part why there are so many different flavours of 

practical agile implementations such as Feature and Test-driven development in addition to 

Scrum etc. (ibid. 2016). 

This non-exhaustive and ever evolving list of implementations of the agile philosophy presents 

researchers in the field with an immense amount of literature to review, dissect, and analyse. 

In this light, the next section of literature review attempts to position itself within the South 

African context realities. 

3.1.2 Agile software development in the South African context 

As its international counterparts, the South African software engineering sector has embraced 

Agile Software Development endeavours. Locally, Agile is expected and has been shown to 

decrease IT software projects failure rates (Joseph, Marnewick & Jan Santana 2016, p. 338). 

Local academia seems to indicate that the most prolific agile methods used in South Africa are 

Scrum and Extreme Programming (ibid. 2016). Additionally, this research‘s case study is 

conducted at a local start-up which uses both Scrum and Kanban. The next sections hence 

proceed to introduce these three agile modern approaches to software development. 

3.1.3 An overview of Extreme Programming, Kanban and Scrum 

3.1.3.1 Extreme Programming 

Extreme Programming (XP) appeared in 1996 as one of several popular agile processes to focus 

on delivering software as users required it (Wells 2013, para. 2). This methodology proposes 

an evolutionary approach to software projects focused on incremental processes, automated 

testing as well as rapid deliveries (Hoffer, George & Valacich 2016, p. 19). 
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XP advocates for short development cycles called releases to improve productivity (Mwansa 

2015, p. 30). It proposes a disciplined engineering approach which is centred around the 

delivery of functioning products to customers in a timely fashion (Hunt 2006, p. 16). 

Furthermore, XP also advocates for effective and intelligent communication between various 

project stakeholders including management and engineering staff with a common goal to 

ensure project success. By leveraging XP, high velocity and efficient project teams typically 

ambition to deliver quality software products with as little red-tape and within the most 

appropriate time, resources and cost constraints as possible. Extreme Programming can also 

often be associated with a set of values and principles in most modern agile software 

engineering settings (Lytvynova 2018, pt. 2): 

 Respect in the sense where all project stakeholders work in collaborative effort to 

achieve a common goal. 

 Accountability in the sense where high locus of control is expected from engineers with 

a key emphasis on honesty and objective self-reflection as well as the willingness to 

accept new challenges. 

 Simplicity in engineering activities. By encouraging developers to write simpler 

testable code units, increased product value is expected with savings in terms of efforts 

and time costs. 

 Effective communication streams to ensure all project stakeholders work together 

throughout project lifecycles. 

 Continuous Feedback loops to foster a culture of continuous rational evaluation and 

improvements in terms of product quality. 

Another attractive aspect of XP is that it encourages practices such as pair-programming which 

can be introduced to novice engineers. Such approaches to executing development tasks have 

been shown to improve collaboration between engineers while producing better overall 

software artefacts (McDowell et al., 2004, p. 37). In most settings, pair-programming 

endeavours have been shown to fit well within mature extreme programming frameworks 

(Bryant, Boulay and Romero, 2006, sec. 3).  

Moreover, XP also emphasises the adoption of frequent cycles to improve development 

projects and promotes the identification of four core practice areas (PMI & AgileAlliance 2017, 

pt. Annex A3). Table 3-3 summarises these XP areas: 
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Table 3-3: XP practice areas and activities (PMI and AgileAlliance 2017, pt. Annex A3) 

XP PRACTICE AREA RELATED ACTIVITIES 

Organisational Teams are expected to collaborate in informative 

workspaces while facilitating customer involvement during 

project lifecycles. Team members are expected to work at a 

very high but sustainable pace while team leaders must 

ensure continuity in any circumstances. 

Planning The team is expected to elaborate descriptive user stories 

and plan cycles weekly and/or quarterly. Daily stand-ups 

are also used to make sure all members are informed of 

current issues and update task status accordingly. 

Technical Methods such as pair and test-first programming are 

implemented. Engineers also need to understand and apply 

incremental designs to make refactoring efficient and 

effective.  

Integration Engineering staff ensures code bases are integrated and 

stable. The principles of incremental deployment, unit and 

integrated testing as well as continuous integration are 

implemented. 

 

XP additionally assists agile teams in overcoming the limitations of traditional SDLC in terms 

of delivery time, flexibility and adaptability (Sharma & Hasteer 2016, p. 1). XP is mostly used 

as a simple and effective methodology for small agile team (Beck in Haryono 2015, p. 28). 

According to Haryono (2015) its fundamentals include:  

 The understanding that decisions influenced by business requirements 

and those made by project stakeholders have different origins. 

 The importance of developing unit test cases prior to implementing 

functional logic and continuously testing against these. 

 Performing rigorous integration testing. 
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 Producing all software in pairs by making to engineers collaborate on 

one screen. 

 Initiating projects with simple, flexible and adaptable designs. 

 Pushing light functions as soon as possible. 

Figure 3.1 illustrates an example XP model which puts the emphasis on the iterative nature of 

agile. 

 

Figure 3.1 Simplified XP model (Shelly & Rosenblatt 2012, figs 11–7) 

3.1.3.2 Scrum 

Agile methodologies departed from traditional waterfall inspired models by providing a novel 

approach to project development (Cooper 2016, p. 24). Using the analogy of “Scrum” in rugby 

where a match is rebooted after every infraction, agile project stakeholders leverage short 

meetings to strategize and plan action items (ibid. 2016). Scrum teams typically feature 

stakeholders such as a product owner, a development team, managers and users amongst others  

(Shelly & Rosenblatt 2012, p. 148). 

Scrum is such a popular framework for implementing the agile paradigm to software 

development that it is often used as a synonym to the term agile itself. It considers that software 

engineering projects are unpredictably complex and one needs to take account of this at 

inception (Mahnic & Drnovscek 2005, sec. 2).  
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The basic premise behind scrum is that the set of variables which influence software projects 

are not predictable and that imposed rules would not always be appropriate (Mnkandla 2008, 

p. 62). It is hence pertinent to adopt a methodology which spells out the best practices to 

manage such projects (ibid. 2008).   

In practice Scrum distinguishes itself because of its insistence on committing to short units of 

work in increments with high velocity which help teams rapidly advance towards their stated 

goals (Yoshida 2018a, pt. 6). 

Scrum expects products to be built in a series of fixed-length iterations called sprints which 

provide projects teams with a rhythm and framework to deliver software on regular cadences 

(Radigan 2017b, para. 2). These sprints in question are structured by four ceremonies identified 

as follows (ibid. 2017):  

 Sprint planning in which stakeholders organize a meeting to determine what to 

complete in the coming sprint. 

 Daily stand-up which entails a daily fifteen minutes meeting for the software 

team members to update each other. 

 Sprint demo which entails a sharing meeting where the team shows deliverables 

achieved.  

 Sprint retrospective which entails a review of positive and negative items to 

improve future sprints. 

Agile organisations and teams use pull models where they retrieve a certain amount of work 

off the backlog and commit to completing this work during specific sprints; this is a very 

effective way of maintaining quality and ensuring optimum performance in the long term 

(Radigan 2017b, p. 1). 

Mwansa (2015) summarizes Scrum as an iterative and incremental project management 

framework. This framework takes into account the evolving nature of customer requirements 

and therefore aims to encourage flexibility and adaptability from software project teams 

(Mwansa 2015, p. 30). This declination of the agile philosophy also encourages the presence 

of end-users throughout the development lifecycles because requirements are understood to be 

evolving (Lopez-Martinez et al. 2016, p. 142). Agile trained project leaders promote Scrum to 

organisations by describing it as a management framework which facilitate incremental and 

agile development (Hutterman 2012, p. 23). Companies tend to find this attractive as Scrum 
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fosters an environment where business stakeholders and technical staff collaborate at regular 

time intervals (ibid. 2012). Furthermore, as Scrum is a concept closely related to agility, it is at 

times used as a synonym for agile practice. By itself, although it does not force restrictive 

guidelines on the rituals teams should perform during projects, it is often suggested that 

organisations combine a scrum inspired framework with specific practices geared towards 

compatibility within their environment (Ambler & Lines 2012, p. 44). 

Another element which differentiates Scrum teams from teams found in traditional waterfall 

models is their composition. There are three essential roles in a scrum team which include 

engineering teams, scrum masters and product owners. Table 3-4 describes these roles in more 

detail (Radigan 2017b, p. 1): 

Table 3-4: Scrum team composition 

THE PRODUCT OWNER Product owners focus on understanding business 

requirements before prioritizing the items to be 

completed by the engineering team. They manage 

product backlog; ensure smooth communications 

between business and engineering teams; give clear 

guidance on outstanding features; decide when the 

products are shipped. A key aspect to remember 

about such stakeholders is that they are not meant to 

replace project managers. They are usually 

individuals as to have a multitude of product owners 

could result in the development team receiving mixed 

signals. 

THE SCRUM MASTER Scrum masters are tasked with coaching development 

team, product owners and business stakeholders on 

scrum processes while attempting to fine-tune their 

practice of such processes. They can be deemed as 

facilitators-in-chief as they manage project resources 

requirements, lead stand-up meetings, review all 

sprints and evaluate the retrospective phase. 

 



70 
 

THE SCRUM TEAM Well organized and efficient scrum team are usually 

closed, co-located and rarely exceed 7 members. The 

members of such teams usually offer projects 

differing skill sets, and continuously assist in cross-

training members as to avoid an individual being a 

bottleneck. They need to be able to plan sprints, 

forecast their expected delivery rates over each 

iteration by using their passed velocity record as 

guides. 

  

3.1.3.3 Kanban 

Kanban can be described as an agile development methodology inspired by Toyota in the late 

1940’s (Radigan 2017a, para. 2). It was derived by the car manufacturer’s JIT (Just-In-Time) 

philosophy to deliver final products in a timely fashion (Christian 2016, para. 3).  

The key aspects one could retain when discussing Kanban is that it promotes transparency, 

efficient communication and clarity in terms of capacity and tasks allocation. In Kanban 

projects, items are visualized by putting cards onto a task board (Beck et al. in Nakazawa & 

Tanaka 2016, p. 1). This way of managing software projects has a low barrier to entry for teams 

newly adopting lean and agile principles and aims to drive improvement by facilitating the 

visualization of work items represented by cards on task boards for example (Kelly 2017, para. 

2). Cards on these task boards will often include technical details valuable to assignees and 

allow Kanban teams to view tasks status throughout the project at any time. This facilitates 

auditing by enabling timely identification of stumbling blocks while ensuring increased focus  

(Radigan 2017a, para.10). The Kanban approach also attempts to improve efficiency by placing 

constraints on the number of items (Work In Progress) which project teams can tackle 

simultaneously, this is argued to improve focus and avoid situations where teams are wasting 

time by dispersing their efforts (Majowska 2018, para. 1). 

Kanban tries to focus on facilitating continuous development and promote continuous delivery 

by managing work requests in parallel and in a seamless fashion (Rehkopf 2018, para. 4). 

Typical Kanban projects are highlighted with a flowing cadence, a continuous release approach 

to deliveries, little emphasis on existing rules and a constant adaptability to change (ibid. 2018). 

Another attractive aspect of Kanban is that it is simple to adopt for organisations with a relative 

low level of knowledge expertise about agile and lean paradigms. Additionally, previous 
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research work as shown that many organisations are attracted to Kanban because it is perceived 

to help reduce Work In Progress (WIP), facilitate increased visibility and accountability for 

delivery leads while improving overall development flow (Ahmad, Markkula & Oivo in Helen 

& Tracy 2016, p. 165). 

Furthermore, in common agile settings, incidents occur and much of the work is often more 

unplanned than not. When new work requirements are introduced at high velocity, teams 

cannot afford to spend long amount of time in trying to make sense of backlogs or wait for 

upcoming sprint planning sessions (Buchanan 2018, para. 4). This is amongst others a core 

motivator as to why many agile teams opt for Kanban in the running of their projects. 

3.1.4 Limitations to current agile approaches and prospects 

Agile implementations can be painful endeavours when there is not a willingness from within 

organisations to accept the need for change. In effect certain studies have shown for instance 

that factors such as people and the organisational culture are a huge reason for resistance to 

change and that in itself is one of main challenges to successful agile adoption (Lopez-Martinez 

et al. 2016 p. 146). During attempts to adopt practices such as XP for instance, leadership is 

often met by reluctance from engineers. This is because they often believe that pairing with 

colleagues would lead to a loss of efficiency in their programming habits and force intense 

social interactions they feel uneasy with (William et al. in Kalermo & Rissanen 2002, p. 100). 

On a more practical level, during some engineering projects, teams tend to discover that high 

velocity new work requests, continuous change and continuously updated requirements can 

immensely hamper agile implementation. In effect, many of these issues which can cause 

project instability do not coincide well with a restrictive Scrum or Kanban adoption for 

example (Daly 2018, para. 8). Consequently, many projects need to blend compatible practices 

from various agile approaches rather than use prescriptive guidelines based on a specific 

methodology. 

Switching from predictive approaches to more adaptive models can present organisations 

which are ill prepared some challenges. In effect, it has been argued that too much emphasis 

on the rapid iterative aspect and quick deliveries in agile shifts focus away from precision and 

can yield an atmosphere which fosters overall indiscipline (Shelly & Rosenblatt 2012, p. 523). 

Additionally, doubts have also been emitted about agile efficiency in the context of large-scale 

projects because of the perceived absence of clearly explicated user requirements during early 
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stages of project inception (ibid., 2012). The migration from typical SDLC approaches to new 

methods can also yield other unintended situations. 

To evolve their practices in the context of software project execution, while proceeding to a 

transition from traditional waterfall models towards more agile practices, project engineering 

teams are at times tempted to completely forgo any sort of planning (Monson 2019, para. 29). 

This is very problematic and is often motivated by the desire to leverage a new so called agile 

midframe as a remedy to bloated documentation, confusing Gant Charts or over ambitious 

project plans (ibid., 2019).  

What happens as a result of this is that organisation end up in a sort of hybrid model which has 

all the disadvantages of waterfall processes accentuated by a bad understanding of agile. This 

can result in unmanageable software architectures which exponentially grow complex: 

 

Figure 3.2 Software architecture example derived from bad agile implementation (Monson 
2019, fig. 3) 
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Another issue in enterprises is that most organisations find keeping small agile teams focused 

on the same long-term objectives very difficult. Although this is not a problem exclusive to 

agile oriented engineering projects, maintaining coherence in terms of unity, logic and 

consistency for instance is a daunting task (Glazer et al. 2008, p. 20). 

In practical agile implementations such as Kanban or Extreme Programming for instance, 

specific problems can also be encountered in software engineering projects. XP for example 

was initially intended to be adopted by small teams. In the real world, scaling up of practices 

such as pair programming for larger organisations is not a simple or smooth process (Kalermo 

& Rissanen 2002, p. 103).   

In organisations which attempt to run projects in Scrum settings for instance, post mortem 

audits have often shown that writing meaningful user stories can prove to be very complicated 

because of the perceived lack of clarity associated with agile adoption attempts; furthermore, 

to advance positively in their agile journey, teams need levels of adaptation and transparency 

which can be lacking throughout many companies (Lopez-Martinez et al. 2016, p. 146).  

Additionally, after the implementation of Scrum, some teams can encounter difficulties which 

can lead to project failure. These failures can be caused by a few reasons as discussed in table 

3-5: 

Table 3-5 Scrum Failure Factors (Adapted from Liyanarachchi 2019, p. 1) 

SCRUM FAILURE FACTORS 

 

DESCRIPTION 

Gaps in comprehension of scrum principles. Although in most environments, the entire project 

team would have gone through some type of 

training or introduction to scrum, roles and 

expectations need to be explicated to all team 

members. Locus of control lack is problematic 

and ends up resulting in failures at times, so it is 

vital the Scrum master endorses the responsibility 

of coach team members and the onboarding of 

new colleagues. This can assist in ensuring all 

stakeholders have a common understanding of the 

agile practices and processes necessary to a 

successful Scrum framework implementation 



74 
 

Inappropriate application of scrum without 

considering specific project needs. 

Projects are at risk when Scrum is adopted 

without understanding the nature of team 

dynamics. When team members do not have 

shared skills or experience, leadership needs to 

shy away from simply putting together an 

ensemble of incompatible subject matter experts.  

Mistaking scrum for a monitoring framework. Leadership needs to use daily stand-up meetings 

as soft debugging session where engineers 

collaborate, advise and communicate to deal with 

issues. These sessions are wasted when only use 

to monitor progress without tangible inputs from 

the team in fixing issues. 

Rigid top down management of project teams. Scrum projects lose their purpose if management 

does not enable self-organisation. Individuals 

need to be able to leverage cross-functional 

competencies from colleagues. Without this, 

project team members are at risk of losing focus 

and motivation, and simply revert to negative 

attitude in the face of perceived 

micromanagement. 

 

In the same light, Glazer et al. (2008) further advance that because of certain prescribed agile 

activities, complex software engineering projects have difficulty scaling well. The influencing 

factors include: 

 Clarity for teams in terms of understanding business requirements. 

 Product and processes alignment amongst teams. 

 Managing validation and verification strategies for the solution. 

 Coordinating risk management. 

 Fostering a common team vision and the understanding of objectives by all. 

Another problem which teams can encounter when trying to implement agile practices is that 

of quality. In practice, it has been observed for example that agile software engineering projects 

have often lacked suitable techniques to address quality requirements (Inayat et al. in Knauss 
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et al. 2017, p. 427). Consequently while agile implementations often coincide with noticeable 

improvements in terms of quality, traditionally speaking, at inception, Scrum and Kanban never 

explicitly stated that organisations should focus on improving their quality per say (Kelly 2017, 

para. 4). Additional impediments to agile approaches implementations in organisations include 

a lack of management support and general resistance to change (Glazer et al. 2008, p. 26). The 

factors mentioned above are not the only issues organisations face when trying to implement 

an agile philosophy. 

For example, one of the basic pillars of most successful agile implementations is that of 

communication. In effect, it is a requirement that aside from technical aptitude, project 

members be highly skilled  at communicating effectively (Shelly & Rosenblatt 2012, p. 21). 

Also, a key requirement of effective agile practices is to as much as possible encourage direct 

face-to-face communication between project stakeholders (Kingdon 2018, para. 6). 

Additionally, the lack of emphasis on documenting agile projects can increase risk factors and 

team leaders need to understand that because of the continuously evolving nature of 

requirements, scope changes are not unlikely, so the project team needs to adapt accordingly 

(Shelly & Rosenblatt 2012, p. 21). Coupled to this, some practitioners have also identified a 

tendency in certain projects to approach scrum planning without a clear understanding of who 

the actual target audience is (Yoshida 2018, para. 1). This can for example yield a lack of clarity 

in the motivations for adding certain items in sprint backlogs to all stakeholders and hence 

overload teams with unnecessary workloads. 

In the foreword to a Scaled Agile Inc. white paper, the authors ‘ main argument is that when 

organisational change is not in phase with the global business environment, firms tend to go 

on a downward spiral (Scaled Agile 2016, sec. Foreword). In effect, while agile development 

has addressed in large parts the need for responsive development, it was developed for small 

teams and scales difficultly in large enterprise systems (ibid. 2016). Additionally, in the context 

of satisfying customers’ desire for fast and continuous innovation, agile development only fills 

the gap between Line of Business and Engineering teams (Bakal 2012, p. 4). This situation 

often leads to increased misalignments between project aspirations and practical engineering 

challenges, vacuity between objectives and deadlines as well as mismatches between expected 

performance and delivered project features (Raam 2017, para. 4). 

To bridge the gap between Engineering and Operations teams, modern organisations are 

increasingly looking to “DevOps” ("development" and "operations") as an agile enhancer. 



76 
 

3.1.5 DevOps necessity in the agile paradigm 

As Agile projects typically try to ship features at the end of each sprint, this tends to 

mechanically incur high deployment rates for IT Operations (Kim 2015, p. 5). A consequence 

is that while agile development has positively influenced businesses’ perceptions of software 

teams, it has conversely negatively affected the perception of IT Operations performance (ibid. 

2015). This has led to the emergence of “DevOps” as new engineering method to address some 

of the agile philosophy’s practical implementation challenges.  

For many software teams or organisations, operations and development functions have 

conventionally been diversely considered and appreciated. A software engineer has typically 

been understood to be the builder of code or software while operation staff has usually been 

tasked with the responsibility of production or operational support. A direct consequence of 

this has been the disconnect between members of these teams. In practical industry settings for 

instance, application internals as well as detailed software architecture are not always well 

understood by operations staff (Di Nitto et al. 2016, p. 12). Conversely, software engineering 

teams are not always well in tune with infrastructure and critical environment variables such 

as platform dependencies, network limitations etc. (ibid. 2016). Another problem which 

engineers in software projects have traditionally struggled with is to ensure standardization of 

development, testing and production environments. To ensure consistency across these 

environmental domains, organisations have in the past mostly relied on change management 

processes (Poojary 2015, para. 5). In modern times, DevOps helps teams conduct shorter build, 

test and deployment cycles by automating many engineering processes (ibid. 2015). Industry 

use cases at technologies giants such as Flickr and Netflix attest to a growing interest in 

integrating development and operations activities (Bang et al. 2013, p. 61).  

Recent research as argued that when applied correctly, DevOps can extend the agility of 

software engineering teams to the operations function and that it could help achieve high levels 

of efficiency during the entirety of planning and deployment lifecycles (Kamuto & Langerman 

2018, p. 48).  

The term “DevOps” refers to an innovative paradigm which emphasises increased 

collaboration, communication and integration between software engineers an IT operation 

professionals (Happiest-Minds 2014, p. 3). It is a contraction of the terms “development” and 

“operations” and aims to enhance agility by providing practical solutions to challenges in areas 

such as environment configuration, continuous integration as well as tasks revolving around 
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monitoring and performance improvement (Gartner 2018, para. 9). One could also describe 

this approach as a set of techniques which facilitates enhanced communication, collaboration 

between software and operations engineers. The ambition of DevOps teams is to produce 

quality software faster and more reliably at high throughput rates. To achieve such feats, 

organisations need to migrate away from traditional horizontal divisions of labour amongst 

disparate functional teams (Balalaie, Heydarnoori & Jamshidi 2016, p. 8). A couple of 

consequences of dividing work in such ways include an increase in delays experienced for 

change delivery, less flexibility in the assimilation of new team members and reduced 

comprehensibility of source code which is often heavily correlated to the nature and number of 

teams involved (ibid. 2016). An additional issue which can accentuate this situation is that in 

traditional development teams, internal challenges emerge because often, development tasks 

are executed in silos. This has a nefarious effect for organisations in that, in some cases, only 

specific staff gain expert knowledge in their respective domains without ever taking into 

account the organisational need in the long term for effective knowledge sharing  (Lavallée & 

Robillard 2015, p. 686). 

To address the bulk of problems mentioned above, DevOps advocates a more vertical approach 

which suggests the allocation of team members to smaller cross-functional teams comprised of 

competent poly-skilled and adaptable agile engineers. While companies can admittedly deliver 

many features and products while operations and software engineering teams work in silos, 

there is a risk involved where support staff might be testing products in non-realistic 

environments and this can lead to decreased user satisfaction (Raam 2017, para. 3). 

Therefore, in the broader context of modern engineering teams, DevOps ambitions to apply the 

agile philosophy and agile precepts beyond development team by associating IT Operations 

engineers. A key motivator to highlight the need for this collaboration between traditionally 

distinct IT functions in the form of development and operations is to eliminate conflict by 

bridging the gap between software and operations engineers (Wahaballa et al. 2015, p. 211). 

Organisations can ultimately be very attracted to DevOps implementations for their projects as 

it advocates for faster response from teams in charge of IT infrastructure and the software 

platforms required by business and customers alike. 

Conceptually, DevOps represents a model for application development in agile environments 

which requires deep collaboration between the development and IT operation functions. It 

emphasises the need for the agile manner in which innovative modern software is developed 
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to align with the way in which it is delivered to live environments (Debois in Fitzgerald & Stol 

2017, p. 3). Collaboration between operations engineering and software development team is 

hence deemed to be critical in DevOps environments. This collaboration is argued in the long 

run to improve overall communication and help teams identify customer pain points quicker 

so that effective and efficient solutions are implemented decisively to improve customer 

experience and satisfaction (Parzych 2017, pt. 2). 

For organisations which aim to successfully implement DevOps and yield expected benefits 

from its adoption, its introduction adds more responsibilities on the shoulders of leadership 

staff; management is hence put under increased pressure to foster an environment which is 

compatible with enhanced automation capabilities and encourage better locus of control by 

facilitating self-organisation in teams (Kamuto & Langerman 2018, p. 49). A key underlying 

ambition of this approach is to improve alignment between tooling, processes and tools in 

modern engineering settings (Dawson 2017, para. 7).  

Nowadays, DevOps is also considered as an absolute requirement for the development of 

quality products and the effective running of  resilient systems supported by increased levels 

of adaptability as well as change delivery (Dyck, Penners & Lichter 2015, p. 3). It is 

increasingly attractive to all size organizations which aim to improve flexibility, enhance 

productivity gains and experience rises in quality delivery in the context of software 

engineering projects delivery (Sereda 2019, para. 23). Enterprises are eager to adopt it for 

improved speeds in terms of project execution, reduced costs and increased chances of 

delivering quality software (Bertham 2018, para. 1). 

Another perspective DevOps could also be thought of, is that of a modern, practical 

implementation of techniques inherently compatible to the agile philosophy in general. The 

foundational theoretical blocks related to DevOps are presented in table 3-6 (Cois 2014, p.3): 

Table 3-6: DevOps terminology (Cois 2014, p.3) 

TERM DEFINITION 
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DevOps The term itself entails all that is necessary to take an idea (feature, code, 

documentation etc.) from inception through delivery to a customer in the 

most expedient and sustainable way possible. This model can be applied 

to the development lifecycle of anything with distinct development and 

operations components. 

Continuous Integration Continuous integration (CI) refers to the combination of development 

source code into a single application and then, typically running 

automated suite of tests of the resulting system. This integration process 

runs “continuously” by either polling source control systems at regular 

intervals or by having hooks setup which are triggered by code updates to 

the repository where it sits. 

Continuous Delivery Continuous delivery refers to the process of packaging, testing and storing 

an application unit in a continuous manner so it can be ready to be 

deployed into production in a timely manner. Continuous Delivery 

extends CI process to arrive at an application which has gone through 

rigorous compliance testing and is validated to be production ready. 

Continuous Deployment Continuous Deployment refers to automated deployment of applications 

to production environments. This typically supposes robust production 

validation mechanism and smooth rollback capacities. 

 

Figure 3.3 illustrates the processes expected to be in place throughout teams which implement 

DevOps: 
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Figure 3.3: DevOps processes (Modi 2017, fig. 2) 

The move towards agile methods for software development teams and the adoption of DevOps 

enabling practices increasingly suggests a shift away from rigid traditional methodologies and 

customize modern approaches to execute software projects. In this light, the next section 

discusses why modern organisations and software project teams need to progressively leverage 

more flexible processes 

3.2 Adjusting engineering approaches 

Software engineering advocates disciplined rigor in the utilisation of software processes in the 

running of projects. Understanding and managing software processes effectively is paramount 

to organisations which aim to improve productivity as well as product quality delivery (García 

et al. 2007, p. 2570).  

In an engineering context,  processes will typically preconize a set of well-known established 

practices in the aim of improving productivity while yielding quality software artefacts and 

end-products (Casare et al. 2016, p. 197). For example, many programmers find comfort in 

following specific formal guidelines in already well established methodologies (Karlsson & 

Wistrand 2006, p. 83).  



81 
 

Nonetheless, efficient software project teams understand that processes can typically not be 

applied to any random setting without at least some sort of process customisation being 

required (Kalus & Kuhrmann 2013, p. 1). It has hence been observed that software teams and 

organisations in particular need to continuously adapt their operating models and processes to 

meet internal and external evolving requirements (Xu & Ramesh 2008, p. 39). Consequently, 

it is also important that project leaders tailor their engineering processes considering the 

reputational and financial risks involved when running new projects (ibid. 2008).  This is even 

more important for organisations which have certifications imperatives such as ISO or CMMI 

as in such cases, usage of industry accepted standards and processes is compulsory (Hurtado 

Alegría et al. 2011, p. 4).  

Overall, when delivering new software products to customers, teams tend to attempt the 

customisation of methods to stabilize engineering projects and improve their own internal 

processes to deliver  quality end-products to markets (Akbar et al. 2014, p. 1).  

The next section proceeds to introduce different angles an organisation could leverage when 

attempting to adapt, customize and thus and improve processes in the running of its software 

projects. The rationale for discussing these options is related to the fact organisations rarely 

encounter one size fits all models randomly applicable to any setting. 

In this section, engineering meta-modelling as well as method engineering are further explored. 

The subsequent section aims to discuss how these approaches are informed by a need for the 

contextualisation of engineering project execution to organisational specific needs and thus 

infers a need for the tailoring of processes in modern agile settings which are the main premise 

of this dissertation’s use case. 

3.2.1 Software and System Process Engineering Meta Modelling 

In the context of software engineering, organisations have a vested interest in formalising 

internal processes as efficiently as possible. In this light, meta-models such as the Software and 

System Process Engineering Meta-Model (SPEM) have proven to be quite useful (Akbar et al. 

2014, p. 1).  

Developed by the Object Management Group (OMG), the Software and System Process 

Engineering Meta-Model describes software and engineering processes as well as their 

components (Alajrami, Gallina & Romanovsky 2016, p. 2). 
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Its 2.0 version (SPEM2.0) was generically designed to accommodate a large array of 

engineering approaches and processes by abstracting domain-specific variables from its 

foundational structure (ibid. 2016). This notation has for instance previously been used to 

simplify processes relevant in agile scrum settings in the form simple stages such as (Beck in 

Akbar et al., 2014, p. 197): 

 A Write Story Phase 

 A Write Code Phase 

 An Integration Test Phase. 

 

Figure 3.4: Agile Software Process Example (Akbar et al. 2014, fig. 1) 

Models such as SPEM can be immensely useful to organisations because they help facilitate 

harmonisation and standardisation throughout engineering project lifecycles which in turn 

improves communication and harmony between project stakeholders. While this could 

hypothetically contribute to improve working conditions and potentially increase the chances 

of yielding quality products, it is not without potential limitation or risks.  

In effect, intrusive and imposed standardisation does not guarantee immediate full user 

adoption. It also poses the risk of limiting flexibility by possibly enforcing one-size fits all 

solutions to very diverse environments (Harmsen, Brinkkemper & Oei 1994, p. 4). To address 
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this potential pitfall of models, traditional engineering approaches to contextualise enterprise 

specific contexts could provide some relevant inspiration.    

3.2.2 Method Engineering 

In IS research, Method Engineering (ME) deals with all aspects related to the conceptualisation, 

development and customisation of new tools which support methods and techniques required 

for running adaptive software projects (Brinkkemper 1996, p. 276).  

When addressing limitations and efficiency in the running of engineering endeavours, project 

leaders have understood that methodologies need to be contextualised to an organisation’s 

realities (Ralyte et al. 2003, sec. 1). Considering this, method engineering emerged to suggest 

that teams initiate projects by leveraging components of existing methodologies as a 

foundation. In Method Engineering, these components are labelled as method fragments which 

are meant to be adapted to meet specific needs  and assist in deriving, designing novel 

methodologies or approaches (Cossentino & Seidita 2005, p. 1).  

Regarding software process improvement (SPI), Method Engineering has been shown to be 

useful when agile only focusses on the methodological aspects of projects. Previous research 

has for instance suggested that whereas agile methods typically mostly allows flexibility in 

regards to methodology, method engineering can be pertinent enabler to SPI when one 

leverages other meta-models such as the Open Process Framework (Henderson-Sellers & 

Serour 2005, p. 2). 

To facilitate method engineering support in engineering teams, previous research has for 

example suggested SPEM inspired frameworks to combine method design, configuration as 

well as implementation for a better customization of software project execution (Cervera et al. 

2011, p. 141).  

Nonetheless, some studies have advanced that agile approaches are not necessarily 

incompatible with method engineering principles in the sense where they revolve around a core 

lean value which is to emphasise the adoption of only what one requires from a given 

methodology (Highsmith in Fitzgerald, Hartnett & Conboy 2006, p. 199). Drawing from this 

customizable aspect of ME, one could apply the same approach to attempt the tailoring of agile 

practices in organisational settings. 
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3.2.3 Tailoring agile processes 

While organisations can find solace in implementing industry tried and tested methodologies 

and approaches to their engineering projects, teams running these projects additionally require 

flexibility in adapting plans and methods on the fly (Karlsson & Wistrand 2006, p. 83). Even 

prior to the democratisation of agile practices, studies have shown that avoiding dogmatic 

approaches to engineering methodologies can yield remarkable results at the end of the day for 

flexible organisations (Head 1994, p. 50). For software engineering teams aiming to deliver 

high quality products, the challenge of finding the best approach to their engineering processes 

is even more daunting because there doesn’t seem to be an ultimate magic solution to satisfy 

all needs in any random setting (Ashrafi 2003, p. 679).  

Consequently, previous research has suggested that firms need to actively look at fitting 

development processes, including novel agile approaches to their specific needs (Akbar et al. 

2014, para. 1). It has for instance been shown that by having tailored processes specific to their 

environments, software engineering teams can reduce IT risks, stabilize projects lifecycles and 

ultimately facilitate the delivery of quality software products (ibid. 2014). 

As previously stated, some empirical studies have highlighted practical reasons for the need to 

tailor agile practices to organisation specific needs. For example, in a 2006 European study 

conducted at Intel’s Infrastructure Processor Division, it was observed that the organisation 

had opted to blend aspects of both Extreme Programming and Scrum as opposed to adopting a 

rigid implementation of either one of these agile approaches (Fitzgerald, Hartnett & Conboy 

2006, p. 201). This was in part motivated by the fact that some XP practices were deemed 

superfluous to the organisational context if one considers for instance that (ibid. 2006): 

 The planning game is better suited for Scrum settings. 

  Continuous Integration is not simple to implement and can in certain cases 

require complex software suites from external vendors. 

 There is an inherent difficulty in imposing working hours in multinationals 

which employ workers who collaborate in different time zones. This is 

especially problematic for large enterprises but can affect smaller organisations 

which outsource some of their engineering value chain offshore.  

 It is also very difficult to implement some agile precepts such as the constant 

involvement of end users as in a large organisation such as Intel, it can appear 
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nonsensical to have customers on site when during early conceptual stages, 

hardly anything is formally defined in typical agile settings. 

During the 2006 study mentioned above, a nuanced key finding for delivering quality end 

products was that the organisation didn’t simply discard the practices staff didn’t like, but rather 

that leadership carefully considered all practices and only eliminated the ones which were 

deemed impractical to implement in a restrictive manner (Fitzgerald, Hartnett & Conboy 2006, 

p. 206). What researchers seemingly observed to be an underlying success factor at Intel was 

that leadership opted to leverage Scrum and Extreme Programming practices for the 

organisational macro level, but then focused on customising these practices on a micro level 

for individual projects (ibid. 2006).  

More recently, some case studies have attempted to find practical adaptable approaches to 

implementing agile methodologies and processes. Some of this research has even produced 

certain guidelines for the tailoring of agile processes as described in table 3-7 (Rolland, 

Mikkelsen, & Næss in Svorstøl 2017, p. 20) : 

Table 3-7: Proposed guidelines for tailored agile as described by (Rolland, Mikkelsen, & Næss 
in Helen & Tracy 2016, p. 250) 

Team Coordination 

Improvement 

Encouragement of novel 

practices 

Adapt the project 

to disruptive 

changes 

Adjust sprints 

content 

This guideline suggests 

organisations attempt to 

facilitate the 

establishment of domain 

specific communities of 

practices on one side and 

on the other to form 

shorter lived cross 

functional teams to fulfil 

organisational needs. 

This guideline considers 

that in order to better 

customize agile precepts in 

large organisations, project 

members need to focus on 

tweaking and implemented 

practices which blend both 

technical aspects as well as 

the functional 

interdependencies which 

govern the lifecycle of the 

software products and 

artefacts being built. 

It could also be 

suggested that 

projects teams 

cater for a ramping 

up period which 

enables system 

users to familiarize 

themselves with 

novel processes in 

their day to day 

interactions with a 

new software suite. 

Delivery 

This guideline 

encourages teams to 

carefully consider the 

velocity at which 

information is 

delivered to system 

users as well as its 

pertinence. The 

objective is to not 

overwhelm the end 

users and allow for 

reasonable 

expectations in terms 
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leadership needs in 

these cases to put 

an emphasis on 

quality training for 

customers. 

of ramping up 

customers’ technical 

know-how. 

 

Through the discussion above, this chapter aimed to present approaches to customize agile 

engineering practices in modern software projects. In current times, such endeavours are better 

enhanced with the utilisation of related technology tool set to support the execution of agile 

projects. Subsequently, as the case study component conducted for this research is based at a 

small South African technology start-up, the next section of this thesis proceeds to introduce 

enabling technologies for agile settings by first contextualising the local scene. 

3.3  Disruptive agile technological realities 

3.3.1 Understanding the role of technology in the South African SMME context 

On the international stage, empirical evidence tends to indicate that small, micro , and medium 

sized enterprises (SMMEs) are key in the battle against unemployment (ITU 2016, p. 1). For 

example, the International Telecommunications Union estimates that these enterprises globally 

contribute up to 70% of GDP estimates (ibid. 2016). Furthermore, many African studies have 

also advanced a correlation between the positive performance of SMMEs and accelerated 

economic growth (Okpara & Wynn 2007, para. 2). In Nigeria for example, despite the high 

levels of poverty, small to medium sized entities provide more than seventy five percent (75%) 

employment (Kumalo & Poll 2015, p. 140). Other studies have even suggested that SMEs in 

Nigeria account for more than 80% of the local workforce (Owoseni & Twinomurinzi 2018, p. 

1). 

More contemporary local research has also shown that while SMMEs are dynamic players in 

most modern industrial nations, this is even more accurate emerging economies such as South 

Africa (Kumalo & Poll 2015, p. 140). As the importance of larger enterprises is vital in ensuring 

technology infrastructure and ecosystems are viable,  SMMEs if afforded the opportunity to 

operate in enabling environments, can contribute to lead in terms of innovation and market 

transformations (DTPS 2018, p. 20). To date, academia consensus therefore seems to point 

towards SMMEs being agents of economic dynamism and growth. 
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In South Africa,  the National Small Business Act distinguishes enterprises according to their 

sector of activity and further uses different thresholds to determine what is considered “small 

sized” (ILDP 2014, p. 12). Although these categorisations are formally described in the Act, 

the denomination for these categories are used inconsistently by state agencies, local sector 

databases and academia itself (ibid. 2014). Figure 3.5 describes these categorisations in the 

South African context:  

 

 

Figure 3.5: South Africa SMME categorisation 

From a macroeconomic perspective, indicators have traditionally highlighted the importance 

of SMMEs on the local economy. Studies have for instance shown that a majority of formal 

South African business entities could be categorised in the small to medium enterprises 
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category (Robert in Kumalo & Poll 2015, p. 140). Moreover, this kind of enterprises were 

estimated to contribute up to 57% to the local Gross Domestic product (ibid. 2015). 

Recent reports describe an environment where SMMEs contribute more than forty percent 

(40%) to the national Gross Domestic Product (BER, 2016, sec. Executive Summary). Table 

3-8 broadly summarizes key indicators of the South African SMME environment: 

Table 3-8: SA SMMEs figures (BER 2016, pt. Executive Summary) 

CHARACTERISTICS 2015, 2ND QUARTER 

SMMEs identified total 2 251 821 

Formal SMMEs total 667 433 

Informal SMMEs total 1 497 860 

Portion of SMMEs owners in the context of 

local employment figures 

14% 

Trade and accommodation SMMEs 43% 

Community services SMMEs 14% 

Construction sector SMMEs 13% 

Financial and business services SMMES 12% 

GDP contribution 

 

42% 

Previously disadvantaged communities’ 

ownership portion 

34% 

Portion operated with less than R30000 

annually 

7% 
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In the South African context, technology is facilitating the ability for SMMEs to compete on 

the global scene (Oxford 2015, para. 1). It provides local organisations exposure to the global 

marketplace, lowers the barriers to entry while significantly cutting costs and thus allowing 

business leaders to evolve their offering from conceptual stages to effective market delivery 

(ibid. 2015). Ultimately, the adoption of ICTs by small and medium enterprises constitutes a 

promising dimension of ubiquitous growth (Gumbi & Mnkandla 2015, p. 2). 

Oxford (2015) cites Internet Solution’s product manager Rindhir Singh who advances that: 

“Small businesses are seeking enterprise class service regardless of their size”. This state of 

affairs has led business owners to expect better customizable enterprise-level solutions to boost 

growth (Oxford 2015, para.2). One could link the assertion above with Gartner’s (2016) 

projected spending increase on enterprise grade software. In effect, this presents an opportunity 

for technology firms and organisations to propose innovative, tailored quality software 

solutions. This is especially true for SMMEs in general and the technology start-ups specialized 

in delivering software product and services to market. The next section hence proceeds to a 

discussion on the local software industry in terms of the start-up environment. 

3.3.2 Micro-economic perspective 

A survey on South Africa’s local start-up ecosystem provided the following key insights 

(Ventureburn 2015): 

 Approximatively eighty-eight percent (88%) of start-ups have five 

employees or fewer. This fits with the current research’s scope of 

study which focuses on start-ups which fit the SMME categorisation 

 Almost thirty-eight percent (38%) of start-ups have no employees 

and comprise of just the founder. 

 Most tech start-ups operate in the computer and software services 

niche. 

 Most founders of these organisations tend to be software engineers 

or have some sort of technical background. 

 About forty-nine percent (49%) percent of start-ups are run from 

homes and garages, twenty-three percent (23%) are run from rented 

offices. Most companies operate in this manner because of an 

underlying need to bootstrap as well as cut costs. 
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 Only seventeen percent (17%) of start-ups surveyed indicated that 

they were profitable. 

These key identifiers of South African start-ups are not showstoppers to their growth. In 

practice, these businesses can be competitive locally and abroad.  

Globally, the second quarter of 2016 for instance posted year-over-year and quarter-over-

quarter growth of 4.2% within the various technology sub-sectors (PWC 2016b, sec. Executive 

Summary). In the third quarter of 2016, the projections included (PWC 2016c, sec. Executive 

Summary): 

 More than Twenty-Four per cent (24.2%) growth for the Internet Market. 

 Increased growth for Software products (2.5%). 

 Increased growth for Software services (7.5%). 

These international growth figures present South African tech start-ups specializing in software 

delivery with a huge opportunity to service the global and sub-Saharan markets. Additionally, 

the local business demographics of start-ups seem to be mostly occupied by firms operating in 

the computer and software services sector (Ventureburn 2015). 
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Figure 3.6: Technology start-up activity sectors (Ventureburn 2015) 

Although anterior to PWC’s projections at the end of 2016, figure 3.6 seems to show that the 

lion’s share of the local start-up environment is dominated by organisations which operate in 

the software services sector. Nonetheless, SMMEs in general and start-ups specifically face 

two key challenges in South Africa (Ventureburn 2015). These include: 

1. A lack of funding opportunities: Endeavours for the financing of Small Medium and 

Micro Enterprises (SMMEs) are often timid. This is because failure rates experienced 

amongst start-ups in South Africa is alarming. In effect, around 56% of start-ups are 

self-funded from the start (Ventureburn 2015). Not having access to venture capital 

funding opportunities is an obvious obstacle to innovation on the local software market, 

and hence hampers the industry potential for greatness in many instances. 

2. A lack of revenue, thus lack of marketing: Most start-ups are bootstrapping and cannot 

afford traditional forms of marketing (Ventureburn 2015). 
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Furthermore, although financial constraints tend to limit the adoption of modern expensive 

technology implementations, cloud technology has given smaller firms access to technology 

with enterprise level capability without the traditional complexity and incurred costs (Oxford 

2015, para. 3). In this light, Chapter Three now proceeds to a conversation on the technological 

means local firms have at their disposal to conduct their activities in a cheaper, leaner and 

disruptive manner. 

3.3.3 The emergence of cloud computing 

Cloud services can be described as the delivery of IT resources such as computing nodes, 

databases, proprietary software access, infrastructure etc. through the internet and often 

charged through a pre-paid model.  

In modern times, the Cloud space has evolved from its experimental beginnings to provide 

enterprises with a platform for real business value. In effect, while organisations worldwide 

have understood the importance of heavy investments in Digital transformation endeavours, 

Cloud based services have emerged as a paramount foundation to achieve this expected 

evolution (EMA 2018, p. 1).  

Cloud technology presents a paradigm shift for large, small and medium sized enterprises alike 

as it facilitates the operations and rendering of services for organisations tackling dealing with 

IT assets and increased resourcing costs (Hinde & Van Belle in Gumbi & Mnkandla 2015, p. 

1). This new computing alternative has improved the way in which application are being 

developed by engineers around the world. Furthermore, it has enabled organisations to 

streamline their development lifecycles, improved productivity in engineering teams while 

fostering and nurturing collaboration between stakeholders (Mckenzie, Tee & Denman 2013, 

p. 2). 

In terms of the South African industry more specifically, cloud computing is often understood 

as a paradigm which conveniently facilitates the on demand provisioning of  computing and 

networking assets without requiring ostensible participation from service providers (Dillon et 

al. in Gumbi & Mnkandla 2015, p. 5). 

The maturity of enterprise grade cloud technology has resulted in the democratization of cloud 

services procurement. In practice, purchasing services from cloud providers instead of buying 

cumbersome hardware and software stacks to self-manage is an attractive proposition for most 
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businesses. This has led to IT leaders increasingly leaning towards the adoption of cloud 

strategies as they enable (Fox, Shields & Pang 2012, p. 3): 

 The acceleration of time to market for organisations aiming to keep ahead of 

competitors. 

 The ability to use a cheaper Pay as you go model.  

 Replacement of capital investments by operating expenses. 

 Scalability of resources according to usage requirements. 

 The ability to free up operation resources and staff by utilizing vendor support. 

From a senior management perspective, the cloud model is also understood to be mature 

enough to present real opportunities for organisation who embrace it. Thus, businesses which 

adopt an explicit cloud strategy integrate cloud services and facilitate business stakeholders 

involvement in a structured manner (Villatore-Silva 2012, p.3). 

From a local start-up standpoint, research has shown that ICT in general and the cloud in 

particular gives early adopters the edge regardless of their location in emerging or industrial 

economies (Oxford 2015, para. 5). As such, software developers have a large array of options 

in terms of software architectures they can implement which will be supported on innovative, 

flexible and cutting edge cloud platforms (Homann & Mckenty 2018, p. 3). 

This leaves local software engineering organisations with the realization that the ball is in their 

court, and that with the emergence of cloud technologies, the sky is the limit when it comes to 

disrupting local or international markets. 

Modern agile software engineering teams have for many embraced the opportunity cloud 

technology provides them. They nonetheless typically require five pillars to deliver innovative 

solutions to market: 

 A reliable source code control system.  

 Robust infrastructure.  

 An agile project management framework.  

 A continuous integration system for smooth DevOps. 

 A communication system which facilitates meaningful and insightful collaboration 

throughout teams.  
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The next sections proceed to discuss modern disruptive incarnations of these cornerstones for 

agile teams.  

3.3.4 Source Control in the Cloud: the case of Github.com 

Software systems are built from source code which evolves throughout the development 

lifecycle. Changes to the source files containing the code software is built from have 

historically presented challenges to engineering teams. Previous research has enumerated 

problems software teams had to consider in this regard (Rochkind 1975, p. 364): 

1. The amount of storage required to store source files tends to increase depending on the 

version of the code teams are working on. The space requirements can exceed what was 

initially identified during infrastructure planning stages. Requirements that were hence 

not initially considered have the potential of rendering infrastructure obsolete once 

additional features are taken into account. 

2.  Fixes made to a specific version of a module are in certain cases not properly 

propagated to other versions. This can lead to inconsistencies during testing or the final 

product delivery. 

3. When changes occur, it can be challenging to determine exactly what changed when 

and by which engineer. 

4. When users encounter production problems, it is difficult to figure which version of the 

software they are using when no proper versioning system is in place. 

Ultimately, software engineering teams had to objectively assess their needs in terms of 

archiving old versions of files and directories while having the capacity to examine logs about 

changes to source files over time (Collins-Sussman, Fitzpatrick & Pilato 2008, p. 13). This led 

to the popularity of version control tools such as subversion as they facilitated collaboration 

within software engineering teams. In practice, such tools enabled engineers to collaborate with 

colleagues on documents over a network and keep track of who made changes to code and 

other documents during a project (ibid. 2008). Version Control Systems (VCS) have naturally 

improved and evolved over time. The most prominent and contemporary incarnation of these 

systems is GIT. The next section proceeds to an overview of this system. 

GIT is a user favourite source control system as it gives users flexibility and strongly supports 

agile development practices (Just et al. 2016, p. 401). It mainly differs from other version 

control platforms by the way it conceptualises source code data. While previous approaches to 

source control have traditionally focused on source code as a set of files updated overtime, GIT 
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based system considers data as minimized snapshots of a reduced file system (Chacon & Straub 

2014, p. 13).  

GIT provides engineering teams the opportunity to increase agility because it provides (ibid. 

2016): 

 An intuitive and simple branching mechanism. GIT systems allow users to easily 

create remote and local branches to ensure work isolation and the ability to merge at a 

later stage. This facilitates the parallelization of tasks and the ability of team members 

to focus on their assigned features. 

 The ability to easily commit code and revert locally. GIT allows engineers the facility 

of committing more often and creating private local restore points. This can be deemed 

as one of the most powerful advantages the system affords programmers. 

 Merge operations at fine level of granularity. Developers are afforded the freedom of 

accepting and rejecting individual changes as opposed to batches which allows speedy 

detection of defects and hence facilitates revert operations. 

All these features of the GIT system provide organisations an immensely powerful source 

control tool. This is made even more attractive to engineering teams if one considers the quasi 

free open source cloud offerings which leverage this system. In this light, the next section 

discusses such an offering in the form of GITHUB.com. 

GitHub is a software code-hosting web service which provides a web interface for the 

management of GIT systems. This service is considered to be the primary online work platform 

for developers to host their own software source code and contribute to other open source 

projects (Wu et al. 2014, p. 266). It also facilitates collaboration and foster agile practices in 

software projects by offering social and project management capabilities to software teams 

(Longo & Kelley 2015, p. 1). GitHub is basically a tool which enables every engineer the 

possibility to either contribute on open source projects or within their organisations (Todorovic 

2015, para. 3) . It is a highly respected collaboration platform which additionally is used by big 

corporates such as IBM, Netflix, Facebook, Google etc. 

This platform provides local engineering teams with a huge boost in the sense where they can 

afford to have a potentially infinite number of projects hosted in the cloud for them at no charge. 

They can also leverage the social features of the platform to interact with other engineers who 

can assist in collaborating on innovating solutions where interest is mutual. For organisations 
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which deem certain projects too sensitive, code can be hosted in private repositories at a cost 

but without losing any advantages of typical GIT based system. 

After source code is built into a runnable artefact, it is still dependant in certain cases not only 

on end user devices, but also on an underlying infrastructure stack to run. Agile teams rely on 

such infrastructure to host the backend services client interfaces interact with for services to be 

rendered. In this light, the next section discusses the cloud infrastructure paradigm with an 

introduction to Amazon’s cloud services.   

3.3.5 Infrastructure as a service in the cloud: the case of Amazon Web Services 

With Infrastructure as a Service models, organisations are typically able to purchase on a per 

usage basis for services which range from automation control, storage, networking facilities 

etc. which are all owned and managed by a service provider who takes ownership for the 

underlying hardware hosting customer applications (Wahaballa et al. 2015, p. 214). Such 

models usually provide customers fully customizable managed infrastructure to fulfil their 

software execution needs (Lampe 2011, p. 69). For businesses interested in harvesting this 

powerful technology, Amazon Web Services (AWS) by Amazon is such an offering. 

Amazon proposes managed infrastructure services as part of its AWS cloud computing 

offering. One of the key benefits of this service is that it offers large enterprises and start-ups 

alike the opportunity to replace up-front capital infrastructure expenses with low variables that 

scale in conjunction with business growth and increasing requirements (Varia & Mathew 2017, 

p. 1). Amazon supports a large array of cloud offerings which include Infrastructure, Platform 

and Software as a Service. The provider also offers the ability for businesses to choose between 

the hybrid, full cloud, or on-premise deployments strategies. Another benefit of using the 

Amazon platform is that if offers a free tier for 12 months where businesses can leverage AWS 

selected services at no charge. This is attractive for small businesses with low compute 

requirements who just need to get their products of the ground or simply require lab 

environments to test their new technologies before delivery to markets. 

3.3.6 Managing agile projects in the cloud: the case of Atlassian’s JIRA 

Agile software engineering teams perform development in an iterative and incremental manner. 

This methodology is used by modern organisations because user requirements are not static, 

and teams need to adapt to this reality. To effectively take advantage of the most recent 

approaches of running software projects, project managers are increasingly required to be 

comfortable with Agile Project Management. This way of managing modern software projects 
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provides project managers with methodologies and tools which will help them tackle 

difficulties related to mass evolutions in terms of technologies and ever changing customer 

needs (Othman et al. 2010, p. 102). 

In terms of planning tools in agile oriented settings, Atlassian is an Australian cloud tooling 

service provider which is today considered a world leader in its tool chain offering including 

widely adopted JIRA agile project managing service. Figure 3.7 describes Gartner’s magic 

quadrant for enterprise agile planning tools: 

 

Figure 3.7: Magic Quadrant for Enterprise Agile Planning Tools (Mann, Murphy & West 2018, 
fig. 1) 

As part of Atlassian’ agile and DevOps related offering which includes software such as 

Bitbucket, Bamboo, Confluence and HipChat etc. JIRA is an open source collaboration 

platform for agile teams which facilitates agile implementations in organisations.  

The system offers a cloud web interface where users can capture project issues and track them. 

Throughout the evolution of the platform, new features have been provided where scrum 

masters and engineers are able to capture user stories, track tasks progress on a Kanban board 
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etc. JIRA also offers a task board view, a planning board and many more (Sarkan, Ahmad & 

Bakar 2011, p. 408). Figure 3.8 shows a Kanban board screenshot one would find on the 

interface: 

 

Figure 3.8 JIRA Kanban board view 

To simplify workflow for agile teams which prefer traditional scrum approaches to managing 

their projects, JIRA encourages collaboration between stakeholders during sprint planning and 

execution: 
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Figure 3.9 Simplified JIRA Scrums (Atlassian 2015, p. 5) 

JIRA additionally offers integration to other agile facilitating tool such as GITHUB mentioned 

above. Administrators can for example link tickets on a board to source code repository issues 

and can hence track physical code progress and updates to the version control system. 

3.3.7 Agile continuous integration: the case of Jenkins 

The Time to Market of an innovative software product has an immense impact on the likelihood 

of its survival in current markets. This is most true when one considers new technologies which 

need to be delivered to consumers with shorter than average attention timespans. In the current 

knowledge economy, what really differentiates the product is not only quality in itself, but also 

the speed at which it can evolve (Armenise 2015, para. 1). 

Continuous Integration (CI) can be used as a complement to Test Driven Development. It 

typically involves engineers successfully performing unit tests execution locally before 

committing code to upstream repositories. Furthermore, in CI environments, a server is used 

to not only execute unit tests, but also build and ship source code artefacts to intended targets.  

 

Jenkins is an Open Source CI platform which facilitates the automation of code builds as well 

as unit and integration testing. The application is an open source java platform which provides 

customization and extensibility by leveraging a plugin extension architecture (Armenise 2015, 

p. 24). Figure 3.10 illustrates the Jenkins user interface as well as console verbose from a 

successful build: 
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Figure 3.10: Jenkins build verbose 

This tool is attractive to agile teams because it can be run with a simple java Web Archive file 

(WAR) or used on the various cloud platform offerings on market. Its intuitive easy to use 

interface is another plus. Ultimately, it facilitates building CI pipelines at no charge and is 

hence a game change for start-ups with limited financial resources. 

3.3.8 Agile enabling collaboration tools: ChatOps and the case of Slack 

ChatOps facilitates communications between project team members by integrating their tools, 

following established processes while enabling automated workflows (Regan 2016, para. 1). 

Agile teams have always been conversation driven, but ChatOps is best described as its digital-

age manifestation. The most appealing aspect of this new paradigm is its chat aspect. It 

represents a new way to capture the collective knowledge of a team. This has resulted in a 

revolution in the way agile teams collaborate and deliver innovative products to marketplaces 

worldwide (Regan 2016, p. 1). In the next paragraph, a revolutionary ChatOps product is 

introduced: Slack.  
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Slack is a tool which offers users a digital workplace for communication and collaboration in 

an intuitive manner rarely seen. It provides a desktop client for most operating systems or can 

simply be used in standard JavaScript enabled web-browser. Its most basic users are: 

 A Team Owner. 

 Administrators. 

 Team Members. 

 Guests. 

The way the system basically works is that a team owner creates a team, recruits’ administrators 

for the management of these teams and performs the onboarding functions of members. One 

of the reasons this tool is so attractive to agile software engineering teams is that it de-clutters 

information and mimics a publish-subscribe model where projects or topics of interest are 

organized into “Channels”. A user is hence free to see only topics he or she is interested in and 

has been subscribed to. Another key attraction of slack is that it can be integrated to a team’s 

JIRA system or even its Continuous Integration platform. The entire team or selected members 

can hence monitor new builds, deployments, tickets issued in real-time. Figure 3.11 illustrates 

such a scenario in slack: 
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Figure 3.11: Slack interface reporting on JIRA ticket updates 

3.4 Limitations to siloed usage of agile tools 

As discussed earlier, software engineering teams have a multitude of options when it comes to 

technology which facilitates the implementation an agile philosophy throughout their 

organisations. In effect, recent studies have shown that organisations require state of the art 

enabling technologies to improve their decisions making processes and effectively run their 

engineering projects (Pospieszny 2017, p. 5). From the Source control systems, through 

infrastructure, project management and CI tools; the cloud offers endless opportunities to teams 

regardless of their financial means. 

South African start-ups can leverage these technologies, but an issue remains. Despite the 

ability to use all these tools and the reports as well as comprehensive data they provide; the 

sheer amount of this information can be overwhelming. This can lead to information generated 

being used in silos. In effect situations arise where the DevOps team could be tempted to only 

look at CI reports, core development staff members only at GIT related data, scrum masters 

only at JIRA tickets etc.  
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Few dynamic start-ups with only a couple of employees could argue that they embrace this 

challenge or that such conundrums do not apply to them because they use only a small amount 

of these tools. Others could argue that they use only tools such as JIRA to have a single view 

of information. A counter argument to this point is that this would in fact defeat the purpose of 

having unique functions available in specific products. The fact remains that source control, 

infrastructure, DevOps and ChatOps are aspects of the knowledge economy software 

organisations must deal with if they are to survive in these competitive times. Having identified 

gaps and limitations in the silo usage of this technology, the current research therefore suggests 

integrating the technological tools discussed during earlier sections into a comprehensive 

framework in order to achieve: 

 The effective integration of agile technologies into a consolidated web portal 

to aggregate disparate sources of information in the running of software 

projects.  

 The leveraging of this consolidated information for improving agile 

(engineering and project management) processes in order to facilitate the 

delivery of quality software.  

3.5 Chapter Three summary 
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4. CHAPTER FOUR: RESEARCH METHODOLOGY 

At the term of reviewing literature, researchers typically aim to establish an underpinning 

theoretical framework (Sekaran 2003, p. 86). This entails conceptualizing a model inspired by 

previous studies and informed by the researcher’s own perspective which highlights 

connections between key concepts relevant to the research problem at end (ibid. 2013). The 

aim of this exercise is to describe the scientific approaches used to gather, aggregate, process 

and interpret data during research. 

After a discussion on epistemology, the current chapter proceeds to describe this study’s 

research methodology and various paradigms available to academics in the Information 

Systems field. Subsequent sections of this thesis discuss how and why a practical case study 

was used to address the research objectives. Issues related to data collections techniques and 

research ethics are also addressed in throughout Chapter Four. 

4.1 Background to epistemology  

In the following section, background theory to this study is presented. The thesis then follows 

up with a discussion on foundational concepts of academic enquiry. This includes aspects of 

epistemology as well as the underpinning research paradigms. 

4.1.1 Epistemological considerations 

Epistemology typically refers to the theory of knowledge and how it has been acquired and 

sustained the test of time. This theory of knowledge is used to conceptually detail the contents 

of knowledge, its identified features and how it is applied in various contexts (Rescher 2003, 

p. 13). Epistemology also illustrates how a researcher approaches his quest for knowledge 

irrespective of the study’s geographical location. In academia, the epistemological orientation 

of research has been observed to have a central influence on the inquiry itself (Mwansa 2015, 

p. 47).  

When conducting research in sub-Saharan Africa, one cannot disregard the current 

globalisation context. Local researchers are often tempted by the difficult challenge of looking 

at the issue of epistemology through an exclusively African lens (Higgs 2010, p. 2114). A 

desire to mitigate the perceived latent effects of colonialism probably played a part in this 

situation, yet, one  cannot ignore the impact of other cultural aspects such as the transmission 

of knowledge through oral tradition for example (ibid. 2010). 
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In this thesis, the researcher opted to adopt a traditional epistemological perspective as the 

dissemination of knowledge has been found amongst other factors to transcend culture and 

civilizations (Hirschheim 1992, p. 14). This is partly why the current chapter limits its 

discussion to traditional doctrines including positivism and interpretivism which were 

considered to fit best the current research objectives for reasons to be enunciated further along 

Chapter Four. In this vein, the next section proceeds to introduce positivism and interpretivism. 

4.1.2 Discussion on positivism 

The research context of western human sciences has largely influenced traditional Information 

Systems academia. When attempting to look at epistemology from a historical perspective.  

four central ages could be discussed (Hirschheim 1992, p. 14). Table 4-1 goes on to describe a 

historical synthesis of these phases. 

Table 4-1 Condensed history of western epistemology (Hirschheim, 1992) 

1620-1888: The hegemony 

of positivism 

This period where the bulk of intellectual discussion revolved 

around theology is viewed in a negative light by many observers. 

The philosophy writings of figures such as Aristotle and Plato were 

scarcely shared as most scientific questions where interpreted by 

clerics as fostering doubts in the existence of God. 

1844-1937: The emergence 

of anti-positivism 

During this period, men of science were alarmed by perceived 

shortcomings of positivist approaches to epistemology. They 

highlighted the fact that to give weight to questions of knowledge, 

one could not afford to ignore basics of human phenomena such as 

meaningful experience. Authors such as Kant emphasised the fact 

that when human values were given too much prominence in 

academic works, the results of such enquiries could not be deemed 

objective and contained in many cases inaccuracies which left some 

research devoid of any scientific credibility. 

1919-1937: The return of 

positivism 

This period yielded some epistemology advancements in what is 

today deemed as logical positivism. This approach which has greatly 

influenced contemporary work, aimed to give rational explanations 

to human reality. It informs the core of current hypothetic-deductive 

styled research. 
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1926-1980: The opposition 

of contemporary critics 

Logical positivism was criticised by 20th century intellectuals who 

advanced that disregarding the history science could would yield 

more accurate knowledge. In practice, it has been observed that 

most scientific observations are in some shape or form informed by 

theoretical assumptions. In this sense, the assertions by logical 

positivism that true science entails the dominion of deductive 

reasoning and complete removal of human inductions was decried. 

 

In recent times, many researchers have mostly adopted positivist angles when attempting to 

validate formulated theories. The assumptions of studies conducted in such a manner is that 

subjects being observed and the researcher should perform their respective activities 

independently (Gaaloul & Molnar 2014, p. 61).  

The current research assumes a partly positivist view during practical experimentation where 

an information system is designed and implemented for usage at a South African start-up. For 

this experimental part of the study, it is suggested that to reach the objectives identified in 

Chapter One, a technological tool could be implemented to complement existing systems used 

by project teams to facilitate the management of agile related activities during projects, and 

thus contribute to the delivery of quality software. The case study at GZ Consulting Services 

will be used to validate or not the assumption formulated above. Traditionally, a case study is 

well suited for positivist frameworks if one accepts that scientific enquiry should be based on 

what can be observed through the quest for empirical evidence (Gray 2013, p. 21). 

For research exercises like the current one, previous studies have shown that qualitative 

approaches are also very efficient. This, as one needs to ensure that results obtained during 

experimentations such as the ones typically conducted during a case study  are informed by 

sufficient literature (Gaaloul & Molnar 2014, p. 61) . In effect, for situations where researchers 

observe subjects, it is important to realise the impossibility of claiming any sort of absolute 

objectivity. In such scenarios, the researcher should not ignore the interpretative dimension of 

scientific enquiry. 

As such, because qualitative methods are usually closely linked to interpretivism, in the next 

section, the current chapter proceeds to discuss issues surrounding the interpretivist doctrine. 
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4.1.3 Discussion on interpretivism 

Interpretivist researchers propose that reality is a human social construct, and that as such, it 

should not be taken at face value. This philosophy considers that it is not realistic to expect 

absolute objectivity during the quest for knowledge. Interpretivism posits this notion because 

when an investigator interacts with subjects of his or hers study, all actors are inter-influenced, 

and this can drastically change preconceived notions, perceptions, attitudes or even the manner 

in which mundane activities are conducted (Walsham 1995, p. 376). Interpretivist point of 

views advocate for more nuance in analysing phenomena. For instance, many interpretivist 

academics believe that there is no direct bridge between observable subjects and the world 

outside their confines (Gray 2013, p. 22). As such, a researcher cannot use simple deductive 

reasoning to assign motives to subjects or causes to phenomena if he or she does not use an 

interpretative lens to understand the subtleties of knowledge gathered. 

Mixed method research involve integrating multiple techniques by blending instruments such 

as surveys and experiments with traditional interviewing and focus group interactions 

(FoodRisC, 2016, para. 1). The present dissertation adopted these methods by conducting an 

experimental case study with development of an IS prototype, as well as collecting data by 

using an electronic survey, direct observations and semi-structured interviews. 

In the context of phenomenological inquiry, it is often advised to use sample sizes which entail 

at minimum three participants (Dukes in Creswell, 1998, p. 122). For the current study, insight 

from interviews with six GZCS staff members, an electronic survey of ten participants to the 

case study, as well as literature review, informed the data collection and analysis process. While 

observations of all operational activities were conducted, recording of interactions between one 

project manager, one software engineer and one operations engineer were recorded for 

analysis. 

Furthermore, even after implementation of a proposed information system prototype during the 

case study, observations of participants during their day to day routine was conducted to collect 

data which was largely qualitative in nature. This was to capture subject’s experiences in their 

daily activities prior and post using the proposed technological tool. Analysing human gathered 

data, especially that which was qualitative in nature, was an additional factor in leveraging 

interpretivist perspectives where deemed appropriate. 
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4.2 Synopsis on positivism and interpretivism 

Research objectives tend to determine the choice of epistemology to be adopted. For example, 

positivism is mostly used in studies where emphasis is placed on thorough replicable 

observations of phenomenon. In contrast, interpretative studies are mainly used to describe 

how such a phenomenon has emerged and appears (Trauth & Erickson 2012, p. 3).  

Information Systems studies explore the way organisations can be best served through the 

usage of software built by engineers to improve day to day activities. Research in this field can 

be of a quantitative or qualitative nature. Understanding this aspect of Information Systems 

highlights why researchers may opt for different approaches to tackling their research questions 

depending on the objectives they wish to achieve.  

In practice, Information Systems researchers have identified two main philosophical 

approaches of as point of interests for most research in the field: positivist paradigms on one 

hand and the constructivist and interpretative approaches on the other (Mwansa 2015, p. 48).  

As mentioned earlier in the western history snapshot of epistemology, positivism has had a 

central influence in academic research. It is even equated to science itself in that it advances a 

certain absolutism in its conception of knowledge as the only objective truth (De Villiers 2012a, 

p. 223). Positivist researchers consider that academic enquiry should be conducted mainly with 

quantitative measures to remove bias and ensure consistency. Advocates of positivism believe 

that such studies should be driven by clearly enunciated hypothesis and their results should 

yield accurate scientific observations and predictions. 

Interpretivism in terms of academic research places a bigger emphasis on the qualitative nature 

of knowledge and strives to find a deeper meaning in the underlying nature of the human 

experience. This paradigm considers that reality can only be understood subjectively in terms 

of human construction. Considering this, for interpretive studies such as the current inquiry 

which deal with human generated qualitative data, one is compelled to take into account the 

fact that a researcher cannot ignore the social context of the phenomenon he or she is attempting 

to study (Kroeze 2012, p. 47). 

4.3 Hybrid IS research: blending interpretive and positivist/engineering 

perspectives 

The Information Systems field of study deals with the usage of Information Technology to 

develop software systems. It also describes the contextual influences of environments as well 
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as the interactions of organisations, groups and individuals with these systems (Sidorva et al. 

2008, p. 475). 

When positivist themed studies tend to adopt a single perspective on the essence of knowledge, 

interpretivism considers that research must be conducted by considering that there is a 

multitude of explanations to phenomenon. In terms of Information Systems research, the 

interpretivist paradigm accepts that researchers and study subjects should interact and hence 

influence each other to arrive at a more complete understanding and effectively meaningful 

knowledge (Kroeze 2012, p. 48). 

The current research suggests a practical agile oriented development lens for delivering quality 

software. A key aspect to consider for this was to ensure that research results would be generic 

enough to be replicated, and that they would additionally be applicable to the South African 

context more specifically. An interpretative approach was hence adopted to cater for the local 

contextual industry realities African start-ups must deal with. Choosing the interpretative 

paradigm enabled the researcher to consider his own perspective and experiences in terms of 

software quality delivery culture. Having adopted a predominantly interpretative postulate, 

additional considerations still had to be considered. 

This research opted to also cater for a positivist/engineering point of view. This is because in 

many cases, some IS studies have been observed to require a triangulation of methodologies 

,epistemological approaches as well as data gathering strategies to cover a broad enough 

spectrum of pertinent knowledge areas (De Villiers 2012b, p. 239). When the current study 

proposes a “Practical agile oriented framework”, it is considered that such a framework would 

gain insight by being informed by a technological tool developped to address some of the 

enunciated research propositions in Chapter One. 

In the subsequent sections, Chapter Four proceeds to further discuss the research approach 

methodology utilised throughout this study. 

4.4 Qualitative approach to Information Systems Research 

Qualitative research enquiry processes are typically used to explore issues dealing with human 

or social problems within a certain context. Consequently, qualitative approaches usually put 

a special emphasis on the philosophical perspectives and assumptions of the researcher while 

taking into account the viewpoints of subjects being studied in the context of academic inquiry 

(Vaismoradi, Turunen & Bondas 2013, p. 399). This is one of the central reasons why readers 
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need to consider researcher bias if they are to understand how certain conclusions come to be 

in a qualitative study context. 

A common motivation for using qualitative methods is the fact that complex phenomenon 

exploration presents challenges when researchers opt to exclusively adopt quantitative 

measuring tools. This is most evident where propositions are set at an intersection between 

technical, non-technical,  and project management issues (Dybå et al. 2011, p. 426).  

Additionally, qualitative approaches provide a large array of naturalistic and multi-method 

toolset to tackle research questions (Mora et al. 2012, p. 224). This toolset of available options 

includes conducting direct observations of subjects, interviews of research participants, case 

studies to gain practical insight, thematic analysis of text material etc. (ibid. 2012). Qualitative 

researchers are also attracted by this methodology as they consider it to facilitate more realistic 

analysis of data items and hence help improve understanding of organisational settings, 

processes and real world scenarios (Akbar et al. 2014, sec. 2). 

More often than not, qualitative studies aim to achieve an understanding of events by building 

holistic pictures and report detailed views of subjects in their natural operational setting (ibid. 

2012). 

In the context of Information Systems research, qualitative studies tend to formulate hypotheses 

informed by sound theory while considering at the same time the various complexity 

dimensions a research problem may infer. Such research helps IS scholars understand what 

goes on in real world settings by facilitating the observation of interactions between 

information systems, processes and people (Jabar et al. in Orso & Rothermel 2014, p. 50). 

Additionally, a key interest in adopting qualitative lenses when conducting IS research is the 

capacity to observe the effects of business and organizational change by information systems 

(ibid. 2014).  

It seems pertinent to highlight a few cornerstones which informed the current thesis ‘research 

approach: 

 A qualitative research perspective facilitates the observation of Information 

Systems effects and impact in organizations. 

 Qualitative research findings are scientific enough that they can even be utilised 

as the departure point of rigorous quantitative studies (De Villiers 2012b, p. 

239). 
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 Qualitative and quantitative methods are not always antithetic. It is for instance 

at times necessary to use data collection techniques acceptable in both 

quantitative and qualitative studies. 

To adhere to the rigorous scientific standards required in any serious IS research thesis, a sound 

theoretical foundation is essential. In the next section, Activity theory which was the guiding 

theoretical framework of this research is discussed. 

4.5 Theoretical Foundation 

4.5.1 A brief introduction to Activity theory 

The works of Vygotsky and Leontiev in the early 1920s contributed to the emergence of 

Activity Theory (AT) as a lens to facilitate the exploration of phenomena while improving the 

understanding of human activity (Hasan & Kazlauskas 2014, p. 9).  

At inception, Activity Theory ambitioned to enhance the study of individual beings, the 

societies and groups within which they operate to better grasp what drives them and why it is 

they do the things they do in their everyday settings (Kaptelinin & Nardi 2007, p. 31).  

It was hence used in social sciences in general and psychology specifically to help researchers 

further their insight on human behaviour in social environments. 

By focussing on pedagogical practices in the context of developmental psychology, theoretical 

works around AT were often aimed at improving the skills potential dormant in individuals 

interacting through mediating tools within an activity system (Caroll, Bertelsen & Bødker 

2003, p. 11). 

Initially grounded in the field of human psychology, this theory has also been used in other 

fields including ethnography, human-computer interaction, information systems research, 

communications, education etc. (Karanasios, Riisla & Simeonova 2017, p. 1).  

AT can be described as a conceptual framework which is centred around the concept of human 

activity and emphasises the precedence of human actions over cognitive models (Hasan & 

Kazlauskas 2014, p. 9). In recent times, researchers have used the Activity Theory as a design 

tool as well as a qualitative analytical framework in emerging fields such as Service Design for 

instance (Zahedi, Tessier & Hawey 2017, sec. 2.1).  
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Much of Activity Theory’s appeal can also be found in Information Systems research and the 

software engineering field. This is because it proposes an attractive framework in these 

disciplines as by enabling the exploration of mediation in organisations through the usage of 

computing technologies which are observed to facilitate human activity (Baumer & Tomlinson 

2011, p. 134). 

Table 4-2 serves as an overview of traditionally discussed themes when studying the Activity 

Theory (Hardman 2005, p. 380): 

Table 4-2: Activity Theory key notions as drawn from Russell (2002) & Cole (1996) in 

Hardman (2005) 

HUMAN ACTIVITY This is the study of human activities as set of 

collective individual actions. In Activity Theory 

studies, researchers consider that individuals 

only seemingly act in an isolated context. Rather, 

it is observed that variables such as group 

interactions, social and historical context all have 

an influence on individual actions. 

TOOLS This theme discusses the instruments which 

mediate human activities and impact their 

behaviour. 

CONTEXT This theme discusses how despite relative levels 

of agency, human behaviour is hugely influenced 

by the tools that are imposed upon them and thus 

constrain the limits of their actions. 

 

Understanding the Context dimension of inquiry is important because in activity theory-based 

studies, emphasis is placed on the explanatory nature of phenomena. Consequently, researchers 

who ground studies in AT are encouraged to give ample space to interpretation (Hardman 2005, 

p. 281).  

Activity theory could hence be deemed a nice fit for an interpretative study such as the current 

one as it has proven itself very useful for interpretivist researchers conducting similar 
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qualitative inquiries. In practice, such studies require a clear grasp of how cultural as well as 

environmental factors influence the execution and management of processes and their 

supporting tools (Joshua, Nehemiah & Ernest 2015, p. 267). AT frameworks also put a huge 

emphasis on the importance of understanding a subject’s motivations and objectives in 

organisational settings (ibid. 2015). Furthermore, it has also been demonstrated to be usefully 

as a broad theoretical framework in a variety of technology oriented studies (Kaptelinin &  

Nardi 2007, p. 97). 

Activity theory researchers describe an entire work action as the main unit of analysis where 

an object as well as the subject and tool are used as analytical components (Hashim & Jones 

2007, p. 5). In such activity system-based studies: 

 The term subject describes the individual observed. 

 Object refers to the aim(s), end goal(s) and objective(s). 

 The concept of tool depicts mediating artefacts which enable the execution of 

tasks by subjects.  

Recent expansions to the traditional activity theory framework have been advanced. Figure 4.1 

illustrates Engestrom’s expended activity theory model: 

 

 

Figure 4.1: Activity theory model (Gedera & Williams 2016) 
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Grounded in Vygotsky’s initial model, Engestrom introduced the concept of rules which 

encompass the conditions which influence human behaviour through social conditioning 

(Hashim & Jones 2007, p. 5). Another unit of analysis added in this activity theory model is 

the division of labour which describes the distribution of tasks amongst members of what is 

identified as the community (ibid. 2007). The following section discusses Activity Theory in 

the context of academic research with the aim of eventually describing how it was applied to 

this study’s research objective.  

4.5.2 Activity theory in research 

Research projects underpinned by an activity theory lens suppose at least three key 

methodological requirements (Hasan & Kazlauskas 2014, p. 12): 

 The identification of the main activities to be observed in conjunction with each 

activity’s subject, object and outcome. 

 The identification of actions which constitute these activities  

and their mediating tools. 

 The description of interactions between and throughout the identified activities.  

In this light, research which aims to conceptualise an activity system needs to observe and 

describe details of worker interactions, mediating tools and equipment used to execute 

activities, the governing rules of the work context as well as the ultimate outcomes expected 

from the community (Engestrom in Hashim & Jones 2007, p. 6). Considering all the above, the 

next section proceeds to describe how Activity theory underpinned this thesis. 

4.5.3 Applying an Activity theory lenses in the current study 

Predicated by an Activity Theory analytical framework, previous studies have described IS 

projects as a sum of collective work activities (Kekwaletswe & Gaoussou 2012, p. 61). In terms 

of software engineering research, Activity Theory has been successfully applied before. One 

such study was conducted at an American software delivery group where activity theory was 

used to identify software engineering as the central activity; the outcome expected with regards 

to the activity system was high quality software which is as free from bugs as possible (De 

Souza & Redmiles 2003, para. 6). Additionally, the object was identified as the end system 

being built (identified as MVP Software in the study) and the community described as the 

engineering team. Figure 4.2 describes how Engestrom’ model was applied in this study (ibid. 

2003): 
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Figure 4.2: Application of Engestrom’s enhanced model in a Software Engineering setting 

Other studies have opted to apply Activity Theory in more traditional IS grounded themes. 

Inspired by research conducted in the educational field, local researchers have for instance 

implemented activity theory framed models on Learning Management Systems (LMS) 

adoption at a large South African parastatal (Gaoussou & Kekwaletswe in Iadis 2012, p. 282). 

This study identified Instruction and Learning as the central activities and a Learning 

Management system as the technology mediating tool (ibid. 2012). Figure 4.3 presents more 

details on the study’s proposed activity theory inspired framework: 
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Figure 4.3: LMS activity theory-based model as described by Gaoussou & Kekwaletswe in 
IADIS 2012. 

The Activity theory model is attractive to researchers in the IS field as it facilitates studies 

which cover a maximum amount of alternative contexts in terms of ubiquitous computing 

analysis (Achour et al. in Iadis 2012, p. 66). In some case studies, it has even been used for 

example to assist in improving requirements analysis during software development projects 

(Ahmad et al. 2013, p. 148). 

The current study aims to produce an agile oriented framework supported by technology for 

the delivery of quality software. Activity theory was deemed a fitting theoretical framework 

which would consider specific environmental constraints unique to local markets. Additionally, 

an activity theory lens in the context of Information Systems research can be used to place 

technology as the central tool which mediates actions of individuals in the community (Hashim 

& Jones 2007, p. 6).   

As the current thesis also ambitioned to produce a technological platform, an information 

system was built to consolidate information flows from various agile technologies and will be 

further presented throughout Chapters Five and Six. This information system in question forms 

the central mediating tool of the thesis’ activity theory inspired approach. The tool itself does 

generate any new data to mine and its own internal database serves non-functional requirements 
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which are transparent to users. It is built to provide a unified view of information which is 

amalgamated solely from existing data points generated by tools already in use at GZCS. 

In effect, as mentioned in earlier sections, the current thesis draws from previous IS activity 

theory framed research. Informed by previous studies describing information systems as a 

mediating tool in an activity based system, this enquiry attempts to map research goals to an 

activity theory perspective (Hashim & Jones 2007, p. 6). In this light, the current study has 

initially identified: 

 Agile Software development or engineering as Central Activity 1. 

 Agile Software project management as Central Activity 2. 

 The local African start-up and software engineering industry as External 

Mediator 1. 

 GZ Consulting Services (local African software house also described as GZ 

CS)’s organizational culture as External Mediator 2. 

 The entire agile technology stack GZ CS uses to build its software for the 

African market as Internal Mediators. 

 An information system named “GZ-AgilePM Consolidator” as the principal 

technology Tool meant to facilitate the continuous delivery of quality software. 

 The entire GZ CS team as the Community around which the activity system 

revolves. 

 A consolidated information view of agile software project information for 

project managers and the entire software engineering team as Outcome 1. 

 The delivery of quality software as Outcome 2. 

Having described the cornerstones of the current study’s activity system, the next section 

proceeds to discuss how a practical case study was conducted at a local South African 

engineering start-up: GZ Consulting Services (pseudo name). 

4.5.4 Using the Case Study as means of describing phenomenon 

A case study from the interpretative perspective, can be described as an empirical enquiry 

engrained in the real world (Schwartzel & Eloff 2012, p. 278). This approach to conducting 

research is especially applicable when attempting to grasp behavioural implications to consider 

when one observes people and their systems in a natural setting (ibid. 2012). It also facilitates 
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the exploration of modern organisational problematics in a realistic manner (Owoseni & 

Twinomurinzi 2018, p. 4). 

 In the fields of computer science in general and software engineering in particular, conducting 

case studies have been observed to be very suitable as they facilitate a researcher’s enquiry into 

modern phenomena in natural settings (Runeson & Höst 2009, p. 131). 

Case study approaches to exploring phenomenon are in similar fashion frequently used for 

qualitative IS studies (Jabar et al. in Orso & Rothermel 2014, p. 48). In Information Systems 

research, a case study could for example involve exploring a specific situation previously 

experienced at one or various organizations; the researcher would then identify a similar 

situation at a contemporary organization; such as a study could then proceed to a systematic 

comparison of the previous and current phenomenon while taking into account external 

environmental variables such as organisational culture, economic conjuncture etc. 

In the current thesis, the researcher conducted a case study confined at a South African local 

start-up: GZ Consulting Services (GZCS). This firm is in a nutshell an agile software 

engineering house with the ambition to disrupt local markets by providing innovative retail as 

well as enterprise grade software solutions. GZCS is led by a managing director who handles 

both business strategy, commercial related endeavours as well as enterprise architecture. 

Reporting to him are Dev-Ops and Project/Engineering Managing functions. The team is 

additionally composed of four core systems engineers. An interesting point to note is that 

engineering tasks are shared at certain points and times throughout the organization. This 

means that the managing director volunteers and provides his time when required in assisting 

his team to tackle technical software engineering issues when required.  Below is a snapshot 

of the firm’s organizational structure: 



119 
 

 

Figure 4.4: GZ CS Organisational Chart 

This organization was in part chosen as it is a local African engineering house which places 

market disruption, quality and agility as its core values. Conducting a case study at this firm 

also seemed pertinent as it could help address key research objectives previously enunciated. 

These include: 

 Getting an understanding of tailored engineering processes at a software 

organisation operating in South Africa. 

 The identification of key agile technologies in use by such an organization to 

achieve software quality delivery. 

 The implementation of an information system which will complement existing 

tools and facilitate the management of agile development projects and software 

quality delivery. 

The next section of this chapter proceeds to a synopsis of data gathering and processing 

techniques employed for this study. 

4.6 The data collection process 

The incentive of gathering and analysing data from as many angles and perspectives possible 

often pushes researchers in adopting various data collection techniques. This can motivate 
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research endeavours in the adoption of either qualitative or quantitative techniques. Depending 

on context, a combination of both techniques can also be leveraged to provide a variety of 

perspectives in the analysis phases. Another reason researchers often opt for a triangulation of 

quantitative and qualitative data collecting approaches is the fact that they are not necessarily 

antithetic (Mora et al. 2012, p. 224).  

Nonetheless, some triangulation endeavours have shown limitations to drawing broad 

conclusions from information sets gathered can using different techniques. Although this can 

happen if the datasets analysed are not actually comparable, in practice, quantitative and 

qualitative data collection methods for instance can be complementary. Furthermore, 

triangulation is mostly associated with the mixing of research designs as well as their associated 

implementation techniques (Heale & Forbes 2013, p. 98) 

Figure 4.5 describes the variety of options available to collect data in positivist or interpretivist 

styled studies. 

 

 

Figure 4.5: Research Methods (De Villiers in Mora et al. 2012, fig. 1) 

In this thesis, software development and software project management in an agile manner were 

identified as the central activities. These two elements also form the base of the activity-based 



121 
 

system where and agile project management information consolidator system is argued to be 

an enabling tool for quality software delivery.  

In this light, the data collection process was informed by insights gathered from literature 

reviewed in chapters two and three. This was done by gaining a better understanding of 

historical and current trends regarding engineering methodology, agile practices, tools, and 

related topics.  

To further this insight, the researcher opted to use semi-structured interviews, direct 

observations and questionnaires as data collection methods during the case study. These data 

collection techniques are briefly discussed in the next sections. 

4.6.1 Semi-structured interviews 

Interviews typically entail having one-on-one exchanges between the researcher and 

individuals studied. The aim is to retrieve information relevant to the research objectives. This 

data collection method can yield pertinent information collected from participants which will 

provide insight into their beliefs, practices and opinions (Harrell & Bradley 2009, p. 24).  

Interviews conducted in a semi-structured manner draw from structured and unstructured 

formats. With these types of interactions, the interviewer identifies key discussion points to be 

addressed (Harrell & Bradley 2009, p.25). The researcher hence follows the standards in 

guiding his questions formulation although he or she has leeway in the sequencing of questions. 

Some questions are usually open-ended and most of the time centred around predetermined 

themes while others are more spontaneous and emerge from the dynamic interactions between 

subjects and the researcher (DiCicco-Bloom & Crabtree 2006, p. 315). 

These types of interviews are somewhat conversational and are typically used when one wants 

to examine a topic thoroughly and understand respondents’ answers to the issues discussed. 

In the current research exercise, semi-structured interviews were conducted with individual 

software engineers and management staff at GZCS after the aim of the study was clearly 

explained to them. The decision to use semi-structured interviews was taken to create a free-

flowing exchange with staff while retrieving their invaluable feedback and input in a manner 

that was scientifically rigorous without creating an atmosphere that could have been interpreted 

as too formal. The aim was to get a feel for what staff understood as quality in their line of 

business and how they believed their day to day activities could be enhanced in terms of quality 

software delivery.  
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4.6.2 Direct Observations 

Harrell and Bradley (2009) suggests that during observations, the researcher should not 

participate in the interaction. Using this method, researchers aim to simply observe participants 

executing their usual activities. This occurs in their natural environment although the researcher 

is free to set or remove certain environmental variables relevant or not to the study. One should 

note that this collection method does not necessarily yield completely objective data results as 

the mere presence of an unusual external element (researcher presence for instance) may 

influence participants into modifying their behaviour or not. This limitation must be 

understood, and observations alone are hence not enough without considering organisational 

or environmental context when interpreting the data collected. Direct observations of software 

engineers and project management staff were conducted prior and post the proposed agile 

oriented information systems implementation in their routine project activities. Central 

activities 1 (Agile development) and 2 (Project management) are the main activities that were 

deemed relevant to observe. Collecting data in this manner was mostly conducted between 

August and December 2017. 

4.6.3 Questionnaires 

Questionnaires are designed as a set of questions submitted to study subjects with the aim of 

getting answers typically confined within research objectives boundaries (Sekaran 2003, p. 

236). This is a widely used data collection method in qualitative research when the researcher 

is interested in getting subjective insight from participants (ibid. 2003). Questionnaires were 

provided to current GZCS staff to get views of management and engineering staff alike. All 

questionnaires were completed, returned for analysis by the researcher. Limesurvey was the 

electronic tool used to implement and distribute this study’s questionnaire to participants. 

4.7 The data analysis process 

The bulk of data gathered during this thesis was qualitative. In order to identify major themes 

which emerged during literature review, the research adopted a content as well as thematic 

approach to analyse data. In addition to this, the activity theory framework was also used as an 

analytical lens. 

4.7.1 Thematic analysis 

Thematic analysis is commonly used to examine collected data in qualitative research (Guest 

et al. in Javadi & Zarea 2016, p. 34). It involves rigorous examination and exploration of data 

with the aim of extracting relevant themes from the phenomena being studied (Fereday & Muir-
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Cochrane 2006, p. 82). Previous studies have shown this analysis approach to be especially 

efficient when attempting to describe textual data’s explicit or inferred complexities (Blayney 

& Harreveld in Dervin et al. 2016, p. 210).  

In the current study, participants are experienced and knowledgeable technology and project 

management professionals. Thematic analysis has been shown to be appropriate in exploring 

data collected by expert knowledge workers as it facilitates the identification and reporting of 

patterns (Suhairi et al. 2017, p. 1315). In conducting this research, a qualitative questionnaire 

was implemented and distributed to participants. As key themes categorized individually 

emerged from data collected during the questionnaire, thematic analysis was used to better 

understand this information. Furthermore, Activity theory was applied as the principal 

theoretical lens to gain deeper insight on participants’ answers.  

4.7.2 Content analysis 

When conducting content analysis, researchers examine and methodically analyse qualitative 

data (Sekaran 2003, p. 410). Traditionally, content analysis was considered quantitative in 

nature as it enables researchers to draw quantitative inferences by submitting findings to 

statistical analysis (ibid. 2003). It has proven to be an attractive analysis lens for qualitative 

research as well in more recent times. In the context of qualitative research, this technique 

advocates the scrutiny of text sources to identify meaningful patterns and gain further insight 

(Hsieh & Shannon in Hashemnezhad 2015, p. 59). It can complement thematic analysis by 

expanding on the description and interpretation of extracted data sets.   

Content analysis was hence applied to documentation explored during the case study as well 

as interview transcripts and analysis. QDA Miner, MaxQDA and NVivo were the software 

suites used by the researcher to perform computer assisted analysis of core textual data. 

4.8 Research Validity 

To ensure the scientific nature of an inquiry, researchers need to convince readers that data was 

appropriately collected and that the manner in which it is evaluated accurately gages the 

described phenomenon (LeCompte & Goetz 1982, p. 32).  

For research conducted in most disciplines, the more rigorous and demonstrative the data 

presentation and analysis appears, the more valid the study is often perceived. For cultural-

historical works, this validity can even be increased when one takes into account that the 
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subjective postulate of a researcher will always influence somewhat the gathering and 

dissection of data (Gedera & Williams 2016, p. 11). 

In the context of qualitative oriented studies, some have suggested that approaching the issue 

from an angle focussed on rigor is more appropriate than the traditional quantitative perception 

of reliability and validity (Kelle & Laurie in Welsh 2002, pt. 4). For this thesis, although 

electronic questionnaires were used as one of the information collecting techniques, the 

instrument used did not contain Likert scale interrogations. This is because the researcher 

aimed at gathering descriptive responses from participants. Although this is was an arbitrary 

consideration as can be tolerated with an interpretivist positioning, the researcher experienced 

that when using questions formulated in rating scale formats, getting target audiences 

comprised of engineers to expound on their answers can be challenging. The direct 

consequence of not opting to use rating scales coupled with the small participant sample of the 

research case study, resulted in the inapplicability of metrics such as Cronbach’s alpha. 

To analyse data retrieved during interviews or questionnaires, leveraging technology with 

software analysis tools could hence be considered as an efficient mean to add robustness to a 

study. This can an efficient means of supporting appropriateness of the methodology adopted 

if one focuses its usage around clearly enunciated research questions.  

The appropriate application of such software can add rigour to a thesis such as the current one 

and perhaps increase its perceived relevance (Richards & Richards in Welsh 2002, pt. 4). 

Sophisticated qualitative tools such as the NVivo software suite were in this light also used to 

dissect the qualitative data for this thesis. During the current research exercise, for the case 

study conducted at GZ Consulting Services, NVivo, MaxQDA and QDA Miner were the 

primary software suites used to gain more insight most of the qualitative data collected. 

As mentioned earlier, a researcher’s initial postulate tends to influence and shape the research 

itself. Moreover, in the explorative journey of phenomena, especially in qualitative works, the 

researcher’s views may also be influenced or altered (Palaganas et al. 2017, p. 426). As such, 

leveraging a framework like Activity Theory (AT) as was done in this thesis, enhances the 

capacity for the researcher to adopt a reflexive postulate to improve his comprehension of the 

phenomena at hand (Gedera & Williams 2016, p. 11).  
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To improve the robustness of data collection, analysis and interpretation, an AT lenses was 

hence primarily used to align the theoretical foundation discussed earlier in this chapter with 

retrieved data during the case study. 

4.9 Chapter Four summary 

The fourth chapter of this study introduced the research approach and methodology. 

Interpretivist and qualitative research elements were discussed to describe how the current 

dissertation was structured. Chapter Four also explained that the case study component of this 

thesis was conducted at South African local start-up GZCS. Data gathering and analysis 

techniques were then discussed. In this chapter, the thesis proceeds to introduce an information 

system designed and implemented during the ‘case study component of this research. Research 

findings are then presented and described in further detail during analysis of the information 

collected. 
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5. CHAPTER FIVE: DESIGN OF AN AGILE INFORMATION SYSTEM 

As discussed in Chapter Four, this study is grounded in the foundations of Activity Theory. 

The current chapter hence introduces the activity theory oriented conceptual framework driving 

this thesis. Chapter Five then proceeds to further explain a rationale behind this case study to 

understand how the agile information system was designed.  

5.1 Conceptual framework 

During literature review, concepts such as software quality and development processes were 

explored. It was also suggested that an organisation could gain immense benefits by adopting 

agile approaches in running its software projects (Scheid 2013, para.7).  

To tie this in with a practical mapping of Activity Theory for purposes of drawing an informed 

conceptual model, previous studies have developed an Eight-Step-Model  (Mwanza-Simwami, 

2001, sec. 5.1). This model can be used to understand the activity system being studied by 

identifying the following pillars: 

Table 5-1 Eight-Step-Model (Adapted from Mwanza-Simwami, 2001, sec. 5.1) 

Eight-Step-Model Element Description 

Activity of interest Set of activities which are to be studied. 

Objective of said activity The reasons for which activities need to be 

executed. 

Subjects in said activity The actors which execute required activities. 

Tools  The instruments leveraged by participants to 

execute their activities. 

Rules mediating exercise of activity The possible mediating cultural factors or 

explicit governing directives. 

Division of labour mediating the activity The distribution of effort amongst actors. 

Community within which activity is executed The ensemble of actors. 

Desired Outcome of Activity The end goal of the activity. 
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Informed by this model, the current research could draw a conceptual lens which would clearly 

explicit the activities and relevant elements to be observed. Furthermore, an activity theory 

centred study needs to conceptualise a framework which details worker interactions, mediating 

tools involved in day to day activities as well as contextual factors influencing outcomes 

expected from the community (Engestrom in Hashim & Jones 2007, p.6).  

At this stage, the elements to be observed from the case study’s activity system could hence be 

summarized as follows: 

 The South African local start-up scene and organisational culture would be considered 

Mediators influencing project stakeholders and subsequent project activities. 

 Project managers and engineers as Actors who form of the Community and execute 

their day to day activities. This community distributes work tasks through an implicit 

Division of Labour depending on whether staff members are engineers, responsible 

for project managing functions. Their Objective is to effectively execute their functions 

daily in the context of software engineering responsibilities and related project 

management tasks. 

 Software Engineering, Dev-Ops Engineering and Project management are the key 

Activities which are performed by members of the community described earlier. These 

activities are executed with the help of technology. 

 Technology including project management software, productivity tooling as well as 

cloud resources are the key Tools leveraged to conduct activities. 

  Quality Software solutions effectively being delivered to market constitute the 

Outcome. 

Figure 5.1 illustrates the consequent mapping of this model for purposes of the current study: 
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Figure 5.1: Activity System conceptualised framework for agile software projects 

5.2 Refining the model to fit key research objectives 

Amongst other aspects, figure 5.1 depicts a technology element of the conceptual framework 

which relies on a multitude of tools to deliver quality software solutions to markets. These tools 

comprise the bulk of technology systems utilised by engineers and project managers to conduct 

their daily activities. Drilling into this conceptual framework described earlier, from a 

technology perspective, one can attempt to further align this model with the previously stated 

research objective aimed at facilitating the delivery of quality software. 

After analysis of internal company documentation during the current case study, it emerged 

that GZ Consulting Services leverages a multitude of technologies including cloud services to 

conduct its operations (Mugeni 2015a, p. 6). These technologies included Continuous 

Integration and Deployment software stack such as Jenkins, TeamCity, software development 

stack including Microsoft.Net and Java and cloud services such as Amazon Web Services etc. 

(ibid. 2015).  
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GZ Consulting Services is an agile software engineering house. Often, such modern 

organisations also adopt DevOps as well as Continuous Integration practices. When this is the 

case, teams can experience difficulties in managing progress and identifying components of 

software project that are affected by changes (Palihawadana et al. 2017, p. 130).  

During the current case study, staff were questioned about which sources they used to inform 

their decision making and daily activities. The aim of these interrogations was to understand 

how team members performing different functions across varying domains were keeping track 

of colleagues’ activities particularly when this affected their own functions. It emerged that 

team members were concerned only with technology stacks they were familiar with and used 

daily. Staff members themselves considered this posed a risk as the most accurate source of 

truth was mostly only available during stand-up meetings. From this observation, the proposed 

activity theory inspired conceptual model was refined so that it could consider risks associated 

with technology usage in the context of software projects: 

 

Figure 5.2: Conceptual framework with technology risks 
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In figure 5.2, emphasis is put on a situation where the usage of innovative and modern 

technologies such as productivity tools, modern databases or cloud products including the ones 

provided by Amazon Web Services does not guarantee the delivery of quality software and 

consequently customer satisfaction (Mugeni 2015a, p. 6). In practice, while technology can 

play a central role as the main tool in an activity system, each stack can yield an immense 

amount of information views which would in turn negatively influence project activities (ibid. 

2015). 

To address the issue of facilitating quality software project delivery in this context, an option 

would be to consolidate information views into a single source of consistent truth. This is what 

the researcher aimed to achieve with the implementation of an information system to deal with 

consolidation of information during the case study at GZ Consulting Services. In the next 

section, Chapter Five proceeds to a deep-dive discussion on the case study. 

5.3 Presenting the case study 

Influenced by an activity theory-oriented lens, the researcher implemented an agile information 

system to aggregate engineering and project management data for the case study at GZ 

Consulting Services.  

This organisation was identified as an ideal subject for the case study at hand due to a couple 

of reasons. The company as mentioned before is a South African SME located in Johannesburg, 

South Africa. It is a relatively young small sized start-up with fewer than 20 employees. 

Because of this small size, it was considered that the company afforded the researcher an ideal 

context to perform concise observations and test the proposed prototype system. The fact that 

the start-up leverages agile methodologies and is an avid Dev-Ops advocate was an additional 

criterion of attractiveness.  

The system implemented during this study ambitioned to provide a consolidated source of truth 

for project stakeholders. This experimental component of the thesis involved providing GZCS 

software team members as well as management staff access to the tool developed and letting 

them use it as they pleased after a basic on-boarding process. 

In parallel, the researcher also conducted direct observations of GZCS staff during project 

development cycles as well as unstructured interviews to put participants at ease. An electronic 

survey was additionally utilized to gather staff member views regarding software quality, 
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engineering and project management related concept prior and post the implementation of the 

researcher’s information system. 

As a central component of data gathering in this thesis, it is perhaps pertinent to re-state the 

first two key aims of the case study as described in previous chapters: 

 Getting an understanding of tailored engineering processes at a software 

organisation operating in South Africa. 

 The identification of key agile technologies in use by such an organization to 

achieve software quality delivery. 

Insight gathered from a conversation with GZ Consulting‘s managing director informs the next 

section where the firm’s technological landscape as well as its engineering processes are 

summarized. 

5.3.1 GZ Consulting’s development philosophy and technological landscape 

GZ Consulting services is a young emerging agile and Dev-Ops oriented organisation with 

staff located in Gauteng, South Africa. Internally, regarding its operating model, the company 

is an advocate of agile methodologies and practices. Projects are managed mostly through the 

establishment of sprints, Kanban boards, epics and user stories. The organization doesn’t adopt 

a dogmatic approach to its agile practices and customizes processes as much as it can to fit its 

specific needs. 

GZ Consulting services is also engrained in a Dev-Ops context where both infrastructure and 

development staff are expected to be technically apt enough to be able to cross skill. Software 

engineers are required to be able to perform certain operational tasks such as deploying code, 

writing scripts etc. and infrastructure operators are expected to be able to contribute code when 

required (Mugeni 2015b, p. 7). 

Regarding expenses, sub-Saharan markets the firm targets do not afford it the luxury of heavy 

footprint hardware and software costs. The management team hence considers that there is a 

need to adopt a modern and lightweight infrastructure footprint internally while proposing the 

same to its clients where appropriate. 

The organisation has opted to run the entirety of its technology stack on cloud infrastructure. 

GZ CS has to date successfully deployed its products to the cloud without observing any 
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notable differences between applications hosted on site or at third party premises (Mugeni 

2015a, p. 3).  

The results of this move to the cloud has produced an increase in team productivity while 

leveraging cutting edge technical architecture and infrastructure.  

Senior management at the firm described that while there was an urgent need for cost effective 

infrastructure, it believed that adopting a coherent long-term cloud strategy would facilitate its 

growth objectives as well. Leadership at GZCS considers that embracing an enterprise-wide 

cloud strategy even in the context of its small start-up operating model presents two key 

opportunities. On one hand the ambition is to establish a structured way to incorporate cloud 

services into its internal IT mix. On another hand the firm wants to propose the same level of 

efficient products and services to its clients. The long-term vision for management is that if the 

firm’s product and services offering is supported by a solid infrastructure foundation, GZ 

Consulting services is hoping to eventually emerge as a cloud-oriented centre of excellence in 

the delivery of software products and services on the local market as well as internationally. 

Currently, GZ Consulting services prides itself in the fact that the question of how to leverage 

cloud technologies has been largely answered. Every software project at the firm is hosted on 

the GIT source control management system. The firm’s intellectual property is hosted on 

private GITHUB cloud repositories which contain source code for the firm’s web application 

and mobile devices services. These cloud repositories also host the firm’s enterprise grade 

solutions which includes middleware software adapters as well as public and private 

application programming interfaces (APIs).  

Project managers leverage a private Atlassian JIRA cloud instance to run internal as well as 

commercial projects. This suite helps leadership and executives track the management of 

software and business projects in an efficient ubiquitous manner. Support issues, bug reporting, 

enterprise strategy as well as architecture are functions also offered by the Atlassian JIRA cloud 

which the organisations utilizes.  

From an engineering perspective, the entire technology stack in use at the firm leverages 

Amazon cloud infrastructure. Amazon Web Services (AWS) is used to host runtimes such as 

Java enterprise grade products, web applications built in NodeJS etc. Other service providers 

including Microsoft Azure’ container services as well as Digital Ocean’s offering have been 



133 
 

previewed and tested by engineers at GZCS, but Amazon’s AWS platform is the preferred 

option for development and infrastructure staff. 

In terms of more novel and game changing technologies adopted in the cloud space, GZCS 

engineering teams also use innovative serverless approaches to designing software solutions 

by leveraging AWS’s lambda. This serverless approach to hosting web service is leveraged by 

the team to execute shorter running processes.  

Furthermore, to facilitate builds, automated testing as well as to enable deployments and 

delivery, GZCS has adopted the continuous integration (CI) paradigm. Practically speaking, a 

Jenkins instance for some projects and AWSCodeBuild for others are hooked into the source 

control system and executes test cases implemented by development staff after handling the 

building of new software artefacts. The same CI servers handles the deployment of new 

products to required environments including Development and Production servers. Table 5-1 

illustrates a synopsis of the technology stack in use at GZ Consulting Services: 

Table 5-2: GZ Consulting Services technology matrix synopsis 

Software Framework Stack Infrastructure & Project 

Management 

Continuous Integration 

Microsoft .net 

Java Standalone edition 

Java Enterprise Edition 

NodeJS 

Glassfish Sever versions 3 to 5 

Wildfly server 10 

Android 

Spring Framework 

MYSQL 

MSSQL 

OpenESB 

MuleSoft 

Amazon EC2 Linux 

Amazon EC2 Windows 

Server 2016 

Jira (from Atlassian) 

GitHub corporate 

organisation instance 

hosting 30+ code projects 

and products 

Jenkins (running on AWS EC2) 

AWSCodeBuild 

 

 



134 
 

The list above is non-exhaustive, and the organisation is always open to new tooling as well as 

technology if this can increase productivity and improve the management of its projects. 

The sheer amount of technology tools utilised at the firm has led to the generation of an 

immense amount of data. Project leaders and engineers alike need to take this into account to 

effectively run their projects. Nonetheless, both project leadership as well as engineering staff 

have indicated that this heavy technology usage can present drawbacks. In effect staff have 

bemoaned the fact that despite technology making their day to day tasks easier, at times, there 

seems to be a need to access too many different systems to get information sets that are often 

related and at times redundant. This can prove problematic in fast paced environments where 

information accuracy is critical during project lifecycles. 

For example, project managers in their case would like to have more practical insight into 

feedback from engineers. This is because task updates from technical staff do not always 

convince project leaders. Management would hence like to be able to monitor practical 

development progress without having to know the intricacies of navigating through the 

command line of a GIT system for instance. In the next section, a discussion on how the large 

variety of information technology tools utilised at the firm and the data they generate motivated 

the case for building a system which would present a unified view of all this data follows. 

5.3.2 Motivating factors for an agile oriented information consolidator 

When running agile projects, organisations often experience challenges in keeping workloads 

integrated among team members (Stillwell & Coutinho 2015, p. 1). This can be accentuated in 

situations where the level of information available to team members is either incomplete or 

perhaps inexact. Another factor that can worsen situations is that agile environments have often 

yielded a lack of traceability management and documentation of extremely poor quality 

(Palihawadana et al. 2017, p. 130).  In the case of engineers for example, there is an additional 

need to provide updated and consistent environment information to ensure smooth running of 

engineering tasks (ibid., 2017). 

When an organisation decides to adopt new methodologies and technology tools, often, this 

initially has implications in regards to reduced efficiency resulting in increased overhead costs 

(Logigear 2013, para. 2). Moreover, the utilisation by project teams of the latest technology  

trends or tools does not guarantee the delivery of  quality software projects and solutions 

(Mugeni 2015a, p. 6). Also, as discussed in section 5.2 of this chapter, feedback from GZ CS 
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employees suggests that there could be benefits to having a consolidated and consistent version 

of truth in the context of agile projects for all stakeholders.  

This thesis’s case study proposed an information system which will complement existing tools 

and facilitate the management of agile development projects and quality software delivery.  

Figure 5.3 illustrates a layered ArchiMate annotation model which describes key motivators 

for development of the project management tool to consolidate agile informed data at GZ 

Consulting Services: 

 

Figure 5.3 Motivators for a consolidated information view 

At GZ Consulting Services, the adoption of agile methodologies and Dev-Ops has been 

followed by extensive usage of supporting technology tools for both engineers as well as 

project managers. The sheer amount of information generated by these tools can be 

overwhelming. Furthermore, the disparate nature of information systems in use throughout 

development lifecycles can often lead to inaccurate project management (in terms of milestone 
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appreciation, effort, cost and time estimations etc.).  This could foster ill-informed software 

engineering projects which in turn can yield poor quality products. These factors have largely 

motivated the conceptualisation and implementation of an information system which would 

provide a consolidated information view for effective and accurate agile project management 

and thus potentially improve the quality of software products and perhaps increase customer 

satisfaction.  

In the next section, an application and technology overview of the IS tool developed for the 

experimental part of this dissertation is further discussed. 

5.4 Prototyping GZ-Agile Project Management Consolidator 

As highlighted during previous discussions, even within the context of organisations adopting 

an agile philosophy and related methodologies, the large amount of disparate information 

sources can lead to inaccurate and incomplete assumptions in terms of project management 

estimating for instance, and engineering activities. This risk could exponentially increase as 

the array of agile practices and technology tools to support engineering projects grows.  

Regarding the case study at GZ Consulting services, the researcher embarked on the design of 

an information system to aid engineering projects stakeholders by addressing the issue of 

information consolidation. The tool built is referred to as “GZ-Agile Project Management 

Consolidator” or GZAPMC.  

In systems engineering,  the Open-Closed principle suggests that a class should permit 

extensions to an object’s behaviours but restrict modifications to its core (Dalling 2009, para. 

1). The Open-Closed principle was applied from an architectural perspective in a limited 

capacity, to only complement current tools in usage at GZCS in its running of agile projects. 

The objective of this system would be to complement existing technology tools, facilitate the 

management of agile development projects and thus facilitate the delivery of quality software 

by providing a unified portal and view of relevant software engineering and project 

management activities.  

To describe the information system implemented, subsequent sections hence proceed to 

schematically illustrate the business, application and technology views considered for 

development of this IS. 
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5.4.1 GZ-Agile Project Management Consolidator: Business View 

In Aristotelian metaphysics, to understand an artefact’s true nature, one needs to look at and 

consider its material, efficient, formal and final causes (Miller 1998, pt. 2). This involves 

understanding the object’s content, its creator or process by which it came to be, its ideal form 

or shape as well as its actual function. One could leverage this perspective in understanding 

how IS tools should come about by identifying in project early stages details related to the 

system’s requirements and expected functionalities. 

In the current research setting, before discussing any technical design details of the IS prototype 

at the centre of this thesis’ case study, the researcher identified a couple of aspects which 

required clarification before any development task could be started: 

 Who would the system users be? 

 What pre-requisite information would be required, and which medium would be 

provided to interact with the system? 

 What would the core functionality of the system entail? 

The system designed was conceptualised for academic research purposes, but the possible 

scope of application was deemed extensible to potential commercial applications in real life 

business settings.  

Typically, Information Systems need to cater for administrative tasks and some level of 

business reporting capability. As such, the Agile Project Management Consolidator system 

caters for a Systems Administrator and Executive role although these users were considered 

accessory for the purposes of this study. The Administrator is meant to manage other user roles, 

load core non-business data into the system etc. The Executive user is meant to eventually be 

able to access reports and financial data. The functionalities required by these users were not 

deemed essential for the purposes of the thesis at this stage, so their interactions with the system 

are only superficial. 

This study is informed by previous activity theory framed research (Kekwaletswe & Gaoussou 

2012, p. 61). The information systems implemented at GZ Consulting services focuses as 

mentioned before on two central activities: 

 Agile Software Development/Engineering (this includes activities considered in 

the DevOps realm). 

 Agile Software Project Management. 
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Furthermore, as mentioned in GZ Consulting Services’ technology matrix summary (table 5-

2), the firm already leverages proprietary cloud software services to manage both its project 

management needs in the agile space, and its engineering requirements. It was hence deemed 

fitting that the solution to be built for prototyping purposes during this research, would be cloud 

based, and leverage the existing underlying infrastructure and software services already in use 

at the firm. 

As such, the two core business actors considered during implementation of the Agile PM 

consolidator system were project managers and software engineers at GZ Consulting Services. 

After the main intended audience of the Information Systems was decided, the researcher had 

to clearly identify what the tool implemented would require in complementing other 

technologies and products already in use at GZ Consulting Services. The researcher went on to 

design a system flexible enough to be able to cater principally for interactions through a web 

portal but also via mobile channels and Chat-Ops mediums such as Slack used at GZ 

Consulting services. 

For the information systems to provide intended functionality to users such as retrieving data 

from the tools already in use at GZ Consulting Services, a credentials registration module is 

required. This functionality is used to secure internal users’ data. It is also used to leverage 

essential third-party credentials, which enables the system to authenticate users to cloud 

services and backend systems they require information from. Once this is done, project 

managers and software engineers have access to a consolidated view of software project 

information aggregated from various sources used at GZ Consulting services. Additionally, 

users can initiate a complete project creation workflow which will synchronise and integrate 

the custom-built information system’s artefacts to tools already in use at the organisation and 

hence monitor them as well. 

To design a system which would address the problem illustrated in figure 5.3, the researcher 

considered insight from the firm’s technical lead, who explained that although an agile 

advocate, the organization believed in sound architecture principles.  In practice, solutions were 

designed to meet TOGAF principles whenever possible. Consequently, because data which to 

be consolidated from existing systems was not to be altered in anyway, the researcher opted to 

implement a proposed solution by incorporating three key TOGAF viewpoints: the business, 

application and technology views.  Figure 5.4 illustrates the considered business view: 
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Figure 5.4: GZ-Agile Project Management (GZAPMC) Consolidator Business View 

5.4.2 GZ-Agile Project Management Consolidator: Application View and full picture 

The web portal technical design was essentially informed by the Model-View-Controller 

pattern (see Appendix B). Other than the tool implemented, three main backends to which the 

Agile PM Consolidator would have to integrate were identified: A Source Control Management 

System, the current Project Management system in use at GZ Consulting Services, and a 

Continuous Integration and Deployment backend utilised by engineers at the firm.  

The system designed comprised of a web portal that also leverages an application programming 

interface layer (API) which performs some of the integration to third party systems. The front 

end seamlessly integrates to the source control system via plugins and it leverages similar 

technologies and an API layer to integrate with the project management system currently used 

as well as the CI/CD tool.  
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Figure 5.5: GZ-Agile Project Management Consolidator (GZAPMC) Application View 

 As mentioned in the previous section, figure 5.5 describes how the GZ Agile project 

management consolidator interacts via APIs calls with the current systems in use at the firm to 

retrieve, post and aggregate data. The next illustration depicts the overall picture of how the 

system was designed and includes the technology view considered. 
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Figure 5.6: GZ-Agile Project Management Consolidator (GZAPMC) Overall View 

Figure 5.6 complements the previous two illustrations of the system by adding the technology 

stack which forms the foundation of this IS. The entire system runs on Amazon Cloud EC2 

Linux infrastructure. Leveraging the selected technologies for the case study prototype, was 

justified by a need to align with GZCS’s existing infrastructure and services stack as described 

in table 5-2. 
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The front-end was built with NodeJS to leverage a simple and intuitive MVC paradigm. The 

internal database is a MYSQL relational database. The front-end also leverages APIS build in 

the JAVA language. These APIS were designed with the Spring Boot framework and expose 

collection of façades to call back end services. These facades integrate to GZ Consulting 

services’ Atlassian JIRA cloud back end for project management, GITUHB.com organisational 

repository to store source and manage engineering tasks, and a Jenkins Backend instance which 

also resides on Amazon EC2 cloud infrastructure. Figure 5.7 describes a typical user interaction 

with GZ-Agile Project Management Consolidator via an UML sequence diagram: 

 

Figure 5.7: GZ-Agile Project Management Consolidator (GZAPMC) Sequence Diagram 

5.5 Chapter Five summary 

Chapter Five of this thesis attempted to describe the conceptual framework as well as 

adjustments made to cater for stated research objectives through an activity theory lens. The 

chapter subsequently proceeded to discuss how technology can be identified as the central 

mediating tool of an activity system. The researcher then went on to present how a large amount 

of technology tools in agile oriented organisations can lead to the generation of an increasing 

amount of information views and how this can pose challenges to project teams.  
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Chapter Five concluded by further describing the case study at GZ Consulting Services as well 

as detailing the design of an information systems to address information consolidation from an 

ArchiMate notation business, application and technology perspective. The IS proposes the 

integration of cross domain agile engineering activities through a web portal leveraging REST 

APIS as below: 

 

Figure 5.8: Cross domain integration through GZAPMC 

In the following parts of this thesis, a discussion on research findings follows. Additionally, 

the reader might find benefits in referring to appendix C where some of the technology tooling 

mentioned in the current as well as subsequent chapters is further described. 
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6 CHAPTER SIX: RESEARCH FINDINGS AND DATA ANALYSIS 

Chapter Six discusses findings gathered while conducting the current research exercise.  To 

this end, empirical data retrieved using techniques explored during the research methodology 

discussion of this thesis is presented.  

Data collected through direct observations of GZ Consulting Services staff, semi-structured 

interviews as well as an electronic survey feedback is discussed, analysed and interpreted. This 

analysis is intended to contribute to the elaboration of a practical agile oriented framework for 

the delivery of quality software projects and artefacts. 

Considering research sub-questions enunciated in the introductory portion of this thesis, the 

following themes have so far been addressed through literature review as well as the case study 

presentation: 

 Quality in software settings and the ways in which a modern organisation such as GZ 

Consulting services deals with this issue. 

 The modern technological tools available to agile teams in facilitating quality project 

deliveries. 

 The customising of engineering methodologies selection as well as the importance of 

tailoring agile processes in modern organisational settings. 

While the topics mentioned above were mainly explored through literature review as well as 

initial interactions with GZ Consulting Services staff, the next section proceeds to a provide a 

presentation on the research findings.  

6.1 Preparing the data analysis 

When preparing qualitative data for processing by software analysis, a key requirement for the 

effective running of this process involves  drawing clear enough labels which will serve as a 

departure point to identify the underlying themes which can be mapped to enunciated research 

questions (Adu 2016, p. 1).  

In qualitative empirical studies, coding is used to arrange data in such a way that a researcher 

can better gain insight into actionable and relevant information which may not seem apparent 

at first sight or face value (Smith & Davies in Theron 2015, p. 4).  Conceptually, coding 

describes a natural approach to categorise large amounts of seemingly unstructured content 

which is often textual in nature (Archer in PsySSA 2018, chap. 2). A code is typically used to 
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capture the essence of a portion of data via some sort of single word or short phrase (Saldaña 

2009, p. 3). Consequently, to conduct the qualitative analysis required for this study, four 

anchor codes were derived from slightly reformulated versions of request questions previously 

stated as described below: 

Table 6-1 Qualitative Analysis Anchor Codes 

ANCHOR CODE RELATED RESEARCH QUESTION 

Quality software projects expectations Research question 1: “What are the 

expectations in terms of quality project 

delivery at GZCS and how does the firm try 

to ensure that quality solutions are delivered 

to its customers?” 

Agile processes tailoring and agile project 

challenges 

Research question 2: “Considering the 

various informal and formal approaches to 

ensuring the smooth execution of agile 

processes in software engineering contexts, 

is GZCS on the right path? How could the 

firm customize its current processes to better 

achieve its goals in terms of providing 

quality software solutions to markets?” 

Technology enhancers for agile projects Research question 3: “What are the 

technological tools your firm uses and/or 

should be using to ensure delivery of quality 

projects in a more consistent manner in your 

opinion?” 

 

GZAPMC expectations from users Research question 4: “GZ Agile PM 

Consolidator was built to help your 

organisation have a consolidated view of 

information in terms of all the tools currently 

in use at GZCS (JIRA, GITHUB, JENKINS 
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etc.) What are your expectations of this 

tool?” 

 

As described in table 6-1, interviews were conducted with six staff members to gather their 

insight. The researcher then applied a themeing coding methodology to perform content and 

thematic analysis on respondent feedback during this interviewing process driven by the 

derived anchor codes. The next section proceeds hence to a further discussion on the semi-

structured interview findings. 

6.2 Semi-Structured interviews findings 

Interviewed staff were mainly involved with engineering, management or software project 

leadership functions. The conversations for these semi-structured interviews were conducted 

with 2 senior managers, 2 project managers and 2 engineers. During the data collection and 

analysis process of these interviews, subjects were anonymised and labelled with alphanumeric 

identifiers; participants were consequently referred to as A1 to A6 during the transcription 

exercise and the subsequent exploration of data gathered.  To further explore results of the 

researcher’s interactions with these participants, the first pieces of insight retrieved are 

presented in subsequent sections. 

6.2.1 Initial findings 

Discussions with staff at this stage included interrogations to determine some biographical 

information on participants, their opinions on agile methodologies and practices at large; as 

well as the particulars of their applications at GZ Consulting Services. 

The first noticeable piece of insight retrieved indicated that almost all interviewed participants 

had at least 1 to 5 years’ experience with agile methodologies and that they enjoyed working 

in agile settings in most cases. Similar studies have observed a strong correlation between the 

actual application of agile practices such as Scrum and its positive perception amongst staff 

members (Salo & Abrahamsson 2008, p. 63). In the present case study, only one staff member 

indicated that he felt no preference when it came to work in traditional waterfall projects or 

agile settings. 
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Figure 6.1: Staff appreciation of agile at GZCS 

Most participants interviewed had less than 10 years overall software engineering project 

experience under their belt and did not fit that category. This did not seem to have an incidence 

on the general positive perception of agile methodologies and the underlying philosophy. To 

try and further explore their perspectives, the researcher then attempted to gage the satisfaction 

levels from staff in terms of agile practices implementations at GZ Consulting Services. 

Considering how employees responded when queried about their opinion in terms of 

appropriate agile usage at GZCS, figure 6.2 also illustrates how participant’s feedback is linked 

to the number of years experienced in agile settings: 
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Figure 6.2 Agile Practice satisfaction at GZCS 

From the generated map above, it emerged that while most interviewed staff evaluated agile 

practices at GZ Consulting Services as satisfactory or their usage enough; two employees at 

least were of the opposite view. That both participants (A1 and A4) who believed that the 

organisation was not leveraging agile in the best possible manner both indicated having three 

years’ worth of experience in agile environments. The rest of the interviews all had four or 

more years in agile settings. An interesting piece of insight observed was that participants A1 

and A4 were the two engineers interviewed. It emerged that these participants were essentially 

referring to technology usage and engineering practices rather than agile philosophy 

implementation per se. They for instances indicated that they believed there was not enough 

automated testing at the firm or efforts to promote test-driven approaches such as TDD in 

projects. When quizzed further by the researcher in an attempt to clarify and expand on their 

responses, the subjects explained that they believed the organisation was actually doing a good 

job in terms of applying agile practices and tooling in their view, but some progress was still 

necessary for the engineering functions specifically in terms of testing practices, it hence 
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appeared that ultimately interviewees were mostly satisfied with the agile culture and practices 

at GZCS. 

Considering the research framework for this thesis as discussed in previous chapters as well as 

the anchor codes established, inductive coding and data themeing were leveraged to explore 

feedback from participants. In the next section of Chapter Six, this process is described in more 

detail. 

6.2.2 Inductive coding and subsequent themeing 

For this thesis’s interview transcripts data analysis, the researcher first leveraged a deductive 

strategy. This technique was used to derive anchor codes from research questions enunciated 

in Chapter One. Researchers typically adopt such an approach to formulate a coding scheme. 

The coding scheme in question will drive subsequent qualitative data analysis processes before 

most data is actually collected in a top-down manner (Nixon 2014). 

Next, after the data was collected, an inductive approach was used to code participant 

transcribed feedback verbatim or in vivo as it is often described in qualitative analysis contexts 

(Manning 2017, p. 2). This was done in a bottom up manner as inductive coding typically 

requires that identified code be driven from the data structure and content itself (Beckwitt 2016, 

para. 3). 

Finally, themeing was leveraged to continuously explore and systematically refine participants’ 

feedback interpretation. This was done by establishing thematic identifiers to better understand 

the underlying patterns of information not easily observed during a superficial observation of 

data collected from staff during semi-structured interviews and other informal exchanges 

between participants and the researcher.  

Themeing data consists in identifying and labelling significant information (such as the anchor 

codes generated earlier), looking at its possible meaning or interpretations, and then deriving 

shorter phrases to further describe it (Adu 2018). It additionally helps researchers ground data 

gathered into their interpretative framework and draw meaningful insight during the analysis 

process (Saldana in Martin 2015, p. 9).  

To further achieve a better understanding, some qualitative methodology domain experts have 

suggested that short generic coding is not sufficient; their recommendation is to analyse and 

label the data with extended thematic statements (Saldaña 2009, p. 139). Ergo, applying 
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themeing analysis to the initial anchor codes identified in table 6-1 and the data gathered, the 

following additional sub-categories were derived: 

 Quality software project expectations 

 Quality software project delivery implies good communication across teams 

and between all stakeholders. 

 Quality software project delivery implies efficient task assignment. 

 Quality software project delivery implies alignment to customer needs and 

understanding their requirements and their organisation. 

 Quality software project delivery implies a focus towards excellence. 

 Quality software project delivery implies timeliness. 

 Quality software project delivery implies customer satisfaction and 

collaboration. 

 Agile processes tailoring and agile project challenges 

 Tailoring agile processes suggests a full implementation of agile methodologies. 

 Smaller agile companies such as GZCS have difficulties with tight resources. 

 Smaller agile companies such as GZCS need to optimize their processes to their 

resources. 

 Organisations should use formal project management and not use agile 

processes as an excuse for anarchy. 

 Technology enhancers for agile projects 

 Agile productivity tools including the Atlassian suite with JIRA and 

Confluence, Slack, Jenkins, GITHUB as well as the proposed prototype post 

implementation at GZ Consulting Services: GZAPMC. 

 GZAPMC expectations from users 

 Tackle the issue of multiple interfaces to project data. 

 Quality management enhanced functionality. 

 Integrated direct communication channel and improved intuitive task 

assignment functionalities. 

 Integration to a bigger array of external tooling. 
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In the next section, a content analysis discussion of these themes and derived sub-categories 

follows. 

6.2.3 Findings discussion 

To improve visualization of textual data which requires processing for analysis in qualitative 

contexts, word clouds have been found to be very useful tools for researchers (Heimerl et al. 

2014, p. 1833). In qualitative studies which require data analysis of textual data,  such 

instruments are used to depict intuitively a summarized illustration of emerging important 

terms (Wei et al. 2015, p. 539). They rely on word count frequency analysis which typically 

results in a display of key words where font size is supposed to be proportional to how often 

the word is used (Turner 2017, para. 1).  

These visual tools are basically graphic illustrations of key word frequency which can be 

customized based on some excluding or including criterion determined by researchers 

(Vasconcellos-Silva, Carvalho & Lucena 2013, para. 3).  

To proceed with analysis of data gathered in semi-structured interview conducted during the 

current study, transcripts were cleaned for processing to generate the word cloud below: 

 

Figure 6.3 Interview transcript word cloud 
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Some of the key terms which seemed to emerge from interview transcripts included 

engineering and software project management jargon such as “project”,” work”,” team”, 

“delivery,” delivery”, “challenge”, “quality”, “client” etc.  

These terms were used by both management and engineering staff alike and were an integral 

part of the organisational day to day lexicon at large but more particularly in the context of 

engineering projects delivery. Table 6-2 illustrates a frequency distribution for the top six 

words with a length equal or superior to four characters emerging from this word cloud: 

Table 6-2 Top 6 terms from interview transcripts 

Word Word length Frequency % Rank 

Project 7 36 8,61 1 

Team 4 31 7,42 2 

Client 6 21 5,02 3 

Work 4 18 4,31 4 

Quality 7 17 4,07 5 

Agile 5 15 3,59 6 

 

The first three items in this list were encountered 88 times in the transcript and account for 

around 64% of the most used terms. Consequently, the next sections proceed to discussion on 

these terms’ usage in context of the conducted semi-structured interviews. 

The most recurrent words used after frequency analysis of interview transcripts were “Project” 

and “Team”. Table 6-3 and 6-4 illustrate examples in which it was used when participants 

were interrogated about their work environment and expectations. 
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Table 6-3 "Project" usage instances 

PROJECT  

(…) amongst developers and PROJECT managers (...) 

(…) enough to ensure quality PROJECT delivery. All the above-mentioned (…) 
(…) Project Manager I am a PROJECT coordinator/administrator (…) 

(…) Manager I am the main PROJECT owner as far as the IT team (…)  
(…) from the beginning of the PROJECT all the way to final delivery (…) 

(…) always with an accounts PROJECT manager (…) 
(…) to understand progress on PROJECT and feeds this back to the client (…) 

(…) at some point for a PROJECT, the marketing department (…) 

(…) all items to tick off in the PROJECT through excel (…) 
(…) then takes it to PROJECT delivery (…) 

(…) Whatever best PROJECT management (…) 
(…) You expect your PROJECT to be delivered on time and quality (…) 
 

Table 6-4 "Team" usage instances 

TEAM 

(…) hand with customers, making our TEAM available for support (…) 

(…) the backend TEAM. Tools we should be using is one that (…) 

(…) as far as the IT TEAM is concerned (…) 

(…) pushing perfection on the TEAM, we do however strive for (…) 

(…) strive for excellence.  Our TEAM is split into front end (…) 

(…) as our tech TEAM (…) 

(…) TEAM together (…) 

 

As illustrated above, interviewees indicated that they always worked within the context of a 

collaborative enterprise. This was done in terms of projects and under the leadership of project 

managers, team leads, project coordinators well versed in traditional project management 

practices and more agile methodologies as well. The collaborative aspect of their work is best 

illustrated by the emphasis noticed on usage of the term “team”. This seemed to perhaps 

indicate a grasp of the need for increased coordination and cooperation in the objective of 

successfully running and delivering their projects. 
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When quizzed about the way the organisation attempted to meet customer needs, the next two 

most used words by staff included the terms “Client” and “Work” as described in tables 6-5 

and 6-6: 

Table 6-5 "Client" usage instances 

CLIENT 

 (…) systems work for CLIENT betterment. Our systems are built for custom (…) 

 (…) delivering the underlying CLIENT challenge, and that message being (…) 

 (…) encourages CLIENT interaction on a front-end (…) 

(…) CLIENT facing and directly affect (…) 

(…) quality solutions to the CLIENT (…) 

(…) first meeting with the CLIENT (…) 

(…) a solution is drawn up for the CLIENT (…) 

(…) back to the CLIENT to present and receive feedback (…) 

(…) CLIENT is happy with the solution (…) 

(…) feeds this back to the CLIENT. The Account manager also ensures (…) 
 

Table 6-6 "Work" usage instances 

WORK 

(…) I prefer agile because my WORK is much more focused (…) 

(…) system to improve WORK productivity (…) 

(…) proud to say we WORK to align ourselves with customer (…) 

(…) upgrading systems WORK for client betterment (…) 

(…) quality WORK is key for our survival (…) 

(…) these two ends must WORK together (we strive for that) (…) 

(…) front end and the back-end WORK closely together (…) 

(…) delivered quality WORK that everyone was happy with (…) 

 

Usage of these terms mainly seemed to describe project related activities executed by staff as 

well as their outputs in certain instances. What also seemed to emerge with the recurrence of 

the word “client” was clear focus on customer needs and a client centric approach to delivering 

solutions.  
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The final two most used words derived from the frequency list previously described included 

“Quality” and “Agile” as described below: 

Table 6-7 "Quality" usage instances 

QUALITY 

(…) long meetings. In terms of QUALITY software projects delivery (…) 

(…) developing and providing QUALITY software (…) 

(…) excellent enough to ensure QUALITY project delivery (…) 

(…) We try to ensure QUALITY solutions by working hand in hand (…) 

(…) all that we do, and QUALITY work is key for our survival (…) 

(…) we guarantee our clients QUALITY output (…) 

(…) strive for that to ensure QUALITY solutions are delivered (…) 

(…) deliver QUALITY solutions to the client (…) 

(…) manager also ensures QUALITY control (…) 

(…) organization to ensure QUALITY standards are constantly met (…) 
 

Table 6-8 "Agile" usage instances 

AGILE 
(…) I prefer AGILE because my work is much more focused (…) 

(…) I have mostly worked in AGILE organisations though I don’t 
(…) we are a small firm thus AGILE, able to deliver at a speed (…) 

(…) always worked in AGILE settings (…) 
(…) working code through the AGILE model (…) 

(…) adds a layer for the AGILE project’s management (…) 

(…) I am an AGILE and scaled agile advocate (…) 
(…) We have adopted AGILE approach where we incrementally develop (…) 

(…) our AGILE process has been further optimized (…) 
 

As mentioned during literature review (section 2.6.4), informed by chain theory and aspects of 

Aristotelian metaphysics discussed in Chapter Five (section 5.4.1), one could argue that 

improving the process by which software projects are executed and managed could improve 

the delivery of quality solutions. Throughout the current thesis, this suggested to be possible 

through the adoption and implementation of agile methodologies, practices and technological 

tools. Consequently, additional terms which were frequently encountered during conversations 

with GZ Consulting Services staff could be explored to further discuss this possibility.  For 
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example, featured in the top twenty most used terms during analysis of interview transcripts 

were words including “Management”, “Process” and “Deliver”.  Tables 6-9, 6-10 and 6-11 

proceed to give a couple of instances where these terms were used. 

Table 6-9 "Management" usage instances 

MANAGEMENT 

(…) input suggestions. Project MANAGEMENT tools with timeline (…) 

(…) projections.  Quality MANAGEMENT – a tool with longevity (…) 

(…) takes this up with MANAGEMENT in the organization to ensure (…) 

(…) someone in a senior MANAGEMENT role, who takes (…) 

(…) unavailable thus senior MANAGEMENT must step in (…) 

(…) Whatever best project MANAGEMENT, real time client service (…) 

(…) formal project MANAGEMENT approach because (…) 

(…) specific project MANAGEMENT methodology. I am forced (…) 

(…) approach to project MANAGEMENT involves implanting process (…) 

(…) for the agile projects MANAGEMENT that interacts (…) 

(…) issue tracking and project MANAGEMENT. Git: The project team (…) 
 

Table 6-10 "Process" usage instances 

PROCESS 

(…) feedback for the development PROCESS, we find that it takes too long (…) 

(…) involves implementing PROCESSES and controls to ensure (…) 

(…) we do have a formal PROCESS used to execute formally (…) 

(…) tight. As a result, our agile PROCESS has been further optimized (…) 

(…) testing, software building PROCESS, software deployment process (…) 

(…) ensure that the creation PROCESS executed faster (…) 
 

Table 6-11 "Deliver" usage instances 

DELIVER 

(…)  assigned their tasks and DELIVER them on time (…) 

(…) we DELIVER strategic solutions (…) 

(…) able to DELIVER quality solutions to the client (…) 

(…) able to DELIVER at a speed (…) 
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(…) achieve all of these and DELIVER on all the projects (…) 

(…) you know they will be able to DELIVER a quality software project (…) 

(…)  implemented in order to DELIVER our product much faster (…) 

 

The term “Management” was predominantly used to describe the handling of software 

engineering projects at the firm by project leadership. The term was used in this manner by 

both project leadership and software engineering staff members. In one instance it referred to 

an exchange with the researcher about how the firm could better deal with delivering quality 

solutions by leveraging practices from Quality Assurance and Quality Management. Most 

often, the term was used in the context of software projects and project management as a 

practice at large. 

“Process” was mostly used to describe the activities and actions executed by staff in the context 

of producing solutions during projects while “Deliver” was the main verb employed by 

participants in expressing their emphasis on providing quality software artefacts in a timely 

manner to their customers. Before moving on to present observational insights gathered during 

data collection, the next section proceeds to a brief synthesis of information retrieved during 

semi-structured interviews at this stage.  

6.2.4 Semi-structured interviews summary 

The first step of collecting data for this research involved conducting interviews in a semi-

formal manner with selected GZ Consulting Services staff. Both engineering, management and 

project leadership functions were involved in these exchanges with the researcher. After 

biographical information was retrieved, the interviewer sat with participants at their workplace 

and went about trying to establish if a bias could be perceived towards agile practices in genera. 

For example, after determining a subject’s level of experience in software projects,  one of the 

questions asked was formulated simply formulated as “Do you prefer working in agile or 

traditional SDLC settings? Can you please explain your response?”. To understand how 

participants perceived the notion of quality in their organization, another question which was 

put to them for instance, was formulated similarly to the following: “In terms of delivering 

products to your customers, what are your expectations as stakeholder? How does GZCS 

ensure their customer base is satisfied?”. These were essentially the kind of open-ended 

questions put to participants. The next section proceeds to discuss insights emerging from these 

exchanges. 
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Key recurring terms emerging from interview transcripts revolved around project, team, client, 

work, quality and agile. 

The most apparent piece of insight seemed to show a direct correlation between the number of 

declared years experienced in agile environments by participants and their enthusiasm or 

apprehension with agile practices. Most employees interviewed seemed to view agile in a 

positive light and found the usage of agile practices effective at the firm.  The analysis of 

interview transcripts seemed to show that participants viewed good communication and 

effective team collaboration with a client centric approach as the most appropriate manner to 

ensure the delivery of quality solutions in context of agile projects. To further gain insight into 

information retrieved during the data collection, findings emerging from observing day to day 

activities at GZ Consulting Services are presented next. 

6.3 Observing agile processes 

Underpinned by an Activity Theory centred perspective, Chapter Five’s proposed conceptual 

framework identified the key activities to be observed: 

 Engineering related activities (Software/DevOps) 

 Agile projects management related activities (Stand-up meetings, ChatOps 

communications, Kanban board management etc.). 

These activities are essentially encompassed by project processes in an engineering setting. 

They are additionally subject to adaptations for specific needs and are often customized and 

customized to GZCS’s evolving organisational needs. 

During interactions with GZ Consulting Services senior staff, it appeared that this was a view 

understood and adopted by management. Some Project leaders explained for instance that 

although their principal project management tool was Atlassian’s JIRA suite, they mostly only 

leveraged Kanban functionality and not necessarily other agile features such as Epics or 

Themes. In following sections of Chapter Six, a discussion on observations of staff during day 

to day activities follows. These observations conducted concern agile processes executed at 

GZ Consulting Services prior and post the IS prototype’s implementation during the case study 

conducted for this thesis.  

Subsequent portions of the research observational process hence illustrate a use case where 

project team members interact with the organisation’s central project management tool: 
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Atlassian’s JIRA; the source code management system: GITHUB.com, the ChatOps 

application: Slack and the central automation build and deployment system: Jenkins.  

The following sequence of described events occurred between August and September 2017. 

6.3.1 GZCS Software Project inception pre-implementation: Leadership perspective 

During the current specific use case, observations of a GZ Consulting Services project leader 

tasked with managing a new business initiative is conducted. The first staff member observed 

is identified as “PM1” and is responsible for driving a new time management improvement 

process supported by the JIRA corporate web portal. After strategic meetings with relevant 

executives and operational staff, PM1 proceeds to login to the corporate JIRA portal to 

formalize the new time management system initiative.  

 

Figure 6.4 GZCS JIRA Home page 

From the home page, PM1 went on to create a JIRA Project artefact for the new business 

initiative in question: 
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Figure 6.5 Jira Project Creation 

After creation of the initial project artefact, JIRA generated two sub-items: a generic strategic 

roadmap as well as an overall Kanban like board to improve visualisation of the activities to 

be completed for this new initiative. 

On the road map artefact, PM1 created an agile epic with the first key items deemed necessary 

for project initiation including activities such as determining epic and user stories scopes; then 

on the JIRA default Kanban board, more specific items necessary to run agile projects such as 

resources scoping, infrastructure design, prototype development were identified. These first 

activities are illustrated as below: 
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Figure 6.6 Jira Project Road Map 

 

Figure 6.7 GZCS Project Kanban Board Artefact 

PM1 was able to from this point on, to drill down into specific activities on the Kanban board, 

assign them to project team members and enquire on progress during stand-up meetings and 

scrum sessions. Task statuses can be updated by default to “In Progress” or “Done” after having 

been created under the “TO-DO” label. 
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Figure 6.8 Creation and assignment of JIRA activity 

Typically, after a task is issued and assigned to a project team member, outside of stand-up 

meetings and scrum sessions, the engineering workflow is completely transparent to PM1. The 

project resource to whom this task has been allocated in this scenario will typically receive 

some sort of notification via his or her corporate email account or ChatOps interface. 

In the next section hence, Chapter Six proceeds to describe how the process was handled from 

an engineer’s point once a task request has been received.  

6.3.2 GZCS Software Project execution pre-implementation: Engineering viewpoint  

As discussed during the third chapter of this thesis (section 3.1.5), in enhanced agile 

environments, engineering teams engaged in reducing the expectational gaps between 

engineering and operations opt for the adoption of DevOps and related the technological tools. 

Consequently, organisations are increasingly relying on ChatOps.  

ChatOps tools are very attractive to agile teams because they enhance DevOps by improving 

communication between engineering staff and project leadership. They help organisations 

achieve this by increasing visibility for each project. This tooling enables all team members 

see activities actioned by colleagues and hence provides a clear view of what is occurring 

across environments through a concise and direct channel (Juopperi 2017, p. 3). 
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At GZCS, the main communication mechanism teams engage in for ChatOps is an application 

recently acquired by Atlassian called Slack. The system has been configured to send 

notifications when tickets are created on JIRA. 

Following the scenario described in section 6.3.1, the use case discussion follows from the 

point where an engineering team member identified as “DEV1” received a notification from 

the JIRA project management portal via a customized Slack instant messaging channel. 

 

Figure 6.9 Reception of assigned task via Slack channel 

After receiving notifications as depicted above via the Slack interface channel, DEV1 was 

required to navigate to his corporate JIRA board. This is needed to ascertain details for the 

query, ask for further information if clarification is required to work on the task in question, or 

simply perhaps proceed to update task status to enable progress tracking by project team and 

leadership. 

Next, DEV1 hence accessed the Atlassian portal to get information on the task received as 

illustrated figure 6.10: 
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Figure 6.10 JIRA task examination 

From the request transmitted via Slack and depicted in the previous two figures, DEV1 upon 

further verification on the JIRA project management Kanban board understood that the creation 

of a new public code repository was required and that this task had been assigned to him by 

PM1.  

The organisational standard for GZ Consulting Services being that all company source code be 

hosted on GITHUB.com, DEV1 navigated to the cloud Source Control Management System 

(SCM) online portal for creation of a GIT repository to host source code. He proceeded to do 

so as required by the request sent and ensured that this GIT artefact was publicly accessible. 

This project would allow outside contributions unless another request was later sent by 

management to make the project private. 
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Figure 6.11 Creation of new source code repository on GITHUB.com 

The screenshot above illustrates the creation of GIT source code repository by DEV1 under 

the GZCS organisation on GITHUB which is accessible on the public domain as requested by 

PM1. Figure 6.12 depicts options offered by GITHUB.com to work with the created repository 

in question once SCM artefacts have successfully been created. 

 

Figure 6.12 Source code GIT artefact after creation on GITHUB.com 



166 
 

Although there had been no clear instructions regarding programming languages to be used for 

the code repository in question, DEV1 could anticipate that regardless the technology stack 

decided for this project, there would be a requirement to provide code building and deployment 

facilities down the line. In such a case, there are typically two main options available to pro-

actively prepare build and deployment activities which are needed as code repositories are 

progressively updated: 

 Notify PM1 that a task needs to be created on the JIRA board for configuration 

to be setup so that the code is seamlessly built and deployed to required 

operational environments such as Development, Quality Assurance or 

Production. 

 DEV1 could otherwise create this task himself and assign it to a resource 

without waiting for PM1 to intervene. 

When the first option is chosen, the task assignment workflow restarts from the point where 

PM1 would logon to the JIRA portal, create a new ticket for build and deployment activities 

and assign it to a new resource which would then act upon it. If the latter option is selected, 

DEV1 can create this ticket by using either JIRA or the work assignment facility provided by 

GITHUB.com. Although this can have the disadvantage of not providing immediate visibility 

on JIRA if the portal has not been setup accordingly, at GZCS, engineering staff have the 

latitude to use either or. During the use case observed, DEV1 opted to create a GITHUB issue 

for a colleague whose speciality is the continuous integration and deployment (CI/CD) space.  

In this scenario, the engineer in question identified as OPSDEV1 received a work request from 

his colleague DEV1 to start working on continuous build and deployment workflow for the 

source code repository.  

Below is an overview of the request received by OPSDEV1 via GITHUB.com to handle CI 

requirements for this scenario: 
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Figure 6.13 GITHUB issue examination 

Having received the request above with admittedly very little technical detail, OPSDEV1 was 

nonetheless able to at least create a skeleton build and deployment pipeline for the code 

repository in question.  

To achieve effective CI/CD practices and workflows, agile engineering teams typically 

leverage enabling tools to automate code builds as well as related deployments to test, quality 

assurance and production environments. Such teams are often attracted to CI/CD because 

projects which leverage it have been demonstrated to harbour fewer bugs and not be as error 

prone when automated properly (Fowler 2006, p. 12).  

Consequently, engineers nowadays rely on enabling tools which additionally improve quality 

assurance by creating workflows which are only completed once unit and integration test cases 

are successfully executed; this is done so that appropriate code versions are deployed at the 

right time for the right target environments (Juopperi 2017, p. 3). 

As discussed in earlier chapters, Jenkins and Amazon Web Services’ CodeBuild are such 

enabling tools that comprise the primary systems utilised at GZ Consulting Services for CI/CD 

activities. For the current use case, all that was required by OPSDEV1 to attend the task 

assigned, was to logon to the Jenkins portal and configure a build project automatically hooked 

to the freshly created GITHUB repository by DEV1. 
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Figure 6.14 OPSDEV1 Jenkins login portal 

 

Figure 6.15 Creation of Jenkins build and deploy pipeline 
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Figure 6.16 Jenkins build and deploy pipeline configuration from GIT SCM 

After initial configuration, the Jenkins project depending on whether it was setup with correct 

information or not; is able to continuously poll the code repository for changes. In such 

occurrences, it can checkout source code, build the selected artefacts and ultimately deploy 

them to correct environments specified during configuration. Showing the results of these 

builds for the use case observed was not primordial. What needs to be noted though is that the 

outcome of these builds once triggered was transparent to both PM1 and DEV1 unless 

explicitly configured. Giving them a continuous view and progress updates on the process 

would have required prior customization of communications channels used at GZCS on JIRA, 

Slack as well as GITHUB and email interfaces. In the next section, a summarized analysis of 

the scenario described during portion 6.3.1 of the current chapter. 

6.3.3 Pre-Implementation observational synopsis 

Conducting data gathering in the observational phase of this research revolved around 

exploring daily tasks of employees during the case study at GZ Consulting Services.  

Watching and documenting some of these daily processes was conducted to fit in with the 

identified activities of this thesis’ activity theory informed framework. The daily processes to 

be observed included engineering (software development and DevOps) as well as project 

management related activities (creation of new projects, resources assignments amongst 

others).  
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The researcher attempted observation of these activities prior to the implementation of the 

proposed agile oriented IS prototype. Figure 6.17 illustrates the scenarios observed prior to this 

implementation from a leadership and engineering viewpoint:  

 

 

Figure 6.17 Pre-Implementation scenario observational scenarios 

Scenarios observed prior to the research IS prototype concerned three GZ Consulting Services 

staff members: 

 A project manager identified as PM1. 

 An engineer focused on the code development space identified as DEV1. 

 An engineer specialized in the Continuous Integration and Deployment space identified 

as OPSDEV1. 

In scenarios observed at this stage, project managers essentially interacted with engineers via 

the corporate JIRA portal for project management related activities. This was done with regards 

to tasks such as creating new business projects based on feedback from customer and executive 

requirements, dealing with project resources allocation, and assigning tasks to engineers.  

In this scenario, for engineers to whom tasks are typically assigned by leadership (for example, 

PM1 assigned tasks to DEV1) via JIRA, interactions with their project leader is done upstream 
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via the same JIRA portal to update task statuses and ask for clarifications or further information 

where required. Nonetheless, for downstream communication to engineering colleagues, usage 

of other channels such as JIRA, GIT, Slack, and email was at times also noticed. For instance, 

in the use cases observed, DEV1 received a task via one channel (JIRA) and assigned a related 

request to OPSDEV1 via another such as GITHUB’s ticketing facility.  

This situation, considered from an engineering and project leadership perspective, is not 

uncommon for organisations which have opted to embrace agile and DevOps approaches to 

running their projects. When embarking on a quest to achieve delivery of quality products to 

markets, companies and their project teams need to shorten their production lifecycles with 

increased levels of automation (Christof et al. 2016, p. 95). 

From the observational data gathered pre-implementation at GZ Consulting Services, it 

appeared that despite high usage of agile and DevOps related technology tooling other issues 

arose.  

In effect, notifications where automatically pushed to relevant resources depending on channel 

used by requester whether through Slack, JIRA, GIT or plain email; consequently, there was 

still a need to login and navigate to each system’s portal for access to information. Additionally, 

at certain points of the work assignment chain, some parts of the processes surrounding 

engineering activities were completely opaque to project leadership. PM1 for instance had no 

way to physically ensure that a mundane task such as the creation of code repositories was 

executed. As the project went along, it was hence difficult in this scenario to track work velocity 

on bug reports or new features requests at an engineering level.  

DEV1 from his point of view, resented the fact that too much of his time was spent trying to 

convince project leadership that some work was already completed. An example of this 

occurred during an argument with PM1 about emails sent by other contributors. In this case, a 

few external engineers complained about not being able to push code to a non-existent project 

repository. Having to deal with a visibly upset PM1, DEV1 bemoaned the fact that there was 

no way to convince his colleague beyond a shadow of doubt that this task had been completed 

despite status updates on the JIRA Kanban board and in verbal form during scrum sessions.   

From a somewhat neutral observer’s perspective, the apparent problem in this scenario was a 

perceived opacity between leadership and engineering staff. This was in fact caused by the 

apparent lack of integration between systems in use at the firm. In practice, with today’s 
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modern tools, many activities can be performed in agile projects by personnel which need not 

be professional engineers or particularly technically gifted. For basic requirements at project 

inception stages such as creating source code repositories, it could perhaps be preferable that 

tasks which could be handled by a project manager for example not be hampered by false 

technical barriers. In the creation of code repository during project inception scenario, an 

argument could be made that if PM1 had access to the GIT system, he could have simply run 

the commands manually or via the GITHUB portal to complete this simple task. The current 

research objectives dictated such a manual approach be rather automated so that even non-

technical team members could contribute in some respects. 

Furthermore, the issue of reliable versions of truth arose. Where could PM1 have access to 

reliably accurate project information when some items where only visible on other systems 

used at GZCS such as Slack, GITHUB or Jenkins by subject matter experts? 

These are the kinds of shortcomings the proposed IS prototype described in Chapter Five 

needed to address. To this point, the next section proceeds to describe a project implementation 

scenario after this thesis’ agile oriented IS was deployed for usage by GZ Consulting Services 

staff. 

6.3.4 GZCS Software Project inception post-implementation: Leadership perspective  

Observational data gathered after implementation of the proposed IS prototype described in 

Chapter Five follows:  

In the first use case, PM1 needed to initiate a project creation workflow from scratch after 

having been on onboarded as a system user on the proposed IS prototype. A key objective was 

to try ensuring project leadership rely only on the platform provided for this study during new 

project inception. Some GZ Consulting Services project information data was loaded onto the 

system to provide an intuitive look and feel for new users; but most information displayed at 

this staged was automatically synced from the agile tools in use at the firm to which this IS 

prototype integrates. To address the problem of having to log on to multiple systems for simple 

project inception, the prototype IS proposed a workflow which via one centralized hub, could 

create all the basics relevant artefacts in JIRA as well as on the GIT source code control 

management system. 
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Figure 6.18: GZ Agile PM Consolidator login portal 

 

Figure 6.19: GZ Agile Consolidator Portal home page 

After having been authenticated to the prototype portal as depicted in screenshots above, PM1 

was directed to his dashboard were basic organisational project information is available to 

view. In the use case where he needed to create a new project, a project workflow needed to be 

initiated as to generate all relevant artefacts in integrated agile/DevOps systems used at GZ 

Consulting Services. The workflow was triggered by clicking the plus button circled in red at 
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the top right hand of his dashboard. After this, the user was transferred from the main portal to 

the next project creation page: 

 

Figure 6.20: Basic project information entry 

 

Figure 6.21: Successful project creation 

In the screenshots above, PM1 first entered basic project information on the portal with details 

such as the project name, a description of its purposes as well as the projected start and end 

dates for the new endeavour. All the basic information was stored in the prototype’s internal 
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database. After this was done, PM1 was directed to the next page where he was prompted to 

enter further information related to details which needed to be used and synced across the 

organisation’s SCM and project management systems: GITHUB and JIRA.  

When done correctly, both engineering staff as well as project leadership would be on the same 

page in terms of possessing the same information after the inception of new projects. The data 

entered at this stage needed to respect third party system rules for the creation of relevant 

artefacts (for instance, JIRA will not let a user create a project with key which exceeds 8 

characters or with a project name already present). Validation rules were consequently built 

into the proposed IS prototype to ensure data integrity across GZCS’s internal systems. Once 

a project is created successfully in this scenario, engineers will typically receive a GITHUB 

notification of the code project created in the SCM system as below:  

 

Figure 6.22: GIT SCM success notification 

When navigating back to the prototype IS portal, the internal project artefact was now shown 

on the GZ Agile central portal: 
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Figure 6.23: GZ Agile Consolidator central project page 

PM1 was then able to check if the running the prototype’s workflow resulted in the successful 

generation of related artefacts in other internal system instances at used GZ Consulting 

Services. 

 

Figure 6.24: JIRA project artefact generated by GZ-AgilePM Consolidator 

From the screenshot above, the artefact generated from GZ-AgilePM Consolidator is circled in 

red. The difference between projects synchronised between the IS prototype central portal and 

items created directly through JIRA is the cloud icon next to the project name. This icon 

differentiates projects created through the JIRA user interface and third-party applications like 

this study’s prototype which leverage vendor provided Application Programming Interfaces 
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(APIs). Similarly, engineers subscribed to the organisational GIT repositories were then also 

able to confirm whether the requested repository on the SCM system was successfully created 

via the IS prototype portal: 

 

Figure 6.25: SCM project artefact generated by GZ-AgilePM Consolidator 

6.3.5 GZCS Software Project execution post-implementation: Engineering viewpoint  

From an engineering point of view, at GZ Consulting Services, tasks or requests for bug fixes 

and enhancements can be logged through the GIT SCM portal by any employee who has the 

correct set of permissions. Software engineers can also get new tickets assigned to them for 

additional features and components by project managers via the JIRA portal.  

Consider the following GIT issue logged on the SCM portal by an engineer identified as DEV2 

for a colleague DEV3 to ensure a web page is designed for API definitions: 
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Figure 6.26: Request logged via SCM Portal 

Once a staff member be it for project management reasons or the engineer in question logs onto 

the current research’s proposed IS tool after having been notified of the request, he is able to 

see the data which was seamlessly transmitted via internal API calls as below:  

 

Figure 6.27: GZ-AgilePM Consolidator synchronised data from SCM 
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Figure 6.28: New linked issue triggered via click on comment button 

Further related issues can then be created via the “Add Comment” hyperlink circled in red 

above. The IS tool subsequently synchronised this data back to the SCM system as below: 

 

Figure 6.29: Creation of new related issue to SCM via IS portal 
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After the page the details are entered in regard to related new work requests, the user clicks on 

the “Create Issue” button and is presented with a successful prompt if the information is 

correctly synchronised to the cloud Source Control Management System in GITHUB. 

 

Figure 6.30: Successful creation of new issue via portal 

Colleagues are then able to receive synchronised notifications via messaging communication 

channels: 

 



181 
 

 

Figure 6.31: SCM issue email notification triggered by IS prototype 

To illustrate the almost immediate nature of data synchronisation facilitated by GZ-AgilePM 

Consolidator. Figure 6.31 illustrates an email sent by the SCM system after creation of a code 

related issue through the IS prototype; the screenshot below describes a similar notification 

sent via the organisational ChatOps system: 
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Figure 6.32: ChatOps notification triggered by IS prototype 

Both SCM issues were then synchronised and available on the prototype portal to view: 

 

Figure 6.33: SCM created issue and related task generated from the prototype 

In other engineering scenarios, the system also provides information on GIT code branches as 

well as a search facility to reflect SCM changes: 
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Figure 6.34: Code repository branching data reflected on the IS prototype 

 

Figure 6.35: SCM updates reflected on the IS prototype 

Similarly, to SCM related issues retrieved from GITHUB repositories, GZ-AgilePM 

Consolidator also seamlessly helps project staff view data created, generated and updated in 

the organisational JIRA project management portal. The next two images illustrate how data 

which was created on the JIRA portal even prior to the prototype implemented for this thesis 

is nonetheless synchronised to GZ-AgilePM Consolidator: 
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Figure 6.36: GZ Consulting Services JIRA issues created in 2016 

 

 

Figure 6.37: Data captured prior to implementation as reported by the IS tool 

As described during the case study presentation, GZ Consulting Services is an agile 

engineering shop which advocates for DevOps practices. As such, software as well as operation 

engineers are expected to work in close cooperation to bridge the traditional gap between these 

two functions. Consequently, the next observed scenario deals with a simple instance where, 

following feedback from an operations colleague during regular stand up meetings, software 

engineering staff members can leverage the IS tool built for the current research to verify build 
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and deployments outcome from CI/CD pipelines. The first step requires that engineers click on 

the “Jenkins” hyperlink on the left-hand side of the portal: 

 

Figure 6.38: Hyperlink to CI/CD data retrieved for the Jenkins organisational instance 

The user can now have an overview of all Jenkins related artefacts as well as most recent status 

(blue for successes, yellow for warnings, red for failures as well as grey for lack of build 

outcome data). 
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Figure 6.39: Retrieved CI data overview 

Users can then drill down further on a specific CI/CD configuration or job for more 

information: 

 

Figure 6.40: Build specific data 
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6.3.6 Post-implementation observational synopsis  

From the post-implementation observational process, it emerged that the proposed IS addressed 

a central issue identified during elaboration of this thesis’s research problem: the integration of 

an agile oriented information system to complement tools already in use at an organisation 

during engineering projects. The prototype implemented in question was able to deal with the 

problem of multiple information sources and hence varying versions of truth by aggregating 

all the data from GZ Consulting Services ‘internal agile systems into one consolidated web 

portal. While the intention of developing such a tool was largely to provide a consistent and 

uniformed source of truth for all project staff including project leadership as well as engineers, 

the current research also posited that this consolidation of data would make for better informed 

projects, and thus improve overall delivery of software project quality.  

To achieve a better understanding of this situation, the researcher opted as previously indicated 

to distribute an electronic survey to study participants. This Activity Theory themed 

questionnaire aimed to get views of management and engineering staff about quality software 

delivery and agile development. The next section proceeds to a discussion on data and insight 

retrieved from this electronic survey. 

6.4 Analysis of data collected through the electronic survey 

To gain insight into the opinions, perceptions and experiences of GZ Consulting Services staff, 

an Activity theory themed electronic survey was designed and implemented through the 

Limesurvey platform. The survey was described to participants as an essential component of 

an exploratory study in quality software delivery as well as agile development in a sub-Saharan 

start-up context. The questionnaire constituted an attempt to explore participants’ perceptions 

of quality software delivery in their day to day functions prior and post the implementation of 

this information system. The survey was centred on the following main themes: 

 Software quality and agile philosophy practical applications. 

 Employee user experience with GZ Agile Project Management Consolidator (the 

experimental IS tool). 

 Employee opinion of GZ Agile Project Management Consolidator and its perceived 

impact on engineering projects performance and quality improvement at the firm. 

Figure 6.41 describes participant functional areas surveyed: 
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Figure 6.41: QDA Miner surveyed functional areas 

Half the participants surveyed (50%) were technical staff whose function was to essentially 

conduct engineering related activities. These activities included software development as well 

as DevOps cloud infrastructure related scripting and deployment tasks. The other half of staff 

which participated in our survey included project managers (20% of respondents), testing 

specialists (10%) as well as senior leadership (20%) which was in odd cases additionally 

involved in some capacity in certain engineering adjacent activities. Table 6-12 illustrates a 

sample of survey participants’ demographic profiles: 

Table 6-12: Sample participant profile 

JOB POSITION GENDER (M/F) QUALIFICATION

S 

AREA EXPERIENCE 

(YEARS) 

Engineer Male Bachelor’s Degree IT Software 

Projects 

1-5 

Engineer Male Bachelor’s Degree IT Software 

Projects 

1-5 

Engineer Male Bachelor’s Degree IT Cloud 

Infrastructur

e 

1-5 
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Engineer Male DIPLOMA IT Software 

Projects 

1-5 

Engineer Male Bachelor’s Degree IT Software 

Projects 

1-5 

Project Manager Male Master’s Degree 

Engineering 

Software 

Projects 

5-10 

Project Manager Male Masters Business Software 

Projects 

> 10 

Tester Male DIPLOMA IT Software 

Projects 

1-5 

Manager Male Master’s Degree IT R&D 5-10 

Manager Male Master’s Business Executive >10 

 

Table 6-12 presents of staff which participated in the electronic survey for the current study. 

These individuals are the subjects which represent actors within a community in the proposed 

conceptual framework. Participants were selected from various functional units of GZ 

Consulting Services. They were picked by matching their day to day responsibilities with the 

main activities of the Activity Theory conceptual framework which revolves around 

engineering and project management activities. In subsequent sections, Chapter Six proceeds 

to discuss in further detail insight retrieved from the subthemes which informed this electronic 

survey. 

6.4.1 Staff perceptions on quality and agile philosophy practical applications 

To get a sense of how GZ Consulting Services perceived the notions of quality and the agile 

philosophy in software engineering projects context, they were first asked to describe these 

terms in their own words. Table 6-13  illustrates a sample of GZCS staff responses during the 

electronic survey regarding the concept of quality in engineering contexts as well as the agile 

approach in general.  

Table 6-13 Sample participant feedback on quality and agile 

SURVEY QUESTION SNAPSHOT PARTICIPANTS FEEDBACK 
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What does the term quality mean to 

you as an employee? 

1. “Getting the very best out of something.” 

(Participant 1) 

2. “It means providing quality software that is 

reliable and provides accurate data at all times” 

(Participant 2) 

3. “Quality means that all errors are eliminated 

(…) (Participant 3) 

4. “Delivering clean, reusable and scalable code 

that complies with best practices” (Participant 4) 

5. “(..) The standard of a product being delivered” 

(Participant 5) 

Please describe in your words Agile in 

software engineering contexts 

1. “(..) Ability to adapt (…)”  (Participant 1) 

2. “It is an iterative, incremental method of 

designing software as opposed to waterfall 

approach. Development team must be able to be 

flexible and react quickly to requirements 

changes during software development” 

(Participant 2) 

3. “It helps creating an improved work rate and see 

how effective we work as a team on a particular 

project” (Participant 3) 

4. “(…) In short, the philosophy is to make constant 

delivery as smooth as possible. (Participant 4) 

5. “(…) An incremental way to develop software(...) 

(Participant 5) 

 

In the introductory line of questioning, it appeared that staff had an informed grasp of what 

quality and agility entailed in software engineering contexts at GZ Consulting Services. When 

referring to the concept of quality, participants used key phrases such as the elimination of 

errors, terms including standardisation or norms regarding development processes while 

stressing the need to consistently deliver reliable products. 

When asked about their understanding of the agile philosophy and related methodologies, staff 

members who participated to the survey constantly referred to agile terminology in mostly 
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software engineering as well as modern agile project management jargon. Some of the terms 

that were often cited by leadership and engineering staff which participated to the electronic 

survey included for instance incremental and iterative approaches to software development on 

one hand; and on the other hand, the improvement of productivity by putting an emphasis on 

the ability for modern engineering team to adapt to evolving requirements and requests from 

customers. 

Next, participants were queried on their view about the facilitation of quality software delivery 

by leveraging agile development processes as described as described below: 

Table 6-14 Snapshot of perspectives on agile practices and their impact on quality delivery 

SURVEY QUESTION SNAPSHOT PARTICIPANTS FEEDBACK 

In this study, it is argued that agile 

development processes facilitate the 

delivery of quality to markets. Does 

this assertion seem accurate to you? 

Please explain why. 

1. “(..) Having requirements weekly from various 

clients can be quite cumbersome (..) Agility helps us 

anticipate changes required, provides flexibility 

because of the environment’s dynamic nature, and 

as changes are made in each iteration, as a result 

quality is provided without wasting time.” 

(Participant 1) 

2. “Agreed. Agile processes focus more on objectives 

to be met than the processes in themselves. You get 

a sense of having achieved some level of user 

satisfaction before having actually deployed the 

software in my view.” (Participant 2) 

3. “Yes, I agree with the statement because by making 

the development process more efficient, software 

quality of the product is improved as our experience 

at GZCS indicates to date. (Participant 3) 

4. “(…) I have myself experienced this improvement as 

improving the development process has improved 

the delivery process and reviewing areas of the 

application to be delivered which need 

improvements.” (Participant 4) 
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5. “(..) The basic idea is to find better ways of building 

software more simply. (…) Agility eliminates a huge 

part of risks associated with delivery of large 

projects by providing ways to work in an iterative 

and incremental manner which also allows the team 

to gather feedback proactively and react quickly” 

(Participant 5) 

6.  Not exactly, while I believe agile is helpful, I think 

its main contribution is in improve delivery of 

software to markets and not necessarily guarantees 

quality. (Participant 6) 

7. (…) This assertion does seem accurate to me 

because it is a well-known and proven approach to 

high quality software delivery. Over time, the 

approach of starting development and improving or 

reconsidering certain aspects of the software at 

some point of the development process has proved to 

be working well and avoid time wasted defining 

extremely detailed and exhaustive specifications. 

Faster delivery timeline is what drives the Agile 

development process in my view. (Participant 7) 

8.  The assertion seems accurate in the sense that agile 

processes enable the team to deliver smaller 

working versions of the software to the users, thus 

collecting feedback from the real users very early in 

the process. The feedback from users is used as input 

early in process to improve quality of the product. 

The iterative nature of such an agile approach and 

the consultative process used tend to increase the 

perceived quality of the software. (Participant 8) 

9. Yes, because I think we pick up bugs quicker and 

deliver solutions faster. (Participant 9) 
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From the discussion on agile processes implementations impact on the delivery of quality 

software products to markets during the electronic survey, most employees who participated 

seem to believe in correlation between these two aspects.  

When looking at participants answer in the detail though, it seems that most subjects believe 

that agile practices improve the delivery of products to market. Participants who agree with 

this view also suggests that because of the constant involvement of users during the 

development processes, engineers are better equipped with identifying problems early and 

rectifying them thanks to the adaptive nature of agile processes. This they argue, reduces 

defects, improves anticipation to evolving needs and thus improves the delivery of quality 

products.  

One respondent nonetheless advanced a different view from most stuff with whom the 

researcher had interactions during data collection. His views presented an argument which 

although did highlight the most shared sentiment amongst staff, cannot be dismissed as it does 

not completely appear as unfounded. This staff member mentioned that in principle, he agreed 

that agility at large through the adoption of agile methodologies and practices at GZ Consulting 

Services had a positive impact in delivering products to markets. In his view, this has obviously 

proven to have a huge positive impact at GZ Consulting Services. Previous research has also 

suggested that organisations which adopt such agile methodologies, approaches and tools will 

often notice significant improvement for their businesses if one considers all the issues which 

have traditionally plagued on time delivery of software projects (Jones 2010, p. 7). Yet, the 

participant mentioned earlier in question differed with his colleagues in their appreciation of 

agile adoption and its impact on quality. To further explain his point, this participant to the 

study claimed that he did not see a direct correlation between improvements in delivery 

timelines thanks to agile practices, and actual quality benefits in the product itself. This is a 

sensible view if one requires quantitative metrics on software artefacts themselves. However, 

recent research has nonetheless also shown certain limitations when there is an overreliance of 

quantitative metrics to evaluate project success especially in terms of software quality. For 

example, although some have traditionally argued for the consideration of Source Lines Of 

Code (SLOC) as a foundational variable in quality improvements endeavours, it is actually 

weakly correlated to so many other factors that it cannot in itself be considered as an accurate 

indication of quality (Voas & Kuhn 2017, p. 21). As such, the benefit of qualitative studies in 

engineering context includes a need to consider the interpretative nature of phenomena; and 

without necessarily ignoring quantitative data, also cater for other variables such as user 
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perceptions, biases, internal as well as organisational contexts etc. In this light, the next line of 

questioning attempted to gather views of employees about GZCS staff experiences in software 

projects prior to the implementation of the current researcher’s prototype during the electronic 

survey. 

Table 6-15  Electronic survey responses summary about their personal software project 
experiences at GZCS 

SURVEY QUESTION 

SNAPSHOT 

PARTICIPANTS FEEDBACK 

A new engineer is onboarded to 

perform pair programming duties 

on a software projects you have 

been leading to date. Where do you 

direct him to get all the information 

he or she requires? 

1. As for documentation, I would refer the 

engineer to our JIRA profile and for technical 

information such as code, files etc. I would refer 

him/her to our GitHub repository. 

2. We direct them to Confluence which is a 

document management tool where all our 

documentation is stored. 

3. Via links to the platform’s appropriate pages 

provided in an email. 

4. I will direct the new colleague to the project git 

repository. 

5. To the agile management system JIRA 

6. (…) The GIT archive (…). This will make the 

adaptation process easier and quicker. 

Prior implementation of GZ Agile 

PM Consolidator, how did you 

typically obtain descriptive and 

operational information about 

software projects at your firm? 

1. Usually via mail or getting it from a repository. 

2. From meeting with clients (...) 

3. Information was obtained mainly via email. 

4. (…) Documents shared on Google docs and 

Dropbox. We often had briefing sessions in 

which we went through requirements and tasks 

were managed through the issues queue on 

GITHUB. 

5. Mostly using various isolated tools 
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6. By engaging with different stakeholders 

separately. 

 

 

From the line of questioning discussed above, it emerged that existing staff almost exclusively 

relied on the wide array of various information systems used at GZCS to get information 

required to inform their decision-making processes in order to perform their daily tasks. For 

engineers, the common thread seemed to be a reliance on GITHUB, and JIRA and these two 

tools would typically be their point of references when onboarding and guiding new colleagues.  

Having obtained a feel for what the ambiance or processes in use at GZCS prior to the current 

research, the study proceeded to gather staff perceptions post the implementation of the 

proposed experimental information system. 

6.4.2 Employee user experience with the implemented experimental tool 

Feedback retrieved after analysis of staff feedback from the electronic suggested that more than 

half of employees at GZ CS had experienced some sort of interaction with the proposed IS. 

The pie chart below illustrated participants’ feedback when queried on their usage habits: 

 

Figure 6.42: GZ-AgilePM Consolidator usage frequency distribution 



196 
 

Figure 6.42 seemed to indicate that most staff who participated in this study described their 

usage of the tool as frequent. In the next tables, data gathered about employees’ experiences 

with the prototype follows: 

Table 6-16 Summary of staff user experience with the experimental tool 

SURVEY QUESTION SNAPSHOT PARTICIPANTS FEEDBACK 

How would you describe your first 

impression of the prototype deployed at 

your firm during this research? 

1. (…) I would say it is a great 

platform to keep track of all your 

projects and team members(...) 

2. It empowers the delivery team 

with a consolidated view across 

all siloed commercial Agile tools. 

3. Reporting and enabling tool for 

software development and project 

management in agile 

environments. 

Please describe the ways in which you 

use the tool 

1. I use the system on the go, 

meaning I keep track of my team 

and projects assigned to me. 

2. (…) Managing software projects 

and related git, Jira and Jenkins 

artefacts via a single user 

interface. It saves a lot of time 

during development. 

3. Reporting and information clarity 

What incentives do you have to use the 

system? 

1. I would say time saving. I am just 

a few clicks away from getting the 

tasks assigned to me 

2. Better development time, time 

saving and high throughput from 

the development team. 

3. I don’t have to logon on Jira and 

GitHub and Jenkins all the time. 
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Would you say it was easy to get used to 

this system? Please explain 

1. Yes, because from my perspective 

as a developer, navigating was 

straight forward. 

2. Yes, the system is friendly and 

very convenient to the developers 

3. Yes because of a simple and 

intuitive interface. 

 

An overall majority of respondents seemed to have a favourable opinion regarding the 

experimental tool proposed at GZCS for the current research. Employee’s first impressions on 

the IS after its introduction at the firm included a perceived usefulness on the reporting of agile 

related project information thanks to the consolidated portal. The initial assessment seemed to 

be that they were happy with reporting aspects of the system.  

One of the recurring positive aspects also mentioned by users is that they appreciated the user-

friendly interface. This is because the learning curve to get used to the system is not deemed to 

be steep at all for technical or project management personnel alike. When asked about what 

their key motivations outside of contributing to the current study where in utilizing the tool, 

users typically responded that as they got used to the system, they found that it was saving them 

a lot of time in their day to day tasks. It appeared to be the case for technical and non-technical 

staff alike. This, in respondent’s eyes was beneficial as the portal provides a unified view of 

information about code source control metrics, CI artefacts deployment status, as well as issues 

tracking data aggregated from all the systems in use at GZ Consulting services for the 

management of agile software projects. In the next section, a summarised version of 

interrogations put forth to participants concerning perceived quality and performance related 

gains due to the tool’s implementation are further discussed. 

6.4.3 Tool evaluation and its perceived impact on engineering projects at GZCS 

Concerning their perspectives in evaluating whether the implementation of GZ Agile PM 

Consolidator had a positive impact at the firm or not, most staffed appeared to view the system 

favourably. This is because according to them, its usage proved to be simple and intuitive for 

most users. Moreover, a key perceived benefit was that it provided effective integration 

between the large array of tools used at GZ Consulting Services for the management of 

software projects in a very intuitive fashion.  
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As mentioned earlier, most of the system’s end users appreciated the user friendliness of the 

tool as well as its approach to information aggregation and presentation to relevant stakeholders 

in agile and DevOps contexts. Yet, as no system can be perfect, there was an additional need 

to synthesise what users felt about the portal’s impact on their work. Additionally, to arrive at 

a more succinct understanding on employee’s views concerning possible improvements that 

the system could benefit from, respondents were asked to put forth their views and suggestions 

to the researcher. 

The themed question presented to them in this case could be summarized as follows: “What in 

your view is the systems impact on quality and performance at your firm? Please try and 

elaborate this impact be it positive or negative...”. Subsequently, respondents were also asked 

to provide suggestions for areas of improved if possible. In the following sections, a synthesis 

of retrieved feedback from users of the system follows. 

Table 6-17 Respondents perspectives on performance and project quality improvements 

 “The system does contribute to improve developer’s performance in my view. As 

explained earlier, it saves me a lot of time, so I can focus on engineering specific 

activities as per my actual responsibilities. I think it also improves overall work 

quality because since tasks are assigned per individuals in a team, typically, 

everyone must first make use of JIRA, and then go back to GitHub and try guess at 

times which items are related or correspond from each platform to keep track of the 

items they must work on. With GZ AgilePM consolidator, the team has a more 

intuitive way to keep track of items in a consolidated manner and this yields a lot less 

confusion then what we have be accustomed to in the past.” (Participant 1) 

 “Yes, the system improves performance because instead of having siloed views, we 

now hence a precise overall outlook on project progress. It improves work quality by 

making our development process more efficient and this has helped us produce better 

quality products in my view”. (Participant 2) 

 “The new portal improves our product quality in my view from project leadership 

view point. It has for instance improved the accuracy of my reporting to stakeholders 

by not only enhancing the collaboration state of mind between engineers, but it has 

also helped me better manage the team and work allocations for example. This has 

had a direct impact on my relationship with business and end users of our software 

because we have been better prepared to anticipate client needs and hence make 
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necessary adjustments before certain bugs are even picked up by clients”. 

(Participant 3) 

 “A typical part of my day has typically revolved around accessing GitHub, JIRA as 

well as Jenkins separately to perform tasks a DevOps engineer is supposed to attend 

at the firm. I have seen an increase in my productivity since the tool came in usage 

because most of these tasks are integrated through the AgilePM Consolidator. So, 

for instance where I would typically spend 2 to 3 hours trying to understand a task 

request on JIRA, send comments or emails when there was a lack of clarity on the 

board, wait for related task to be created on the GIT system etc. I can now seamlessly 

have access to that information and send communication via one location. I can also 

see updated Continuous Integration builds and deployment information through this 

portal without having to navigate to each front on all our Jenkins clusters. 

(Participant 4) 

 “Yes, it enhances our collaboration in a ubiquitous manner and helps deliver by 

providing clarity in the team, so everyone is on the same page.” (Participant 5) 

  “The Agile Consolidator improves the fast tracking of development activities with 

its form of integration of functionalities from external back end systems into one 

suite. We have already seen improvements in terms of onboarding new team 

members, they are up to speed in virtually no time where we would typically wait 

almost 3 to 5months before new staff are fully operational and versed in our 

technology stack.” (Participant 6) 

 “Personally, I feel more confident about my role as a project manager tasked with 

leading scrum sessions and provide overall project leadership. The system has 

enabled me to receive proper feedback and be able to reconcile this information with 

often informal information flows received via emails or ad-hoc conversations. The 

system definitely has improved delivery of quality projects under my watch because 

the monitoring and auditing aspects of the reporting helps eliminate confusion 

among team members which creates a better structured environment for all.” 

(Participant 7) 

 “The tool improves performance of the team in the sense where it provides a single 

platform to perform all engineering and project related activities. This has improved 

project quality by introducing a level of standardisation across all underlying tools 

at GZCS. It has also raised in my opinion the level of motivation for the team thanks 
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to the transparency it has fostered, now everyone receives the information in real-

time and can contribute in a simpler manner to all projects.” (Participant 8) 

 

Table 6-18 Respondents suggested improvements for GZAPMC 

 The UX is already there, but I think the UI need more work, and the report could be not 

improved but enriched. Like pulling report per assignee or priority level. Also, ability to 

draw contrast from the data we can access would be cool. (Participant 1) 

 Include a chatting module to allow team members to communicate (a bit like slack). 

(Participant 2) 

 So far so good (Participant 3) 

 Keep more pressure on us and make sure we deliver our work on time (Participant 4) 

 There are a few bugs here and there but besides that, I believe that it is ready to hit the 

market and perform as the tool it is supposed to be. More integration of tools would be 

advantageous, but it will have to be studied before proceeding since the market is flooded 

with all sort of development tools these days. (Participant 5) 

 The solution should enable more data visualization around the use of various integrates 

platform (e.g. GitHub, Jira...) to have a better view that will create easy report that can be 

understand by anyone. (Participant 6) 

 A native integration with AI and chat bot would be more interesting, this will ensure that 

some projects are challenged by the AI before they are created to avoid potential project 

duplication. (Participant 7) 

 Add more integration to the actual cloud infrastructure (Participant 8) 

 

Most participants seemed to indicate their satisfaction with the proposed information system 

regarding its initially stated objectives. The prototype was considered by staff to be a time saver 

as it helped employees focus on login on to one central portal and being able to execute most 

of their agile related functions with this interface. Survey respondents indicated for instance 

that by providing a single platform for all project activities, there were significant time gains 

by project members and an enforced sense of standardization.  

Agile project leadership including management reported on their side that they felt there was 

an improvement on overall quality delivered to their customers and key stakeholders. This they 
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argued, was simply because this new tool had for instance help improved their reporting by 

providing a more accurate and unified view of information. Nonetheless there were some 

suggested improvements in terms of increasing the data sets available for all the tools the 

system integrates, bug fixes, instant messaging and chat bot improved functionalities as well 

as beautification of the front end among others. 

6.5 Chapter Six Summary 

This section of the thesis proceeded with a discussion on research findings by first indicating 

how anchor codes where generated from the research questions established in Chapter One. 

Next, initial findings were introduced and followed by a description of the inductive coding 

and subsequent themeing used for data findings. A qualitative data analysis of semi-structured 

interviews transcripts was then executed with an emphasis put on content and frequency 

analysis to derive further insight from the interactions with participants. Interview subjects 

were fluent in agile jargon and practices. They also indicated that while agile was effective at 

GZ Consulting Services, there was a need to not only remain customer focussed, but to also 

put an emphasis on improving internal communication while tweaking internal processes to 

ensure agile projects yielded quality solutions to clients. 

Activity Theory was used as the central theoretical lens in the case of both the observational 

process and distributed electronic qualitative questionnaire. The central activities underpinning 

this questionnaire revolved around agile project management and engineering be it pure code 

development and DevOps functions. From the analysis of data gathered during these processes, 

it emerged that users of the systems were mostly satisfied with the tool proposed and the main 

suggested improvements were in terms of added functionalities, bug fixes and front-end 

improvements. In the latter parts of this thesis, a final exercise in interpreting research findings 

with the objective of proposing a new AT inspired theoretical framework follows.  
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7 CHAPTER SEVEN: INTERPRETATION OF FINDINGS 

In the previous chapter, findings retrieved were presented using research procedures described 

in the methodology portion of this inquiry. Data analysis was then conducted with the aim of 

understanding how GZ Consulting Services as an organisation went about delivering quality 

solutions to markets through the leveraging of agile methodologies and technology tooling in 

the execution of its software projects. Chapter Seven serves as the conduit for a discussion on 

interpretations and insights gathered from findings exposed during this research. 

7.1 Study context 

The researcher looked at GZ Consulting Services from the perspective of its engineering and 

agile project management activities. This was done both prior and post implementation of a 

prototype information system to address stated research objectives in Chapter One.  

To further gage whether the introduced IS prototype addressed research objectives, one could 

on the first hand proceed to draw from Activity Theory. AT was selected as an underpinning 

theoretical framework during the discussion on research methodology. This was done to further 

elaborate on the activity system in place used for the delivery of quality software engineering 

projects and solutions at GZ Consulting services.  

Analysis was first done to explore the situation at GZCS prior to implementation of the current 

study’s proposed IS prototype. Consequently, study subjects and the tools at their disposable 

to arrive at a specific set of given objectives in their daily activities are illustrated in the 

following diagram: 
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Figure 7.1 Basic AT perspective of situation at GZCS prior to current study 

What was illustrated from insight gathered before implementation of this study’s IS prototype 

is an activity system which revolved around project team members, their objective of delivering 

quality solutions to stakeholders, and their leveraging of various project management software 

suites, engineering techniques as well as related tooling to achieve these objectives. This 

activity system essentially comprised of the activities executed by observed GZCS staff in their 

daily tasks. The performing of these tasks was informed by a need to execute engineering 

software projects in such a way as to deliver quality successful outcomes for project teams as 

well as customers. In engineering projects contexts, this was facilitated by leveraging relevant 

agile methodologies, techniques and appropriate technology tooling. Yet, these objectives were 

not attainable without challenges, and initial observations seemed to attest to this. 

In effect, participants to the study exposed that some issues were impeding their ability to 

produce and deliver quality solutions in an optimal fashion. For example, project managers 

advanced that GZ Consulting Services was effectively using the best of breed methods and 

technological tools in building its software products and solutions. Yet, it was suspected that 

team members were using so many different software products to conduct their day to day tasks 
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in the context of engineering projects and normal operations; that this situation was in fact 

encouraging staff to work in silos. Although DevOps approaches have been advocated by 

industry players to deal with issues related to siloed workstreams between development and 

operational functions, some challenges persist (Masombuka & Mnkandla 2018, p. 279).   

At GZCS for instance, poorly managed agile technology usage created a situation where each 

member was only interested in the tools required for his or hers function and did not leverage 

anything outside their perceived scope of required responsibilities to better inform their 

decision making. From this, resulted a side effect in the form of large arrays of information 

views generated by the ensemble of software packages utilised by project teams. Consequently, 

decision making was often ill advised because the leadership in both project management and 

engineering functions did not have sufficiently contextualised information. This created a very 

problematic situation for project leadership as well as technical team leads who needed to 

account for project lifecycles and ensure that only the best quality artefacts were delivered in a 

required manner for stakeholders. The need to consolidate information views for project teams 

and hence help them improve their chances at delivering quality software projects motivated 

the development of this study’s proposed IS solution. 

From a Vygostkian perspective, it is additionally important to understand human activities as 

collective rather than individual within most social and organisational contexts (Hardman  

2005, p. 381). For this study, activities which were collectively executed by staff with the aim 

of delivering quality software engineering projects as well as products to stakeholders and 

clients were hence identified and explored. The next section proposes an interpretive lens on 

this study’s findings. 

7.2 Interpretations 

7.2.1 Exploring initial research findings 

Qualitative questionnaires typically involve submitting series of predetermined questions in 

order to obtain feedback from participants. These interrogations are usually designed in a 

manner which researchers deem relevant to the inquiries at hand. Some of the key advantages 

provided by these tools include their cost effectiveness on one hand, but mostly their ability to 

enable insightful observation of phenomena as well as the analysis of processes in social and 

organisational contexts (McQuirk & O’Neill in Iain 2013, p. 191). 
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Using questionnaires as a data collection tool in this study was considered useful in 

understanding how the proposed IS prototype was being utilised and appreciated by GZCS 

staff. The researcher also sought to find ways and means in which the portal could be better 

adapted in order to further assist engineering and project management staff in their daily 

activities aimed at delivering quality solutions.  

The following sub-sections further explore and interpret research findings regarding usage of 

the proposed IS tool through an overall evaluation of the situation at GZ Consulting services 

as the current study’ experimental component concluded. 

7.2.2 Insight on quality delivery and agile at GZCS 

During initial conversations about quality in engineering contexts, GZ Consulting Services 

staff conceptualized as a central key requirement the need to standardize processes. Although 

other aspects such as the maximal elimination and management of software errors were also 

evoked, emphasis was put on the need to have norms in terms of processes. This fit in with a 

conversation between the researcher and participants about the agile philosophy and related 

methodologies. These were indicated to enhance consistency and predictability in the delivery 

of quality agile software projects for organizations and their customers. 

Most participants to the current study described quality from the perspective of their daily 

responsibilities at GZ Consulting Services. What seemed to appear was that leadership and 

project management staff mostly described quality in what could be considered common usage 

jargon. Some of these employees for example described quality in phrases such as “getting the 

best out of something” or “the standard of a product being delivered”. On the other hand, 

engineering staff used a lexicon which can be described as more software development specific 

in referring to quality. Staff members familiar with agile precepts associated both well managed 

engineering processes as well as agile practices with quality. 

As presented during exposition of research findings, the bulk of GZCS staff which participated 

to this study viewed agile practices in a favourable light. This did not seem at first glance to be 

directly correlated with their overall seniority level in the software engineering field; but rather, 

with the amount of experience they had in practical agile settings. Staff members perceiving 

agile approaches to their work in a favourable light is very significant in increasing their 

enthusiasm and affects delivery of quality outputs in the context of agile software engineering 

projects. This postulate is aligned with studies which have for instance shown that, increased 

team motivation for engineering team is critical in improving quality management, productivity 
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and ultimately successful project delivery (Beeccham et al. in Steinberga & Smite 2011, p. 

117). 

7.3 Validating the AT model outcome 

7.3.1 Insight on GZ AgilePM Consolidator 

Some research has suggested that organisations need to not only facilitate self-organisation of 

their engineering teams, but that these teams need to additionally adjust their behaviour and 

tune their tools accordingly to better improve their chance at delivering quality projects 

(Kalermo & Rissanen 2002, p. 152). In the current study (section 3.2.3), the need to customize 

agile processes and practices to specific organizational contexts and needs was highlighted. 

This was suggested because there is seldom a one fit solution to all needs, and it is important 

that enterprises understand their own contextual constraints and requirements when opting to 

implement an agile culture. To further enhance such endeavours, it was also suggested that 

organisations leverage agile related technology toolsets to support the execution and 

management of their software engineering projects (section 3.3). For the current thesis, after 

evaluation of GZCS’s realities and specific needs, the researcher opted to develop an IS 

prototype during the experimental component of this research.  

The tool built was named GZ AgilePM Consolidator and ambitioned to support organizations 

in delivering quality agile projects and solutions to markets. This IS aimed to address the issue 

of conflicting information views generated by the large array of technology tools used by 

engineering teams such as the ones encountered at GZCS. The prototype was built as a web 

platform which aggregates data from disparate sources. It then presents this information 

through a unified portal with a consolidated view of agile related project information as a single 

source of truth. A key motivation behind its design as described earlier (figure 5.3), was that 

the combination of agile practices and processes, informed by a tool which would provide a 

consolidated information perspective, could enhance the management of agile projects, and 

hence have a ripple effect on the quality delivered to customers. 

7.3.2 Describing the new activity system 

In suggesting a move towards a practical agile oriented framework supported by appropriate 

technology, research objectives for this thesis and problems encountered at GZCS were 

aligned. In effect, case study subjects had identified management of the overwhelming amount 

of information they had to deal with as problematic. Most staff the researcher interacted with, 

believed that the current situation at the firm was plagued by siloed work which was mainly 
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informed by the tools used individually according to project team functions. This in their view 

generated risk when feedback was trickled to project leadership and generated uncertainty at 

times from non-technical and technical staff alike.  

For the researcher, this situation could also be contemplated through both a chain theory lenses 

as well as an Activity Theory perspective. In practice, some studies have suggested that 

software engineering in itself is analogous to a supply chain encompassing various activities 

centred around software development (Reddy 2009, p. 659). Other studies have even coined 

the term Software Focused Supply Chains (SFSCs) to highlight the importance of software 

related activities in the delivery of valuable products and services to customers (Tan & Yuan 

2005, p. 187). For the purposes of the current research, delivering quality agile software 

projects and solutions could be described as the main value chain which is fed by central 

activities ranging from agile project management, to software and DevOps engineering. It is in 

the researcher’s opinion hence vital that this chain be informed by robust technology which 

generates accurate information in a transparent fashion for project leadership and teams. 

Activity Theory provides a theoretical lens to further expand on GZCS’ activity system after 

introduction of the current study’s IS prototype. Chapter Four illustrated how AT was 

leveraged to illustrate the activity system studied in the course of this thesis (section 4.5.3). 

After implementation of the IS prototype, this activity system is as below: 

Table 7-1 GZCS Activity System 

Community Mediators Activities Tools Outcomes 

It is still comprised 

of project 

stakeholders 

including project 

managers and 

engineers employed 

at GZCS in the 

context of agile 

software projects. 

This still includes 

the competitive 

start-up 

environment scene 

GZCS operates in 

as well as an 

organizational 

culture focused 

around innovation 

and timely adoption 

of disruptive 

These include 

development, 

DevOps and 

agile project 

management 

related activities 

and practices. 

GZAPMC is the tool 

implemented to 

enhance agile projects 

delivery. It leverages 

data generated by the 

technology suites 

used at the firm to 

provide an accurate 

consolidated view of 

agile project 

information and 

hence helps better 

Enhanced 

delivery of quality 

agile software 

projects and 

solutions. 
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technology tools 

and agile practices. 

inform project 

stakeholders and 

leadership.  

 

While essential components of the original activity system remain, the change introduced for 

purposes of this study revolved around one main IS as a central tool of the activity system. It 

is placed as a cornerstone of the new activity system to interface with all agile tooling used at 

the firm. Informed by a culture where agile processes are tailored to meet the organization’s 

(section 5.3.1), the current study’s prototype aimed to help the researcher meet enunciated 

objectives in Chapter One. Consequently, feedback from research subjects helped validate 

where these objectives were achieved or not.  

According the study subjects, the implemented prototype has enhanced teams’ ability to deliver 

quality agile projects and solutions because it informs stakeholders in an accurate manner and 

transparent fashion. For agile project managers and senior project leadership, introducing a 

web portal which provides a consolidated accurate information view from disparate data 

sources, has effectively reduced risks associated with work executed in siloes. In delivering a 

360 view of all core software development, DevOps engineering and agile project management 

activities, the new portal helps engineers and project managers alike better estimate their time 

and understand the impact of activities conducted by project stakeholders. This according to 

GZCS leadership, helped improve the organization’s delivery of quality agile projects and 

solutions; and for example, project managers and technical leads have been recently able to 

reduce gaps in timelines expectations and estimations thanks to the implemented prototype. 

This has helped GZCS teams reduce delays due to incomplete information and focus on 

delivering quality software projects quicker.  

At this stage, the current chapter can now conclude by drawing from theory to propose an 

adjusted conceptual framework. 

7.3.3 Emerging theoretical prospects 

This study suggests a framework where an information portal is leveraged to consolidate agile 

related data from tools in use at a firm. The framework itself is largely informed by an AT 

based model. AT models have for example proven to be very useful in computer science and 

engineering research to inform IS design (Mwanza-Simwami 2001, sec. 4). 
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To design the proposed conceptual framework for this thesis, key elements of the 

organizational activity system were identified by leveraging Mwanza-Simwami’s 8-Step 

Model as described in table 5-1. Subsequently, the current research’s AT inspired conceptual 

model, placed engineering (this includes both DevOps as well as software development) and 

agile project management activities at the centre of its basis. 

Furthermore, conversations with senior management as well as project stakeholders at the firm 

led the researcher to understand how despite the adoption of an agile mindset as well as related 

enabling technologies, siloed usage of technologies tooling generated an overwhelming 

amount of project data in a scattered manner. Leveraging tools already in use, the researcher 

argued that this situation could be improved if stakeholders were provided with a consolidated 

information view as depicted in figure 5.3. 

At this stage, following identification of the activities to be observed, an IS which leverages 

data from various toolset in use and aggregates this information into a meaningful portal for 

agile project stakeholders was deployed. In this new activity system, division of labour is 

inferred by the attribution of engineering and agile project management tasks amongst 

members of the community. 

Data gathered and discussed in sections 6.2, 6.3 and 6.4 provided insight which supported  the 

researcher’s proposed framework. This seemed to be helped by the fact that most of this study’s 

participants where overwhelming already comfortable with agile practices and supporting 

technologies. Except in fringe cases where some participants argued that the new proposed IS 

did not actually provide new raw project data points, most subjects saw tangible benefits in the 

aggregation of agile related data artefacts into one consolidated information portal. This was 

argued to provide one consistent source of truth for all stakeholders. Moreover, the tool was 

also perceived as beneficial to the organization in that it helped both engineering staff and 

project leadership in better informed decision making by reducing the risks of conflicting 

information and project data updates. 

Consequently, to attempt repeatability of this thesis’ experimental component in other 

organizational contexts, a refined conceptual framework was derived as illustrated in figure 

7.2: 
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Figure 7.2 Proposed framework for quality software projects delivery 

The model aims to contribute to the body of knowledge by highlighting how important it is that 

organizations leverage technology tooling as well as related practices and techniques to 

facilitate the community’s work in context of agile projects. This, coupled with a well-defined 

and shared agile organizational culture, helps inform how the community of members can 

collaborate in an effective manner to deliver agile projects for stakeholder and end users. Once 

this is effective, engineering and agile project management activities supported by enabling 

software suites can provide a large amount of helpful agile project data. Such data can at this 

stage be better managed and centralized into a central consolidated system which will help 

stakeholders gain an accurate meaningful source of truth. During the current research, this was 

found to enable better informed decision making and thus help improve the delivery of quality 

software projects and solutions. 

7.4 Contribution of the study 
As the thesis draws closer to being concluded, its modest contribution into information systems 

research as well as practice is mentioned before Chapter seven reaches its term.  
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7.4.1 Knowledge contribution 

The current study featured an extensive exploration of academic sources in its literature survey. 

It nonetheless attempted to contextualize this literature review to practical cases by also 

drawing from industry reports and white papers. Furthermore, the experimental component of 

this research took place at a South African start-up. This was done to gather practical insights 

from firms involved with agile tooling as well as approaches for delivery of their software 

projects and solutions within sub-Saharan contexts.  

Ultimately, the thesis contributed an expandable body of literature which leveraged AT as a 

theoretical lens. It consequently produced peer-reviewed academic articles on the management 

of agile software projects activities in practice. Researchers interested in finding means to use 

Activity Theory as an underlying framework to analyse modern IS phenomena could also 

benefit from the insight presented in this thesis as well as its proposed conceptual model for 

the delivery of quality agile projects. 

7.4.2 Practical applications 

An additional key contribution of this study was the creation of an IS prototype: GZAPMC. 

This tool could prove very useful to any organization involved with agile oriented commercial 

or open source tooling in their daily operations. In effect, the IS built for the purposes of this 

study can be plugged in to any existing infrastructure (agile software project tooling) and help 

project teams with a unified source of truth to better inform decision making and hence deliver 

quality agile software projects. It was designed and implemented with open source technologies 

and is furthermore customizable to specific needs should additional integration requirements 

arise. To achieve repeatability of similar solutions, it is suggested before hand that 

organizations identify their current activity system. Once this is achieved, the actors and 

processes/activities which could benefit from a framework like the one proposed in this study 

could be better understood. From a technical implementation standpoint, stakeholders need to 

identify the key systems which provide data relevant to the problem at hand and which require 

some integration. After this, all that is required is to find the relevant APIs and configure 

GZAPMC or a similar tool to meet their specific needs. A key assumption to keep in mind is 

that solutions such as the one proposed in this study require that tools in use provide some sort 

of interface to organizational project data. When this is not the case, it is advisable that 

leadership migrate towards open source solutions or proprietary cloud services which generally 

provide some sort of REST APIs into their backend systems. 
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7.5 Chapter Seven Summary 

Chapter Seven re-introduced the context within which this research’s case study was 

conducted. This was done to expand on the interpretation of research findings by exploring 

how GZCS staff perceived quality delivery and agility prior to implementation of the prototype.  

The chapter then discussed validation of the AT model’s outcome component (De Souza & 

Redmiles 2003, para. 6). After this, a discussion on the new activity system in place at the firm 

after implementation of said prototype followed. Exploration of GZAPMC’ usage was then 

conducted to understand the organization’s new activity system.  

The chapter closed by describing a final draft of the proposed AT inspired conceptual 

framework and briefly discussed aspects of this study’s practical contributions. The final 

chapter of this thesis concludes the research. 
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8   CHAPTER EIGHT: CONCLUSION AND RECOMMENDATIONS 

8.1 Study overview 

This study’s key focus revolved around addressing issues modern organisations faced in the 

delivery of quality software projects and solutions to markets within agile contexts.  

Chapter one introduced a background on challenges which software organisations faced 

starting with the software crisis of the 1960s. These were traditionally observed to be partly 

caused by the intangible elements of software products, the relative ease at which code can be 

duplicated, the ease at which amateur programmers can deliver functioning software and the 

fact that often, software integrity can be compromised as product design evolves. Although a 

disciplined approach to software engineering eased these concerns, modern firms are faced 

with persisting difficulties in delivering quality software projects and solutions to markets. In 

effect, present-day engineering teams are increasingly relying on agile methodologies, 

techniques and tools to help them consistently deliver quality software projects and solutions. 

This introductory portion of the dissertation concluded by enunciating the research problem at 

hand and derived research questions. 

Chapters Two and Three proceeded with a literature review on topics such as software 

engineering, development processes, as well as software quality, its business value and related 

software quality models. Agile approaches, techniques, tools, methodologies and technologies 

were also discussed during the literature survey. 

Chapter Four presented the research methodology and epistemological considerations which 

informed this study. The theoretical foundations, qualitative approach and interpretative 

paradigm leveraged for this research were also discussed. 

Chapter Five described how an industry use case was conducted a South African software 

engineering start-up: GZ Consulting Services. A conceptual framework informed by Activity 

Theory was illustrated to underpin the practical component of the current research. This case 

study was based on the design and implementation of an information system prototype which 

aimed at consolidating agile and DevOps related information flows generated from the tools in 

use at GZ Consulting Services in the context of agile software engineering projects. 

Finally, Chapters Six and Seven were written with the aim of exposing research findings and 

subsequent data analysis as well as interpretative lenses to readers.  
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These components of the thesis attempt to present a critical reading of data gathered and 

proceed to its interpretation. In the latter part of this research, the thesis aims to conclude with 

the study’s limitations, possible future areas of research to explore as well as recommendations 

for local organisations operating in disruptive agile settings. Before this occurs, it would 

perhaps help to re-examine the study’s stated objectives and discuss recommendations which 

might address the issues they raise. 

8.2 Research questions revisited 

The current study was underpinned by a central research question which could be re-formulated 

as follows:  

“How can a modern organization facilitate delivery of quality agile software projects and 

solutions to markets through the leveraging of an agile framework supported by technology 

tooling?” 

Considering that a case study would be conducted at a local South African engineering 

organization, and that such a framework would necessarily have to be informed by agile 

methodologies and related technologies, further sub-questions were derived in the form below: 

o What does quality entail in software engineering projects and how does the 

modern software engineering industry deal with this issue?  

o How can an organisation tailor its development processes in an agile manner 

and facilitate its delivery to market? 

o What are the modern disruptive technological tools at the disposal of a South 

African small and medium enterprise (SME) to achieve the continuous delivery 

of quality software to market? 

o How can an agile oriented information system complement these tools to 

facilitate an African SME’s delivery of quality software to market? 

To the first sub-question, this study highlighted how quality was difficult to define when 

discussing software. Nonetheless, the researcher understood software quality itself mainly as 

the ensemble of quality traits encompassed by the functional, structural, and process 

dimensions of software quality. The process dimension of quality software ties in with one of 

the current thesis’s central assumptions which posits that improving the process by which 

software is produced will ultimately improve the software product’s quality (section 6.2.3). 
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Therefore, modern organisations must understand the importance of agile methodologies and 

practices despite some important caveats. 

8.3 Pre-Requisites to optimal agile implementation 

Software engineering enterprises and teams need to understand that applying agile properly is 

heavily reliant on a shared understanding and mind frame by all stakeholders. Industry 

practitioners have described this interdependency between the required mind set for agile and 

the actual supporting processes and tools in what has been deemed an Agile Onion as described 

below: 

 

Figure 8.1 Agile Onion (Jones 2019, p. 1) 

What the diagram above highlights is that while agile tools and processes can be implemented 

with very little difficulties other than in terms of human resources as well as technical 

constraints, principles, values and the agile mindset tend to be more abstract and are less visible. 

These layers are nonetheless the most influential, and although some of them require deep 

cultural and structural evolutions, the agile mindset ultimately helps businesses transform into 

learning organizations (Doyle 2018, para. 6). It is hence important that this critical mindset be 

shared throughout an organization. Only then, can agile principles and practices with their 

supporting tools efficiently facilitate the delivery of quality software projects and solutions. 

Even then, firms rarely find a one fit solution to any random organizational settings. In such 

instances, some customization on specific agile practices and tooling might be required because 

in modern day settings, teams need to be increasingly adaptable. To this point, the second sub-
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question dealt with what happens when agile methodologies cannot randomly be implemented 

stricto sensu in all settings.  

Once agile tools and processes have been adopted, engineering teams may yet experience 

difficulties in running their operations smoothly if their approach is not customized to the 

environment, they operate in. When this occurs, it is important for agile teams to tailor 

processes and tools for their specific needs. In such instances, as previously mentioned (table 

3-7), project teams need to focus on improving team coordination, scale projects as required 

and encourage the adoption of novel practices. Some industry insight has for instance suggested 

that organization focus on blending agile techniques for their specific needs, establish a clear 

agile communication structure, leverage traditional SDLC processes on an as needed basis, and 

still put an emphasis on flexibility (Reichert 2016, p. 1). At GZCS, this was essentially done 

by adopting a mix of both Kanban and some Scrum practices. Nonetheless, at other times 

GZCS engineering teams leveraged XP practices such as Pair Programming when onboarding 

new software developers for instance.  

Ultimately, these practices are even further enhanced when supported by enabling technology 

including novel cloud services, as well as related agile tooling. For this purposes, the next 

section revisits subsequent research questions. 

8.4 Revisiting the case study 

The third sub-question discussed technological platforms while the fourth one dealt with how 

to complement some of these existing tools in practical industry setting. In the context of start-

up environments such as the one explored during the current case study, cloud computing 

solutions were identified as a game changer for engineering teams with no or little capital. To 

effectively run their software projects, firms such as GZCS leveraged agile approaches and 

processes enhanced by cloud technology services in terms of source control management, 

infrastructure deployment, internal team communication and overall project management. 

These positive aspects were noted with some risk nonetheless when technology tooling was 

used in uncoordinated siloes as explored through the fourth sub-question. 

From a software project lifecycle perspective, leveraging innovative agile software services 

has been a huge enhancement for organizations. Software suites such as Atlassian’s JIRA, 

GITHUB.com, Jenkins and more have facilitated the adoption and practices of agile practices 

for teams. Nonetheless, often, the siloed usage of these tools has yielded a large amount of 

disparate information sources which can lead to inaccurate and incomplete assumptions from 
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different stakeholders. This risk could exponentially increase as the array of agile practices and 

tooling augments. Consequently, for the current study, a prototyped IS, GZAPMC was built to 

aggregate information generated by agile technology tooling in a consolidated fashion via a 

web portal. This was considered beneficial by project stakeholders as it presented once source 

of truth for project leadership and engineering staff to better inform their decision making and 

enhance their ability to deliver quality software projects and solutions to markets. 

Consequently, facilitating this delivery of quality software projects informed the current’s 

research Activity Theory oriented proposed framework. In the next sections, limitations to this 

model are given a glimpse. 

8.5 Limitations 

A key limitation of the current thesis was in the experimental component of the research. In 

effect, single case studies are often suspected in terms of a perceived lack of methodological 

rigour (Willis 2014, para. 15). Subjectivity is also often questioned in research which leverages 

case studies and qualitative approaches in general (Berger & Lune in Willis, 2014 para. 16). 

To mitigate this, the researcher used a practical industry case study. This partly consisted in 

the implementation of an IS prototype for study subjects to evaluate. Gathering empirical 

evidence based around usage of this prototype was deemed to give the research scientific 

grounding. Furthermore, leveraging an interpretative lens coupled with an AT informed 

theoretical framework was the underpinning academic thread for this thesis.  

Another limitation of the research resides in the final conceptual framework itself. Considering 

that the current research drew some of its assumptions from Chain theory, very little specifics 

on customization of agile processes emerged during the experimental portion of the industrial 

case study. The essential elements of this customization processes were hence mostly dealt 

with in the literature review informed by industry case studies and research. 

Finally, users had many suggestions to improve the experimental IS. These ranged from UX 

and front-end enhancements, to additional communication capabilities as well as a broader 

range of integrations or plug-ins. These were unfortunately not all addressed due to time 

constraints, but the researcher mitigated these shortfalls by ensuring the capabilities at hand 

helped deal with enunciated research objectives. Most of the limitations encountered were 

mitigated, although a degree of scientific scepticism or rather, critical thinking, should always 

be observed in exploring research findings. Ultimately, to conclude this thesis, the following 

sections attempt to point at tentative directions which might yield interesting research interests. 
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8.6 Further areas to look at 

Findings explored in the current study have highlighted the importance of paying to challenges 

in delivering quality agile software projects and solutions. To this end, a couple of other 

subjects would perhaps be worthy of academic research.  

As mentioned previously (section 3.2.3), organizations implementing agile practices need to 

focus on customizing processes to their specific needs. It would perhaps be fitting to further 

explore how this selection methodology of modern practices is practically implemented in 

industry settings. 

Additionally, there is a need to eventually address improvements on GZAPMC suggested by 

users. On top of these improvements, it would also be perhaps be interesting to add statistical 

measurements capabilities to the tool. If these capabilities were to be informed by domains 

such as CMMI or SQA, measurements of tangible code quality benefits or improvements could 

be achieved. 

Finally, in the quest to deliver quality software projects and artefacts, it would also be fitting 

to explore more novel areas of research such as DataOps. This is argued to integrate agile 

engineering practices as well as statistical process controls to deliver relevant analytics and 

business intelligence to organizations (DataKitchen 2018, fig. 2). Taking into account how the 

current research’s AT inspired conceptual framework placed software, DevOps engineering as 

well as agile project management as its central observable activities; DataOps exploration 

offers researchers an opportunity to determine how Lean Manufacturing can also be added to 

the mix to provide actionable business intelligence to maintain a competitive edge in the current 

knowledge based economy. 
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Appendix B: Model-View-Controller Pattern (MVC) OUTLINE 

Model-View-Controller (MVC) is an architectural pattern which essentially advocates 

segregation of the presentation layer from business layers and backend data. It aims to separate 

user interfaces from other parts of the system by loosely coupling the presentation layer and 

functional components (Lethbridge and Laganiere, 2004, p. 355). In a web architectural 

scenario, MVC divides three main system components as follows: 

MVC COMPONENT DESCRIPTION 

Model The model refers to all components and 

classes which contain underlying business 

objects and data. 

View The view refers to all the components which 

will translate business data into a digestible 

presentation layer. It caters for the channel 

clients use to access the system and basically 

determines how the presentation layer will be 

rendered as a user interface. 

Controller This layer contains the component which will 

integrate requests from the view and renders 

responses from the model layer. 

 

The MVC pattern is often used in scenarios when one wants to cater to different channels for 

the viewing or manipulation of information from an end-user perspective. Additionally, when 

one is looking for flexibility and the ability to cater for future needs, it permits modification 

and upgrades to presentation or model layers without having an incurrence on these 

components (Sommerville 2010, p. 155):  
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Appendix C: Architecture, DevOps tooling and related terms 

A more detailed list  can be viewed at http://aspetraining.com/files/DevOps-Tools-glossary.pdf 

 Amazon Web Services (AWS): Cloud services leader in the IAAS, PAAS, SAAS 

space 

 Glassfish: Open-Source application server considered the JEE reference for running 

web-based application and services 

 Jenkins: Leading open-source continuous integration server 

 JIRA: Atlassian tool used for issue tracking as well as overall agile project management 

support 

 GITHUB: Socially driven code repository built on top of the GIT SCM scheme 

 TOGAF: Enterprise Architecture framework from the Open group. See 

https://www.opengroup.org/togaf 
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Appendix D: Literature review underpinning themes 

In conducting the thematic analysis for literature review, various concepts were discussed. 

Underpinned by stated research objectives in Chapter 1, the themes below were explored in the 

literature survey: 

 Research Objective 1: Implications of quality software projects in modern settings 

o Discussion on how the software crisis led to the need for software engineering.  

o Concepts of quality in software, its dimensions and business values. 

o Quality management and models. 

o Agile approaches to software development projects. 

 Research Objective 2: Discuss the importance of tailoring development process to 

organisational and market specific needs. 

o Concepts of software and system process engineering. 

o Method engineering. 

o Discussion on the importance to customise agile processes and 

contextualisation to the SMEs environments in sub-Saharan markets. 

 Research Objective 3: Discuss the technology tooling available to facilitate agile 

development and the delivery of quality software solutions to customers. 

o The emergence of cloud computing. 

o Source Control in the cloud: GITHUB. 

o Infrastructure as Service: Amazon Web Services. 

o Agile Project Management: The Atlassian suite. 

o Continuous Integration: Jenkins. 

o ChatOps: Slack 

o Discussion on the limitations to siloed usage of agile and Devops related 

tooling. 

 Research Objective 4: Develop an information system to complement existing tools, 

facilitate the management of agile development projects and facilitate quality software 

products delivery 
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Appendix E: Semi-structured interview underpinning themes 

To produce a themeing data analysis based on identified anchor codes for the interviewing 

process, various concepts and meta-themes were derived. The underpinning themes below 

where the main drivers for these semi-structure interviews with engineering and management 

staff: 
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