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Fig. 1: Creating an Astrophysics VisMashup to explore a binary star system.

A b strac t—Visualization is essential for understanding the increasing volumes of digital data. However, the p rocess required to 
create  insightful visualizations is involved and time consuming. Although several visualization tools are available, including tools with 
sophisticated visual interfaces, they are out of reach for users who have little or no knowledge of visualization techniques and/or 
who do not have programming expertise. In this paper, we propose V isMa sh u p , a  new framework for streamlining the creation of 
customized visualization applications. B ecause th ese  applications can be customized for very specific tasks, they can hide much 
of the complexity in a  visualization specification and make it eas ie r for u sers to explore visualizations by manipulating a  small se t of 
param eters. We describe the framework and how it supports the various tasks a  designer needs to carry out to develop an application, 
from mining and exploring a  se t of visualization specifications (pipelines), to the creation of simplified views of the pipelines, and the 
autom atic generation of the application and its interface. We also describe the implementation of the system  and dem onstrate its use 
in two real application scenarios.

Index T erm s—Scientific Visualization, Dataflow, Visualization System s.

♦

1 I n t r o d u c t io n

Data exploration through visualization is an effective means to un­
derstand and obtain insights from large collections of data. Not sur­
prisingly. visualization has become a mature area with an established 
research agenda [211, and several systems have been developed that 
support the creation of complex visualizations [6.12.14.20.22.32.351. 
But even using systems that have sophisticated visual programming 
interfaces, such as AVS. DX. SCIRun. and VisTrails. the path from 
the raw data to insightful visualizations is laborious and error-prone. 
And this has hampered a wider adoption of visualization techniques.

Visual programming interfaces expose computational components 
as modules and allow the creation of complex visualization pipelines 
which combine these modules in a dataflow, where connections be­
tween modules express the flow of data through the pipeline [161. 
They also provide built-in constraint checking mechanisms (e.g.. that 
disallow a connection between incompatible module ports) that sim­
plify the creation of pipelines. Recently, new techniques have been
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proposed to simplify the creation and refinement of these pipelines, 
including recommendation systems [15.271 and a mechanism to refine 
pipelines by analogy [241. Notwithstanding, without detailed knowl­
edge of the underlying computational components, it is difficult to un­
derstand what series of modules and connections ought to be added 
to obtain a desired result. Consequently, the generation of visualiza­
tions is a task that is best carried out by experts who are familiar with 
visualization techniques and tools.

Recognizing this problem, there have been a number of efforts to 
create simpler visualization applications (e.g.. [8.28.321) that are cus­
tomized to a particular task (e.g.. [5.13.181) and that use concepts that 
are more meaningful to domain experts than visualization primitives. 
Some systems [8.18.28.321 provide customized interfaces that allow 
users to control the parameters of a pipeline. These simplified inter­
faces are easier to use than the general systems and can be designed 
specifically for domain experts that do not have expertise in visual­
ization. Nonetheless, they are expensive to create and maintain. The 
lifecycle for developing custom applications is often long, requiring 
several iterations until the application does what the end-user needs. 
Whereas such solutions can be (and have been) successfully applied 
in big scientific projects, they are out of reach for smaller-scale ef­
forts. The costs involved in creating these applications make them 
unsuitable for one-of-a-kind, exploratory visualizations.
Our Approach. In this paper we propose VisMashup. a new ap­
proach for simplifying the creation, maintenance, and use of cus­
tomized visualization applications (or mashups). Because Vis­
Mashup uses dataflows as the underlying model, in principle, it 
can be combined with visualization systems that use dataflows to
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Fig. 2: The VisMashup Architecture.

specify pipelines (e.g., VTK-based systems such as ParaView [14] 
and VisTrails [35]). In addition to pipelines defined as dataflows, 
VISMASHUP requires the visualization systems to provide access to 
pipeline specifications, the ability identify and changc pipeline com­
ponents, and to execute the pipelines. As shown in Figure 2, the V is ­
M a s h u p  system consists of a set of components that support tasks an 
application designer has to perform to construct a custom application. 
The Pipeline acquisition and analysis component allows designers to 
query and mine pipeline collections and their provenance [9]. This en­
ables them to identify relevant pipelines, discover interesting parame­
ters that should be exposed in the application, as well as a set of valid 
values that can be used for these parameters. Through a point-and- 
click interface, the Template/pipeline view creation component allows 
a designer to manipulate pipelines and create simplified views which 
expose only the pipeline components that arc relevant for a given task. 
Pipeline views can then be combined into a medley (see Sec. 3.2) to 
create more complex, exploratory tasks (Medley creation). The App 
generation component uses the medley specification to automatically 
generate the application and associated user interface. VISMASHUP 
also maintains detailed provenance information of the application de­
velopment process and use (Medley Provenance). As wc discuss in 
Scction 3, this information can be used to further refine and improve 
the derived apps.

While this infrastructure simplifies the job of an application de­
signer, it gives an end-user the flexibility to create visualizations 
through a simple interface that hides unnecessary details of the under­
lying pipelines and how they arc integrated. Furthermore, end-users 
also have the ability to customize a mashup, by hiding and showing 
components as well as moving them around in the interface.

Outline. The remainder of the paper is organized as follows. Wc 
review related work in Sec. 2. In Sec. 3, wc introduce the basic con­
ccpts and describe the main components of the V is M a s h u p  model. 
The implementation details of the VISMASHUP components and their 
interfaces arc presented in Sec. 4. In Sec. 5, wc present two case stud­
ies where wc applied the VISMASHUP system: a mashup that allows 
users to interact with astrophysics analyses; and a mashup that allows 
neuroscientists to explore and compare complex visualizations for a 
study on the cffccts of repetitive Trans-cranial Magnetic Stimulation 
(rTMS) on working memory. Wc conclude in Sec. 6, where wc outline 
directions for future work.

2 R e l a t e d  W o r k

A number of visualization systems have been proposed that provide 
sophisticated visual programming interfaces. These interfaces aim 
to simplify the creation of visualizations by allowing users to create 
pipelines which combine computational components (modules) in a 
dataflow [12, 22, 32, 35]. However, without detailed knowledge of 
the underlying computational components, it is difficult to understand 
what series of modules and connections ought to be added to obtain a 
desired result. Other systems, such as ParaView [14], go a step further 
and not only hide the details of the pipelines, but also provide ab­
stractions that simplify the creation of visualizations. However, these 
systems arc still very general and require detailed knowledge of vi­
sualization techniques. Similar to these tools, VISMASHUP relies on

dataflows w hich describe a series o f v isualizations, and like ParaView, 
the derived applications hide the underlying pipelines. However, w ith 
V isM a s h u p , custom ized (specific) applications can be derived that 
arc targeted to end-users w ho do not necessarily have knowledge of 
visualization.

Another approach that has been used to simplify data exploration 
through visualization is the creation of custom applications. CDAT, 
for example, is a tool designed for climatologists that supports visual 
exploration of climate data [5]. Because such applications arc costly 
to develop, this approach is not scalable. Instead of building applica­
tions from scratch, some systems (e.g., AVS [32], IRIS Explorer [8], 
VISSION [28] and SCIRun [18]) allow the creation of customized in­
terfaces for visualization pipelines. In SCIRun, these interfaces arc 
callcd PowerApps. BioFEM, for example, is a PowerApp built atop 
of a SCIRun pipeline that solves a bioelectric forward problem us­
ing the finite element method provided by Biological Problem Solving 
Environment (BioPSE) tools [18]. BioFEM consolidates all necessary 
user controls in a single UI, hiding other generic controls and the as­
sociated dataflow network. Unfortunately, a SCIRun PowerApp needs 
to be manually crafted for a given pipeline. IRIS Explorer provides 
a GUI to facilitate the layout and design of widgets representing pa­
rameters, but users need to manually create the interfaces. Similar to 
VISSION, V is M a s h u p  automatically derives the application inter­
face from a dataflow network. But V i s M a s h u p  goes a step further: it 
provides a comprehensive infrastructure that allows the application de­
veloper to explore collections of pipelines and combine them to create 
the applications. Another important distinction between our approach 
and previous systems is that it captures detailed provenance of both 
application development and use.

Several approaches have been proposed whose goal is to simplify 
application development, from high-level programming languages 
such as Ruby1 and Python2, to visual programming tools such as 
Visual Basic. These, however, still require programming expertise. 
More recently, there have been a number of proposals for tools tar­
geted to non-programmers. For example, Yang ct al. [37] proposed a 
WYSIWYG tool that aids in the development of data-driven Web ap­
plications; and Yahoo! Pipes [36] provides a visual interface through 
which users can assemble pipelines for constructing Web mashups. 
Although V is M a s h u p  shares some of the same goals, our approach 
targets the construction of applications which use dataflows as basic 
building blocks.

Reduced-functionality interfaces, such as training wheels [4], have 
been used to help first-time and novice users of complex systems. In 
these interfaces, advanced features arc disabled on the GUI to prevent 
user errors and confusion. Shneiderman [25] proposed the design of 
layered interfaces, which provide a set of increasingly complex in­
terfaces, allowing the user to select the interface that best suits her 
needs. V is M a s h u p  naturally supports both techniques— the designer 
can easily create several variations of an application through a series 
of pipeline views. In addition, because provenance is maintained, de­
tailed information about how the different application versions were 
created and their diffcrcnccs is readily available.

1 http://www.mby-lang.org
2http://w'W'W'.python.org
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Fig. 3: Conceptual schema of the main concepts in V is M a s h u p .

3 M o d e l

In what follows, we present the basic concepts underlying the model 
we propose for generating customized visualization apps.
Dataflows. We assume that the dataflow [ 161 model is used to specify 
visualization pipelines. In this model, a pipeline is represented as a di­
rected acyclic graph (DAG) where nodes (modules) represent compu­
tations and arcs (connections) denote data dependencies. If there is an 
arc from node m to node ik n requires the output of m to execute. Be­
sides the outputs of earlier computations, nodes can also have param­
eters (data values) as inputs. The dataflow model is widely-used in vi­
sualization systems, including ConMan [101, AVS [321, SCIRun [221, 
and VTK-based systems such as Paraview [141, Visit [341 and Vis- 
Trails [351- Basing V is M a s h u p  on dataflows enables our framework 
to be combined with virtually any system that uses dataflows to spec­
ify pipelines. A schematic representation of the model is depicted in 
Figure 3, and we describe its components below.
Definition 1. A pipeline (or dataflow) d is defined by a tuple (M.C), 
where M  is a set of modules and C a set of connections. Each mod­
ule m e  M, in turn, is associated with a tuple (Im.Om.Pm), where Im 
corresponds to a set of input ports, Om corresponds to a set of output 
ports, and Pm is a list of parameters. Each parameter p e  Pm is associ­
ated with a value v. In a connection (o. i) e  C connecting module m to 
module ik o e  Om and i e  o is called the source port and i is called 
the target port. Sources are modules that do not have target ports and 
sinks are modules not containing source ports. Additionally, ports and 
parameters have a type: and if there is a connection (o. i) €  C, the types 
of o and i must be compatible. ■
Definition 2. A subpipeline ds(Ms,Cs) of a pipeline d(M.C) is the 
pipeline induced by the set of modules Ms C M. For each connection 
c e  C, if c connects two modules mi and m i, and m ^m i  €  Ms, then 
c e Q . ■
3.1 Pipeline Operations
The two basic operations our model applies to pipelines are: run, 
which executes a pipeline: and substitution, which manipulates 
pipeline components (i.e., parameter values and modules). These op­
erations are used both during application design and to manipulate the 
pipeline through the application.
Run. A pipeline run is the execution of a pipeline in the order deter­
mined by the network of modules and connections, in a demand-driven 
fashion. Each sink module ensures that its input ports have up-to-date 
data from incoming connections, causing the modules of the source 
ports of those connections to do the same. These data requests are 
propagated up (recursively) to the sources of the pipeline which will 
in turn execute and produce the output values required by the down­
stream modules. The downstream modules are executed, in turn, until 
the sinks located at the end of the pipeline are reached.
Substitution. Substitution allows parameter values and modules to be 
replaced within a pipeline. Let d = (M.C) and d' =  (M ’.C ')  be two 
pipelines. The operation substitute lJarameter(j(p .v) assigns value v 
to parameter p in pipeline d , provided that the types of v and p are 
compatible.

The operation substitutePipelinelj(M s.d l. / )  replaces the sub­
pipeline induced by the modules in Ms C M  by the pipeline d \  us­
ing the mapping function f  to rebuild the connections from d1 to M. 
Let Q  C C be the set of connections which connect modules in M  to 
modules in Ms. Given a connection (os.is) € Cs, where os is an out­
put port of a module mSOWTe in M, and mSOWTe g  Ms, is is replaced by 
the appropriate port in d1, f ( i s), provided the types are compatible. 
For connections (os.is) e  Cs, where is is an input port of a module 
msource in M, and mSOurce & Ms, os is replaced by the appropriate port 
in d \  f ( o s), provided the types are compatible.

3.2 Templates, Views, Medleys and VisMashups
Visualization pipelines can be very complex, making it difficult for 
users other than the original developer to modify them. Consider for 
example, the relatively simple pipeline shown in Figure 4(a). This 
pipeline has 6 modules and tens of parameters. To explore the visu­
alizations that can be derived by this pipeline, the user must be able 
to identify the relevant parameters that relate to a particular visualiza­
tion feature, know the ranges of values that can be used for individual 
parameters as well as valid combinations of values for dilferent pa­
rameters. This can be very challenging, in particular for users that 
do not have detailed knowledge of visualization techniques and of the 
individual VTK modules. An important goal of V is M a s h u p  is to 
simplify this task and provide the end-user the flexibility to explore 
dilferent visualizations in a more intuitive way. Below, we introduce 
concepts and operations that allow a pipeline designer to create sim­
plified views of pipelines and pipeline collections (medleys) which 
abstract away details that are not important for a given task. Using 
these operations, the designer may also select and expose configurable 
components of the pipelines which will guide the end user in providing 
valid inputs as well as experiment with different pipeline variations.

Pipeline templates. We introduce the notion of a pipeline template as 
an extension of a pipeline that allows users to define reconfigurable 
pieces of the pipeline in a hierarchical way. Users can select and 
label parameters or subpipelines using a nomenclature that is mean­
ingful for a given application or task. Figure 4(b) shows a pipeline 
template generated for the VTK pipeline in Figure 4(a). In order to 
give the end user the ability to modify the colors and rotations, the 
designer selected to expose the colors in the v tk P r o p e r ty  module 
with the parameter names color_R , color_G  and color_E : and 
the X and Y rotations in v tk A c to r  as r o ta te X  and ro ta te Y , re­
spectively. In addition, selecting the subpipeline containing the mod­
ule v t kCyl in d e rS o u rc e  allows this subpipeline to be replaced by 
other pipelines through the customized application.

The root of the template hierarchy represents the pipeline, and its 
children and descendants correspond to configurable parameters and 
subpipelines. We refer to each element in the template hierarchy as 
a pipeline template node. Nodes that correspond to subpipelines are 
represented as rectangles and parameters as ellipses. Note that labels 
are unique in a given hierarchy level. By representing the template as a 
hierarchy, our approach is able to handle arbitrary nesting of pipelines.

Pipeline template nodes provide the same operations of a pipeline 
as well as other specific operations for labeling and removing labels, 
for creating, adding and removing child nodes, creating and removing 
connections between template nodes and between template nodes and 
modules, and for materializing a pipeline.

Pipeline Views. Whereas in a pipeline template important and con­
figurable elements (i.e., parameters and subpipelines) are selected, in 
a pipeline view, a new (abstract) module is created that hides all de­
tails of the underlying pipelines, including modules, connections and 
parameters that are deemed as unnecessary for deriving a set of vi­
sualizations required by an end user.3 As we describe below, we use 
medleys as a mechanism to synchronize pipeline parameters and com­
bine multiple views. More formally, a pipeline view dr is a projection 
of a pipeline d , where only a subset of the pipeline elements (mod­
ules, parameters, and subpipelines) are exposed for direct interaction. 
For example, a user cannot change a parameter if that parameter is not

’Pipeline views in V isM a sh l  f are similar to macro pipelines in AVS [32],
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Fig. 4: Example of how pipeline views are created, (a) Original VTK pipeline that draws a simple cylinder, (b) The user marks configurable 
pieces of the pipeline to create a template, (c) A pipeline view is created based on the pipeline template. The user defines template node Cube 
as another suggestion for variable input and Cylinder as the default value.

exposed by the pipeline view. However, a pipeline view still keeps a 
reference to the original pipeline so the operations applied to the view 
can also be applied to the pipeline, including execution. We refer to 
the exposed elements as variables.

Notice that a pipeline view can be naturally built on top of a pipeline 
template. In fact, the view parameters and configurable subpipelines 
are also represented as a hierarchy that mirrors the one for the tem­
plate hierarchy. Besides setting the visibility of template nodes and 
parameters, a developer can also specify a list of suggestions for the 
values a variable can take— these suggestions are used to derive ap­
plication widgets that enable users to conveniently select a value from 
list and bind  it to the variable (see Sec. 4). Figure 4(c) shows a view 
(DrawShape) derived from the template in Figure 4(b). In addition, 
the view also contains suggestions for alternative subpipelines that can 
be used to bind the in p u t  variable, i.e., v tk C v lin d e rS o u rc e  
and v tkC ubeS ource . When defining these suggestions for tem­
plate nodes, the developer also specifies how these suggestions con­
nect in the parent template. It is possible that a given template node 
can be bound in different ways and the presence of some variables in 
a pipeline view is determined by the bindings used for their parents.
In the example shown in Figure 4(c), the developer defined different 
types of source, each containing their own set of parameters. There 
are two possible bindings suggested for the variable in p u t:  the sub­
pipelines C y lin d e r  and Cube. In the pipeline view shown, where 
C y lin d e r  is used, its parameter (i.e., r e s o lu t io n )  is added to the 
view. If Cube were chosen, its parameters would be included instead.

M edleys. For exploratory visualization tasks, a user often needs to 
create and manipulate a set of pipelines. For example, to compare 
different isosurface extraction algorithms, several pipelines need to be 
created, including one pipeline per isosurface algorithm, and a pipeline 
that produces a histogram which accumulates the quality information 
for each mesh. Figure 5 illustrates two visualizations and their corre­
sponding quality histograms.

In order to support the construction of applications that require the 
combination of multiple pipelines, we introduce the notion of a med­
ley: a medley M  is a collection of (related) pipeline views. V is ­
M a s h u p  supports a set of operations for manipulating the views in 
a medley. One such operation is synchronization. A variable .»■ in a 
pipeline view dv e  M  can be synchronized with any variable xJ in an­
other view d[, € M  if .»■ and xJ have the same type. If .»■ and xJ are 
synchronized, binding either to a value v sets both variables to v.

The ability to synchronize variables is useful, in particular, for tasks

Fig. 5: Comparing visualizations derived by two different isosurface 
algorithms and their associated quality histograms.

such as comparative visualization, since it helps ensure that all param­
eters across different pipelines whose values should be the same are 
indeed the same. Consider, again, the isosurface example. Given a 
medley that contains the views for the pipelines that use the different 
isosurface algorithms, by synchronizing their input file and contour 
values, in a single step, the user could set these parameters and they 
would be automatically propagated to the two pipelines. Furthermore, 
synchronization enables a user to efficiently try out different config­
urations. Instead of setting values for each pipeline individually—  
which can be both time consuming and error prone, the value for a 
parameter is set only once and it is automatically propagated to all 
synchronized variables in multiple views. Another possible operation 
that can be applied to a medley is composition. Composition can be 
achieved by synchronizing an output port of a view to the input port of 
another. In our example, composition could be used to pass the mesh 
derived by the two isosurface views to the view that derives the qual­
ity histograms. Note that because pipeline views reduce the number of 
components that are exposed for modification, they make it easier to 
identify how pipelines can be integrated and synchronized.

V isM ashups. A vismashup (application) is a flexible GUI automat­
ically generated from a medley specification. Instead of interacting 
directly with a dataflow network or a very general and complex GUI, 
users manipulate and execute a set of pipelines in a medley through a 
small number of graphical widgets. Figures 8 and 9 show examples

Authorized licensed use limited to: The University of Utah. Downloaded on February 23,2010 at 14:52:16 EST from IEEE Xplore. Restrictions apply.
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Fig. 6: Window to control the mining options and filtering conditions 
to select pipelines.

o f vismashups. Application maintenance is simplified, since when the 
underlying medley changes, the GUI can be automatically updated. 
Furthermore, besides setting parameter values and synchronizing pa­
rameters, users can customize a mashup: they can hide, show, and 
move widgets around. Changes made to the pipeline views through 
the mashup are propagated down to the pipeline level and sent to the 
visualization system for execution.

An important component of the mashup generation and execution 
sub-systems is that they maintain detailed provenance information.
V ISMASHUP maintains provenance of the mashup design process— it 
keeps all versions and variations of a mashup created as the visualiza­
tion expert interacts with a user, using a model similar to the change- 
based provenance proposed in [19]. Besides, log information of the 
use of a mashup is also kept (e.g., when the mashup was executed, the 
values provided). The log information can be used to further refine the 
views and medleys.

4 T he  V is Ma sh u p  S y s te m

We have built a prototype V is M a s h u p  system using Python, Qt, 
PyQt, and VisTrails as the underlying dataflow system. VisTrails sup­
ports a flexible set o f libraries, including VTK, ITK, matplotlib, SciPy 
and Web services. As illustrated in Figure 2, the V is M a s h u p  system 
has four main components: pipeline acquisition and analysis; template 
and view creation; medley creation; and application generation. The 
implementation of these components and their user interfaces are de­
scribed in detail below.

4.1 Pipeline Acquisition and Analysis
Although the pipelines for a mashup can be built from scratch, of­
ten, as visualization experts (designers) interact with domain experts 
(users), they construct a series o f pipelines to explore different as­
pects of a data set, or different ways to visualize the data. The ac­
tual pipelines and their provenance, including information about the 
different runs, parameters set and their values, can be useful for de­
signing the views that serve as the basis for the custom application. 
The Pipeline Acquisition and Analysis component allows the designer 
to explore a pipeline collection to identify relevant pipelines as well as 
identify important parameters and associated values.

Based on the metadata and provenance associated with a pipeline, 
we provide a filtering mechanism for developers to select pipelines 
satisfying simple conditions (see Figure 6). These conditions can be 
based on time (when the pipeline was created), the user that created the 
pipeline, execution (whether a pipeline was successfully executed and 
when), tags and notes associated with a pipeline. These rules are com­
piled into a simple regular expression matching over the text descrip­
tions o f the pipelines. Note that it is also possible to integrate more 
advanced interfaces that allow structural queries over the pipelines 
(e.g., [2,24]). Besides filtering, this component also provides an algo­
rithm to help organize the pipeline collection into groups and extract 
information about parameter changes (see below). If there is prove­
nance information about parameters that have been set across different 
executions o f a pipeline and their values, this information can be ex­
plored both to suggest which parameters to expose in the pipeline view 
as well as to create a range of values that can be used as suggestions 
for the exposed parameters (Sec. 3.2).

Fig. 7: VisMashup Mining Interface: (a) Relevant pipelines organized 
in a Hasse Diagram; (b) Examining the parameters returned from the 
mining process using the Template/Pipeline View Editor.

Given a set of pipelines D, the procedure GROUP-AND-MlNE- 
P a r a m e te r s  initially groups together pipelines that have the same 
structure (modules and connections), i.e., isomorphic graphs (line 2). 
For each group, the parameters and values stored in the pipelines and 
in their provenance (if available) are extracted and attached to the 
group (lines 3-12). Finally a Hasse diagram  [3,31] of the groups is 
generated by calling procedure B u ild -H a s s e -G ra p h .  The Hasse 
diagram is a tree where each node corresponds to a group of isomor­
phic graphs, and edges between a parent and a child node indicate con­
tainment. It shows how pipelines are related with respect to structure: 
the graph of a parent node is contained in the graph of the child node. 
Figure 7(a) shows an example o f a Hasse diagram for a collection of 
21 pipelines. Each pipeline is identified by a label and a thumbnail of 
the visualization it generates. Although the Hasse diagram resembles 
an image graph [17], the latter only captures the relationship between 
visualization parameter changes and are created for a single pipeline.

Gr o u p -a n d -M in e -Pa r a m e t e r s(Z))

1 hasse-nodes <— Ma k e -N o d e s-F r o m -P ip e l in e s (Z))
2 hasse-nodes <— MERGE-WlTH-SAME-STRUCTURE(/!a.v.ve-;?of/e.v)
3 for n in  hasse-nodes
4 n .param-list <— DICTIONARY!;)
5 for d  in  n . pipelines
6 params <— GET-PARAMS-FROM-PROVENANCE(rf)
7 params <— param s+ d  ■ parameters
8 for P in  params
9 if  P .nam e  not in;? .param-list. KEY S()

10 n ,param-list[P .name] =  [ ]
11 n . param-list [P. name] <— P . value)
12 B U il d -H ASSE-GRAPH (hasse-nodes)

To discover the containment relationships, it is necessary to com­
pute subgraph isomorphism between all pipeline group pairs. For our 
prototype, we implemented the algorithm proposed by Ullman [31]. 
We note that, although computing subgraph isomorphism is compu­
tationally hard for general graphs,4 we have observed that, in prac­
tice, this computation can be efficient for pipelines represented as 
dataflows. Just to give an idea, for a collection of over 7,000 pipelines, 
it took 140 seconds to generate their Hasse diagram. Besides, even if

4This problem is trivially reducible from the MAX-CLIQUB problem, a 
well-known NP-complete problem |1 11.
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this computation takes long, it can be done in an offline process once 
for a collection, and be re-used multiple times.

The interface for the Hasse diagram is interactive, with zoom and 
pan functionality. This diagram gives a developer an overview of the 
collection and shows which pipelines share the same structure but have 
different parameter values. By clicking on a node of the diagram, the 
developer has access to another screen that provides details about all 
the pipelines in that group. The pipeline is displayed together with 
all the parameters that were changed, the number of times they were 
changed, and the set of values used to bind them. If the pipeline 
stores information about its executions, a plot of the execution times 
is also shown. This information is then used to help the construction 
of pipeline templates and views (Figure 7(b)).
4.2 Template and Pipeline View Creation
After selecting the interesting pipelines and extracting information 
about important parameters and values, the developer can use the 
Pipeline Template Editor to define the configurable pieces of the 
pipelines, by labeling subpipelines and parameters. To select a 
pipeline to be used as a template, the designer simply clicks on the 
corresponding node in the Hasse diagram. This causes the Template 
Editor to be invoked. W hen the developer labels a parameter or a 
subpipeline, all the relevant information associated with these com­
ponents that had been collected during the mining process is auto­
matically added to the template (e.g., all the values associate with the 
parameter). This is illustrated in Figure 7(b), which shows a set of 
parameters extracted from one of the pipelines in Figure 7(a),

Once a template is created, one of the operations supported by the 
Template Editor is view creation. While configuring a view, users can 
set the visibility of the parameters and configurable subpipelines, as 
well as select suggestions from the list stored in the template. Note that 
the information about both values as well as change frequency is very 
useful for configuring a view. Clearly, parameters that have had many 
different values are good candidates for being exposed. As shown in 
Figure 7(b), the value for parameter omega_f rame was modified 178 
times, while the parameter p ro p a g a tio n _ tim e  changed 98 times. 
The values for these parameters can be used to create a list of sug­
gestions for variables in the view. As we describe below, suggestions 
are included in the mashup to guide the user interaction, e.g., besides 
typing a value in the interface, the user can also select a value from a 
list of suggestions. Note that both templates and views are stored in a 
repository where they can be accessed at a later time,

4.3 Medley Creation and Mashup Generation
To combine pipeline views in a medley, the designer uses the Medleys 
Editor. The views stored in the Pipeline View Repository are displayed 
on a panel and they can be dragged and dropped on a canvas. Once on 
the canvas, the medley operations (synchronization and composition) 
can be applied to the views, A screenshot of the Medleys Editor is 
shown in Figure 8,

Each variable in a view has an associated handle— the circles on the 
left and right of each variable name in the pipeline view in Figure 4(c), 
By connecting the handles for two variables in distinct views, their val­
ues are synchronized. To simplify the task of identifying variables to 
be synchronized, when the designer starts a connection all the vari­
ables that are compatible with that variable are highlighted.

V is M a s h u p  uses the change-based provenance m odel [19] to cap ­
ture all the changes m ade to a medley. W e designed and im plem ented 
a change algebra that captures the actions applied to  a m edley (e.g., 
synchronize variables) as well as to  its com ponents (e.g., hide/expose 
view  variables).

A mashup is generated from a medley using the following algo­
rithms:
G F-N F-R ATE-A PP (medley)
1 widgets =  TREE()
2 window =  C R FATE-WIN DOW (med ley)
3 for pipeline-view  in  medley, pipeline-views
4 BviLD-Gvi-'WlDGETS(pipeline-view .root .window. widgets)
5 for sync in  medley .syncs
6 L in k -W id g e t s -F r o m -S y n c (4w )

B u il d -G u i-W id g e t s  (template-node. parent .node)
1 widget =  CREATE-COKTAIKER(parent.template-node)
2 child = MAKE-TREE-KODE(widget)
3 node. ADD-cmLD(child)
4 fo r  var in  template-node .children
5 BuiLD -G ui-W lD C ETS(vrfr. widget.child)
6 fo r  par in  var .parameters
1 widget-type — GET-FROM-REGISTRY(p«r. type)
8 wp CREATE-WIDGET(M7rf£'t7-/vpt\ widget.par)

G e n e r a t e - A p p  autom atically derives a user interface for a given 
medley. The interface consists o f a set o f w idgets represented as a 
tree whose root corresponds to the m ashup window. For each view  in 
the medley, the algorithm  iterates through the view  com ponents and 
derives their w idgets by invoking B u i ld - G U I - W id g e t s  (lines 3-4). 
A fter the w idgets are created, the w idgets that correspond to synchro­
nized variables in the m edley are linked (lines 5-6) — this ensures that 
w hen the value is set for a widget vr, the sam e value is propagated to 
all w idgets linked to  vr,

B u ild -G U I-W id g e ts  generates the widgets for a pipeline view. 
It first creates a container for the view (line 1), and then recursively 
builds a widget tree following the view template tree (Sec. 3.2). The 
widget types associated to the types of the variables are stored in a 
Registry. A widget is selected for a variable based on the mapping 
stored in the Registry. In the current implementation, the Registry is 
populated based on the types available in VisTrails, where designers 
can define their custom types and widgets, A planned extension to 
V isM a sh u p  is to allow the designer to edit the Registry and config­
ure the choices independently of the underlying dataflow system. In 
addition to the widgets, canvases are created to display each of the 
outputs of a view. Note that the algorithms above are used to gener­
ate both client applications as well as Web-based mashups. The main 
differences between the two kinds of apps is that the communication 
between a Web app and a medley is done via a Web service and it 
provides a more limited interaction with the visualizations,

4.4 Mashup Interaction
When a mashup is created, a default layout is selected for the widgets. 
By activating the mashup edit mode, the user can move the widgets 
around, hide and show widgets, enable and disable synchronizations. 
The new custom layout is saved as an attribute of the medley associ­
ated with the mashup, and the next time the mashup is invoked, the 
custom layout is loaded.

When a container widget changes its value (e.g., changing from 
Cylinder to Cube in the pipeline view described in Figure 4), the 
mashup window needs to be updated accordingly. As the widgets in 
the window follow the hierarchy of the pipeline template, updates can 
be applied locally to that node—it is not necessary to update the other 
widgets in the window. The update procedure is shown below,

UPDATE-APP(vi7f!rfovr.;rt't' — node)
1 parent ■— tree-node .parent
2 template-node *— tree-node. widget. template-node
3 BuiLD-Gui-W lDGETS(/«7;p/«/t'-?!orfe. parent .widget. parent)
4 RFMOVE-LINKS-FROM-WIDGFTS()
5 fo r sync in  window.medley.syncs
6 L in k -W id g f t s -F ro m -S y n c (4w )

Note that before U pdate -A pp  is called, the medley associated with 
that window detects the change events and stores the corresponding 
provenance information. Since variables can be removed, the syn­
chronization information may need to be updated as do the associated 
links between widgets. Finally, executing a mashup causes all pipeline 
views to update their corresponding pipelines using the values on the 
medley (the same as in the GUI) and trigger their execution,
5 C a s e  s t u d ie s

5.1 Sharing Astrophysics Analyses
Professor Joel Tohline's group at Louisiana State University (LSU) 
has been developing computational fluid dynamics (CFD) techniques
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Fig. 8: Astrophysics VisMashup for comparing different visualiza­
tions. (a) Medley created for the VisMashup using 3 instances of a 
pipeline view with parameters p„„>, and propagation time synchro­
nized. (b) Using the VisMashup interface, the user explores different 
values for Q.frame. From top to bottom, the values used are —0.06, 
-0.041, and 0.0.

to model various astrophysical phenomena, including simulation of 
mass-transfer instabilities in binary star systems [7]. They use sci­
entific visualization tools and techniques to help them explore the 
results of these complex CFD simulations. They use VisTrails to 
construct complex pipelines that involve VTK modules to generate 
streamlines within each binary mass-transfer simulation, and custom 
analysis modules for identifying values for important parameters as­
sociated with the flows [29,30].

A binary star system consists of two stars orbiting around a com­
mon center of mass with an orbital period P. When the system 
is viewed from a frame that is rotating with an angular frequency
& frame = 2 7i/P, the system will appear to be stationary. During a 
simulation, as mass and angular momentum are transferred from one 
star to the other, the binary system's orbital period together with the 
value of fI fmme is expected to vary. Using the most recent pipelines 
they developed [29], the scientists are able to examine the properties 
of binary mass-transfer flows from reference frames having a range of 
different angular frequencies Slframe =  (Slo +  A£2), where Qq is the 
frame of reference's angular frequency at the beginning of the sim­
ulation. As a result, they are able to determine which value of ASl 
provides the best measure of the true orbital period of the binary star 
system.

The LSU group has published these pipelines on their Web site [29], 
where they encourage people to try the different values of fI frame ar|d 
examine the behavior of the streamlines. Together with the pipelines, 
they provide annotations where they describe the relevant parameters 
and values. But to try these pipelines, users must download and install 
VisTrails, and also learn to use the system. In contrast, using V is ­
M a s h u p ,  a simple mashup can be created based on the LSU pipelines 
and deployed as a Web application. Users can then conveniently try 
the different Cl frame values using simple form-based interface in a Web 
browser.

The first mashup we developed was based on the pipeline shown in 
Figure 1. A limitation of this mashup is that, since it contains a single

Fig. 9: Neuroscience V is M a s h u p . This mashup combines two 
pipelines—one that produces a plot of a single EEG sensor's raw data 
and its S-Transformed representation, and another that creates a vol­
ume rendered visualization. To ensure that the plots and the visualiza­
tion are derived for the same patient, the variables in the pipeline views 
corresponding to the patient (i.e., the input data set) are synchronized.

3D view, it does not easily support the comparison of different pa­
rameters. To address this problem, we added more views of this same 
pipeline to the medley and synchronized the parameters p„„>, and prop­
agation time in all of them (see Figure 8(a)). The new mashup is more 
suitable for the exploration of the SI frame parameter, allowing multi­
ple visualizations to be displayed and compared side by side. The app, 
shown in Figure 8(b), has three 3D views with a set of widgets for 
manipulating the parameters of each view. Users can then set a dif­
ferent value for SI frame >n eac'h window and compare the streamlines. 
This comparison is facilitated by the synchronization of the 3D view 
cameras.

5.2 Visualization in Neuroscience
The study of cognition and memory in humans has been an area of in­
tense study in recent years. Current literature shows that a wide variety 
of psychological disorders have a marked decrease in working mem­
ory performance and that a primary indicator of working memory is 
the spectral properties of the alpha band (8-12 Hz) in the dorsal lateral 
pre-frontal cortex (DLPFC) [26]. One method underdevelopment to 
help improve working memory performance is repetitive Trans-cranial 
Magnetic Stimulation (rTMS). lTMS has shown to be capable of pos­
itively manipulating the underlying spectral dynamics of human alpha 
rhythms to influence working memory performance [1].

In order to adequately measure the effects of lTMS on indi­
vidual alpha-band spectral dynamics and explore signal patterns in 
the desired region of the brain. Electro-encephalography (EEG) and 
Magneto-encephalography (MEG) are employed in conjunction with 
Magnetic Resonance Imaging (MRI). Commonly in collaborative 
studies, the data processing and visualization experts are unable to ad­
equately analyze the results and implications of the analysis pipelines 
they create. Likewise, the scientists who can analyze the spectral prop­
erties of cognitive dynamics do not have the experience required to 
write the robust pipelines needed in the study.

V is M a s h u p  supports collaboration among the different experts. 
Experts in data processing and visualization generate a series of 
pipeline views which expose only the functionality the scientists need. 
The scientists analyzing the results can then explore these views with­
out having to deal with complexities of the corresponding pipelines.

Figure 9 shows a mashup constructed from a medley that consists of 
two pipelines: one that generates a plot of a single EEG sensor's raw 
data and its S-Transformed representation, and another that creates a 
volume rendered image of a patient's brain. By using vismashups like 
this, the psychiatrist conducting this study was able to explore the pa­
tients' data more freely and more extensively without having to learn 
how to use the underlying visualization system. The visualization ex­
perts working on this study also benefited from using V is M a s h u p  
because it allowed them to generate the final apps more quickly, re­
quiring less time spent training the scientist to manipulate complex 
pipelines.

Before having access to V is M a s h u p ,  the expert responsible for 
creating the multi-modal visualizations needed in this study had 
designed had a single pipeline consisting of several disjoint sub­
pipelines. Each of these sub-pipelines handled a single data modality 
or processing technique. But for medleys to be effective, it is im­
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portant that the pipelines are modularized. Since medleys are com­
posed by distinct pipeline views, a medley consisting of composite 
pipelines is inherently difficult to manipulate. By enforcing stricter 
modularization on the development of pipelines, medley-enabled sys­
tems can benefit not only from more concise pipeline descriptions, but 
from more flexible display of the results.
6 C o n c l u s io n

We have described VISMASHUP. a new framework that simplifies the 
creation of custom visualization applications. Using VISMASHUP. 
an application developer can quickly assemble custom applications by 
leveraging an existing collection of visualization pipelines and their 
provenance. The mashups produced by V is M a s h u p  are not a sub­
stitute for more comprehensive, domain-specific applications such as 
CDAT. Instead, our target are simpler, exploratory applications.

Although V is M a s h u p  simplifies the development of one-of-a- 
kind. domain-specific visualization applications, it has some limita­
tions. The integration of different libraries can sometimes be compli­
cated by a number of practical issues, such as compatibility of under­
lying interface toolkit (e.g.. Tk vs Qt). Also, while we try to make 
sensible choices on the automatic layout of the interface, and we allow 
the users to tine tune it. this does not guarantee that the most appropri­
ate and intuitive interface for the task at hand is created.

There are several areas of future work that we would like to pur­
sue. First and foremost, we need to perform a more detailed eval­
uation of the effectiveness and usability of V is M a s h u p . To do so. 
we will carry out user studies. To provide more flexibility in fil­
tering and selecting relevant pipelines, we plan to integrate more 
sophisticated interfaces that allows structural queries to be speci­
fied by example [2. 24], We also plan to explore alternative tech­
niques for mining the pipeline collection. For example, it can be 
useful to support different grouping/clustering strategies [23], Last, 
but not least, we would like to investigate environments where users 
can share and collaboratively develop applications. Such environ­
ments have been successfully deployed for Web mashups (see e.g.. 
http://www.programmableweb.com). But we believe that the ability to 
share visualization applications, in addition to data, will help advance 
existing efforts on collaborative data analysis [33] and it also has the 
potential to broaden the use of visualization techniques.
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