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Abstract—This paper presents an asynchronous FPGA archi-
tecture that is capable of implementing relative timing based
asynchronous designs. The architecture uses the Xilinx 7-Series
architecture as a starting point and proposes modifications that
would make it asynchronous design capable while keeping it fully
functional for synchronous designs. Even though the architecture
requires additional components, it is observed when implemented
on the 64-nm node, the area of the slice was increases marginally
by 7%. The architecture leaves configurable routing structures
untouched and does not compromise on performance of the
synchronous architecture.

I. INTRODUCTION

FPGAs play a predominant role in digital design world.

As asynchronous design emerges into application in the ASIC

world, there has been a growing interest in high performance

asynchronous FPGAs (A-FPGA). The first of these FPGAs

was proposed in 1994 [1]. Various other FPGAs were also

presented over the years, such as the ones in [2]–[4].

A significant use for an asynchronous FPGA will be to

prototype and model asynchronous ASICs before manufacture.

Increased manufacturing cost on sub-micron process nodes

had made this critical. Clocking in the latest process nodes

consumes a significant amount of power [5]. Also, accounting

for skew in clock distribution has become expensive in term

of design effort. A possible solution to this problem is the use

of local clocking mechanisms rather than a global clock. In

addition to this, creating smaller modules within designs with

independent clocking can reduce the power associated with

clock distribution. Asynchronous circuits inherently achieve

both these improvements. Numerous studies have shown the

power and performance benefits that asynchronous circuits

can provide on ASICs [6], [7]. Specifically, relative timing

based asynchronous designs have shown 2.4×, 2.4× and

3.2× benefits in terms of energy, area and performance re-

spectively, when compared to synchronous versions of the

designs [8]. The relative timing methodology uses explicitly

defined timing constraints to guarantee the conformance of a

circuit to its specification [9]. However, industrial acceptance

of the technology is contingent on trust. This trust in function

and performance can be bolstered with effective prototyping

techniques.

Since most commercial FPGAs are built to target syn-

chronous design, there are unique challenges associated with

implementing asynchronous designs on these chips. Probably

the most critical issue is to do with hazards that may occur in

asynchronous implementations on synchronous FPGAs [10],

[11].

Asynchronous FPGA architectures traditionally have been

built for highly pipelined and high throughput applications.

The ease of adding a pipeline stage and connecting modules

with minimal design time overhead is an advantage of asyn-

chronous design. In certain applications, such as cryptography,

this can prove very valuable.

In this paper we propose an FPGA architecture that is

capable of implementing relative timing based asynchronous

designs. However from the perspective of the architecture

becoming commercialized, we acknowledge the difficulty in

getting consumers to buy into purely asynchronous FPGAs.

Hence, this body of work has been guided by the intention

of using a standard synchronous FPGA architecture and mod-

ifying it just enough to create a fully capable A-FPGA. The

proposed architecture can be used either independently or in

a combination of synchronous and asynchronous designs.

II. BACKGROUND

Achronix Semiconductor Corp. was founded with the aim

of commercializing a unique asynchronous FPGA architec-

ture [4]. The motivation for the architecture was to develop

a high throughput FPGA. This was achieved by building an

architecture that was inherently composed of pipeline stages.

The architecture uses novel configuration logic implementa-

tions to achieve this fine grained pipelining. The proposed

benefits are: better pipelining, reduction in power consump-

tion, resistance to process variation and ease of transferability

of designs between traditional FPGAs and the A-FPGA.

The architecture utilized dual rail data encoding and a four

phased protocol for handshaking. Since each bit in dual rail

data encoding requires two signals for transmission, 80-90%

of the area was covered by configurable routing resources

and furthermore, 80-90% of the power was also consumed

by the routing resources. A revision to the architecture aimed

at removing some of the design overheads associated with

the initial architecture was proposed [12]. The first major

change was to replace the four phase protocol with a two

phase protocol and the second was to use voltage scaling

on certain signals. However, even though the revision does

provide a better power metric, this comes at the cost of a 10%

increase in area.

Another approach is to create an architecture that is capable

of implementing multiple styles of asynchronous logic [13].
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The design goes on to show the implementation of a delay

insensitive adder based on a dual rail protocol, and also a

quasi delay insensitive adder on bundled data. Both use a

four-phase communication protocol. The architecture uses a

Programmable Delay Element (PDE). The PDE allows the

architecture to add and manipulate delays in the system easily.

The architecture has primarily looked to resolve the tight con-

nection between most asynchronous FPGA architectures and

the design entry methodology. Even though the architecture

is unique and capable of implementing many asynchronous

styles, it is quite possible that in attempting to bridge this gap,

the designers have compensated on over-all performance due

to the addition of more features. Furthermore, the work does

not elaborate on implementation based power/performance

numbers.

A unique approach is an architecture that aims to conserve

as much of the structure of conventional FPGAs as possi-

ble [14]. It seeks to keep the CLB and cluster logic, and replace

or redesign the control logic in the interconnects. To avoid

hazards on the communication signals, a delay insensitive

model is used for the interconnect. Delay insensitive dual

rail data encoding methods are used. The clock-based control

system is replaced by inter-block delay insensitive signals.

The architecture in the authors’ opinion had the right idea to

maintain conventional CLB structure to enable usage of EDA

tools. However, the use of dual rail protocol again brings to

the fore area and power issues associated with having multiple

wires representing the same bit. Furthermore, conventional

EDA tools can only be used for logic clustering into CLBs

and logic elements. Once this is done, the architecture would

require other tools to describe the asynchronous logic and

implement it.

Globally Asynchronous locally synchronous Programmable

Logic Array architecture (GAPLA) provides us with an eval-

uation of using asynchronous technology for routing in an

FPGA [15], [16]. The architecture is based on synchronous

logic blocks that are embedded in asynchronous islands.

The synchronous block are contained within an asynchronous

wrapper that has a local clock generator. The routing resources

between these islands are asynchronous and use the bundled

data protocol with 2-phase handshaking. GAPLA works under

timing assumptions for its bundled data protocol.

There have been various proposed asynchronous FPGA ar-

chitectures that target specific applications [17]–[20]. In these

examples the application is security and cryptography. These

FPGAs look to meet the need of high speed cryptography

co-processors than can be reconfigured to accommodate the

constantly evolving cryptography standards. These contribu-

tions primarily help ascertain the application based benefits of

an asynchronous-capable FPGA.

The rest of the paper is organized as follows, section III

states the motivation behind the design of the A-FPGA.

Section IV briefly introduces relative timing as our design

methodology. Section V describes the new architecture, and

Section VI gives the implementation based results of the

architecture.

III. MOTIVATION FOR THE PROPOSED ARCHITECTURE

The work done as part of this paper is aimed at designing a

commercially viable A-FPGA. The following summarizes the

motivation for the proposed architecture:

• Merging Synchronous and Asynchronous FPGAs: A key

component of the approach in this paper is building an

FPGA architecture that is capable of implementing both

synchronous and asynchronous designs. The intention is

to use a common synchronous FPGA architecture and

alter it just enough to allow for efficient implementation

of asynchronous designs. The architectural modifications

are done in a manner that does not compromise on

the performance of synchronous implementations on the

FPGA.

• Bundled Data: Bundled data single rail encoding is

used in the architecture, as it uses a data path that

is very similar to traditional synchronous architectures.

As previously noted, delay insensitive dual rail data

protocols results in a reported a 80-90% on die area

dedicated to routing resources [12]. Using a dual rail

protocol will require intricate architectural changes in

the routing resources, whereas bundled data protocol is

more suited for implementation on existing synchronous

routing architectures.

• Protocol: There may be benefits in using two phase proto-

col over four phase protocols [12]. However, any general

purpose A-FPGA should be capable of implementing

both.

• EDA Tools: The capability to use existing EDA tools

would be a tremendous boost to the commercial feasi-

bility of the architecture. Asynchronous designs require

communication protocols to be specified. In ASICs and in

FPGAs, timing assumptions need to be made based on the

handshaking protocols. This is achieved in one approach

by specifying the circuit behavior as a petri-net [14].

This is probably the hardest part of building an EDA

tool that is capable for supporting asynchronous circuits.

The current set of academic and commercial tools look

to achieve this in different ways.

The Balsa tool achieves this through syntax-directed com-

pilation of communicating handshaking components [21].

It uses high-level descriptions in the Balsa language.

The Handshake Solutions’ TiDE tool flow uses the Haste

language and also other high level specifications such as

MATLAB-Simulink to do this [22], [23].

Another way to achieve the desired functionality is to

derive Relative Timing (RT) constraints. Relative timing

(RT) provides a methodology to model and verify circuits

and protocols through timing assumptions [9].

IV. RELATIVE TIMING

Considering the various architectural guidelines discussed in

the previous section, the RT based design methodology was

chosen as the asynchronous circuit design technique that the

proposed A-FPGA architecture would support.
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Fig. 2: Timed (bundled data) handshake design

RT methodology uses path based timing constraints to

specify an order to events that may occur in an asynchronous

circuit. When this order is enforced glitches in the circuit

become unreachable. This guarantees correct behavior of the

circuit. An instance of an RT constraint is shown below.

pod �→ poc0 +m ≺ poc1; (1)

The above RT constraint specifies the order of two events

point-of-convergence poc0 and poc1 relative to an initial event

point-of-divergent event pod. After the occurrence of the pod,

the constraint causes poc0 to always precede poc1. On a

circuit level this is realized by ensuring that the maximum

delay between pod and poc0 is less than the minimum delay

between pod and poc1. A margin is added for signal separation

requirements and robustness.

RT constraints are used in conjunction with bundled data

systems. Bundled data based asynchronous systems are par-

titioned into a control path and a data path. The data path

is similar to that of a synchronous system, and consists of

registers and combinational logic. In the absence of a global

synchronizing clock, the role of synchronizing operation be-

tween different modules in the circuit is carried out by the

control path. The control logic maintains and enforces the

timing and functional relationship between various pipeline

stages. This is done through handshaking and local clocking.

Fig. 1 shows an abstraction of a synchronous design with

a global clock. The frequency and data path delay of the first

pipeline stage is constrained by the following equation.

FFi/clk↑j �→ FFi+1/d+m ≺ FFi+1/clk↑j+1 (2)

Following a clock edge at a flip flop, the above constraint

sequences arrival of new data at the flip flop corresponding to

the next pipeline stage before the next respective clock edge.

Fig. 2 shows an asynchronous bundled data circuit structure

analogous to the synchronous structure shown in Fig. 1. The

global clock network is replaced by individual controllers for

each pipeline stage that carry out a handshaking protocol be-

tween them. The following equation defines an RT constraint

for the circuit.

reqi ↑ �→ Li+1/d+m ≺ Li+1/clk↑. (3)

Each reqi ↑ handshake on LCi indicates new data presented

to pin d of Li. The delays in the circuit are sized as per

the above RT constraint. Hence, after reqi ↑, the maximum

delay to Li+1/d must be smaller than the minimum delay to

Li+1/clk↑. This would ensure that valid data is present when

it is latched.
The RT based design methodology also extends to the

implementation of glitchless circuits. The control logic in

Fig. 2 comprises burst-mode controllers that carry out hand-

shaking between them. Burst-mode controllers are Mealy

type finite state machines. The controllers use a “request-

acknowledge” signal communication between them to carry

out handshaking. This handshaking can be based on signal

levels or transitions. A glitch on these handshaking signals can

cause a miscommunication between controllers and result in

the circuit settling in an unwanted state [24]. This can be fatal

to circuit operation. These glitches and hazards are primarily

caused due to unwanted signal transitions within the controller

caused by unexpected internal or input signal events.
FPGAs built for synchronous designs often times make

asynchronous designs prone to hazards. This is attributed to

the inability to exercise a high level of control over routing

delays and mapping processes [10], [11].
The Automatic Relative Timing Identifier based on Sig-

nal Traces (ARTIST) tool allows the generation of relative

timing constraints on signal paths from a formal verification

engine [25]. The tool creates RT constraints for a circuit

that orders signal transitions making hazards unreachable. The

relative timing methodology has been successfully applied to

create functionally correct bundled data based asynchronous

systems [26], and maps well to FPGA designs.

V. PROPOSED ARCHITECTURE

In this section we propose certain changes to the Xilinx

slice architecture that enable the implemention of RT based

asynchronous designs on an FPGA. Fig. 3 and 4 show an ab-

straction of the Xilinx 7-Series FPGA architecture [27]. Each

configuration logic block has two slices that are connected

by a routing matrix. Each slice is comprised of four 6-input

LUTs that can also be programmed as two 5-input LUTs.

Fig. 3 shows the building blocks of a slice. The LUTs have

various other components such as carry-chain logic and DFFs

associated with it. This building block is used to construct

a slice as shown in Fig. 4. For the purposes of this paper

the architecture has been simplified, and the Xilinx 7-Series

SLICEL was used to guide the design.
Fig. 3 and 4 also show the proposed changes to the tradi-

tional synchronous architecture. These changes are marked by



Fig. 3: Structure showing LUT and Logic Associated with Each LUT in a Slice. Additional logic to make is an A-FPGA has

been shown with shaded elements and dashed-wires

shaded logic elements and dashed wires. It is important to note

that it is possible to implement relative timed asynchronous

designs on current FPGAS. The architectural changes being

proposed here are aimed at creating a more favorable design

fabric for RT asynchronous designs. The following changes

are proposed:

Programmable Delay Structure:
It is easy to see how having a programmable delay element

(PDE) can tremendously simplify implementing RT based

asynchronous circuits on FPGAs. Since RT defines ordering

of events in a circuit, the easiest way to achieve this would be

to have control on the delays of various signals, particularly

the clock and handshake control logic.

RT based asynchronous designs use a local clocking mech-

anism as shown in Fig. 2. Since controllers drive the local-

clock for each pipeline stage, clock distribution with minimum

skew is a challenge. There are various ways to do this on

current FPGAs. The Xilinx 7-Series devices have 32 global

clock lines. The devices are also partitioned into clocking

regions. Each clocking region can support up to 12 global

clocks. Clocking regions also support regional clocks. Up to

four unique regional clocks can be supported in each of the

clock regions. Detailed information on the clocking structure

on Xilinx series-7 devices can be found in [28]. These clock

regions can be used to distribute the local clocks to various

latches in the design, however, there is a limit on the number

of clocks that can be distributed using this method in each

region and also in the chip.

There are designs that could potentially require a much

larger number of controllers [8]. Without, having to make

changes to the routing structure on the chip, it would be

possible to distribute clocks with minimal skew, using existing

routing resources, with the addition of a PDE to the slices.

Using the advance placement constraints it is possible to place

all latches associated with a controller in close proximity to the

controller on the chip, reducing the possible delays. Once the

delays have been minimized the programmable delay element

can be used to equate all the delays from the source clock pin

to the destination latches. Delay can be added to the faster

routing lines to match the delay of the slowest line. This final

clock to latch delay can now be used to adhere to the RT

constraints as discussed in section IV.

Also, as discussed, RT constraints help in building glitchless

control burst-mode controllers. This may require adding delays

in a combinational logic structure. Burst mode controllers

do not use any latches or flip flops, but instead use local

combinational logic feedback paths to implement state holding

logic. Hence, it would be possible to commandeer the PDE to

add the required additional delay to certain signals in the burst

mode controllers to implement required RT signal ordering.

Fig. 3 shows the added PDE. In this case each LUT has

a PDE associated with it. However, this may be an overkill.

The need to add delay to a logic line may be rare and sporadic

in terms of resource utilization. Hence adding a single PDE

per slice would suffice. Transmission gates are used to reduce

the load on the A output with the PDE is not being used, to



Fig. 4: Slice Structure. Additional logic to make an A-FPGA

has been shown with shaded elements and dashed-wires

conserve power, and also keep the performance metrics of the

output close to those of similar outputs without PDEs.

Simplified Feedback Routing:
Most burst-mode controllers use feedback signals for state

holding. These feedback signals are used to stabilize the circuit

in the right state. An input change before the feedback is

allowed to stabilize the circuit can often lead to hazards as

discussed in section IV. It is common to have RT constraints

that require feedback paths to be fast. This allows the circuit

to stabilize in its current state before a new input event.

Current FPGAs route feedbacks through the routing matrix.

This incurs high delays. Faster feedback paths may allow

significant boost in controller cycle times. An internal slice

feedback structure is shown in Fig. 3. A transmission gate

is used to turn the signal on and off. The signal needs to

be physically tied to only one of the A5:0 inputs. When the

feedback route in invoked, the associated input must be left

unconnected by the routing matrix. This will avoid two drivers

for the same signal. Using the transmission gate again reduces

the load on the Amux output when the feedback route is not

in use. Also as with the PDE, it may be an over kill to have

this feedback structure associated with each LUT. It may only

be used for the implementation of the burst mode controllers

on the FPGA fabric. Having one or two of the LUTs per

slice associated with this feedback may very well suffice. The

controllers are also usually a very small portion of the total

design. Hence it may be a viable alternative to have only some

slices with the feed-back structure and have these slices spread

across the FPGA.
Latches:
Bundled data asynchronous designs use level triggered

latches rather than edge triggered flip flop as registers and

synchronizing elements. On ASICs, using latches instead of D-

Flip Flops provides a significant power, area and performance

benefit. The current Xilinx architectures provide us with

sequential flip flops that can also be used as a latch. However,

there is very little power or performance benefit in using these

latches instead of the flip flops in current FPGA designs.
In terms of simply prototyping asynchronous ASICs on

an A-FPGA, it could be possible to use the flip flops as

latches as we are primarily concerned with functionality rather

than performance. However, it is also the intention of the

authors to present the proposed FPGA as a viable alternative

to purely synchronous FPGAs. There are a wide variety of

designs that could tremendously benefit from an asynchronous

based implementation on an A-FPGA. Hence, the addition

of latches to the architecture can help in achieving better

power and performance number compared to synchronous

implementations on the FPGA.

VI. RESULTS

The synchronous and the asynchronous FPGA architectures

were implemented on the 64nm node. When architecture

shown in Fig. 3 was implemented and compared to the

synchronous architecture, it showed a 30% increase in area.

This seemingly large area penalty is because of the primitive

programmable delay structure that was used in the implemen-

tation. The area penalty can be significantly reduced to under

15% by using custom programmable delay techniques [29].

However, the total slice area, as shown in Fig. 4 had only

a 7% increase in area. A significant portion in any FPGA

are the routing resources that consume over 50% of the

chip area. That being considered, the area increase to make

a synchronous FPGA capable of implementing RT based

asynchronous circuits falls below 4%. The implementation

included only the logic and register structure of the slice.

The configuration bits, usually implemented as SRAM cells,

were not included; rather the configuration bits were treated

as inputs to the design.
There was an insignificant change in the slice performance

of the A-FPGA being used synchronously when compared to

the performance of the synchronous architecture. This can be

attributed to the fact that while being used in the synchronous

fashion most additional A-FPGA components can be safely

ignored.

VII. CONCLUSION

The paper presents an A-FPGA architecture that uses a

traditional synchronous FPGA as a starting point and pro-

pose alterations to the slice architecture. The new A-FPGA



architecture can implement RT based asynchronous circuits.

Changes are made only to the logic resources, leaving the

routing resources untouched. The proposed changes include

a programmable delay element for clock and logic signals,

dedicated and faster feedback routing, and inclusion of latches

as an alternative to the flip flop.

The new FPGA architecture can be used for synchronous

or asynchronous designs, or for designs that have both com-

ponents. The architectural changes have little or no impact

on the synchronous performance of the FPGA. Only a small

area penalty is incurred in the logic resources. It is speculated

that the architecture will allow the transfer of benefits that

asynchronous designs have provided on ASICs to the FPGAs

fabric. However this remains to be verified with subsequent

research.
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