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## A method to reduce the number of triangles of a mesh to allow its fluent visualization in a 3D Printer control panel

This invention disclosure proposes a method for generating a reduced size mesh from a printresolution mesh received in a 3D printer. The 3D printer receives the content to be printed by means of triangle meshes. To be able to provide the required printing resolution, the number of triangles conforming the 3D part can be quite high, leading to high memory and processing requirements when aiming to manipulate the model. Previewing the 3D model of the part on the printer control panel can lead to a non-responsive User interface and even impact the performance of the printer firmware because there is no limit specified on the number of triangles that the original mesh can have. This invention disclosure presents a method to generate a visualization mesh that has a lower resolution than the original mesh received by the printer. This is accomplished by reducing the number of triangles in the meshes which allows the control panel of the printer to smoothly display the original shape and appearance of the 3D parts. In addition to that, these generated meshes will also be used to create lower size files that can be transferred between units (e.g. Printing Unit, Build Unit and Processing Station Unit).

A 3D printing job may be received in 3MF format [1]. A 3MF file consists of a collection of 3D geometries referenced by one or more affine 3D transform matrices to position the content in the printer's build bed. In the general case, the 3D geometries are represented by means of triangle meshes. The user has total freedom to design the content as complex as he wants to be capable to benefit from the design freedom allowed by 3D printers. The more complex the geometry is, the higher number of triangles are required to represent it. To be able to print, the meshes must be rendered to some voxelization so that the information is ready to be consumed in a predictable amount of time at printing time.

Certain user interactions with the control panel can be enriched by allowing the user to visualize a 3D preview of the parts. For example, if the printer allows to remove parts from a job, or to duplicate some of the parts from the job, using the control panel, the printer has to provide the user with some visualization mechanism to allow part identification. Another example could be to show a preview from the parts on the Processing Station Unit while a job is unpacked, and parts retrieved.
The main problem of directly using the original mesh as it came in the 3MF is that the amount of triangles which represent the triangle mesh can be relatively high. And rendering a mesh conformed of an unbounded amount of triangles can cause the printer control panel to suffer from performance issues that drastically impact the user experience.

## Low resolution mesh generation

When the 3 MF job is received by the printer, first of all the content is parsed and the triangle meshes are extracted to intermediate files (see Figure 1). Then, the build hierarchy is generated with a collection of parts as defined in the 3MF, where every part points to a triangle mesh (stored in an intermediate file) and an affine 3D transform matrix which positions the part into the bed. Then, the step to generate the low-resolution mesh is started. Here, for every triangle mesh, some mesh
decimation algorithm is executed as described in the next subsection, and a mesh which contains a bounded amount of triangles is generated which approximates the full resolution mesh. The mesh decimation algorithm defines some maximum number of triangles (e.g. 10000) and iterates decimation till a number of triangles below or equal to the target is achieved. Then, the mesh is stored in another intermediate file and is related to the part/s it belongs to. After that, the job continues its voxelization process to get the job processed and ready to be printed. After that, the low resolution meshes are available to be displayed to the user via the Control Panel.


Figure 1. The job submission pipeline

## Mesh decimation algorithm

There are many efficient mesh decimation algorithms in the literature. Any of them would fit in our approach as long as they allow to target a maximum number of triangles (bound). The only difference will be on the produced reduced mesh depending on the used algorithm. Mesh decimation algorithms aim to find an approximation mesh to an original triangle mesh which approximates the shape of the original mesh and minimizes the error. For example, we can find several algorithms implemented in the open source VTK [2] library:

- $\quad$ ttkDecimatePro: The algorithm is based on [3]. It proceeds as follows: Each vertex in the mesh is classified and inserted into a priority queue. The priority is based on the error to delete the vertex and retriangulate the hole. Vertices that cannot be deleted or triangulated (at this point in the algorithm) are skipped. Then, each vertex in the priority queue is processed (i.e., deleted followed by hole triangulation using edge collapse). This continues until the priority queue is empty. Next, all remaining vertices are processed, and the mesh is split into separate pieces along sharp edges or at non-manifold attachment points and reinserted into the priority queue. Again, the priority queue is processed until empty. If the desired reduction is still not achieved, the remaining vertices are split as necessary (in a recursive fashion) so that it is possible to eliminate every triangle as necessary.
- $\quad$ vtkQuadraticClustering: The algorithm based in [4]. The general approach of the algorithm is to cluster vertices in a uniform binning of space, accumulating the quadric of each triangle (pushed out to the triangles vertices) within each bin, and then determining an optimal position for a single vertex in a bin by using the accumulated quadric. In more detail, the algorithm first gets the bounds of the input poly data. It then breaks this bounding volume into a user-specified number of spatial bins. It then reads each triangle from the input and hashes its vertices into these bins. (If this is the first time a bin has been visited, initialize its
quadric to the 0 matrix.) The algorithm computes the error quadric for this triangle and adds it to the existing quadric of the bin in which each vertex is contained. Then, if 2 or more vertices of the triangle fall in the same bin, the triangle is discarded. If the triangle is not discarded, it adds the triangle to the list of output triangles as a list of vertex identifiers. (There is one vertex id per bin.) After all the triangles have been read, the representative vertex for each bin is computed (an optimal location is found) using the quadric for that bin. This determines the spatial location of the vertices of each of the triangles in the output.
 edge collapses until the requested mesh reduction is achieved. Edges are placed in a priority queue based on the "cost" to delete the edge. The cost is an approximate measure of error (distance to the original surface)-described by the so-called quadric error measure. The quadric error measure is associated with each vertex of the mesh and represents a matrix of planes incident on that vertex. The distance of the planes to the vertex is the error in the position of the vertex (originally the vertex error iz zero). As edges are deleted, the quadric error measure associated with the two end points of the edge are summed (this combines the plane equations) and an optimal collapse point can be computed. Edges connected to the collapse point are then reinserted into the queue after computing the new cost to delete them. The process continues until the desired reduction level is reached or topological constraints prevent further reduction. Note that this basic algorithm can be extended to higher dimensions by taking into account variation in attributes (i.e., scalars, vectors, and so on).

Figure 2 shows and example of a mesh which originally contains more than 10 millions of triangles. In this case, vtkDecimatePro was chosen and a limit of 60000 triangles was defined. Then, the algorithm was configured to reduce $99.5 \%$ of the triangles and resulting mesh contained 53731 triangles (Figure 3). Finally, Figure 4 shows a couple of captures of our proof of concept of a viewer for the control panel, showing how the decimated mesh from previous example is shown and an example of a mesh with surface color information.


Figure 2. Example of a print resolution mesh containing more than 10 million triangles.


Figure 3. Mesh from Figure 2 reduced to approximately 53k triangles.


Figure 4. Example of visualization in Control Panel using our proof of concept for the decimated mesh from Figure 3 and a decimated model maintaining color information in remaining vertices.

The proposed method has the following advantages:

- It is able to limit the memory and CPU consumption of showing a 3D job preview by reducing the amount of triangles on the print resolution meshes.
- Color information is obtained from the triangle vertices so, as long as some vertices are maintained from the original mesh, the preview will keep the color information and also an approximation of the full resolution mesh surface color.
- As the produced preview files have a reduced size, they could be transferred to the Build Unit where the available storage for jobs is quite reduced, and then transferred to the Processing Station Unit so that the preview could also be displayed in the job related operations (i.e. unpack or extract).
- Displaying the 3D job preview on the control panel exposes a new variety of workflows that can be more easily and efficiently managed like:
o Digitally mark (e.g. with specific color or textures) the parts of the job that have errors during printing. This allows user to visually identify which parts are not valid once the job is fully printed.
o Ability to select a part, view its details, remove it or even add a new copy of it in the existing job (if there is enough space in the Build Unit) via control panel.
o Visually identify parts of the job via control panel as they are being unpacked and cleaned in the Processing Station.
- The method is detectable as the generated lower resolution mesh is displayed to the user via the control panel.
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