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The study of formal methods to reason about program properties is getting a more and more
important research area, as a considerable part of a software product’s lifecycle is testing and
bugfixing. The theoretical basis — such as formal programming models and reasoning rules
[1, 2, 3, 5, 6, 7] — has been developed so far, but these are rarely used in industry [10]. The main
reason for this fact is that formally proving a program property usually takes much more time
than writing the program itself.

The goal of this research is to use programming language elements to make the construction
of these proofs easier. The basic idea is to develop a new programming language where the
source code contains the formal specification and the correctness proof of the implementation.
The proofs are built up using stepwise refinement [4, 8, 9], as this technique provides correctness by
construction [12], and also helps the programmers to make the right decisions during software
development. The compiler of the language has to check the soundness of the proof steps and
to generate the program code in a target language using the information of the proof.

Similarly to programs, proofs also contain schematic fragments. These can be managed
efficiently using "proof templates" that have the same role in proof construction as procedures
have in traditional program development. This leads to a special kind of generative programming
[13]: by the instantiation of the templates a proof is constructed (and checked) in compile time
and from the proof a target language program is generated which automatically fulfils all the
requirements stated in the specification.

In this paper we show how language elements can be used to make specification statements
easy to understand and to write, we introduce the basic refinement rules of the model and
show how templates can be used to construct the proof. The algorithms used by the compiler
to check the soundness of the proof and to generate the target language program are discussed
too.
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