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Abstract

In this paper we propose a methodology for the modelling, verification and
performance evaluation of communication components of software for enter-
prise information systems. The methodology is centered upon model-driven
development using a subset of UML 2.0 diagrams. It is supported by the
proSPEX model processing tool which offers a simulation-based executable
verification environment. The model-based development of communication
components of wireless middleware solutions is discussed as a motivational
example.
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1 Introduction

The use of middleware, of which wireless middleware is a specialized subset,
has been acknowledged as the principal means of simplifying distributed ap-
plication building in the enterprise[1]. In recent years a number of wireless
middleware products [3, 4, 5] have emerged that use proprietary network pro-
tocols when traversing low bandwidth wireless links. Here we consider the
verification and performance evaluation 1 of the communication components
of such middleware products using UML 2.0 and model-driven development.

It is generally accepted that software for enterprise information systems
(EIS) needs to be validated and verified. However ensuring that such soft-
ware both adheres to specifications and is error free is not sufficient when
developing quality software. Performance is a fundamental quality attribute
of any software and performance analysis is often neglected in the software
engineering life-cycle[8]. It has also been accepted that the primary source
of performance failures are due to architectural and design problems that
can be detected at the early stages of the design process[7].

In this work we introduce a methodology for the modelling and per-
formability analysis of communication components of software for EIS. The
methodology involves the use of a subset of UML 2.0 diagrams to model
the architecture and protocol interactions of a communication component.
The modelling process itself can be supported by the use of design patterns
for protocol system architecture[2]. The model is created in a commercial
model editing tool, Telelogic Tau G2, and verified using this tool. Following
the Tau-based verification a collaboration diagram depicting a simulation
scenario is created by the user as a basis for defining system workloads. The
proSPEX (protocol Software Performance Engineering using XMI) tool then
imports the model using its filters to Tau G2. It then executes the model,
hence providing dynamic verification, and gives network performance mea-
sures to the user.

In Sect. 2 we discuss the validation, verification and performance eval-
uation of communication components of software for EIS. Model-driven de-
velopment using UML 2.0 is outlined in Sect. 3. Performance modelling and
evaluation is discussed in Sect. 4, while in Sect. 5, we describe the proSPEX
methodology. The proSPEX tool architecture is discussed in Sect. 6 while
concluding remarks are made in Sect. 7.

1In this paper we refer to verification and performance evaluation as performability
analysis[6], a term encompassing both performance and reliability (or dependability).
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2 Validation,Verification and Performance

The communication components of middleware used in EIS software is par-
ticularly susceptible to both errors and performance problems due to the
complexity of interactions in application and network layer protocols. These
errors and performance problems tend to arise primarily due to the tempo-
ral dependencies among the participating processes. It is generally accepted
that network layer protocols used in middleware for EIS software and the
interaction protocols among EIS components should be specified using for-
mal languages[12, 15, 17, 14], thereby allowing high level design verification.
Examples of such languages are the Process Meta Language (PROMELA,
the system description language of SPIN[13, 12]), the Specification and De-
scription Language (SDL) and Estelle.

UML could also be used as a specification language, however it is a
general-purpose language without formal semantics. As a work-around a
common approach is to map a subset of UML diagrams to existing formal
methods[18, 19, 20] in order to allow automated analysis. An alternative
approach is to merge UML with a formal language, as has been done in
the International Telecommunication Union Recommendation Z.109 titled
”SDL Combined with UML”[21]. Z.109 is a UML profile meaning that it
specializes UML using stereotypes, tagged values, constraints and notational
elements.

Having established that a communication component is error free, the
next step in performability analysis (the construction of quality software)
is performance analysis. The formally specified network and component in-
teraction protocols would be analyzed by either analytic evaluation, experi-
mentation or simulation. In proSPEX, the tool supporting our methodology,
we use process-based discrete event simulation and statistical performance
evaluation. Simulation has the advantage of being able to evaluate protocol
performance according to given metrics as well as being useful in aiding in
the understanding of protocol interactions[16].

3 Model-Driven Development

Model-driven development2 is an approach to software development in which
the resultant implementation is automatically generated from models. In or-
der to realize model-driven development one needs graphical programming
abilities which is the ability to program directly in the modelling language.

2”The model is the implementation”[22]
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SDL has been used as a model-driven development language for some time
in the telecommunication industry. Part of the attraction of SDL stems
from the availability of specialized abstractions, such as signalling, that are
useful in model-driven communication software development. The merger of
UML 2.03 and SDL, via the ITU-T Z.109 Recommendation[21], is a power-
ful realization4 of model-driven development geared towards communication
software development.

Using UML 2.0 as a language for model-driven development of commu-
nication software is appealing due to it being an evolution of the de facto
UML 1.x standard. This evolution has been driven by the need to ad-
dress deficiencies of UML 1.x noted since UML was first proposed in 1997.
These deficiencies include a lack of formal semantics, inadequate semantics
definition[22] and excessive size. Of the enhancements offered by UML 2.0,
the architectural modelling capabilities are of particular importance when
conducting model-driven development of communication components. The
architectural modelling capabilities of UML 2.0 are based on mature lan-
guages such as SDL and ROOM (Real-Time Object-Oriented Modelling).

Model-driven development of communication components of wireless mid-
dleware implementations using UML 2.0 merged with SDL is appealing due
to SDL being a formal language with useful protocol engineering abstrac-
tions. The appeal also derives from the fact that the language and its higher
level abstractions are target-language-independent [21]. This means that fol-
lowing verification and validation of a component programming language
code such as C, C++ or Java could be generated.

4 Performance Modelling and Evaluation

The performance analysis of communication components specified in a model-
driven development language such as UML 2.05 requires a clear definition of
the semantics of time regardless of the analysis method used. For example it
should be clear whether signal transfer over connectors that do not traverse
network links take time. Unfortunately such semantics are not not always
clearly defined.

In this work, simulation-based performance analysis is conducted to
predict a communication system’s performance. More specifically, we use

3Adopted as an official OMG standard specification in June 12, 2003
4The Telelogic Tau G2 tool uses such a merger.
5Henceforth when we refer to UML 2.0 it is assumed to be specialized for communica-

tion software development by the ITU-T Z.109 UML profile.
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Figure 1: The proposed methodology supported by the simulation-based
proSPEX performance analysis tool.

process-based discrete event simulation. In such simulation the event list of
the simulation scheduler contains processes and the order within the event
list (or scheduler queue) is determined by the time of the next events in
the processes’ event sequences. In addition the processes interact with each
other through message passing and other simulation primitives in order to
realize the operational path of the system. The semantics of time is there-
fore embedded within the implementation of the simulation scheduler and
simulation primitives. Naturally the semantics of time embedded in simu-
lators must be validated, in the sense that the semantics must be shown to
produce performance predictions that can be relied upon.

5 The proSPEX Methodology

The proposed methodology for the modelling, verification and performance
evaluation of communication components of software for enterprise infor-
mation systems is presented in Fig. 1. The steps in our methodology are
outlined below.

Requirements Definition: The first step is to establish the requirements
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of the communication component. In the case of a wireless middleware
product a primary requirement would be to use the available bandwidth as
efficiently as possible. Following requirement definition we identify6 or de-
sign suitable network and application layer inter-component protocols. UML
2.0 use case and sequence diagrams could be used to to aid understanding
but this is not required when constructing the simulation model, as can be
seen in Fig. 1.

Architecture Specification: The next step is to use a combination of UML
2.0 class and architecture diagrams (with ports, connectors and interfaces)
to design the architecture. The use of design patterns for protocol system
architecture[2] is recommended at this stage. The focus of this stage is to
identify the active classes and their interfaces.

Behaviour Specification: Following the architectural specification we
specify the detailed behavior of active classes by implementing state ma-
chines using statechart diagrams. As discussed in section 3, we use spe-
cialized communication abstractions derived from SDL in this model-driven
development process. Once this stage is complete the software is verified
using facilities provided by the model editing tool, in our case Telelogic Tau
G2.

Simulation Scenario Specification: Once the software has been verified
the performance analysis phase commences which starts with the modelling
of the environment of the communication component. That is, we create
client and server (or peer) active classes and their associated state ma-
chines. A collaboration diagram is then drawn up illustrating a simulation
scenario which in combination with the statechart diagrams of the client(s)
and server(s) serve as the workload. This scenario would indicate the number
of clients and servers and also network link characteristics (loss probability,
bandwidth and delay distribution). Once the scenario has been completed
the proSPEX tool user imports the model and runs the simulation until the
desired level of confidence in the result has been reached.

Results: The results7 given to the user include network and software
performance measures. Network performance measures include through-
put, average packet delay, service data unit transfer time and delay jitter.
Software performance measures such as inter-process connector throughput,
mean and maximum process queue lengths, discarded signals and timer in-
formation (such as expired timeouts) are given. These measures would then
prompt the user to either change the simulation parameters or the model

6Requests for Comments (RFC) documents could be used here.
7Note that work on the proSPEX analysis component is ongoing.
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itself.

6 The proSPEX Tool Architecture

In this section we give a general overview of the proSPEX tool architecture
and certain technical issues encountered when translating a UML 2.0 model
to an executable simulation representation. We also motivate our design
decisions and report on the manner in which we overcame challenges.

With proSPEX our intention was to create a model-processing tool and
not a model editor since developing an editor would deviate from the primary
objective of the project. Telelogic Tau G2 offered an XML-based model file
format which was sufficient for our purposes, although an XML Metadata
Interchange (XMI) 2.0 standard file format would have been preferable. The
use of XML-based technologies, such as XPath (a language for addressing
parts of an XML document) eased the conversion to simulation models.

We were faced with the option of either developing a process-based
discrete event simulator from the ground up or to use existing simula-
tion packages. A review of the available simulation packages showed that
Simmcast[16], an object-oriented framework for network simulation, would
be ideal. Simmcast is specifically intended to be used in research environ-
ments with limited resources, as the excerpt from [16] shows:

...the complete development of a dedicated simulation tool from
scratch is not practical, since the amount of resources dispensed
in such a project would detract the researcher’s focus from the
project.

Simmcast offers extensible building blocks (such as nodes, paths, net-
work and packet) that are combined to describe the simulated network en-
vironment. Nodes, each of which are uniquely identified by an integer and
contains at least one thread of execution, are the fundamental interacting
entities and are connected via paths. The user extends the Node class, via
inheritance and places protocol logic and simulation action primitives (such
as send, receive, setTimer, sleep) in the extended class.

Despite offering a framework with extendible building blocks we found
the need to extend the list of simulation action primitives in order to accom-
modate required actions such as process creation and termination. Simmcast
does not offer such primitives since a Simmcast simulation experiment is de-
fined using a simulation description file that specifies the network topology
and startup parameters.
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Figure 2: The proSPEX architecture.

An additional technical issue that had to be overcome in the translation
process involved addressing. During the translation from an UML 2.0 model
to a (modified) Simmcast simulation model we had to map concepts such
as Pid (process identifier) expressions8, which can either be self, parent,
offspring or sender, to Simmcast simulation code.

In the Simmcast code generation process we found the need to use tem-
plates, as can be seen in Fig. 2. The templates are fed into a text templating
engine (the Velocity Template Engine[24]) in order to insert dynamic content
into prewritten Simmcast source code. Text templating engines are essen-
tial tools in code generation as they solve the problem of inserting dynamic
content into prewritten text.

7 Conclusion

The verification and validation of formally specified communication software
has been accepted as being vital in overcoming the complexity of interactions
in application and network layer protocols. In this work we have argued that

8These expressions are derived from SDL and incorporated into UML 2.0 via the ITU-T
Z.109 Recommendation
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in addition to correctness, performance is a vital quality attribute of commu-
nication software. In support of this view we have presented a model-driven
methodology for the performability analysis of the communication compo-
nents of software for EIS. This methodology is supported by the proSPEX
performance analysis tool.

In developing our methodology we found that UML 2.0 class, archi-
tecture and state chart diagrams were necessary to define the architecture
and behaviour of communication software. The use of patterns for com-
munication software architecture proved to be useful in the model-driven
development of the architectural aspects of network and application layer
protocols. We found that simulation scenarios and network parameters (loss
probability, bandwidth and delay distributions) could be specified by using
UML 2.0 collaboration diagrams.

In addition to presenting our methodology we have highlighted the archi-
tectural aspects of the proSPEX tool which takes advantage of XML-based
application integration and an extendible simulation framework, namely
Simmcast. We found it necessary to extend the set of simulation primi-
tives offered by Simmcast in order to allow for dynamic node (or active
class) creation and termination. At the same time we found that the UML
2.0 communication abstractions, offered by extending UML 2.0 with SDL
actions, map readily to Simmcast simulation primitives.

We have used and extended an existing simulation framework and fo-
cused our efforts on building a model-processor and not an editor. We hope
for these aspects to serve as an example of the efficient use of resources in
the research environment. Ongoing work on proSPEX includes development
on the trace analysis component and user interface.
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