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 Submission  
Software permeates and impact almost every aspect of our lives today. However not much is understood in terms of 
how software shapes the teaching and learning of disciplinary knowledge in formal learning contexts. This paper re-
ports on the findings from a two-year funded longitudinal study examining how the notion of software literacy is un-
derstood, developed and applied in tertiary teaching-learning contexts. We explore the relationship between student 
success in acquiring software literacy and their broader engagement and understanding of knowledge across differ-
ent disciplines. A qualitative interpretive methodology framed the study involving two case studies of media studies 
and engineering students’ learning to use discipline-specific software. Student data were collected through class ob-
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servations, online surveys and focus group interviews. Findings indicate that a majority of students consider them-
selves as early adopters of technology, knowledgeable in the affordances and constraints of their disciplinary soft-
ware, and preferred informal learning strategies to supplement their formal learning of disciplinary software. There 
was however a lack of student critical awareness of the role of software in shaping their learning of disciplinary 
knowledge. The findings provide insights into practices relating to tertiary teaching and learning involving software 
and highlight the significance which programming code may have in the shaping and application of disciplinary 
knowledge in educational contexts. Implications are offered in terms of tertiary educators’ practice and the provision 
of student learning support.  

 

Introduction  
Software is an integral and embedded part of 21st century everyday professional and personal life. Code 

provides the infrastructure through which everyday life is increasingly ‘performed’. Most people develop proficiency 
with ubiquitous software packages informally through everyday engagement. However, the role and influence of soft-
ware is largely taken for granted. Software is not neutral; its design and functioning is embedded within particular 
sociocultural codes of practice and assumptions made by software designers/programmers. For example, the actions 
of ‘copy, cut and paste’ are taken for granted as naturalised functions and embedded across different software but 
poorly understood as tools that shape our engagement with knowledge, culture and society in the 21st century. In 
tertiary education contexts, educators often assume that students already possess the necessary skills and concep-
tual frameworks to learn with and through generic software packages to successfully accomplish learning tasks and 
process, and tend to neglect how the affordances of different software shape the ways students ‘perform’ the soft-
ware (Adams, 2006). Emerging evidence internationally and locally indicate a dearth in this digital generation’s basic 
academic literacy skills for successful learning despite their technological competency (Thompson, 2013). 

Our research draws from current developments in the emerging field of software studies (Fuller, 2008; Ma-
novich, 2008) to propose the notion of software literacy as an inherent and vital but poorly understood part of digital 
literacy (see example of digital literacy frameworks by Beetham & Sharpe, 2010; JISC, 2014;  UNESCO, 2013). We 
define software literacy as the repertoires of skills and understandings needed for students to be critical and creative 
users of software packages and systems in a culture now embedded within and increasingly generated through 
code. Software literacy involves expertise in understanding, applying, problem solving and critiquing software in the 
pursuit of particular learning and professional goals. It relies on a combination of general competency with software 
and technologies, together with the ability to undertake more independent (even informal) learning of discipline-
specific programmes as and when required.  

We hypothesise there exist three progressive tiers of development towards software literacy: 1) a foundation-
al skill level where a learner can use a particular software, 2) an ability to independently troubleshoot and problem 
solve issues faced when using the software, and finally, 3) the ability to critique the software, including being able to 
apply such critique to a range of software designed for a similar purpose and to use these understandings for new 
software learning. The third tier involves the ability to identify affordances and their implications (including the con-
straints) of particular software and identify ways to both apply and extend its use such that it is relevant and mean-
ingful to a wider range of learning purposes, tasks and contexts. As suggested above, this conceptual model is a 
response to current limitations in digital literacy frameworks (e.g. Alexander, et al. 2017) which do not go far enough 
to identify the implications of software (see Khoo, Hight, Torrens, & Cowie, 2017).  

 

The problem being addressed  
The research intention was to unpack if and how students develop and use discipline-specific software litera-

cy, understand the influence of specific software applications on the way they make sense of disciplinary knowledge 
and whether their learning trajectories fit with our hypothesised tiers in the software literacy framework. This aim is 
translated into the following question: 

To what extent and how does student software literacy develop and impact on the teaching and learning of discipline 
specific software in formal tertiary teaching settings? 

The findings can importantly enhance our understanding of how students acquire knowledge and skills to 
use software and the extent they are able to apply and extend these to successfully learn and act in formal tertiary 
learning contexts. 
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Study design/Approach  
The research draws from data collected in a two-year longitudinal funded research (Khoo, Hight, Torrens, & 

Cowie, 2016), to report on the views of participating tertiary media studies and engineering students from a New 
Zealand university. A qualitative interpretive methodology framed the data collection and analysis in the study. Two 
case studies of students learning discipline-specific software within two very diverse disciplines of study - media 
studies and engineering - were developed. An overlapping longitudinal study design (Arzi, 1988) tracked shifts in 
equivalent student cohorts’ software literacy development. For the media studies case (a three year programme), our 
team tracked one group of students from Year 1 to Year 2; and another group from Year 2 to Year 3 focusing on 
their learning in papers/coursework involving discipline-specific software (Adobe Creative Suite, Final Cut Pro). Simi-
larly, in engineering (a four year programme), one group of Year 2 students was tracked into Year 3, and another 
group from Year 3 into Year 4 of their study involving their learning of SolidWorks (a computer-aided design/CAD 
software). In this paper, we focus only on student perspectives of teaching and learning. Data on an initial baseline 
study and lecturer perspectives have been reported elsewhere (see Khoo, Hight, Torrens, & Cowie, 2016).  

Student data were collected from observations of lectures and laboratory (lab) sessions to understand stu-
dent learning to use discipline-specific software, online surveys and focus group interviews. The project received hu-
man ethical approval and participation was on a voluntary basis. Analysis of the data was underpinned by sociocul-
tural theory which directed attention to the interaction between people, the tools they use to achieve particular pur-
poses and the settings in which the interactions occur (Cole & Engestrom, 1993). Emergent themes from the analy-
sis were identified through a process of inductive reasoning (Braun & Clarke, 2006). 

 

Findings  
Four key themes emerged highlighting students’: i) general comfort level in engaging with technology; ii) 

overall preference for and/or reliance on informal learning strategies in acquiring software skills; iii) understanding of 
core affordances and constraints of disciplinary software applications; and, iv) a relative absence of critical software 
literacy among students. 

i) Student comfort level with technologies 

When asked about their general views regarding technology, 38% of students (n=169) reported they usually 
use technologies when most of their friends do (average across five papers), 35% reported liking new technologies 
and using them before most people they knew did, and another 18% reported loving new technologies and being 
among the first to use them. A majority of students (91%) therefore consider themselves early or quite early adopters 
of new technologies and are comfortable in engaging with new technologies. 

 

ii) Student preference for informal learning strategies in acquiring software skills 

Students reported drawing mostly from informal learning resources when learning/acquiring skills to use dis-
cipline-specific software (see Figure 1). The three highly valued strategies (combined ‘useful’, ‘very useful’ and 
‘extremely useful’ ) by media studies students were ‘Going online to refer to instructions’ (91%), “Asking a 
peer’ (86%) and ‘Going online to refer to YouTube videos’ (86%) as useful to their learning of discipline based soft-
ware. Engineering students reported ‘Asking the teacher’ (80%), ‘Asking a peer’’ (49%) and ‘Referring to the course 
or lab notes’ (41%) as their preferred strategies. Possible reasons for Engineering students’ valuing asking their lec-
turer for help before relying on more informal strategies as compared to Media Studies students could be due to the 
perceived complexity of SolidWorks or less experience at school with CAD software in general.  



 73 

 

Figure 1. Strategies students used to learn discipline-specific software (collated ‘useful’, ‘very 
useful’ and ‘extremely useful’) 

 

In focus groups, students highlighted a preference for learning at their own pace; sometimes drawing upon 'more 
expert' peers or approaching learning collectively when learning professional software. Referring to online resources 
such as YouTube instructional videos was particularly valuable (as in this representative quote): 

Trying to follow a software tutor in class is] like watching a YouTube video without pause and rewind…. (Second 
year Media Studies student) 

Although regular attendance at formal labs is part of coursework for both disciplines informal learning strategies were 
regularly used to supplement formal lecturer-led sessions.   

Many students across disciplines reported the need to invest time and attention when learning discipline-based 
software to achieve basic competence (and some students explicitly commented that they developed more intensive 
learning strategies in response). A Media Studies student considered that discipline-specific software (in his case, 
Final Cut Pro) was sufficiently complex that work done outside the classroom became an important part of learning: 

… the [lecturers] can give you all the tools but if you’re not motivated to do your own experimenting, you’re not 
going to learn the software at all … That’s definitely a big part of that is having the time to actually sit down and 
play around with it yourself. I mean, you can’t expect to just be taught the software—it’s something that needs 
time, you’ve got to learn it, it doesn’t happen overnight. (Second year Media studies student) 

This was also the case for engineering students learning to use SolidWorks as one student explained:   

Cause there’s so many tiny little individual parts about understanding SolidWorks that you get past a certain point 
and suddenly you don't know how to mirror a three-dimensional part (for example). (Second year Engineering 
student) 

 

iii) Student understanding of software affordances 
When asked regarding their understanding of the affordance and constraints, students across Media Studies 

and Engineering were able to discern the general affordances of their discipline-based software (tiers 1 to 2 of our 
hypothesised software literacy model) and to identify the value of these affordances for addressing tasks in their dis-
ciplines. For example, the Engineering students noted how SolidWorks affords their addressing of engineering de-
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sign issues; it allows them to rotate and manipulate different views of their drawings (81%), easily modify their draw-
ings (79%) and visualise their design drawing to share with others (78%). Similarly, the media studies students re-
ported on the ways their discipline creative software afforded their editing images and sound separately (60%), im-
porting visual and aural elements to combine with their own film footage (59%) and easily manipulating all the ele-
ments in a moving image sequence (56%).   

Students from both disciplines were also aware of the constraints/limitations of software they were learning 
and commented on areas such as accessibility (e.g., affordability or incompatibility or crashing issues), time and re-
sourcing demands when learning to use the software, and lack of functionality (e.g., wanting to 3D model in video 
production software, applying/bringing real images into SolidWorks). While students of both discipline were less likely 
to identify themselves as 'highly proficient' or 'expert' in using discipline-specific software at the completion of their 
course, most nevertheless reported confidence in being able to troubleshoot applications (tier 2 software literacy).  

 

iv) Relative absence of critical literacy among students 
When asked about their discipline-specific software learning and competency before and after taking course-

work, a majority of students reported shifting in their ability to use the software after learning and using it in their 
course. Based on the categories, ‘I would need help’, ‘I have the basic skills’ (tier 1 of our framework), ‘I can trouble-
shoot problems’ (tier 2) and ‘I can apply this software’ (tier 3), students at the start of coursework felt they would 
need help to use course software, or that they only have the basic skills to use the software. In media studies, at the 
beginning of coursework, 29% of students reported needing help, 28% felt they had the basic skills, 12% felt they 
could troubleshoot while 12% could apply the software more extensively. After coursework this shifted to 6% of stu-
dents needing help, 35% consider they now have the basic skills, 28% could troubleshoot problems and another 
29% could apply the software more widely. Similarly in engineering prior to coursework, 52% felt they needed help 
initially with SolidWorks, 39% thought they had the basic skills, 6% could troubleshoot problems encountered while 
only 3% could apply SolidWorks to a wide range of tasks. After coursework, 1% reported needing help, 45% felt they 
had the basic skills, 37% could troubleshoot issues, and another 16% thought they could apply SolidWorks more 
extensively. 

Most students however had difficulty identifying core disciplinary ideas embedded within software, or felt they 
were unable to critique the software they were using. Very few students in Engineering discussed how SolidWorks 
shaped their disciplinary knowledge (a key part of software literacy) as with students in Media Studies. Triangulation 
of data sources suggested that the few students who reported being at tier 3 were in most cases already competent 
on entry to the course. 

Students interestingly highlighted that their learning of discipline-specific software is facilitated by having pri-
or engagement with software or artefacts that had a similar conceptual basis and provided a pathway for them to 
engage with new and more advanced software learning. Media studies students for example reported that prior ex-
perience with Photoshop made easier to pick up the skills to use other media software; while engineering students 
similarly alluded to the role of introductory design software such as Google SketchUp. 

Students also proposed ways lecturers could approach the teaching of discipline-based software in order to 
enhance their appreciation of the socioculturally and historically relevant disciplinary ideas embodied within the soft-
ware including their authentic applications in real-life. In media studies, students raised the need to understand the 
broader contextual/conceptual framework behind the design of a software application: 

Like in Final Cut Pro, words like “bins” and other words they go back in history to actual bins that you put film 
footage into and the cutter will bring them out and cut them. I think that the history of editing and why those 
terms are used and giving them a bigger picture might just help them realise the terms. […] it’s just that deeper 
knowledge that’s very shallow when you’re coming into software if you don’t know the history of the industry that 
goes behind it (First-year media studies student). 

While engineering students highlighted raising awareness of the software’s possibilities:  

I think what would be cool is if we had case studies or something; just some problems in class we could work 
through, the teacher could go through, like, “this is something that you may encounter while you’re doing CAD, 
this is how we’ve gone about it, you could do it your way but this is the procedure we’ve used” (Second-year 
engineering student). 
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Discussion and conclusion  

The study findings evidenced the existence of our proposed three-tier software literacy framework. Most stu-
dents were comfortable to achieve tiers 1 and 2 in perceiving themselves to be early adopters of technologies, able 
and willing to engage in informal learning strategies to supplement formal lab based teaching of discipline-based 
software and could troubleshoot issues encountered with software. Our framework offers a conceptual tool for practi-
tioners in understanding the role of troubleshooting as an important development stage in learning with and through 
software. However our findings affirmed a lack of students achieving tier 3; that is developing a critical awareness of 
the influence of software in shaping disciplinary knowledge and extending this critique to other software applications. 
As such, some implications for tertiary educators teaching software include: 

 Lecturers can tap into students’ informal learning strategies and resources as a supplementary to and at 
times above formal strategies to learn discipline-based software. This ensures diverse students’ learning 
needs can be met through multiple pathways for exploring a software’s affordances. 

 Lecturers need to explicitly teach and model software critique if they wish to foster this capacity and/or 
make this possibility known to students. Students’ superficial critique of software challenges current as-
sumptions of today’s digitally literate generation; critical awareness is not necessarily due to familiarity 
with and regular use of software. 

 Lecturers can direct attention to formatively assessing students’ initial software literacy and adapting 
teaching activities accordingly as there is an advantage of more advanced software learning for students 
with prior engagement with other similar software. Lecturers adopting a range of teaching approaches 
(formal and informal) and being flexible to address diverse learning needs will be valuable in supporting 
student learning. 

As digital technologies and the software embedded within them become increasingly pivotal in everyday life, it is cru-
cial that we be aware of their influences on the ways we come to know and understand disciplinary knowledge in 
tertiary teaching-learning contexts. This research goes some way towards addressing these issues.  
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