Initial Research for the Development or Purchase of a Computerized Synthesizer For Use as a Composer's Aid

by Scott Vaughan

## August 9,1978

The author's primary goal is to begin research leading to the attainment of a low cost computer/music system which will allow the composer to write polyphonic music of up to eight voices into a computer through a terminal, and have the music played back by means of computer synthesized sound or by means of a conventional synthesizer controlled by a computer via didgital-tcanalog converters.

The system must demand less mental and physical energy than the repeated sight readings often necessary during the creation of a composition. In order to deliver the necessary ease of operation, the system's software must be relatively easy to edit, since compositional processes often require a very large number of minute alterations. The system must also allow the composer to control with relative ease the parameters of pitch, tempo, and volume." Other desired elements are user control of envelope and waveform. In order to be compitable with future music printing applications, the software must be defined linearly, at least within the confines of the measure, or in the case of music not using traditional music notation, within the confines of a structural unit similar in score length to the measure.

The goal system will allow the composer to retreat
and hear his product objectively as the painter steps back to review his canvas．

The search for the goal system began with the discovery of promotional material for the Rowland Micro－Composer，a small specialized computer that allows a composer to enter a score and direct the computer to play the score by emitting up to eight controlled voltages and corresponding triggers to control a standard music synthesizer．An interesting feature of the system is its ability to lay and follow its own click track on a multitrack tape deck．This feature allows the recording of twentyfour computer controlled voices on a conventional tape deck with four tracks and synchronizing capabilities。

For one who is not a composer it may be difficult to fully appreciate a programable music playing machine。 As a compositional aid the Rowland Micro Composer far surpasses the piano which cannot sustain notes，has a limited number of voices，cannot sound like a flute section， and is limited to the pianistic skill of its player．

Unfortunately the price，$\$ 4,800.00$ ，which must be added to the price of a large synthesizer，about $\$ 1,200.00$ ， is prohibitive．According to Mark Scovill，an integrated circuit designer for Texas Instruments，the price of the Rowland Micro Composer represents an extremely high markup over the actual cost of the unit＇s hardware。 In light of this information，the development of a
less expensive system or the discovering of a system marketed elsewhere seems sensible.

The next step in this research was to explore the automated music system, AMUS, developed by Dro Dan Wo Scott for use with a computer assisted ear training program being developed by the music theory department at North Texas State University。 An outstanding feature of this system is the fact that it is relatively inexpensive, yet it delivers up to seven voices with user control of dynamics, pitch, tempo, rhythm, and even limited control of envelope. For further system description see appendix Bo Unfortunately this system would not be usable by all because it is not commercially available, having been designed and built exclusively for use at N.T.S.U.

To further explore the computer/music hardware relevant to the goal system, a letter requesting information about music related computer hardware and software was mailed to numerous companies producing inexpensive computers. The letter and a list of companies to whom it was sent is presented in appendices $C$ and D, respectively. About one month after the mailing a brochure arrived describing a music synthesis board and related hardware produced by a company called Solid State Music operating out of Santa Clara, California.

Solid State Music's system, compatible with any computer using the "Altar Bus", offers one voice per
board and control of pitch, tempo, rhythm, attack and sustain of the envelope, and a simple, high level software which makes simple the writing and editing of the programmed score. For further description see appendix E .

It became evident through this material and a conversation with Mr. Scovill, the integrated circuit designer, that, in most cases, computer music synthesis hardware is less expensive than comparable traditional voltage controlled hardware.

A list of dealers included with the Solid State Music brochure listed the Micro Store in Richardson, a suburb of Dallas, as a retail outlet for Solid State Music's hardware. In a conversation wi.th a Micro Shop salesman who identified himself as Dale, it was learned that the boards produced by the California firm could only be used with a system using an sloo buss, and such a system would cost around $\$ 2,000.00$. Since the monophonic boards cost about $\$ 150.00$ apiece, the cost for a system using this hardware would be prohibitive.

An aditional promotional brochure was received from a company named Alf Products, operating out of Denver. Their music synthesis hardware offered significantly better cost efficiency. Their primary synthesis board, which offers control of rhythm tempo, pitch, envelope, and waveform, and is monophonic,
is priced at $\$ 265.00, \$ 100.00$ more than the Solid State Music board. ALF, however, also markets a product they call Quad Chromatic Pitch Generators, a device which offers four independent voices without control of waveform, envelope, and dynamics. These functions, however, can be added by means of accessory boards. Perhaps the most impressive feature of the Quad Chromatic Pitch Generators is their price, which can be as low as $\$ 111.00$ depending on what options are purchased. For further information on the ALF systems, see appendix F .

Contrary to the information on the specification sheets in appendix $E$, the ALF boards have no software yet. This fact was presented in a letter, dated July 21, 1978, from $\mathrm{ALF}^{\circ} \mathrm{s}$ Philip J. Tubb. This letter is included in appendix F .

A trip was made to the Compu store, a computer retail outlet near Dallas, for two reasons. First, it was learned that relatively inexpensive computer systems,using an S100 bus and perhaps compatible with the ALF and Solid State Music boards, might be available at a store such as this. Secondly, the people at this store reportedly knew how to get in touch with members of the various "user's groups" in the Dallas area. Some members of the "user's groups" might know of people working on projects related to the goal system.

Bill Powell, a sales person at the Compu Store, demonstrated various musical applications of the Apple II computer, a relatively inexpensive system which does not use an SlOO bus but which can be expanded by the addition of various specialized boards. He directed the Apple II to perform a monophonic tune utilizing the small speaker normally used as a bell or signal device on the terminal. The melody was produced by software synthesis. For an expamle of this software see appendix C. An interesting aspect of the Apple II's performance of the melody was that the musical tones played were "phase shifted", a popular effect used in electronic music. This effect usually requires a specialized piece of equipment called a phase shifter.

Mr. Powell identified "The Apple Core", a "user's group" associated with the Apple II computer, and he mentioned that some of the members were working on musical applications of the computer.

Mr. Powell also told about Craig Boody who is engaged in research closely related to the goal system. Mr. Boody, once associated with a college in Sherman, Texas, recently moved to Minneapoiis, and his address there was not known by Mr. Powell.

A few days after the visit to the Compu Store, Mr. Powell called and told of an Apple Program which played music and printed it on a standard matrix
printer.
A catalog of synthesizer modules which included a description of a microprocessor system for controlling standard synthesizer modules, an inexpensive, tempered, and reportedly precise digital-to-analog converter, and other computer/music hardware and software, was received from Paia Electronics located in Oklahoma. City. Parts of the catalog are exhibited in appendix H. The Paia catalog advertised their publication, Friendly Stories About Computers/Synthesizers (Design

## Alalysis)

This publication, its authorship uncertain, was ordered and received. It describes how the Paia 8700 computer/controller works in conjunction with a digital keyboard and specialized software to produce polyphonic capability and digital control of the various parameters of a standard voltage controlled synthesizer. The publication also stated that a Paia music synthesis system is currently being developed which will use the Apple II computer. Friendly Stories About Computers/Synthesizers can be read in its entirity in appendix $I$.

A phone call to Paia rendered the unfortunate news that their microprocessor, at this time, does not have the capacity to play a polyphonic score of more than a few measures.

The next step in the search for the goal system
was a phone call to ALF Products in Denver where Mr. Phil Tubbs, who deals with the music related hardware, said the boards advertized were being developed as part of a computer music system which will have real time performance capabilities as well as programable capabilities. This system will sell for around four thousand dollars. Further inquiry revealed that the boards produced by ALF were being adapted for use by the Apple II computer. Mr. Tubbs also said that Craig Boody, mentioned by Bill Powell at the visit to the Compu Store, is working with the Apple Computer system in his development of a computerized system for playing and writing music, and that he was given this author's name and address when it was received in this author's first letter to ALF。

A call was placed to the main office of Apple Computers in California where it, was learned that the computer/music project is being handled by Dr. Windle Sander. A letter was sent to Dr. Sander inquiring about the capabilities and costs of the music synthesis boards and when they will become available.

What transpires in the future toward the attainment of the goal system will be affected by answers to questions concerning the ALF, Paia, and Apple music related systems and systems yet to be discovered. At this. point there seem to be five pragmatic possibilities regarding acquisition of the desired system. First,

The Quad Chromatic Pitch Generators might be adapted to operate with an inexpensive computer not using an Sl00 bus or with a yet-to-be-discovered inexpensive computer which does use an Sl00 bus. Second, the Apple music synthesis system might be available at an affordable price. The third possibility is that the Paia system may be adaptable to operation with an inexpensive computer. Fourth, the Paia/Apple system may become available at an affordable price. Fifth, additional research may uncover an available goal system.

## AMUS CONTROL COMPUTER

DEPARTMENT OF COMPUTER SCIENCES
North Texas State University by DAN W. SCOTT, Ph.D.

The job of the control computer is to translate the user's SCORE, OR "SOURCE" SCORE, FROM A STRING OF ALPHABETIC AND numeric characters into a listrof parameters called the play score, or "ObJect" score, The play score is used, after its generation, by the control computer's performance program to provide the detailed parameter values required by the Musor voice clock and signal generators.

The play score is stored in the control computer's memory, and it is the size of this memory available for the play score which determines the length and complexity of the source score which can be translated. The minimum memory required for the resident computer programs is 5000 bytes; with an 8000 -byte memory, then, about 3000 bytes are available for the object score, and this would be more than ample for the ear-training drill
scores. The present model has a memory of 12,000 bytes, which Leaves 7,000 bytes available for the object score; this is sufficient for a three-page four-part piece such as Bach's Fugue 13, about 2 to 3 minutes of moderately complex music. The Present model could be provided with up to 16,000 bytes of MEMORY, 11,000 FOR THE OBJECT SCORE, OR ABOUT $50 \%$ MORE THAN. present, As a rule of thumb, each note (for each voice, without duration) translates to 6 bytes of play score (2 bytes if legato) plus 6 bytes for each duration. Metronome values and other performance information is not explicitly translated into object information, and does not use memory.
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APPENDIX C

Scott Vaughan
1821 Sena
Denton, Texas 76201

Dear Sirs:

I am a doctoral music composition student at North Texas State University, and $I$ am searching for an interactive computer system which will play a multi-voiced musical score entered in character form from a standard terminal, controlled voltage keyboard, or whatever. A unit like the Rowland Micro Composer would be great, but it is out of my price range. I am looking for a system for around $\$ 1,000.00$ 。

Would you please send me any free information about your systems and about any relation they may have to the production of music.

Thank you very much for your time and help.

Sincerely,

Scott Vaughan

Alpha Microsystems
Apple Computers
Audio Engineering
Canada Systems

Creative Computing
Creative Microsystems
Cromenco

Data Dynamics Texhnology
Digital Group
Dynabyte
E\&L Instruments

Egbert Electronics

Electronic Control Technology
Heathkit
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Integral Data Systems
Kent-Moore Instruments'
Micro Design
Micromation
Micro Systems Development
Objective Design
Ohio Scientific Research
osborne and Associates

Pada
Parasitic Engineering
Processor Technology

Sharp and Associates
Space Byte
Systems Insight
Technical Design Labs
Terminal Systems




## SB-1 SYNTHESIZER BOARD

### 1.0 GENERAL DESCRIPTION

The Solid State Music Synthesizer Board (SB-i) is a waveform synthesizer card designed to interface with the $5-100$ bus. With this card, a microcomputer may be programmed to play a monophonic solo in an instrumental "voice" that is controlled by software. Polyphonic capability is provided for in MUS-XI through multiple cards. The music is written in a high-level language called MUS-X1 which is entered into the system via an ANSCII keyboard, paper tape, floppy, or other input medium.

MUS-XI is a real-time interpreter and therefore music can be heard immediately after the musical notation has been typed in,with no special pre-processing needed. The tempo of the music is controlled by a software timer bullt into MUS-X1 and has a range of 50 to 170 beats per minute in $2 / 2$ to $8 / 8$ time.

### 1.1 MEMORY MAP LOCATIONS

The $S B-1$ is a memory map device and can be moved through memory from 8000 Hex to FF00 Hex by presetting a switch on the card.

### 1.2 OUTPUT INTERFACE

The $S B-1$ provides signals to a $2-p i n$ molex connector from an emitter follower circult (low-impedance driver) at approximately 1 volt rms maximum.

1. 3 DESIGN (see block diagram)

The SB-1 uses an 8255 programmable peripheral ic which controls the main five functions of the card through three bytes.

Main functions:
1...set frequency (1 byte)
2...set octave (i/2 byte)
3...set volume ( $1 / 2$ byte)
4...set duration of envelope ( $1 / 2$ byte)
5....set 4 special control bits (1/2 byte)

The board has two oscillators. A 20 MHZ oscillator is used in the timing of a pre-settable counter for frequency control. The output of the frequency counter (Divide by $F$ ) is divided down again by another counter by two's to set up nine different octaves. The resultant frequencies from the octave-divider are selected by a multiplexer and used to drive a counter as a scanner of a 256byte random-access memory (Waveform storage). 32 bytes of the memory is scanned at a time, and the stored memory data drives a Digital-to-Analog Converter (DAC) to generate a waveform in 32 segments.

## 1.3 (continued)

The second oscillator is a multivibrator(LM 555)running at a frequency of about 200 HZ , and can be adjusted from 90 Hz to 600Hz. The multivibrator frequency is used in the timing of a pre-settable counter for envelope duration control. The output of the duration counter (Divide by $T$ ) is used to drive another counter as a scanner of a $16 \times 4$ bit random-access memory (Envelope storage). The $16 \times 4$ memory's data drives a DAC for generating 16 changes in volume(an envelope) of the waveform when the card is commanded to play a note.

The waveform data and envelope data are combined Into a composite waveform by a Voltage-Controlled Amplifier(VCA). The composlte"waveform's level (volume) is turned up or down by the use of another VCA.

The waveform and envelope shapes are defined by a string of bytes written into the $\mathrm{SB}-1$ 's two memorles. As an example, if a squarewave was wanted for a waveform, then 16 bytes of $F F$ hex and 16 bytes of 00 hex would be loaded into the card. The waveform memory is capable of holding two sets of four 32 byte waveforms. The set of waveforms is controlled by the envelope circuitry so that a new waveform could be generated for every $25 \%$ of the envelope's duration.

### 1.4 SOFTWARE

The use of MUS-XI does not require programming sklll. If the user can interpret the notations on a piece of sheet music, he or she can relate the alpha-numeric instruction to it. For examiple:

$$
\begin{array}{ll}
P P=P i a n i s s i m o & W=\text { Whole note duradion } \\
-B=B \text { flat } & Q=\text { Quarter note } \\
+B=B \text { sharp } & /=\text { End of a measure } \\
(100,3,4)=100 \text { beats per minute in } 3 / 4 \text { time }
\end{array}
$$

1.5 POWER REQUIREMENTS (From S-100 bus)
+7 to +9 Vdc unregulated e 1.3 amps
+12 to +18 Vdc unregulated e 25 milliamps
-12 to - 18 Vdc unregulated © 25 milliamps
1.6 PRICE (All parts, including ic sockets and software)

Kits - $\$ 250.00$ Assembled and tested - $\$ 350.00$



$$
\begin{aligned}
(K,-B) & (100,3,4) \\
& \text { Y Q5C4OAB5CF; } \\
\text { Top part,Card } & I \text { Q4AOFGAR } / \ldots
\end{aligned}
$$


$(K,-B)(90,3,4)$ MP 4HDQD;MP 3QDFA/ QAGA; QDFA/ .......

## Solid State Music



## DESCRIPTION \& PRICES

o ALTAIR 8800 and IMSAI 8080 plug compatible
o Option of 2 K (8) or 4 K (16) 1702 As
o Dip switch selection of addressing and wait cycles
o Reverse voltage protection
o On board regulators for $+5 \&-9 \mathrm{v}$
o All sockets included in kits
o Gold plated finger contacts
Complete Kit (less EPROMS) $\$ 65.00$
Complete Kit (8 EPROMS) $\$ 145.00$
Complete Kit (16 EPROMS) $\$ 225.00$
Prices include postage for U.S. and Canada. We ship UPS Blue Label when appropriate. UPS COD orders accepted. No credit cards please.

## BASIC KIT LIST

2 CTS dip switches
$162 / \mathrm{h}$ pin low profile sockets
616 pin low profile sockets
214 pin low profile sockets
2 IM34OT-5 regulators
2. LM 32OT-8 regulators
4. 1N4001 diodes

256 ohm $5 \%$ resistors
6470 ohm $5 \%$ resistors
192.7 K ohm resistors

6 tantalum capacitors
2 . 1 ceramic capacitors
174100
1 74LO4
$274 \mathrm{II}_{4} 2$
174175
2 DM8097
1 DM8131
1 PC board
4 sets \#6 screws, nuts \& washers

## Solid State Music

## 8K/16K EPROM (2708) BOARD



| FPATURES | PARTS LIST |
| :---: | :---: |
| Oples combatible wita all S 100 Bm mainframes (Altair, MLSA, ete.) <br> ODIP switch selection of manory add. ress assimment. <br> ObIP switch selection of memory complement (8K/10k) <br> onn switch selection of wat cyciles (0 to 4) <br> ONo wait cycles required with oftional 2708 EPROMS. <br> OLow-power Schottky support chips. oReverse voltage protection. <br> OT.I. low profile sockets provided for all ICS. <br> OGold plated edge connector contacts. |  |




## PARTS LIST

I. PC Board with gold fingers

69 16 pin low-profile sockets
314 pin low-profile sockets
27 position DIP switches
6'91LO2APC/D2102AL-4 lowpower RAMs
174 LSOO
17402
1741942
174 LS 74
274367 (DM 8097)
1 OM 8131.
51 N 4003 diodes
47805 or $340 \mathrm{~T}-5$ regulators
$\therefore$ ?.7 uF/20V tantalums
40.1 uF disc capacitors
142.7 K ohm, $\frac{1}{4} \mathrm{~W}$ resistors
$339 \mathrm{~K}, \frac{1}{4}$ W resistors
4 sets $\# 6$ serews, nuts and washers
1 2-pin Molex connector \& mate
1 instruction set

2102A Walsh ave. santa clara, ca. 95050
408/ 246-2707
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## Solid State Music

16K STATIC RAM BOARD


FEATURES
S-100 bus compatible.
Fully buffered address $\&$ data lines.
Extra lo-power, 200nsec $4 \mathrm{~K} \times 1$-bit static RAMs allow operation over 2 MHZ .

Board inhibit line allows hardware jumps on reset or power-up and/or memory expansion beyond 64 K .

Address selection at any 4 K boundry with DIP switch at top of board.

Memory protect in 4 K blocks with automatic unprotect on power-up.
T.I. lo-profile sockets for all ICs.

Hi-grade glass-epoxy board with gold contacts.

PARTS

| 1-74L00 | 4- 100 pF disc |
| :---: | :---: |
| 4-74L04 | capacitors |
| 1-7483 | 1-. 001 l F ceramic |
| 1-74LS32 | disc |
| 1-74(LS)47 | 18-.1uF ceramic |
| 1-7442 |  |
| 1-7481A | 1-100pf 5\% |
| 1-74121 | 1-.0033uF 5\% |
| 1- lMM8098 or 74368 | 2-2.7uf e 20V |
| 1-8212 | tantalum |
| 32- UPI410 | 1-4 position DIP |
| 4-M10026 | switch |
| 1-7812 or 340T-12 | 1- heat sink |
| 12 V regulator | 3- sets \#6 hardware |
| 2-7805 or 340T-5 | 1- PC Board |
| 5 V regulators | 4-8 pin sockets |
| 1- 1N751 or 1N5231 | 1-24 pin socket |
| 5 V zener | 4-16 pin sockets |
| 1-560 ohm $\frac{1}{2}$ watt | 8-14 pin sockets |
| resistor 3 | 32- 22 pin sockets |
| 1-68 ohm $\frac{4}{}$ w $5 \%$ |  |
| 1-100 ohm $\frac{1}{4} \mathrm{w}$ |  |
| 6-1.0K ${ }^{\text {¢ }}$ W |  |
| $10-4.7 \mathrm{~K} \frac{1}{4} \mathrm{~W} 5 \%$ |  |
| 1-3.92K 1\% RN55-ty |  |

## Solid State Music

2102A Walsh Ave. Santa Clara, CA 95050


## EAATURES

SYSTEM COMPATIBILITY
S-100 Bus Computer Systems
SERIAL PORTS
OTwo serial I/O ports (2-I \& 2-0) with full handshaking status from UART's.
oStatus sense easily reversible.
OStatus bit position jumper selectable on an IC header.
O20/60 mA current-loop interface with on-board optical isolators or EIA interface.
olndependent baud-rate selection for input and output from 55 to 9600 baud (EIA) or 55 to 4800 baud (1-100p).
oRegulated $+5 \mathrm{~V},+12 \mathrm{~V}$, \& -12 V outputs provided on both serial headers.
oNumber of stop bits, parity even or odd, word length and Status/Data port reversible by DIP switch control.

PARALLEL PORTS
oTwo latched I/0 ports (2-I \& 2-0) using 8212 latch-buffers.
oRegulated +5 V \& -12 V outputs provided on all 4 parallel headers.
ADDRESSING
oIndependent DIF switches for setting address of the serial and parallel port blocks.
P.C. BOARD
oHi-grade glass epoxy with plated-thru holes and gold-plated edge connector contacts. OT.I. low-profile sockets are provided for all IC's and headers.

POWER REQUIREMENTS
$0+8 \mathrm{~V}$ @. $92 \mathrm{~A},+16 \mathrm{~V}$ @ $.6 \mathrm{~A}, \&-76 \mathrm{~V}$ @ . 08A typical
SPECIAL FEATURES
olnterrupt capability provided for on serial and parallel ports.
OTwo spare 16 -pin DIP patterns provided.
OAll jumpers on IC headers for easy I/0 reconfiguration.

## Solid State Music

## 4 K STATIC PROM/RAM BOARD



| FEATURES | PARTS |  |
| :---: | :---: | :---: |
| S-100 bus compatible. | 4 ea. U1, $8,41,53$ | 7805/340T-5 |
| Fully buffered address $\&$ data lines. | 2 ea. U2,3 | 74 (LS) 257 |
| Jump on reset circuitry allows execu- | 2 ea. U4, 7 | 741.S42 |
| tion of programs at any 1 K boundary by | $\begin{aligned} & 1 \text { ea. U5 } \\ & 2 \text { ea. U6,47 } \end{aligned}$ | 74LS175 74 LS 08 |
| hitting reset. (May be modified to jump on power-up.) | (2-32 ea.) U9-40 | 2112 (optional RAM) 82S126/82S129 |
| Jump address $\&$ enable set by DIP switch at top of board. |  | $\begin{aligned} & 82 S 126 / 82 S 129 \\ & \text { or } 74 S 287 / 745387 \end{aligned}$ |
| Memory protect by DIP switch at top of board. | 5 ea. U42, 43, 50-52 | $\begin{aligned} & \text { (optional PROM) } \\ & 8 \mathrm{~T} 97 \end{aligned}$ |
| Wait states (0-2) selectable by DIP | 1 ea. U44 | 74LS04 |
| switch at top of board. | 1 ea. 445 | 741.574 |
| Uses 2112 RAMs \& 82 | 1 ea. U48 | 74LS32 741 S 00 |
| 74S287/74S387, or [M8573/[M8574 PROMs. | 1 ca. U49 | [M8131 |
|  | 17 ea. D1-17 | 1N914/4148/4448 |
| RAM $G$ PROM may be mixed in | 6 ea. Cl-6 | 2.7-20uF, 15V |
| increments in any pattern. | $1 \mathrm{ea}$. | 680 ohn t L W |
| Power requirements: +8 V @ 1.5 A typical <br> ( 4 K RAM) | $\left\lvert\, \begin{array}{cc} 1 & \text { ea. R3 } \\ 24 & \text { ea...R4-27 } \end{array}\right.$ | $\begin{aligned} & 560 \text { ohm } \frac{1}{W} \mathrm{~W} \\ & 2.7 \mathrm{~K} \frac{\mathrm{~W}}{} \mathrm{~W} \end{aligned}$ |
| +8V @ 2.4A typical | 2 ca. S1,2 | 7PS' DIP switch |
| ( 2 K PROM \& 2 K RAM) | 4 ea. | heatsinks |
| T.I. lo-profile sockets for all ICs. | 4 ea. | sets \#6 hardware |
| Hi-grade glass-epoxy board with gold | 43 ea. | 16-pin sockets |
| contacts. | 6 ea. | 14-pin sockets |

## VIDEO INTERFACE



| FEATURES | PARTS |
| :---: | :---: |
| - S100 Bus Compatibje <br> - 32 or 64 Characters per line <br> - 16 Lines <br> - Graphics (128 x 48 matrix) <br> - Left \& Right horizontal margins of about $8 \%$ of the full raster width <br> - Upper vertical margin of about $6 \%$ <br> - Vertical rate- 59.3 Hz , Horizontal rate- 16.01 KHz <br> - Parallel \& Composite video <br> a On board low power memory <br> - Powerful software included fur cursor, home, DOL, scrull, Graphics/Character, etc. <br> - Upper case, luwer cabse \& Greck <br> - Output to video monitor or video amplifier in I'V. set <br> - Black-on-white \& white-on-black <br> - Sockets inciuded |  <br> Call or write for information on our complete line of fine products. |

## A L F Products Inc. 128 S. Taft; Denver, CO 80228; (303)234-0871

3 July 1978

Scott Vaughan
1821 Sena
Denton, TX 76201

Enclosed is information on our computer controlled music synthesis equipment. We are currently producing a 71 key organ-like keyboard which can be connected into a computer with an RS-232C standard serial input port. The mechanism is custom made for us by Pratt-Reed, makers of keyboards for Arp, Moog, Oberheim ( $\mathrm{E} \mu$ ), Steinway, and others. This unit may be useful for entering scores to a computer system, since it is serial compatible and does not require an $A$ to $D$ converter for connection to digital equipment.

I do not know what the price range of a Roland sequencer is. Prices of our equipment are enclosed: We do not currently offer a computer system, but computers are easily obtained in a wide range of prices. Our Pitch Generators (10-5-9 and 10-5-10) are very low cost, and may be ideal if you do not require control of parameters other than pitch (or if you have filters and envelope generators for external manually controlled use, triggers are easily obtained from the Pitch Generator). The 10-5-10 parallel version will interface to nearly any computer having a TTL parallel output port with 10 or more bits. More than one pitch generator can be used if more than 4 voices are required.

If you need control of pitch, waveform, envelope, volume; then the AD8 series components would be more suitable. Although the 10-5-12 is designed for the S-100 (Mits 8800) bus, it can be connected into nearly any system using an 8080 processor with a little work.

If you need any additional information, please let me know.


Philip J. Tubb


## GENERAL

The 10-5-4 and 10-5-11 Synthesis Boards are synthesizers for use in AD8 series music synthesizer systems. The 10-5-4 synthesizer is compatible with AD8 Controllers and AD8 Adapters, and the 10-5-11 synthesizer is compatible with AD8 Micro-Bus Controllers and AD8 Micro-Bus Adapters.
Detailed information on the functions of these synthesizers is given in the paper "An introduction to AD8 Music Synthesizers", available free from ALF.

## OPTIONS

When ordering a 10-5-4, either option A1 or A2 must be specified. 10-5-4(A1) is the standard model, which uses a 14-pin header for board address selection. 10-5-4(A2) is a slightly higher cost version which uses a DIP switch for board address selection, allowing simple address changes when necessary. When ordering an A1 version assembled, board address (an integer from zero to seven) must be specified. Also available on the 10-5-4 is option 1 which replaces the 2 MHz 6810-1 waveform memory with a 4 MHz 68B10 memory; to order add a comma 1 to the option list, e.g. 10-5-4(A1, 1).
When ordering a 10-5-11, either option A1 or A2 must be specified as described above. Option 1 (described above) is also available. The 10-5-11 is available in three power configurations: +9 and +17 volts filtered unregulated (standard), +8 and +16 volts filtered unregulated (S-100), or +5 and +12 volts regulated $\pm 1 \%$. When ordered assembled, the power configuration should be added to the option list as P1 (9 and 17), P2 (8 and 16), or P3 (5 and 12). Example: 10-5-11(A1,P1) is the standard model, assembled.
Both synthesizers are avaifable in kit form. ALF kits are intended only for those skilled in electronic construction and testing; request the Kit Policy Sheet prior to ordering kits. Note: synthesis boards are particularly difficult to assemble and test to those not familiar with the circuit. An oscilloscope may be required if solder bridges, incorrect parts placement, or other assembly errors are encountered. To order a synthesis board in kit form, add a comma K to the option list: e.g., 10-5-11(A1,K).

## MOUNTING

The $10-5-4$ is a $10.5^{\prime \prime}$ wide ( $7.5^{\prime \prime}$ tall) card with a 100 conductor ( 50 pairs at $.125^{\prime \prime}$ spacing) edge connector $1.5^{\prime \prime}$ from the left side, and is designed for use in a card frame with backplane board (motherboard). The $10-5-11$ is an $11^{\prime \prime}$ wide ( $7.5^{\prime \prime}$ tall) card with a 20 and a 26 conductor ( 10 and 13 pairs at .1 " spacing) edge connector (both for ribbon cable connection), and is designed to be bolted into a stack of boards through four holes (one at each corner) suitable for \#8 bolts. Four male/female 8-32 threaded hex spacers plus eight washers are supplied for $7 / 8^{\prime \prime}$ center-to-center mounting.

## TYPICAL POWER CONSUMPTION

Per board: 425 mA at +9 volts, 55 mA at +17 volts.
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## AD8 MICRO-BUS ADAPTER S-100 COMPATIBLE



- S-100 PLUG-IN COMPATIBLE

See owner's manual for details.

- 512 HZ INTERRUPTING CLOCK

For note duration and interval timing

- ON-BOARD INTERRUPT AND RST GENERATORS
For use with or without priority interrupt cards.
- LOW POWER SCHOTTKY TTL CIRCUITRY
+8 volts at $375 \mathrm{~mA},+16$ volts at 25 mA (typical)
- ADDRESSED AS 2K OF MEMORY

Allows fast, easy function changes.

- DIP SWITCH ADDRESS SELECTION

To any 2 K boundry.

- PROVISIONS FOR EXTERNAL INPUTS

Allows for non-standard interrupt or pitch frequencies and connection to unused note bus lines.

- NOTE BUS PROVIDES AD8 TOP OCTAVE From $2 \mathrm{MHz} \mathrm{S-100} \mathrm{clock} \mathrm{or} \mathrm{optional} \mathrm{crystal}$ oscillator.


## GENERAL

The $10 \cdot 5 \cdot 12$ Adapter Board is designed to plug into an S-100 computer system, a standard stereo amplifier, and one or
 approximately $5^{\prime \prime}$ tall with connectors in place. Complete detais on S-100 compatibility and requirements are given in the Owner's Manual (see price list for ordering information). A stereo output cable with dual phono plugs is used for amplifier
 ALF

The Adapter Board can control one to eight Synthesis Boards (part number 10-5-11). (See photos of Adapter Board and stack of Symbesis Boards on reverse side.) Two edge commectors at the ton of the board (one for the Micro Bus and the other for the Note Bus) are connecled to similar edge conncctors on the Synthesis Boards by means of two ribbon cable assemblies. These ribbon cables plug into the Adapter Board run out of the computer system, and connect to each
 edge connector at the top of the Adapter (which duplicates the Micro-Bus) is used for connecting AD8 Micro-Bus accessontes. Additional Adapter Boards can be used when it is desirable to conlrol more than eight Synthesis Boards

The Adapter Board also contains a clock which interrupts $5 \dagger 2$ times per second This clock can be used as a time reterence in order to produce notes ol various durations of to generate olther precision delays. The clock can be used in conjunction with existing interrupt hardware (e.g. priority interrupt cards), or the on-board interrupt and RST generators can be used in systems with no internpt hardware.

## TYPICAL POWER REQUIREMENTS

The Adapter Board requires about 375 mA from the +8 volt supply and about 25 mA from the +16 . When using the S-100 power supply to drive the Synthesis Boards. an additional 425 mA from the +8 volt supply and 55 mA from the +16 volt supply per board is required. (For eight boards, this is approximately 3400 mA and 440 mA .)

## SYNTHESIS BOARD CONTROL

 sent over the Micro-Bus to the Synthesis Boards and/or olher accessories. The address written to is also available on the Micro-Bus. Each function and waveform eiement of each Synthesis Board has a unique memory address assigned to in. By witho a byte of data to that memory address. the funclion or waveform otement can be programmed The Adapler Board is not aclive dunng memory read (except as doscnibed below tor the inlerrupting clock). S 100 compalibility has been tested for various 2 MHz and 4 MHz systems, additional information is available trom ALF (please indicate system type of interesl). For 4 MHz operation. Symhesis Boards must be ordered wilh option 1

## TOP OCTAVE GENERATION

Twelve pitch references ranging Irom approximately 3520 Hz to 6645 Hz are provided for use by the Synthesis Boards. These pitches are derived from a single hiçh frequency clock input. This clock input can be supplied as an external input (at the opmon header) for special tumg or puth bending: the imput range is 100 kHz to $2.5 \mathrm{MHz}, 2.00024 \mathrm{MHz}$ results in standard tuning Using a 2 MHz Irequency from pin 49 (CLOCR) of the S-100 bus or the 2.00024 MHz trequency from the oplional on-board crystal oscithator, the twolve pitches are within $0.1 \%$ of the $\mathrm{A}-440 \mathrm{~Hz}$ luning standard. Each pilch's Irequency is the twellith rool of lwo times the provious pitch's trequency.

## INTERRUPTING CLOCK

The on thand clock is designed to internupt the computer at a rate of 512 limes per second. (Actual rate with 2 MHz top octave trequency input: 511.12 Hz Tming accuracy with crystal option: with 0.1 seconds per minute; tirning self-consistant to $0.002 \%$ ) Interrupts may be counted by soflware to determine note durations or oiher intervals. For example, to produce a note $1 / 4$ th second long, the note is started, 128 interrupts are counted, and the note ended. Accurate darations can be created regardess of variations in solfware speed.

On systems with a priority interfupt generator card (which ailows the $\vee 10$ through V 17 lines to be used with automatic RST or CALL generation). the board can be jumpered to any one of the 8 vectored interrupt lines.

For systerns with no interrupt provisions, on-board circuitry allows for interrupt generation and RST generation. The interfupt line is jumpered to PINT lor automatic interrupt generation, and the RST generator is enabled to SINTA. On interrupt. the RST generator will atomalically cause a BST mstruction to be executed, causing a "catl" io an mimpupt routine. Routine address can be selected from $0,10,20,30,40,50,60$ or 70 (octal) by means ol a DIP selection switch. No external hardware for interrupt processing is required. Note: a priority interrupt generator card is recommended if more than one interrupting device is present in the S-100 system. .

The intermpt routhe must acknowedge the inlernupt to colear the inlermpl reguest and resel the circuitry for the next chock cycle. The interrupt is acknowledged by feading a byle from any memory address within the 2 K selected for the board.

## SOFTWARE

8080 soltware is avahable tor reproduchon costs Irom ALf. (Music, data may the migher priced due to royaltios to the artists.) For information contact: ALF Products, Software Division; 128 South Talt; Denver. CO 80228

## OPTIONS

The Adapter Board is avaitatle assembled or in kil form. Al.F kits are intended only for those skilled in electronic construction and testing; request the Kil Policy Sheet prior to ordering kils. The kit lorm parl number is 10-5-12(K). When ordering assembled, the part number is $10-5-12(\mathrm{P} 1)$ or $10-5-12(\mathrm{P} 2)$ depending on power requirements. P 1 is ALF standard for use where +9 and +17 volts are available. P2 is S-100 standard for use where +8 and +16 volts are available

Option 1 adds the crys!al oscillator for use on computers where $\overline{\mathrm{CLOCK}}$ (pin 49) is fol 2 MHz and for systems where this signal may not be accurate enough for pitch generation. To order, add a comma 1 to the option list: 10-5-12( $\mathrm{K}, 1$ ), $10-5-12(\mathrm{P} 1.1)$, or $1-5-12(\mathrm{P} 2.1)$


IMSAI QUAD CHROMATIC North STar Crenc


10-5-9(A4) S-100 COMPATIBLE $\quad 10-5-10(A 4,1, P 2) \quad$ PARALLEL INTERFACE


- PRODUCES 1-4 TONES SIMULTANEOUSLY Two boards produce $2-8$ tones in stereo.
- LOW COST, EXPANDABLE

Accessory boards add additional functions

- TOP OCTAVE GENERATION FROM SINGLE 2 MHZ CLOCK
From pin 49 on S-100 version, external input on parallel version. On-board crystal oscillator is an available option.
- 96 PITCHES FORM AN EIGHT OCTAVE RANGE Includes full standard piano range. All pitches within $0.1 \%$ (equal spacing. $A=440 \mathrm{~Hz}$ ) with 2 MHz input.
- AUDIO OUTPUT CONNECTS TO STANDARD AMPLIFIER
- A SUBSET OF THE AD8 SYNTHESIZER SERIES
Other AD8 functions can be added with accessories.
- LOW POWER SCHOTTKY TTL CIRCUITRY +8 volts at $485 \mathrm{~mA},+16$ volts a! 40 mA (typical).
- SOFTWARE AVAILABLE FROM ALF

Most software available at reproduction costs.

- RECREATIONAL

Relative enjoyment factor (REF) exceeds 82 (typical).

## DESCRIPTION

The 10-5-9 Quad Chromatic. Pitch Generator is a single board audio pitch generator for musica! applications. 11 is S-100 compatible, and will plug directly into an S-100 computer and an audio amplifier. (Complete details on S-100 signals used and timing expected are given in the Owner's Manual.) This board is also available in a parallel output compatible version using a SIMP-A interface, as described in CSL publication \#1-77A (availabie from ALF for \$1); interface requirements are also described in the Owner's Manual. The parallel version is part number 10-5-10.

The board consists of a control section, and four channel sections. The control section contains the S-100 address selection circuitry (or SIMP-A interface circuitry) and the top octave frequency synthesizer. Each channel section selects frequencies from the control section to produce one of 96 possible tones. Each channel section is independent from any other channel section, and each is identical in function. The board may contain the components for only one section, for two or three sections, or for all four channel sections.

Each channel produces a pitch which is selected programmaticaliy from any of 96 frequencies which form an eight octave range. The entire standard piano range is included, plus 8 higher frequencies. Frequency range is about 27.5 Hz to 6645 Hz . Using all four channets, four pitches can be produced simultaneously.

## APPLICATIONS

The Pitch Generator series is ideal for starting out in computer controlled music. The simple, straightforward design makes it easy to create accessories, and a wide variety of accessory boards will be available from ALF. The Pitch Generator consists of four duptications of the Note Selection circuitry from the AD8 Synthesis Board. The remaining AD8 synthesis functions (waveform, envelope, and volume control) will be available on accessory boards. The programming format of the Pitch Generator is the same as the AD8 series, allowing for simple conversion of ADB software for use with Pitch Generators.

To produce more than four simultancous lones, Iwo boards are easily connected to a stereo amplifier (or a mono amp with a simple $Y$ connector) lo allow up to 8 simultaneous tones. (More tones can be achieved with additional boards.) Individual outputs !rom each section are available (on the option header) for connection to external synthesizers and for accessory boards. Manual volume controls can also be connecled, as shown in the Owner's Manual. The Pitch Generator is ideal as a computer controlled pitch source for use with existing synthesizer systems. It is also ideal for educational applications (computer assisted instruction) in melody construction and similar tasks where envelope and wavelorm control are not required.

## PROGRAMMING

The Pitch Generator requires very little processor attention, leaving the computer free to perform additional tasks while producing tones. The Pitch Generator is very simple to program. In the S-100 version, the board takes four consecutive output addresses, the first of which must be divisible by four. Thus, each channel has its own port. By outputting a byte to the channel's port, a pitch or rest is programmed into that channel. The channel will continue producing the indicated pitch (or rest) until another output byte is received. The output byte contains the rest/play flag in bit 7. the octave number in bits 6 through 4 , and the note number in bits 3 through 0 . Outputs are processed immediately so no busy flags are required. For those new to music, the Owner's Manual includes a section on reading sheet music.

## OPTIONS

When ordered in kit form, the board can be ordered with 1, 2, 3, or 4 channels. (Channels can later be added with add-on kits.) When ordered assembled, the board is available only with all 4 channels. On S-100 versions, a 2 MHz clock is expected from pin 49 (CLOCK); on parallel versions a 2 MHz signal may be supplied to the option header. If a 2 MHz clock is not available (on either version), order the on-board crystal oscillator option (uption 1). The paratled version is availat) lor use with 18 and 196 volts (fillored. unregulated) as option P2 or for use with +5 and +12 volts (regulaled, $\pm 5 \%$ ) as option P 3 ; if the $10-5-10$ is ordered assembled, either P2 or P3 must be specified.
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## A L F Products Inc. <br> 128 S. Taft; Denver, CO 80228; (303)234-0871

21 July 1978

Scott Vaughan<br>1821 Sena<br>Denton, TX 78201

I believe I sent you all information available on the QCPG and the AD8 series aside from the Owner's Manuals, which you could order if you wish. If you have any specific questions I would be glad to answer them. (I will enclose data and price information in case they were not sent previously.) We do not currently have software available, although we are working on 8080 machine language software for both the QCPG and the AD8.

There are no data sheets available for the 71-key keyboard since it is still be developed. The keyboard consists of the 71 keys, 9 pushbuttons, and the electronics and enclosure. The keyboard requires a small amount of +8 or +12 yolt power, filtered. The keys and switches form 80 possible keys. When one of these 80 keys is pressed, its code (0-79) is sent serially at rates from 300 to 9600 baud (DIP switch selectable); using RS-232C transmission and standard 1 start, 8 data, 1 stop bit format. When a key is released, its code ( $0-79$ ) plus 128 is sent. Plans were also made to include a switch which shifts the code up into the ASCII printing character range; but I don't know if this will be present in the final model. For computers which do not allow use of the parity bit (the most significant bit), software can simulate this bit since it is always the complement of its state in the previous transmission
(with the same code); and the computer can be programmed to assume an initial transmission of 0 ("pressed") since initially no keys are pressed. The keyboard is about 4 feet long, 9 inches deep, and 5 inches tall; and cannot be shipped by post office or UPS. The price is expected to fall somewhere near the $\$ 400$ range (plus shipping), but I' $n$ not sure how accurate that is. In real-time performance use, either for performance or entry of compositions, baud rates of 4800 or 9600 are recommended. Lower baud rates may result in poor "feel" due to the lag in transmission. We find 2400 to be marginal, and notice no problems at 4800; we therefore tend to use 9600 as an extra precaution. (With 10 bits per transmission code, including start and stop bits, 9600 baud is of course a rate of up to 960 codes per second, or 480 press/release combinations per second. With an 8 channel (voice) system, this allows the performer to use up to 608 -note chords pressed and released in a single second.) I believe this covers most the details of the keyboard.

We feel there is no difficulty in using the synthesizers for real-time performance; we plan to produce whole systems (including the computer and software) which allow real-time and pre-programed material to be produced simultaneously.

Let me know if you need any additional information.
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## THE BASIC SOUND ELEMENTS

There are many ways to think of sound. In this paper, we will discuss only one method because it is used in many music synthesizers, including the AD8 series. If we think of a sound in terms of pitch, waveform, envelope, and volume; then we know the basic parameters which synthesizers use to create sounds.

## PITCH

Most sounds create a pattern of air movement which repeats over and over. When the sound is produced electronically, usualiy a speaker cone will move in that pattern to produce the sound. If we were to draw the movement of two tones with different pitches, it might look like this:


A single section of the repeating pattern is called a "cycle" of the tone. The number of cycles occuring in some fixed amount of time determines the pitch of the sound. Usually this is measured in cycles per second, which are called Hertz $(\mathrm{Hz})$. The top drawing has 60 cycles per second (only $1 / 10$ second is shown), the bottom drawing has 100; thus the bottorn drawing has a higher pitch.

If a pitch had about 262 cycles per second (a 262 Hz tone) then it would be what musicians call "middle $C^{\prime \prime}$, which is "C3" in AD8 terminology. If it were twice that. ( 524 Hz ) it would be a C one octave higher ("C4" in AD8 terminology).

In most music, the pitches used are not randomly selected, but are picked from a set of traditional pitches. There are twelve such pitches, and they are called A, A sharp, B, C, C sharp, D, D sharp, E, F, F sharp, $G$, and $G$ sharp. (Other names include $B$ sharp which is $C, E$ sharp is $F$, A flat is $G$ sharp, $B$ flat is A sharp, C flat is B, D flat is C sharp, E flat is D sharp, F flat is E, and G flat which is F sharp.) The lowest pitch available on the AD8 series is an A (AO) whose pitch (or "frequency") is about 27.5 Hz . The remaining 11 pitches are spaced evenly to the $A$ in the next octave (A1) whose pitch is about 55 Hz (twice 27.5).

The AD8 has 8 octaves (numbered 0 through 7) each of which have these 12 traditional pitches. The lowest pitch of each octave is the A (or "A natural") whose frequency is $27.5,55,110,220,440,880,1760$, and in the highest octave (A7), 3520 Hz . The pitch of each A sharp is about 1.06 (the 12 th root of 2) times the pitch of the $A$ in the same octave; the pitch of each $B$ is about 1.06 times the pitch of each $A$ sharp; and so forth. This gives 96 pitches (from the lowest A, AO, to the highest $G$ sharp, GS7) with each pitch having a frequency of 1.06 times the previous pitch.

## WAVEFORM

Here is a drawing of two sounds of the same pitch but with different waveforms. Two cycles of each sound are shown:


The sound on the left has a "square" waveform and the
one on the right a "sawtooth". The names are descriptions of the way each cycle looks when drawn. Some other commonly used waveforms are sine (left), triangle (right), and pulse (bottom):


Different waveforms produce different sounds, but the differences are best heard rather than described in writing. There are a variety of ways waveforms can be produced, and some of them are described later.

## ENVELOPE AND VOLUME

Most sounds do not simply start at full volume and cut off when they stop. The way sounds begin and end is called the "envelope" of the sound (in terms of volume only). Since the AD8 uses the term "volume" for another feature, the volume of a sound at different points in its envelope is referred to as "loudness" (and the volume at different points in its waveform is called "amplitude"). The loudness (and volume) of a sound has to do with the size of its movement. A typical sound with envelope might look like this: (sawtooth wave)


The envelope of a sound is generally drawn with the outline of the sound only. The above sound's envelope would look like this:


In the above drawing, the envelope is divided into four stages. The first is called the "attack". The loudness of the sound goes from zero to its maximum. Attack is usually referred to as a rate; a sound where the attack takes a long time (and the loudness rises slowly) is called a slow attack rate, and one where the attack takes a short amount of time (the loudness rises quickly) is called a fast attack.

The next stage is called "decay". The loudness drops from maximum to a lower level. Decay is also considered a rate; and is slow or fast (or in between) just as an attack rate is.

The next stage is called "sustain". The loudness stays about the same during the sustain stage. This level (which the decay dropped to) is called the "sustain leveli". It is usually considered to be a fraction or percentage of the maximum loudness (reached at the switch from attack to decay, which is the "volume level" in AD8 terminology).

The final stage is the "release" stage. It is identical to decay except that rather than dropping from the volume level to the sustain level, the loudness drops from the sustain level to the zero level. The loudness is thus returned to the same level it started at (before the attack stage) so the next envelope may begin.

## TYPICAL VOLTAGE CONTROLLED SYNTHESIS METHOD

In the traditional synthesizer, such as those developed by Moog, all parameters are handled as voltages. Signal sources produce a voltage which is controlled manually. A keyboard produces a different voltage for each key; a simple oscillator produces a voltage which changes at a rate selectable by a knob. Signal processors take in a control voltage and produce an output voltage which is related to the control voltage. A voltage controlled oscillator uses the control input to control the rate at which the output voltage varies. The outputs of signal sources are connected to signal processors; and the outputs of the signal processors can go into other processors (perhaps along with additional signal sources) or can be the final audio output.

A typical synthesizer might start with a keyboard as a signal source. The output voltage of the keyboard would be run into the control voltage input of a voltage controlled oscillator (VCO). The VCO will put out a pitch which is determined by which key on the keyboard is pressed. The output voltage of the VCO is that pitch, and the waveform would probably be one of the five waveforms shown on pages 2 and 3. To create other waveforms, the VCO output is connected to the input of a filter (another signal processor). There are many types of filters which are used to create different changes in the $V C O$ 's waveform. By selecting the proper type or types of filters, and adjusting the various controls of the filters, a variety of waveforms can be created. To add the envelope, the signal is put into an envelope generator which is triggered by an additional output of the keyboard. When a key is pressed, the envelope generator changes the loudness of the signal it is processing to follow the contours of the desired envelope. Overall volume and stereo positioning would be added by means of a mixer or additional processors.

The main theory of the traditional synthesizer is quite simple. All manual inputs (such as knobs and keyboard keys) are converted into voltages. All signal sources
put out voltages. All devices which affect the sound (the signal processors) are controlled by voltages and output voltages. If all these voltages are compatible, then any output may be used to control any input; and any output may be used as an audio signal.

The main advantage of all this is speed and precision. Since the human performer cannot easily control, for example, the loudness of the pitch (envelope) while playing, the envelope generator does this for him each time he presses a key. If the performer could manually adjust the level while playing, there would be no need for an envelope generator; the performer could generate his own envelopes with much more variety than an envelope generator can. There are usually so many parameters to control that even simpler controls than envelope generation are performed automatically since the performer prefers to directly control only a few of the most important details. Other advantages besides speed include freedon from the boredom of repetition, and the ability to produce consistantly accurate and precise results. Thus, most synthesizers include devices to perform those tasks which require high speed, accuracy, or large amounts of repetition. The performer controls only those parameters which he chooses to have maximum control over.

The major flaw in this theory is the cost of such a device. Since it is not known at the design time which functions the performer will wish to directly control, all functions must have provisions for automatic control. In theory, this is done by making the controls of all functions voltage inputs, and making controllers with the necessary voltage outputs. Thus, either controllers or manual signal sources can be used as the controlling agent. This is very expensive. Most signal processors have only a few control inputs and the majority of the parameters are controlled only manually using knobs on the processor. Usually the knobs are used to control parameters which (in the opinion of the designers) do not need to be changed often or do not require extreme accuracy in the settings. For example, most envelope generators have only a trigger input (which starts the cycle); and the attack rate, decay rate, sustain level,
and release rate are controlled manually by knobs. If the performer decides that all notes will have a certain envelope except the note "C" which will have a different envelope, most envelope generators do not have inputs which would allow the connections required for this particular effect.

An additional problem is the physical interconnection of all the voltage inputs and outputs. Originally wires called "patch cords" were manually connected between each input and output used. (Since the wiring is changed for different functions, it could not be wired at the factory; each configuration was wired by the performer and changed when the performer desired a different function.) Changes in the patch cord setup required a great deal of time, and the large number of cords required resulted in a complex tangle of cords routed across the synthesizer. Later, various clever interconnection schemes were developed (most of which resulted in reduced versatility) but in general all interconnections must be set in some manner by the performer and cannot be quickly changed and recreated. For this and other reasons, most stage performers use several synthesizers so each can be set for different connections.

## THE AD8 SERIES SYNTHESIS METHOD

The method of control in the AD8 series is somewhat more intangible. The most simple configuration, for use with computer systems only, has no manual inputs. All of the functions are controlled by the computer system, as directed by programs written by the performers. In systems for performance use, the manual inputs (such as keyboards and knobs) are converted into (binary) numbers. For example, each key on a keyboard is numbered, and when a key is pressed or released, its number can be sent to the computer. All signal sources and processors are controlled by numbers.

In a simple system, the performer presses a key, and the key's number is sent to the external computer. The computer converts this number into the proper format for
a pitch generator (if necessary) and sends it to the pitch generator. This is similar to connecting a keyboard to a VCO in the traditional synthesis method. The computer also sends a number to the envelope generator causing it to start the envelope. This description is quite similar to that of the traditional synthesizer; ju change "voltage" to "number". The difference is that the voltages in the traditional method go directly from the keyboard to the VCO and so forth; whereas the number in the AD8 all go to and from the computer. The programt in the computer does the routing rather than acutal wire

This programming is very easy to change. It can be store on paper and magnetic tape, cards, discs, and other storage media. For example, a performer can set up the routing program, make any changes he decides are needed, and store the program on a magnetic disc. Any time the same settings are desired, they can be read off the disc In addition to function settings, background melodies or entire scores can also be stored.

The programming is also more versatile than patch cords The computer can change the programming in a fraction of a second, in response to inputs from the performer. For example, pressing the "C" key can be a cue to the comput to change the envelope; allowing $C$ to have a different envelope as discussed above. The computer can run throug a sequence of processes each time a key is pressed. The need for several synthesizers on stage is reduced since the AD8 can change all parameters in a fraction of a second; the performer need only define the parameters it advance and program them to be recalled at the touch of a button.

Additionally, there is the versatility of using a computer. Programs can be written to change key
signatures, supply chord progressions, program multiple boards at once, store previous melodies and play them back for the performer to hear while he plays additional themes (which can aiso be memorized by the computer), ar a variety of other functions.

Naturally, there are disadvantages as well. The performer who wishes to buy an AD8 with performance keyboard and controls, then use only pre-programed features will not be able to take full advantage of the computer system. Although the pre-programming supplied with a performance system may be more versatile than other synthesizers, even more control can be attained through the use of custom computer programs. On some synthesizers, creating a new effect not possible with the original synthesizer requires the addition of new hardware; this new hardware (electronics) may have to be custom designed and built. In the AD8 series, a new effect may also require such additional equipment. It may require only custom computer programs. You may wish to create such programs yourself. There are a number of books and classes available at local computer stores on computer programming; and progranming is not difficult to learn (although it is usually time consuming). It is also possible to hire a programmer, and there are many talented programmers especially at universities with computers. Custom programing is also available from ALF.

Another disadvantage is that numeric control is, like voltage control, expensive. It is difficult to decide how extensive the numeric control should be. If the amount of control is small, the price is low but there may not be sufficient degrees of control for one or more applications. If the amount of control is large, the price is high and there is the chance that some degree of control is superfluous. The amount of control available on any given function is usually specified by the number of "bits" used to control the function. For example, if 3 bits are used to control the attack rate, then only $2 \times 2 \times 2$ or 8 different levels (i.e., 8 different attack rates) would be possible. The AD8 uses 8 bits ( $2 \times 2 \times 2 \times 2 \times 2 \times 2 \times 2 \times 2$ or 256 levels) for most functions.

Even the number of bits available for control is not an exact measurement of quality or of versatility. Perhaps in your application, you only use attack rates ranging from 10 ms (milliseconds) to 200 ms . Then a synthesizer with 32 levels ( 5 bits) and a range from 10 ms to 250 ms might be a better deal for you than one with 512 levels
( 9 bits) ranging from 8 ms to $10,000 \mathrm{~ms}$ ( 10 seconds); especially considering that the one with only 5 bits probably less expensive. Another factor is that maybe only every 10th level is useful in your application; a synthesizer with fewer levels at the needed spacing would be better.

It is usually the case that each company thinks that its choice of control (both range and levels) is best. Any fewer levels, they claim, and there wouldn't be enough levels. Any more levels, and the unit would be more expensive without adding perceptible improvements Expand the range, and there would be too great a dista between levels; compress the range, and necessary valu would be eliminated. Each designer makes several tests and establishes the levels and ranges based on the desired applications and the desired price ranges.
Therefore the consumer must decide for himself which : is best for his needs. Perhaps the best way to do this to arrange for a demonstration, although this is not always possible and it may take you quite a while to learn enough about each unit to guage its usefulness. Another way is to listen to demonstration tapes or records. Keep in mind that only a certain amount of material can be presented on a demo tape, and therefor not very many of the synthesizer's capabilities can be shown. The most important thing to listen for may be the general over-all sound quality. There shouldn't $b \in$ a lot of noise (you must exclude tape or record noise! volume changes should not always be in large steps, ar be wary if every sound is harsh or raspy or if "steps' are always evident in changes.

Information from data sheets and owner's manuals can a be useful in determining the usefuiness of a synthesi2 In this paper, graphs of various AD8 functions are shc These can give you a general idea of the range of eact function.

As in any synthesizer, only a certain number of functi are included. This allows the cost of the synthesizer be in some desired range. It is important that provisi




are made to add additional functions later. This allows you to start with a minimal system, and decide which other functions you need after you're used to the system. The AD8 series is based on a bus design which allows additional boards to be plugged into the bus. Connectors on the synthesis boards themselves allow for the connection of accessories such as portamento, pitch bend, echo, reverb, etc.

## AD8 SERIES SYNTHESIS DETAILS

The typical AD8 synthesis board has two sections which are independent until the very end of the signal path. One controls the pitch and waveform, and the other the envelope and volume.

## PITCH AND WAVEFORM



When the computer sends the number to select the pitch, it is stored in the "note latch". Part of this number is sent to the note selector, which selects one of the 12 pitches in an octave. The selected pitch is then multiplied by 32 and put into the octave dividers. The other half of the number from the note latch is sent to the rest/octave selector which selects the proper octave or a "rest" (no tone). The output of the rest/octave
selector is a frequency 32 times the desired pitch. This frequency is run into an address generator which goes into a 128 element Random Access Memory (RAM). Since both edges of the 32 times frequency are used, 64 elements of the RAM are addressed in a single cycle of the pitch. Each element of the RAM has 8 bits which allow a number from 0 to 255 to be remembered. (The numbers in: the RAM were written into the RAM by the external computer system.) The number from each element of the RAf is put into a Digital to Analog Converter (DAC) which changes the number into a voltage. This combination of the address generator, RAM, and DAC is called a scannedRAM voltage generator (SRVG). The object of this device is quite simple. For example, we may wish to generate a sine wave which looks like this:


To simplify the example, let's assume a SRVG with 16 elements (rather than 64) and only a number from 0 to 15 (rather than 0 to 255) in each element. First, we divide the sine wave into equal time intervals (the vertical lines in the following drawing) and draw lines dividing the vertical area into equal spaces (the horizontal lines):

This is very much like a sine wave except is produced in "steps". Obviously, the more steps (or elements in the RAM) there are and the larger the range the amplitude numbers can be, the more accurate the reproduction will be. Therefore, the AD8 uses 64 elements and 256 different amplitude values.

To produce a different waveform than sine, you simply use the amplitude numbers for the wave you wish to produce. To further increase the accuracy of the waveform generator, the output of the DAC goes into a programmable Low-Pass Filter. This filter, which the computer programs to different cut-off frequencies depending on the pitch being produced, reduces the steps in the waveform. On waves with sharp edges (such as a square wave) the filter can be turned off. After the filter, the sine wave of the previous example would look something like this:


This compares well with the original sine wave which we were attempting to produce. An actual oscilloscope photo of a sine wave on the AD8 before and after the filter is given on page 18.

You may have noticed that there are 128 elements in the RAM, but only 64 are scanned for a waveform. This allows two different waveforms to be defined in the RAM at once so that one can be reprogrammed to a new sound while the other is actually being used to produce the current
sound. Without a dual memory, it would be necessary to
reprogram the sound while it was being produced (which would be audible) or only change the waveform during a rest. An additional difficulty is encountered on the switch over from one half of the memory to the other.

$\square \square$
random switch-over
As shown above, if the switch from one waveform to another is done at a random time (such as switching as soon as the command to switch is sent by the computer) the result can be a sharp transition. The Select PreLatch and Select Latch allow the switch-over to be delayed until the start of the waveform definition. This guarantees a predictable switch-over, and allows the start (or zero crossing point) of all waveforms to be defined at the switch-over point, resulting in a smooth transition:



AD8 sine wave at Middle C before filter

AD8 sine wave at Middle C
filter setting: 15 octal


The three parameters used by the envelope generator (attack rate, decay rate, and sustain level) are stored in the Attack Latch, the Decay Latch, and the Sustain Latch. All three numbers are turned into voltages by 8-bit DACs (Digital to Analog Converters). The general operation of the envelope generator is as follows.

The sustain level and the current loudness level are compared, and the result put into the rise/fall selector. If the current loudness is less than the sustain level, "rise" is selected and the output of the rise/fall selector is the attack rate. If the current loudness is greater than the sustain level, "fall" is selected and the output of the rise/fall selector is the decay rate.

This output is put into an integrator which causes the loudness to rise or fall at the selected rate. If the current loudness is equal to the sustain level, the loudness will stay the same. Thus, as the sustain level is changed, the loudness will change to match the sustain level, but only at the rates allowed by the Attack Rate and the Decay Rate.

The "cycle" input causes the output of the Sustain Level DAC to be fully high. Thus, if the computer sends a

Cycle command, the loudness will go to the highest level at the attack rate. Once the loudness is at the highest level, the Limit Detector causes the Sustain Level DAC to go back to normal. This scheme allows complex envelopes to be created by setting or altering the Attacl and Decay rates, and changing the Sustain Level to determine the contour. The Cycle conmand is used for envelopes which go fully high before going to another level, with automatic switching between attack and decay

For the usual attack/decay/sustain/release envelope, the Cycle command simplifies envelope production. Prior to starting a note, the Attack and Decay rates and Sustain Level are set as desired. The pitch is changed (if necessary) and a Cycle command is issued. The synthesis board will then automatically perform the attack, decay, and sustain portions. When the end of the note is to occur, the release portion is started by changing the Decay Rate to the desired release rate (if different than the normal decay rate) and setting the Sustain Level to zero.

The desired volume level is stored in the Volume Latch. An 8-bit DAC converts this number to a voltage which is multiplied with the signal from the integrator (the current loudness). The result of the multiplication is put through a Logarithmic Amplifier.

REMAINDER OF THE SYNTHESIS BOARD


The outputs of the Logarithmic Amplifier and the Low-Pas: Filter are connected to a Voltage Controlled Amplifier. The output of this goes to the Position Control which sends the audio signal to the left or right mixer, or to both or neither. Connectors allow for more extensive stereo positioning with accessories.

Presently, there are two basic models of the AD8. The first model, called simply the AD8, uses a bus construction which is familiar to most computer users. All synthesis boards and the controller board plug into sockets on a backplane board (or "motherboard") which connects the signals of the various boards together, and supplies power (from a power supply connected to the backplane) to all boards. The controller board has a cable which connects to a SIMP-A interface in the external computer. With this system, the AD8 boards plug into their own backplane (separate from the external computer's backplane) and generally have their own cabinet (with card frame) and power supply.

A less expensive approach is used in the other basic model, called the AD8 Micro-Bus system. The adapter board plugs directly into an S-100 computer system, and ribbon cables run outside the computer to the synthesis boards. Two cables are used, one for the top octave frequency sources (the "note bus"), and one for the control signals (the "Micro-Bus"). The synthesis boards are held together by spacers forming a stack of boards. The ribbon cables connect to each board, providing the signals provided by the backplane in the AD8 system. The power is supplied by a separate cable connected with Molex connectors to each board. The power may be supplied by the S-100 system's power supply, or by a separate power supply.

The circuitry of the synthesis boards is the same in both models. Both models can accept accessory boards plugged into the backplane or to added ribbon cables. In addition to the controller board (or adapter board) and power supply requirements explained above, each AD8 system consists of an external computer and one to eight synthesis boards. Although computer requirements vary depending on the application, any computer system with 16 K bytes or more of memory should be sufficient; interrupt capability is quite useful.

The number of synthesis boards you need depends on your application. Each board can play only one tone at a time. If a song uses four tone chords plus a melody line, you would need five synthesis boards to produce that song. More synthesis boards are required if the release of one tone overlaps the attack of the next tone, as two boards would be required to perform that effect.

Each synthesis board responds to different function codes, so that they may each be programed independently. Boards are identified by an integer from 0 to 7, and two boards with the same number (or "address") are generally not used in a single system. There are two methods of indicating the address of a board. The standard method uses a header with jumpers soldered to it. There are 8 such headers (for 0 through 7) and they are plugged into a board to establish the number of that board. The optional method is a DIP switch which allows the address of a board to be set by a switch on the board. Usually, synthesis boards are assigned numbers from 0 up, adding 1 to the number of each board to create the number of the next board.
"Controller" boards contain a microprocessor to aid in music production, "adapter" boards do not. At present, the AD8 system is available only with a SIMP-A compatiblt controller board; the AD8 Micro-Bus system is available only with an S-100 compatible adapter board. (S-100 products will work only in S-100 systems, see owner's manuals for details. SIMP-A products are compatible with the Standard Interface for Micro-Peripherals as defined in CSL publication $\xlongequal{\#} 1-77 \mathrm{~A}$, available from ALF for $\$ 1$. SIMP-A is a ten-bit parallel interface suitable for use with PIAs and other digital interface circuitry.) Planne products include a SIMP-A adapter board for the AD8 series, and SIMP-A adapter and controller boards for the AD8 Micro-Bus series.

At this time, only the basic systems are available. Planned accessories include a 71 key digital manual (organ keyboard), performance oriented digital controls (knobs), reverb and echo accessories, and a unique noise source. Other accessories may also be produced.

## DISCUSSION

The analog circuitry of the envelope generator was chosen for its smooth (step free) envelope production and ease of programning. Many synthesizers use the scanned-RAM technique for envelope production. There are advantages to this method when it is implemented correctly, but the cost is prohibitive. For satisfactory results, a very large RAM is required along with variable speed scanning circuitry and special smoothing filters. To produce the usual attack/decay/sustain/release envelope, it is necessary to either run through the RAM for the attack/decay/sustain portion (holding at the last element for sustain) then reprogram for release and run through again; or have a special circuit which allows both to be stored and allow scanning to stop at the end of sustain, then resume for release. The second method is more desirable (since less data transmission is required) but requires an even larger RAM. The number of elements in the RAM in either case should be much greater than the number of elements acceptable in a waveform generator, and the scanning speed would require precise control over a broad range of values. Additionally, large RAMs require many bits of addressing when sending new data to the RAM. This limits the number of bits available for sending data to accessories. We feel that the simplicity of the AD8's analog envelope generator is advantageous compared to the scanned-RAM method. Although the scanned-RAM method can, when it is properly implemented, result in increased versatility, it is much more difficult to program in terms of the amount of transmission required. When producing a complex song while also interpreting a large number of inputs from manual controls, the external computer's processing time can become quite valuable, especially with the limited speed of modern inexpensive microcomputers.

Many people have suggested that only a DAC and an output port is necessary to create music. To match the precision of the AD8 at the highest note, over 425,000 bytes per second of output would be required. (This is the number of bytes sent to DAC's per synthesis board in an AD8 system for the highest pitch.) This is most likely
beyond the capabilities of the external computer; and if pre-stored data is used to reduce calculation time, a one minute song would require 24 megabytes of storage (Most short songs require only a few K bytes of storage in formats usually used in AD8 systems.)

Most synthesizer work is of an experimental nature, expanding the limits of current technology in sound production. It is therefore important to demand very little from the external computer system so that experimental work can proceed with simple programs, written casually and inefficiently. Probably most such tests are written as patches into existing drivers and performance software. The AD8 is designed with this in mind, and the transmission requirements are kept to a minimum. There are systems which play one to four tones by sheer software. These systems are written to the limit, and are unable to take on additional tasks such as keyboard scanning (or producing that fifth tone). Most AD8 performances can be done by interrupts while the computer system is simultaneously running another program (such as an operating system or perhaps BASIC).

Unlike the four-tone software systems, the AD8 has virtually no upper limit in terms of simultaneous tone production; each controller or adapter can connect to one to eight synthesis boards, and several adapters can be used in one computer system. You may not want to create whole symphonies now, but at least the capability is there should you ever need it.

Also available: Quad Chromatic Pitch Generators for a low cost start in music synthesis. Each board contains the pitch selection circuitry of 4 AD8 boards, and has provisions for adding accessory boards with additional AD8 functions for future expansion. Write to ALF for data on these products.
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Program for Use With
the Apple II Computer
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## ; A, 8700 COMPUTER/CONTROLLER <br> 



8700 Processor: 6503 MPU , Wear ree "Active Keyboard". Micro-Diagrostic. Extensive documentation, Fully Socketed.
Piebug Monitor: User Subroutines Relative address calculator. Pointer High-low. Back-sicpkey.
Cassette Interface: Load $\varepsilon$ Dump by file ". Positive indication of operation. Tape motion control.

## The AnswerFor... Student, Hobbyist, Manufacturer.

An exceptional price on an appilcations oriented 6503 based microprocessor system featuring: 1 K bytes RAM locations ( 512 bytes supplied), IK bytes ROM locations (256 byte monitor included), two 8 bit input ports, two 8 blt output ports, one latched and one buffered.
A 24 key touch operated keypad is used by the monitor to allow entry and executlon of user programs as well as controlling features not normally found on low-cost single board computers; including a relative address calculator that completely ellminates this normally tedious hexadecimal calculation and back-space key that eases entry and editing of programs. Pointer High and Pointer Low keys allow the 8700 's twin seven segment displays to serve the multiple functions of indicating both address location and data.
The 8700 fits in a space reserved in the 8782 encoded keyboard's case. PAIA software support available for Electronic Music Synthesizer interface.
\# 8700 COMPUTERICONTROLLER KIT
$\$ 149.95$
wt. 4 lbs.

## CASSETTE INTERFACE OPTION

This is one of the most reliable and easy to use cassette systems that we've seen. A single LED indicates proper cassette volume control setting and provides a positive indication of data flow. We've even made software and hardware provision for tape motion control (relays must be added). The CS-87 option fits entirely on the 8700 circuit board and consists of the POT-SHOT PROM and a handfull of additional components.
\# CS-87 Cassette Interface Option
$\mathbf{\$ 2 2 . 5 0}$ plus postage

## POWER SUPPLY

The logical chotce to power the 8700 . Fully regulated $5 v$, at 1 amp, $\rightarrow 9$ volts (14) 300 ma. Also provides a 60 Hz . output for real-time clock appllcations.
\# PS.87 Power Supply Kit
$\$ 24.95$
wt. 3 lbs.

## DIGITAL INTERFACE MODULES



EQUALLY TEMPERED DIGITAL TOANALOG CONVERTER Unlike more conventional R-2R ladder type digital to analog converters, the PAIA 8780 kit Is based on a multiplying principle that allows the module to generate the exact exponentlal stairstep function required to make even the simplest linear response oscillators and filters produce equally tempered musical intervals. The 8780 uses only 6 bits of data to generate over five octaves of control voltage. In an 8 bit system, the remaining two bits are ordinarily reserved for trigger flags, but may be used to provide micro-tonal tunings.
The module is physically and electrically compatible with the complete line of PAIA music synthesizer modules and is easily interfaced to any micro-processor.
\# 8780 Digital to Analog Converter
$\$ 34.95 \mathrm{wt} .1 \mathrm{lb}$.
QuASH (Quad Addressable Sample and Hold)
The least expensive way to provide multiple control voltage channels in a computer based synthesizer system is to multiplex the output of the D/A using multiple, computer addressable, sample and hold circuits. The QuASH provldes four of these outputs in a single module. Other features of the module include: adjustable glide rate for each channel with the glide selected or de-selected under computer control, Individual trigger "gate" signal associated with each output channel and an individual modulation input for each channel that is noninteractive with other channels. On-board address decoding allows up to four QUASH to be bussed together in a single system without external logic and Bank Select input allows external logic expansion beyond this point. NOTE: THE QUASH MUST BE OPERATED UNDER COMPUTER/PROCESSOR CON. TROL.
\# 8781 Quad Addressable Sample \& Hold Kit $\$ 34.95 \mathrm{wt} .1 \mathrm{lb}$. DIGITALLY ENCODED KEYBOARD
A scanning, matrix encoder tied to a 37 note AGO keyboard provides 6 bits of data and both STROBE and STROBE control outputs. Input control lines to the encoder include SCAN (starts and stops the encoder clock), RESET, START and RANDIMM making the keyboard universally applicable to all cumputer/processors from the very largest to the very smallest. Housed in a trim and sturdy vinyl covered road case, the kit consists of all parts including keyboard, power supply and detailed assembly instructions; software overview for computer applications and detailed instructions for digital sample and hold.
\# 8782 ENCODED KEYBOARDKIT
$\$ 119.95$
(shipped freight collect)

## KEYBOARD ENCODER CIRCUIT

Convert PAIA or other keyboards to the new digital format. details on page 23

* *WANT TO KNOW MORE? **

PAIA'S FRIENDLY STORIES ABOUT COMPUTERS/SYNTHESIZERS
Mating a computer with an electronic music synthesizer presents almost unlimited possibilities for performer and composer alike, and true polyphonic synthesis is only the beginning. Let us tell you the whole story with thls pack age of off-prints from Polyphony, using manuals and more, telling how it works and what it does.

## PROGRAMS

## PAIA 8700 SOFTWARE

to use as possible. In all cases, program features are controlled directly from the 8700 keyboard (for example, with DRUMSYS the RUN key plays the stored score; TAPE loads scores from tape, etc.) Each package consists of tape and full documentation including program listings and interfacing details where required.

## PMUS - -......

.-.


Polyphonic synthesizer (with sequencing and software transient generators) multi-track recording/playback, compositional programs, supports up to 16 voices. This cassette is FREE with MUS-1 PROM. (MUS-1 required for operation)
POLY
Polyphonic synthesizer program including software transient generators. Supports up to 16 output channels.
DRUMSYS
An 8700 /EK- 2 Computer Drums operating system that produces the most advanced automatic percussion unit ever offered. Provides all of the features of a 3750 Programmable Drum Set plus dumps and loads drum scores to tape, computer control of drum dynamics, extensive editing of scores, special effects that make drums almost a lead instrument and unique tempo setting control that requires only the tap of a finger.

## SEQUE 1.0

The ultimate sequencer. Store sequences from the keyboard AS YOU PLAY THEM. Use the sequence as a voice as you transpose it Irom the keyboard. Easily controlled retrograde and inversion capabilities make 12 tone row compositions a snap. Save and load sequences using easily managed cassette tapes. No tempo indicator to watch-just play, then speed up or slow down as required. AND THESE ARE ONLY THE START.
Each of the above soffware and documentation packages includes tape, documented listings and interfacing details. Each is priced at $\$ 4.95$ plus $\$ 1.00$ postage and handiling. Documentation, less tape is available for $\$ 2.00$ postpaid.
MUS-1 FIRMWARE
To optimize a system for music applications some commonly used programs are best stored in Programmable Read Only Memory. This is the PROM. MUS-1 contains keyboard reading routine, 16 channels of QUASH drivers, polytonic algorythm and software transient generator subroutines.
MUS-1 PROM
$\$ 22.00$ plus postage $-(\$ 1.00)$

* ATTENTION KIMFANS * *

We're sort of $K I M$ fans too (though, as you might expect, we feel that our own 8700 is more price effective in many cases - and in some ways easler to use). In addition to our exceptional PVI. $K M$ video display (page 12), we have this software for the KIM.
CASS's CODE
Cass Lewart has published over 50 technical articles within the past few years and here are some things he's done for the KIM. This double tape for the $K I M / P V I$ system features a minidisassembler which recognizes, organizes and displays OP-CODES and operands for one, two or three byte instructions. Displays in hex. The second program on the tape is a morse code teacher which generates random 5 character words and sends them in morse code. To check your accuracy, the word sent may be displayed on request. (requires speaker and driver as in KIM owners manual)
Cass's Code \# CLP. 1
$\$ 4.95$ plus postage
KIM MUSIC PACKAGE $\square$
The KIM also makes an excellent control system for PAIA synthesizers and this package provides interfacing details and documentation of programs for polyphonic synthesizers and sequencers, compositional programs and others.

KIM MUSIC PACKAGE \# KMUS $\$ 4.95$ plus postage
"PAIA Eiectronics, Inc., 1020 W. Wilshire Blvd., Oklahoma City, OK 73116 - (405)843-9626 -...-.


> Don Lancaster's ingenius design provides software controllable options including:

- Scrolling
- Over 2 K on-screen characters with only 3MHz bandwidth


## - Full performance cursor

- Variety of line/character formats including 16/32, 16/64 .... even 32/64


## - User selectable line lengths

$$
\begin{aligned}
& \text { You'll want to see the operational details on this first. The PVI-1K is not the universal answer to } \\
& \text { every video display requirement. In applications where its minor limitations present in- } \\
& \text { surmountable obstacles to a design, more expensive techniques should be used, If you are in } \\
& \text { doubt, the PVI Is completely described in the July and August, } 1977 \text { issues of Popular Elec- } \\
& \text { tronics. Reprints of these articles are the Instructlon set for this } \mathrm{k} \text { lt and are avallable separately } \\
& \text { for } \$ 2.00 \text { postpaid refundable upon purchase of the PVI kit. } \\
& \text { Complete kit includes circuit board, all parts and Instructions and Is available In either of two } \\
& \text { forms. } \\
& \begin{array}{l}
\text { PVI-KM Ready to go with KIM's } \\
\text { PVI-MT For other processors } \\
\text { (requires PROM codlng) }
\end{array} \$ 34.95 \\
& \text { wt. } 1 \mathrm{lb} . \\
& \text { wt. I lb. }
\end{aligned}
$$

# ... COST EFFECTIVE DESIGNS computer controlled digital systems 



4700/G


4700/J
$4700 / \mathrm{C}$
The ideal monotonic starter system. Can be used without a computer/processor as a conventional electronic muslc synthesizer. But, by simply unplugging the synthesizer head from the keyboard, a computer can be put into the loop to provide power and versatllity never before possible for synthesizers of any cost. The $4700 / \mathrm{C}$ module complement includes the 8782 Encoded Keyboard, Digital to Analog Converter, $2720-5$ Control Oscillator/Noise source, 4710 Balanced Modulator/VCA, Reverb, 4720 VCO, 4730 VCF, Envelope Generator, two Watt Block power supplies and a 4761 Wing Cabinet, complete step-by-step assembly instructions and using manual.
No. 4700/C Synthesizer Kit $\$ 325.00$ (shlpped freight collect)
4700/」
By anyone's standards this is a BIG synthesizer, as you can see by revlewing the module complement. Like our other packages, it may be used without a computer as a normal monotonic synthesizer. With a computer in the loop, you are ready to do polyphonic instruments, multitrack recording work, and innumerable composer and performer assisting functlons that are only possible with a computer/synthesizer combination. The $4700 / \mathrm{J}$ module complement consists of: the 8782 Encoded Keyboard, Digitat to Analog Converter, QuASH, two 4710 Balanced Modulator/VCAs, three 4720 VCOs, $2720-5$ Control Osclllator/Noise Source, 4730 Filter, 4717 Stereo Mixer, two Envelope Generators, Reverb, three Watt Block power supplies and two Raad Module Cabinets. Included are step-by-step assembly instructions and using manual.
No. 4700/J Synthesizer Kit
$\$ 549.00$
(shipped freight collect)

P-4700/C \& P. $4700 / J$
These P. 4700 series packages pull it all together; synthesizer, computer and software ready to load from any cassette recorder and begin playing. Each package includes all of the synthesizer modules listed above as well as an 8700 Computer/Controller fully loaded with RAM, CS-87 cassette interface, power supply and all required hardware and connectors. Each represents a significant savings when purchased in this package configuration.

Music software and firmware provided with the $P$. 4700/J includes both the MUS-1 PROM and PMUS cassette. The P-4700/C package includes the SEQUE 1.0 sequencer operating system.

P-4700/C Synthesizer with Computer Controller $\$ 499.00$ (shipped freight collect)
P-4700/J Synthesizer with Computer Controller $\$ 749.00$ (shipped freight collect)

keyboard with computer/controller as teatured in $\mathbf{P}-4700$ packages. [Cassette recorder not included.]

APPENDIX I

# FRIENDLY STORIES ABOUT COMPUTERS/SYNTHESIZERS (Design Analysis) 

(1) WHAT THE COMPUTER DOES.
(2) COMPUTER MUSIC, WITHOUT THE COMPUTER.
(3) EQUALLY TEMPERED DIGITAL TO ANALOG CONVERTER
(4) IN PURSUIT OF THE WILD QuASH
(5) THE POLYPHONIC SYNTHESIZER
(6) MUS 1 WITH THE NEW MLRACLE INGREDIENT - STG

# WHAT THE COMPUTER DOES 

'The computer in our systom doos not itself generate any sound. It is simply acting as a performer/composer assisting control system ior a more or less normal synthesizer. Providing what amounts to an extra set (or several sets) of hands.

From a system stindpoint, it fits between the keyboard and synthesizer like this:

figure ( 0 )
We said above, "more or less normal" synthesizer because there are three special eiements involved in the synthesizer/computer interface:

1) a digitally encoded AGO keyboard (see "Computer music without the computer" and product summary)
2) a Digital to Analog Converter (see "Equally Tempered Digital to Analog Converter")
3) a multiple $S / H$ circuit to allow soveral simultancous outputs from the Digital to Analog converter.
The computer runs programs (either supplied by PALA or user written) that receive data from the synthesizer keyboard and issue instructions to the $D / A$ and multiple $S / H$ which in turn control the synthesizer.

## PROGRAMMING OVERVIEW

Just saying that the computer controls the synthesizer is hardly a satisfactory explanation of the system. IIardly satislictory because it leaves out a

## VERY IMPORTANT CONCEPT

which is that it is not really the computer that is controlling the synthesizer, it's the programs. In a very real sense, the somputer is there only because it's a way to run the progrims.

One of the programs (for example) "reads" the synthesizer keyboard and builds a table of what it finds there.

If the phrase "builds a table" is
unfamiliar to you, il simply means that when the program finds that a given key is down on the keyboard it records in a special placo (location or address) in memory which key it is. The next key that it finds down, it rocords in the noxt memory location; and so on. When the program has finishod looking at tho entire keyboard the result is a list or "table" of the keys that were down during that scan. If you were holding down a C chord for oxample, tho tablo might look like this:

figura (b)
That's not roally all there is to this program - there are some subtleties that would probably be confusing at this point. We'll get to them later. For right now, wetll just think of this program as a list-builder.

Also, so that I won't have to keep typing "the program that builds the list of keys that are down on the keyboard", we'll agree among ourselves thiat we'll call this program by the name "LOOK". From now on, when I say something like "wo LOOK at the keyboard" you'll know that I mean we "execute" (run) this program.

Ancl, while wo'ro hanging labols on things, we may also just as well name the list that LOOK generates "key-table", or, since I'm a lazy typist, just KTABLE.

Got that? LOOK builds KTABLE.
OK, next.
There is another program that we'll
call NO'TEOU'T', bocauso It takes care of outputting the notes.

Like LOOK, this one can be stated in simple terms: it reads the first entry from a table and causes the D/A to convort that key data to a control voltage which it then strobes into the first $\mathrm{S} / \mathrm{HI}$. It then gets the second entry from the table, converts it to a control voltage and assigns it to the second $\mathrm{S} / \mathrm{H}$. Gets the third entry, etc.

Also, liko LOOK, thoro are subtlotios that we'll look at later but the important point is that this routine works quickly. A block of 32 Samplo and Holds can easily be refreshed and up-dated in about 16 ms . - more than fast enough.

The table that is read by NOTEOUT we will call the "note-table" or, simply NTABLE.

LOOK builds KTABLE and NOTEOUT reads NTABLE. Maybe you're wondering why two tables - why not Just one.

Well, we could do it that way - if we did, a simplified diagram of the systom should look like figure c.

You will recognize that we're still holding down that $C$ chord. Now suppose we let the E go. On the next scan of the keyboard, LOOK up-dates KTABLE to reflect the fact that the $E$ is no longer held down. KTABLE now looks like this:


And when NOTEOUT reads this table and up-dates the S/H circuits, guess what? The $G$ has moved to the loca-

tion previously occupied by the E and from the $S / I$ that previously was producing the control voltape for the $G$ we now have . . . . . . . . . nothing.

As if it weren't bad enough that the VCO which was previously producing an E is now playing a G (and we can hear when it makes this change), we can't do any decay processing on the E - the way a natural instrument would - because it's not there anymore.

Maybe this isn't too bad. A lot of orgens produce results very similar to this - ind :lll multiple output analog keybourds to this exact sime "guess where the note's going to come out" thelek. still, it seems that there would be a more pleasing way to do it.

There is.
Because we re using two tables, we can generate a large (very large) family of programs that mitke decisions on how to transfer the information from KTABI, to NTABLE. This produces a machine which diagramaticly might look like this:


How this new middle program makes transfors from KTABLE to NTABLE determines completely the "personality" of the instrument.

For instance, a better way to handle the multiple -output problem would be to have the "middle" program not delete iun entry from N'TABLE simply beeatuse it no lonfer apperared in KTABLEE, but rather to indicate that while the note should still be played, the key corresponding to it was no longer being held down and decay processing should begin. This is where the concept of "flags" associated with each note comes in and while it is slightly out of sequence, we should examine this important feature now.

The data that goes out to the synthesizer interface is a collection of 8 binary digits (bits - " 1 " or " 0 "), Like this:

figure (f)

If we wint to indicate to the synthesizer that the note that the data represents is one which currently corresponds to a key that is belng hold down on tho keyboard, then we set bit \#7( $\mathrm{D}_{6}$ ) to a "1". If the data does not correspond to a key that is currently down then this bit is a zero. As you can see, if you're alrealy familiar with synthesizers, this flag bit corresponds to the "gate" signal that you get out of most synthesizer keyboards.

As you will see when you review the included 8780 information, both of these higherorder bita are bufforedand brought out to the front panel of the Equally Tempored Digital to Analog Convorter.

This leaves us with a "lelt-over" flag that can be used in a variety of ways. It ein, for hastince, be used simply as an independent gate signal allowing the processor to select between one of two patching arrangements that we've set up. Or, and I believe that this is the preferable use, it can be used as a GLIDE SELECT bit that turns glissando on and off - under computer control.

But, to get back to the real subject at hand, the polyphonic output procedure described above is not the only (or, in my opinion, the most ) interesting thing that the "middle" program can do.

It can examine the entries in KTABLE and if they are lower than a given note on the keyboard assign them to one group of outputs and if they are higher assign them to a second group of outputs. Which has the effect of "splitting" the keyboard into two different voices - one for low keys and a second for high keys.

The "middle" program can take notes from the keyboard and not only play them immediately, but also storo them in another permenent table in the matchine's memory for playback arrain later.

The "middle" program can take notes from the permanent table mentioned above assign them to outputs and simultancously assign current keyboard activity to other outputs - so that you can play along with something that was previously "recorred".

These same programs can allow independent recording and simultancous playback of multiple "tracks". Like a multi-track recording studio only without the hassle of tape splicing, editing and (worst of all) over-dubbing noise.

The "middle" program can do tricks like making a choral played on the keyboard seem to be rising in pitch, constantly, without ever actually going beyond a pre-delined limit. It's nol magic, it involves forming a "stack" of the notes and allowing the program to increase the pitch of the notes in the stack until they reach a pre-dicterminerl limit at which time the note is "faterl out" and placed in the boltom of the stack.

The "midefle" progratm can do lots of
different things. So many, that it's going to be a while (possibly a long, long while) before we know what they all are.

If you're looking for somothing that will reach a "finished" state beyond which there is nothing further to do, this isn't the product for you.

## SO MANY "DIFFERENT" PROGRAMS

One thing that you may notice in the discussion above is that all of these very different "resource allocation" schemes have in common the fact that they all use LOOK and NOTEOUT. We could make these two roulines a part of each of the larger programs if we whised - there wouldn't be any problems with that - except that they are long-ish and would take a while to "load" into the matchine's memory. Particularly if you're not using the computer's optional cassette interface. I think there's a much better way.

We can write the LOOK and NOTEOUT programs so that they're what's known as "subroutincs".

Now ordinarily, computer programs proceed sequentially through memory an instruction at a time. Like this:

INSTRUCTION $\rightarrow$ INST. $\rightarrow$ INST. $\rightarrow$ INST.

$$
\text { figure }(g)
$$

But a subroutine allows a block of programming to be stored out of sequence in the machine so that when you "call" or "jump to" a subroutine it's'like this:


The "retuin" causes the computer to go back to the place that it was before the subroutine was called and continue executing the main program.

Maybe the "subroutine" concept confuses you (though after such a terrific explanation it's hard to imagine how). If it does, here's another way that you ean think of them:

## SOFTWARE MODULES

You're certainly used to synthesizer "harclware" modules by now - all those little processing eloments (VCO's, VCF's etc.) that we tie logether with patch cords to prochuce different sounds or effects.

Here we have their equivalent in computer instructions - little modules of programming that are patched together (not with wire, of cource, with more programming) which, depending on how they're tied together, produce different effects.
loOK and NOTEOUT are not the
only software modules that are useful, others include SAVE (the "recording" module, SRFPRO (the "playback" modute), DELAAY (at the delity routhe), POLY (a useful polytonic resource thocation alforythm), and others.

These vartous motules are avatilable in a number of different forms. They're available just as propram list ings (which cau be manually entered into the computer - very tedious but about as cheap as you (:un fed or they re also avaitable on cassette tape that can be loaded into the computer using the optional cassette interface.

First choice for a place to save these universally asclui programs, thourh, is Read Only Memory.

This is the most expensive altermative (ROMs have to go for about $\$ 20$ ceach one would be lilled by the programs mentioned above) but it has the advantage of NOT IUAVINC 'TO LOAD TIIF. PROCRAMS AT All. Every tine you turn on the machine, they're there, waiting to be used.

## SOUNDS INTERESTING WHAT DOINEED TO GET STARTED?

If you already have some PAIA syntluesis equipment, you're well on the way, but you need to convert to the new digital format. Werve tried to make that as casy and incexpensive as possible by proviting at retro-lit kit to digitally encode your present PALA keyboarl, the lik-3 Keybourl Encoller Kit mentioned in the polyPloony "Lab Notes" reprint inctuded in this packikre.

This encoder is primarily designed to fit 4700 series keyboards, but will of course fil 2720 sevies equipment as well. It is one of our experimenter's kit series :und does not include step-bystep instruetions. In fact, the FK-3 re-print that is patt of this packuge is the instruction set.

If you want to start over with a new keyboatel, we have the 8782 bincorled Keyboard - one of our full kits with complete instructions.

Il you already have an olgan and would like to use that keybourd for either synthesizer or synthesizer/computer interface, we have the EK-4 Organ Keyboard Encoder as deseribed in the accompanying package.

The advant:\&e to this is that the keyboatd already in the organ may be used for both synthesizer/computer and organ - all at the same time. Even if there are no "spare" contacts on the keyboard.

## BUT I DON'T HAVE A SYNTHESIZER!

Looking back over the text to this point I notice am important point that has not been promimenty mentioned. This
system - because of the properties of the D/A - will work only with low-cost LDNEAR synthesizer modules. Synthesis motules whose eharieteristies are exponential cannot be used (though it is ath casy matfor to substitule another $\mathrm{D} / \mathrm{A}$ lor ours).

It is diflicult to tell someone what He contipuration of their symthestmer should be, P'arlicularly with modular equipment like our eurrent line. The modetes that make ap the system ate so much it function of the use to which the system is to be put.

Never the less, we hive two systems configured as starting points. "Starting points" becathe it has been our axpertence that mosi peopte atd and make changes to their system as time goes on. Customizing it to their application.

These two packuges are the 4700/C (primarily a monotinic system) and the 4700/J (suitable [or polyphonic work, limited multi-track recorling, de.). These are both systems that we originally put togrether to take to shows. Fach for its intended purpose, they have proven to be reliable and versatile; each capable (by design) of turning someone from an "I don't like synthesizers" person into a "I never realized they could do that" person. Maximum usefulness and vorsatility within minimum "waste" capacity.

The module complement of each of these systems is itemizert in the product summary, but this would seem an appropriate place to discuss the "philosophical" (il you will, just this onee, excuse so pretentious a term) implication of the systems.

The $4700 / \mathrm{C}$ is a minimat, useable system. It has roughly the caprabilities ol the "mlni" this and that that you see advertised, It's made for people who find synthesis interesting but aren't reatly sure that they re gotne to get into it in a big way. It is (briefly) an ideal place to start. And since all of our gear is modular and avaidable separately, it is : system which will catilly frow ats your interest grows.

The $4700 / \mathrm{J}$ is by the standards of the inclustry a "good-sized" system. Il's diflicult to make comparisons, since some of the modules (particularly those that are the computer interface) aren't available from other manufacturers; but, if these modules were available and you purchased them assembled through the normal distribution chain the $1 / J$ would be on the orrler of $\$ 2,500$ to $\$ 3,500$ worth of equipment. And, agrain, it's not a dead-end system, but one that can grow.

One final comment in this section is in order, and it may seem strange for someone who is, after all, trying to sell you equipment:

MON'T OVFR-BUY

There are two reasons [or making a statement like this - both imminently practical; 1) our exporienco has been that you will probably like the equipment a lot and will be a customer for many yours, but If you don't (and aren't) you don't have a bunch of money sunk in something you're not going to use. We won't have someono wandering around badmouthing the gear.
2) Without committing to anything in print, development goes on all the time - to the practical synthesist, the versatility of modular equipment makes it desirable to have some of it around (ask anyone seriously involved in electronte music synthosis). But, well, look at any issuc of POLYPIIONY - development it goes on and you never can tell what's just around the comer.

## WHICH COMPUTER?

This one is almost as batd as which synthesizer. For the same reasons the decisions are very personal and user related. Also like the "which synthesizer?" though, we have surgestions.

Our [irst, and strongest, suggestion is our own 8700 Computer/Controller. High on the list of compelling reasons to select this machine should be the fact that it will have our fullest software support (all of the programs mentioned carlier aro avallable now, it is physically designed to fit into a space that has been kept free in our 4700 and 8700 series keyboards and is a machine designed to the PAIA ideal of "maximum impact for minimum bucks".

The 8700 is based on a 6503 processor (a fully software compatible version of the Increasingly popular 6502) and has features as deseribed in the product summary. This processor was chosen over others which were - at the time that the decision was made - more popular for a varicty of reasons, but by far the biggest was that it is an casy machine to use. Even if you're programming in machine language ( and don't kid yourself, the day will probably come that you will want to do something completely different - something not available efther from us or from the independent user's group program exchange - and the only way to do it will be to write the code yourself, it's easier than it looks).

But let's suppose that you already have a computer. If that computer happens to be something like a KIM-1, you're in great shape. We will shortly have a complete KIM-1 package showing how to interface and almost as complete a selcelion of programs as for our own machine (we like the KIM series stuff and sinee it, too, uses a $0.502 \ldots .$. )

If you have a SWTP 6800 system, the 8780 and 8782 instructions already outline using one of their MP-L's for
interfacing (sorry, no soltware suphort from us right now, but surely the user's group will come up with some - Southwest has a really nice, popular system).

Coincidentally, there are other machines that use the 6502 processor for which a! of our soltwire is wither: if you haven't heard of them yot, you will. They are:

Commodore's PE'T (personal clectronic trams:uctor) which looks at this point like it will scll in the $\$ 000.00$ riuge. Certainly you're all familiar with Commodore - Ihey're tu old-line (if there is stech a thing) calculator company.
and
Apple Computer Company's APPLE II
We like the APPLE II machine a lot and probably a single flance at the enclosed literature will tell you why. It not only looks nice and can grow up to be a VERY LARGE system, but it hits all the bells and whistles ineluding FULI-COLOR VIDEO GRAPIICS capabilities (vectored, no less). I own one (one of the very first, I'm led to believe) and I can tell you - it's a very impressive system. You will be seelng a system avatilable from PAIA (by Oetober, we hope) based on this true "appliance" computer.

The DALA/APPlE system is not yet fully configured, but target price is approximately \$2,500.

# LAB NOTES COMPUTER MUSIC, WITHOUT THE COMPUTER. or: What to do 'til your processor arrives. 

By: John S. Sinionton, Jr.

I realize that a lot of you will respond to the introduction of the 8780 Equally Temperod D/A with a frustrated, "But, 1 don't HAVE a computer."

Ilere's a little surprise. You don't really neod a computer to do some very interesting and useful things with the 8780. You are going to need somo additional hardware, as we'll see in a moment, but it's not only inexpensive, It's also equipment that you'll neod for processor interfacing later on anyway. You're not building something that will be serappod when your computer arrives, just getting ahead start. Getting READY:_, so to speak.

Lot's shift our montal goars for a minute, and instead of thinking of the 8780 as a computer peripheral, we'll consider it in terms of being a digitul sample and hold.

Our analog $\mathrm{S} / \mathrm{H}$ circuits are acceptable, but they will always drift because they store information by charging a cupacitor. Even if wo were able to miraculously devise a capacitor with no leakage, we still have to measure the charge on the capacitor; and whatevor. circuit we use to do that will itself eventually drain away all the charge (I think that a Mr. Heiscnberg had someUing to aay about this, but I' in not certain). With a digital $\mathrm{S} / \mathrm{H}$, we don't have that problem, bocanse we' re storing the information as a pattern of 1 's and 0 's.

To uso our now digital S/H we need some way to provide it with the 1's and $0^{\prime} \mathrm{s}$ it needs to decide what voltage to produce. We need some way to "encode" our AGO keyboards.

There are lots of ways to do this, includlng the simple expodient shown in figure 1 .

This is frequently referred to as a "brute foree" encoder. When a switeh closes, any diode connected to the switch line forward biases, causing a 1 to appear on the data line comected to it. The diodes are there in the first place to prevent "sneak" current paths back through the matrix. This is an acceptable encoder as long as you assume that only one key is going to be down at a time. But, when two keys are pressed


Figure 1 - Brute Force Encoder
simultaneously, the diodes act like OR gates and the data that comes out may or may not (most probably not) reprosent those keys. If, for example, we were to press the first two keys down at the same time, data lines $\mathrm{D}_{0}$ and $\mathrm{D}_{1}$ would both go high. Exactly the same situation that we had deftned in figure 1 as being an indication that key 3 was down: BUMMER
A moro popular approach (because it works better) is to "scan" the keyboard a switch at a time to see if any aro closed. There are LSI chips that do this with a single integratod circuit package: but, while saving design time is a groat temptation, we're not going to use them. They're too expensive, and worse yet, not versatile enough to do all the things that I have in mind.

So that you cen follow the design that I prefer, let me turn you on to a now part:



This is called a " 40518 channel analog multiplexer/demultiplexer". Or, Just 4051. Inside the package are 8 bilateral CMOS switches. While one side of each of these switches is tied to one of the pins $Y_{0}-Y_{7}$, the other side of all the switches are commoned and connect to pin $Z$. In mechanical terms, it looks like this:


One of the neator things about the 4051 is that each of those switches is individually "addressable" from the pins markod $\Lambda 0-\Lambda 2$, If I put the binary number 000 into the address pins, switch $S_{0}$ will "close". 001 causes switch $S_{1}$ to be activated, and so on to 111 which addresses $\mathrm{S}_{7}$.

You will also notice a pin labeled E . This is an enable pin that sort of says "GO" to the rest of the circultry in the package. As long as this pin is held at a high voltage, all of the switches will be "off', but when the $E$ pin is grounded, the switch specified by the address currently on the $\Lambda$ pins will close.


What a terrific part. We really need to spend some time soon looking at all of the potential applications for this device. Not today, though. Today we have too many other things to do.

You're already familiar with the 4024 CMOS soven stime divider, we'vo used it before in other applications. Now we're going to use it again in a circuit that looks like figure 4.

This is our keyboard encoder. As far as parts go, there's not a lol to it. But it does a lot, watch.

Gates G1 and G2 along with R1 and C1 form an astable clock buffered by gate G3 that feeds the seven bit counter IC1. Notice that I can stop and start the clock by raising or lowering, respectively, the line labeled SCAN. If I' m not using this line, I can simply leave it disconnected and the pull-down resistor R2 will keep the clock running.

Notice that the three LSB's from the counter (D0 - D2) are connected to the address pins of IC2 while the next three MSIB's comnect to the address pins on IC3 (we are going to temporarily forget about the seventh bit). Assuming that the counter starts counting at 000000 , both IC 2 and IC3's Z pins are connected to their Y0 pins. If these two Yo lines are isolated from one another another nothing happens; but, if they are shorted together by a switch at the point at which they cross in the matrix, for instance) then a current flows from the 7. pin of IC3 to the 7 pin of IC2 through 114 which is tied to the ground. The resulting voltage rise across R 4 appears on the line labeled STROBE as a logical 1, which we can interpret as an Inclicator that a key is down.

When the clock cycles and the counter advances to 000001 , it has no
effect on IC 3, but IC2's Z pin is now connected to it's Y1 pin. If those points in the matrix are isolated - nothing; if they' re connected, we get a 1 on the strobe line. As you can sec, each clock cycle arlvances the counter, which will have the effeet of looking at oach cross point in the matrix, one at a time. A STROBE results if the cross points are connected.

At any instant in time, the six bit number appearing on the data line is the number of the key being examined - in binary, and the atatus of the STROBE line will tell us whether that key is up or down.

It will also be handy at times to have a line that goes low when a down key is found, so G4 is used as an inverter to provide the complement of STROBE STROBE. (I'm tempted to say son-ofstrobe, but actually NOT strobe.)

One subtic point about the 4051's that we overlooked above: the line from the clock also connects to the E pin of IC2. The cffect of this is to allow a STROBE to occur only during negative half-cycles of the clock (immediately alter the counter changes state) like this:


Figure 5 - Encoder Timing
which assumes that key 000010 is down. This is done for timing considerations. Also, getting back to the counter again for a moment, we have a reset available; and while I can't think of a use for it right now, one may come up later. I bring it out on a line with a pull down resistor, R3, and label the line RESET. Raising this llne to a 1 will reset the counter. Also, that seventh bit that we conveniently forgot, we can now bring out on a line labeled STAR'T. In computer application this line will serve as an indication that a scan is just starting or ending.

So, that's our all-purpose, super-gee-whiz keyboard encoder. In all of the drawings, I've shown it operating from a 5 volt supply because in computer applications we're going to be tapping power from the processor; but wet re using CMOS logic here and the big reason is that It likes all different kinds of supply voltages - anywhere from 3 to 15 volts. If we retro-fit this stuff into a 4782 Roarl Keyboard (which as you might expect, I highly recommend) we can easily use the +9 v . part of the supply that's already thero to power both the encoder and the D/A.

The encoder can handle up to 64 switches (the number of eross-points in the matrix) and it will obviously work with a 5 octave keyboard. We really want to concentrate on a 37 note unit, though, since this is our standard.

No mattor whoso koyboards wo are going to use, we are probably going to have to make some changes in the switch busses first. I'll show you on one of ours. If yours is different, I'm sure you can figure out something.

PAIA keyboards (and most others, too)
 to a single switeh that is elosed as long as any key is down. With analog S/l's, this is a signal to the everent ry to do its stufl. We don't need this anymore.
'The second buss is really 37 switehes, with one side of each switeh tied to at common connection. We could represent it Hhar Hhis:



The switch contacts that are not commonol would ordinarily go to the voltage divider board in an athog system.

We need to break these switches flown into groups of 8 (giving us 4 such groups with a group of 5 keys left over) by cutting small sections (ibout $1 / 8$ inch or so) out of the buss rod that runs the length of the keyboard. When you
tho this, den'l forgel that you hatve llar keyboard upside down. Be sure that the first ent is between the first a and Gll on the keyboard. I ran into stiveturat problems after cutting the buss rofl: one section of it was sumporded at only a simgle point. Aur casy fix lor this problem was to slip short sections of elear tubing
 cuts, provicling both insulation of the huss seetion and mecdanical rigidity. When you're finisheal, what you have could be represented by figure 7 .

Now we huss together the individual key switehes from each group by conneeting together all of the first keys in each group, all the second keys in each group, etc. Nolice that again to prevent sneak current paths which could generate "phantom" keys if muthipl" swilehes were elosed, we' ve adkled a diode in series with each key. When wer re donce, we have what's shown in figure 8 .

If we now rediaw what we've got and superimpose it on the matrix, we have what' s showl in figure 9 .

You prob:ably notieed that the first key does not begin at note 000000 , but rather pieks up from row 2 of the nutrix: equivalent to making it key
number 010000 from the concoderes standpoint, and transposing the keyboard 16 semi-tones up-scale from $r_{1}$.. D/A's print of view.

IT DOESN'T MATTER WIIERE TIIL. FIRST KEY STARTS.



Figure 7 - The ( K 31 ) Modified


Between the pttch knobs on our oscillators and the one on the D/A, we will be abte to "put" the oscillator in any pitch range we want anyway.

There are a couple of good reasons for starting with key number 010000 ; First, I have a few computer things in mind for keys 000000 through 000111 , and I want to hotd them in reserve. Also, one of the things that our computer is eventually going to do for us is take care of transpositions into a new key signature, which will simply be a matter of adding to, or subtractLug from, the note data the number of semi-tones by which we want to transpose. If my first key is 000000 , $\mathrm{I}^{\prime} \mathrm{m}$ goling to have a hard time transposing it down scale.

Now that I have the keyboar! connected to the encoder, I'm ready to start doing things. Like replacing my old analog $\mathrm{S} / \mathrm{H}$ with this shiny new digital model. There are lots of ways that $I$ can do this. One is shown in figure 10.

Assuming that no keys are down, the encoder's STROBE line is at a 0 aund STROL3E is at a 1 , making the $\overline{R D Y}$ on the D/A high. The $8780^{\prime} \mathrm{s}$ input latches are in a holding state and the activity on the data tines $D_{0^{-}}$ $D_{6}$ is invisible to the converter. This is fortunate, since the data lines are "counting" as the encoder continually looks at the keyboard.

Now, we push down a key. For the purpose of illustration let's say that it's the first key, number 010000 . When the data lines next reach the state 010000, the encoder finds that the key is down, and because of that, the STROBE line groes high stopping the encoder clock, and the STROBE line goes low which takes the $D / A^{\prime} \mathrm{s} \overline{\mathrm{R}} \overline{\mathrm{DY}}$ line to a 0 putting the $D / A$ 's latehes in a pass state. The new note data ( 010000 ) is strobed into the converter and a control voltage representing that key appears at the control voltage output of the $D / A$. The STROBE line from the encoder also connects to the $\mathrm{D}_{6}$ input of the $D / A$, which appears at the $D / A$ output panel as the first trigger flay (F1), so we have a trigger showing that a key is down. And this trigger is used the same way we would a trigger from the analog system.

As long as the key is down, the system is going to sit in this configuration. But, when I release the key, new things happen. Almost simultancously STROBE goes low which removes the trigger flag D6 (indicating that the key is now up) and allows the clock to start again (searching for the next key down). Simultaneously, $\overline{\text { STMOBE }}$ goes high forcing the $\overline{R D Y}$ line on the D/A high which puts the latched in a holding condition - and what they' re


Figure 10 - A Digital Keyboard
holding is data on the last key that was down.

This is behaving exactly like the old analog system that we had, except, as I already mentioned, it thossn't divit. $A N D$ il gets rid of that annoying "in between" note that we had with the old keyboard if two notes ware pressed at the same time (since the clock stops, the encoder can "see" only one down key at a time). AND, it doesn' $t$ have 37 arljustmonts to tune it; now there are none.

Let me show you something that this keyboard can lo that our others can't.

Suppose that we remove the wire connection between the encoder's STROIBE output and SCAN input. You will remember that this was the thing that caused the clock to stop when a key was found down. If we replace the wire with a capacitor, say about .22 mld . or so, we have generated a little time delay in this loop. The clock will stop when a key is found down, but only temporarily - until the capacitor discharges - then it is going to go looking for the next key clown. If, in the process of searching, the encoder finds another key down, it will strobe it into the latehes, hold for the time delay, and then go scarching again. With this arrangement, if two keys are held down, the output of the D/A will alternate between the two, and what we will hear is a trilling between these two notes. If three keys are held down, each note will be heard in turn and while this is not polytonic by any stretch of the imagin-
ation, it can certainly sound that way
Can you imagine what the effect of pushing down a large number of keys will be? I call it the "orgasmatronic glide" but everyone here thinks that's a terrible name.

Anyway, the arpeggiation gimmick is slick and if you wish it can be left in place and bypassed with a switch when not used as shown in figure 11.


Here's another onc.
You may have noticed that there is in input to the encoder that I hadn't mentioned; the one labeled (innocuously) RND. This line is normally held high by RS, but when pulled low momentarily it causes G5 and G6 to both change state which in turn activates the strobe line - even though there are no keys down.

The effect of this is that whenever we activate this line, whatever number happens to bo on the data buss at that instant will be strobed into the D/A. Since the encoder clock is working very fast, there is no way to know in alvance what the number on the data lines will be. As you've probably guessed, $\widetilde{\mathrm{RND}}$. whats for $1 \mathrm{~A} A \mathrm{~N}$ OOM, stneo that is the effect of this input. It causes a random note to be strobed into the D/A.

If it occurs to you that there is a lot of activity around G5 and G6, what with R5, R6, C3 and C4 and the funny little jumper marked (*) being there, you're right. This circuit not only buffors the RND input line, it is also a slow clock. If we hold the $\overline{\mathrm{RN}} \mathrm{D}$ down for more than just an instant, square waves begin appearing at the output of G6. And, naturally, for each cycle of the output of G6 a new random note is atrober fato tho i) $A$. With the values shown, the tempo of this clock is scveral cycles per second. That's a bunch, and that's where the (*) markel jumper in series with R5 comes in. By replacing this jumper with a pot (about 500 K is a good value) we've picked up a control of the tempo of this circuit.

By adjusting this new tempo control we cen effect not only the rate at which random notes are thrown out, but also the character of the notes (whethor they appear to be really random, or run upscale, or downscale, or whatever).

To understand why the character of the notes is effected, imagine for a moment that the tempo of the RANDOM clock is exactly $1 / 64$ that of the scaming clock. Under these conditions, the RANDOM clock is going to pull one note from the oncodor for oach complote encoder scan. Since 64 notes constitutes an entire scan, tho RANDOM note that we pull will not be random at all. It will be the samo note each time.

Suppose, now, that the R $\Lambda$ NDOM clock is running at exactly $1 / 65$ the lempo of the sean clock. Now each time the RANDOM clock says "sample", the scanner will have gone through a complet cycleplus one note. Each succecting sample will pull a note that is one semitone higher in pitch than the previous sample, aud we will hear an asconding series of semi-tones that increments by one semi-tone for cach event.

If the $R A N D O M$ clock is running at $1 / 63$ the frequency of the scan clock we will have a similar situation except that the note pulled cach time will bo one semi-tone lower in pitch than the preceeding semi-tone.

Actually, for any practical situation, the RANDOM clock is going to be running several hundred or thousand times slower than the scanning clock; but the principle still applies. Small changes In tho IRANIOOM clock ruto will protuce wide variations in the character and organization of the notes that are "randomly" pulled from the encoder.

Out of space and out of time, agrain. And so much left to do. It will have to wait for next time.

Speaking of next time - here are some things that we're going to do:

We're going to look at a memory add-on for the encoder, D/A combination that will allow you to do some terrific digital sequencer things. We're also going to look at an expansion system that will convert what we've done so far into a polytonic (phonic) keyboard. Also we'll have a story on a touch keyboard - the easy way, and will look at ways that this kind of thing can be tied into our oncodor, D/A sot-up.

And, I think, our computer will bo roarly. Wo'vo put a lot of time into configuring it for maximum usefulness either as a stand-alone
micro-processor trainer or for use with the music stuff. I believe that the time has been well spent. When you see all of the things that this system will do for you it's going to:

## BLOW YOU AWAY

No kidding.

## POST SCRIPTS

## NOTE:

The PAIA Experimenter's Kit series is not intended for the novice builder. They are intended to provide the experimenter with a place to start on what will hopefully be a scries of intoresting and enlightening projects at the very lowest possible cost.

Because of this, parts that are consiflerod to bo oither optional or easily obtainable from other sources (your "junk box" for instance) are not included. Also, circuit boards in this series are not normally printed with parts placement designations and assembly instructions are minimal, with most of the narrative type textual material concentrating on "how it works" and "how to make it do other things." If you feel that this approach does not sorvo your purposos you should return this item immediately for a refund.

Parts placement for the EK-3 circuit board is shown below. Note that with the exception of the $\overparen{R N D}$ input, all input and output lines come together at the 14 pin DIP configuration between IC4 and IC5 on the circult board. A DIP socket and connector may be used here if desired for oasy connoction and disconncction ( a nice touch, but not highly recommended).

Bolow is an enlargod version of thls I/O cluster which may be cut out and placed in the vicinity of the EK-3 for casy referenco.

| SPARE $\rightarrow$ | $\cdots$ - START |
| :---: | :---: |
| SCAN - | $\cdots \mathrm{D}_{5}$ |
| STROBE - | $\cdots \mathrm{D}_{4}$ |
| STROBE - | - $\mathrm{D}_{3}$ |
| RESET - | $-\mathrm{D}_{2}$ |
| GROUND - | $-D_{1}$ |
| $+\cdots$ | $-D_{0}$ |
|  | PIN I |

The "standard" connectors that we will be using for the complete kit version of those dovicos will be 25 pin "DB25" type sockets and plugs. If you docide to use these connectors, we

| PIN \# | $8780 \mathrm{D} / \mathrm{A}$ <br> (plug) | EK-3 encoder <br> (socket) |
| :--- | :---: | :--- |
| 1 | $\mathrm{D}_{0}$ | $\mathrm{D}_{0}$ |
| 2 | $\mathrm{D}_{1}$ | $\mathrm{D}_{1}$ |
| 3 | $\mathrm{D}_{2}$ | $\mathrm{D}_{2}$ |
| 4 | $\mathrm{D}_{3}$ | $\mathrm{D}_{3}$ |
| 5 | $\mathrm{D}_{4}$ | $\mathrm{D}_{4}$ |
| 6 | $\mathrm{D}_{5}$ | $\mathrm{D}_{5}$ |
| 7 | $\mathrm{D}_{6}$ | STROBE |
| 8 | $\mathrm{D}_{7}$ | START |
| 9 | RDY | STROBE |
| 10 | $\mathrm{~N} / \mathrm{C}$ | SCAN |
| 11 | $\mathrm{~N} / \mathrm{C}$ | RESET |
| 12 | $\mathrm{~N} / \mathrm{C}$ | $\mathrm{N} / \mathrm{C}$ |
| 13 | $\mathrm{~N} / \mathrm{C}$ | $\mathrm{N} / \mathrm{C}$ |
| 14 | + supply | + supply |
| 15 | (1 |  |

Some forethought has gone into the configuration of these connectors with additional scheduled elements of the series in mind.

For example, if this scheme is followed, the arpeggiation gimmick described in the text would bo added as shown in the figure below.

The throo posiltion switch can thon select a mode of operation in which the clock stops when a down key is found (up position); a mode in which the clock does not stop when a down key is found, and this mode will be used in polytonic retro-fits (middle position); and the arpeggiation mode in which the clock stops momentarily for down keys (bottom position). As is Indicatod, a control of the arpeggiation rate (within limits) may bo added with the 1 meg potentiomoter shown.



# Equally Tempered Digital to Analog Converter 

By: John S. Simonton, Jr.

Many experts will tell you that in order to interface a computer to an electronic music synthesizer, you must use exponential response voltage controlled elements (oscillators, filters, implifiers, etc.).

Here's why:
Computer control of synthesizers requires a Digital to Analog converter to change the numbers that the computer puts out into an analog control voltage that the modules can use.

By far the most common type of $D / A$ (so common that many seem to think it's the only kind) is known as an " $R / 2 R$ ladder". I don't want to get into the design details of this circuit. If you are interested, there is plenty of information available from text-books, manufacturers literature, etc. But we do need to examine a functional aspect of this circuit.

Any analog to digital converter works by accepting at its input a digital çumtity (we will call this data) and generating at its output an analog
voltage that is a unique representation of that data. Most of the $D / A^{\prime} s$ that I' m famllar with accept the data as binury dlgits - a bunch of 1 's and $0^{\prime} 8$ that appear simultaneously on a group of wires going into the converter.

In a $1 / 2 \mathrm{ll}$ ladier converter, a unique weighting is assigned to each bit in the data coming in. When the time comes for a conversion to be made, the circuitry adds together the weightings corresponding to the bits in the data that are in an "on" state (for our purposes, a 1 ; through not always) and firnores the welghting. represented by the bits that are "off"equivalent to adding in a zero.

If we assume that we are going to be using exponential response oscillators, the $R / 2 \mathrm{R}$ ladder converter works quite well: We can assign weightings to the bits that are integral multiples of $1 / 12$ volt; the same incremental voltagre change that keyboards designed to operate exponential oscil~ lators produce, and when we do we come up with a series of weightings
which - progressing from the Least Significant Bit (LSB) to the Most Signfficant Bit (MSB) - Looks like this:


Figure 1
Where n 1 s , of course, the number of bits that the converter can accept as data.

Let's watch four bits "count" into this type of converter and observe the resulting output voltages.

## DATA <br> MEANS <br> OUTPUT

0000
$0+0+0+0 \quad 0$
$0001 \quad 0+0+0+1 / 12 \quad 1 / 12$
$0010 \quad 0+0+2 / 12+0 \quad 2 / 12$
$0011 \quad 0+0+2 / 12+1 / 12 \quad 3 / 12$
$1111 \quad 8 / 12+4 / 12+2 / 12+1 / 12=15 / 12$ Table 1

If I had mado the "word" (collection of $1^{\prime} s$ and $0^{\prime} s$ going into the converter) 6 or 8 bits long instead of just 4 , the resulting sortes of oulput voltages would still increase $1 / 12$ volt for every unit increment of the data and the endy whed would be to lacerame the range of the output voltage.

Unfortumately, white the dis-
 oscillator is that equal ineremental voltage changes will eatuse it to generate a serios of equally tempered pitelus, this is not the eatse for lincar response oscillators. A linear oscil~ lator requires constantly increasing voltafe increments to produce equally lempered semf-tones.

While this increasing voltage requirement doesn' $t$ make the application of $R / 2 \mathrm{l}$ converters to linear oscillators impossible, it certainly makes it cumbersome.

Cumber some beciluse we have to make the incremsental change from the converter small enough to guarabtee that there will be some pittem of 1 's and $0^{\prime} \mathrm{s}$ that defines a control voltage reasonably close to what we' lee really after.

Very small voltage inerements there are three things "wrong" with this:

1) We're going to need a "bigger" converter - one with greater resolution and consequently greater word size. Whereas 6 bits of data will provide a little more than 5 octaves of control voltage to an exponentail oscillator; the same 5 octates from a linear osciltator will require 12 data bits. Now, if that doesn't offend you by its notable lack of elegance, it's cost certainly should. A 12 bit $\mathrm{D} / \mathrm{A}$ is going to set you back about $\$ 100.00$; then you've got to put it on a pc board, add controls - front panel, etc.
2) As if to add insult to injury, there will be lots of combinations of bits that represent the intervals betwern saljateent semi-tones, but notice that they are not equatly tempered intervats and therefore next to useless even for micro-tonal tumings. We're paying out our hard earned bucks for workls that we're never going to use, but must hatve to lill up the "cracks".
3) We've turned the determination of what data to output from a relatively simple matter of counting the keys and ping that as the data into a process
Gat at best is going to require a looktable (where the machine says "Aha - key number 12, that's nole $0001110010100001^{11}$ ) or some such similar computer calisthenics. Not particularly complicated, perhaps, but why bother with it if we clon't have to.

And that, friends, is the point of all this. We don't have to. For the simple reason that an $R / 2 R$ ladder
converter is not the only kind that we have to work with. There are other kinds. One of the other kinds is called a Mullonlylag $\mathrm{D} / \mathrm{A}$ (or just MD) $/ \Lambda$, I guess).

While the most important operational leature of the $\mathrm{R} / \mathrm{al}$ lader converters was that it added things to arrive at the output, the dominant feature of an MD/ A is that (you're aheat of me, right?)

## IT MULTMPITES,

Far out.
If you're up on your basic music theory, a responsive chord (if you'll pardon the expression) should be struck here. The determination of the frequency of the pitches in equally tempered tunings is itself a multiplication process. The frequency of each semi-tone in the series is greater than the frequency of the precoding semitone by a factor of $2^{1 / 12}$ - tho infamous "twellity root of two" ( $\left.2^{1 / 12}=12 \sqrt{2}=1.059\right)$. Intuitively, it would seem that this type of D/A would be more appropriate for our purposes.

In fact, this is true. We assign weightings to the bits (starting with the LSB) according to this series:


Figure 2

Where argitn, $n$ is the number of bits of clata that the converter will accept. Now, we count into this convertor the same way that we did in the $\mathrm{R} / 2 \mathrm{R}$ ladker type. Remember that bits that are "olf" here are not included in the total (only now this is equivalent to multiplying by 1 ) and that the product that results from the condition of the data will be multiplied by sonue intemat reference voltare.


* Multiplying a base number raised to various powers (exponents) is accomplished by adding the exponents. That's how a slide mule works - remember slide rules?

You may recogntae this as an equally tempered series (if not you'll just have to take my word; it is). All we havo to do now is design a circult that cloes this.

Iet's do that.
llese's a slmple unlty galn buffer amplifier:


Figure 3
You may not be used to seeing it in this form becausc ordinarlly the resistances that are shown would be replaced with direct connoctlons. I3ut having the resistances there doesn't matter simply because for any praclical case, they are going to be much smaller than the cquivalent resistance from either of the operational amplifier's lnputs to ground. I should mention here that for any linear oporational amplifier circult the voltares at the inverting and non-inverting unputs are equal $\left(\mathrm{V}_{\mathrm{i}+}=\mathrm{V}_{\mathrm{i}-}\right.$; this is the key to op-amp design, but that's another story). Of the circuit in figure 3 we can say:
(a)

## Vout = Vrel.

An excellent beginning. IIere's another circuit:


Figure 4

Adting R2 to the circuit has produced a voltare divider at the + input of the op-amp and because of this we can say:
(b) $\quad V_{\text {out }}=\left(\frac{R 2}{R 2+R 1}\right) V_{\text {rel }}$.

Fiantastic, Now, we change the eircuit agrain so that it looks like this:


Figure 5
and instead of a voltare divider at the + imput we now have one at the - input. This means that:
(c) $\quad V_{\text {out }}=\left(\frac{R 3+R 4}{\mathrm{H} 4}\right) V_{\text {ret }}$.

All tugether now:


Figure 6
And for this conliguration:

$$
\text { (d) } y_{\text {out }}=\left(\frac{R 2}{A I+R 2}\right)\left(\frac{R 3+R 4}{R 4}\right) V \text { rel. }
$$

Do the four equations from (a) - (d) look familiar? No? Look back at Table 2. Now do they look [amiliar? Still no? Then let's say:
(e) $\frac{\mathrm{R} 2}{\mathrm{R1}+\mathrm{R} 2}=2^{1 / 12}: \frac{\mathrm{R} 3+\mathrm{R} 4}{\mathrm{~B} 4}=2^{2 / 12}$
and then by making these substitutions and putting the equations together:
(a) $V$ out $=\mathbf{Y r o l}$.
(h) $V_{\text {out }}=2^{1 / 12}$. $V$ ret.
(c) $V_{\text {out }}=2^{2 / 12} \cdot V_{\text {rel }}$.

$$
V_{\text {oul }}=2^{1 / 12} \cdot 2^{2 / 12} \cdot V_{\text {rel }}=2^{3 / 12} Y_{\text {ref }} .
$$

Now you must ecrtainly recognize them it's the same series as the first four entries in Twhle 2. Putting the resistors

122 and R4 into the circuit and removing them is simply a matter of putting switches (either mechanical or electronic) in serles with them and when we do the whole circuit looks like this:


Figure 7
The switches S1 and S2 here are, respectively, the Ieast Significant and Most Significant data inputs to the converter; and I will avoid the obvious. comment about this being a 2 bit $\mathrm{D} / \mathrm{A}$.

Oh, but there's one thing that I forgot to tell you:
(1)

$$
2^{1 / 12 \neq \frac{R^{2}}{R_{1}+R_{2}}}
$$

Why? Because $2^{1 / 12}$ is a number greater than 1 and the only way that the ratio of a number to itself plus something else can be greater than 1 is if the something else is negative - which in our case, it's not (yes, there is such a thing as negative resistance, but the concept is not applicable here).

Happily, we have an alternative to negative resistance and that is to make:

$$
\text { (g) } \frac{R 2}{R 1+R 2}=2^{-1 / 12}
$$

Making the exponent negative is equivalent to taking the rectprocal of the number.

At this point I'm afraid that in the interest of brevity I must make a gi gantic leap and say that -- because we' re using the reeiprocal of the weighting, we must also complement the bit representing that weighting. In the instruction monual for this motule, we will cover why, But there's not enough space to do it here. And, in any case, any of you who really want to can figure it out for yourselves. It's casy, honest.

Expancling this $\mathrm{D} / \Lambda$ out to handle greater word lengths is simply a matter
of cascading several of these sections. When we do this and replace the mechanical switches that we had earlier with 4066 type Quad Bi-lateral CMOS switches we come up with a thing that looks like the circuit shown in figure 8.

Notlee that the complementod blte that we require are indicated by the overbar on like $\mathrm{D}_{0}$ for instance. This Is read "not $\mathrm{D}_{0}$ "and by custom indicates that the low (0) state is considered to be "on".

You are probably also wondering about those $R_{a}{ }^{\prime} s, R_{b} ' s$, ctc. The values of these resistors are determined by solving equations (a) through (d) and they procluce some strange values that need to be exact. $5 \%$, ers won't get It here. In order to mect the necessary precision and stability requircments, we've had 1 "one of the nation's leading resistor manufacturers" (at least that's what they say) make up some custom Cermet resistor networks. They look about like any 16 pin DIP IC (except that they're a beautiful robin's egg blue), but inside are resistors instead of other stuff. Once manufactured, they're trimmed by L,ASPR to be exactly the right ratios (Laser, yet - how about that!).

I really don't expect that to impress you too much, but this should:

## THERE ARE NO ADJUSTMENTS TO THIS MODULE

You Just put it together and it "plays" (which is the computer people's phrase for works).

Do you realize that this gets rid of all those trimmers from our old ${ }^{1}-8$ keyboard - it even gets rid of the zero pot. I really like it.

But we're really not through yet, we need to completely dress the design by adding input latches (so that the input information can be stored), and some kind of indicators so that we will know what's going on (LED's - they wink, they blink, they twinkle like stars in the night; anybody can look at this thing and know that it's got something to do with computers). This part of the circult is shown in figure 9.

The 4042's are the latches and one of their features is that they have both $Q$ and $\bar{Q}$ ( the complement of $Q$ ) outputssince we needed some complemented data bits, this is nice. Q9-Q14 are level converters. We need to have the "on" resistance of the 4060 switches in the converter cfreuitry working at as high a supply voltafe as possible in order to achieve predictable low "on" resistances and this means that they operate from the +9 v . synthesizer supply rather than the $+5 v$. logje supply.

That's the design. Let's take a few minutes to review what we've got here.

We've got a lnow rynthoadzor module that does at least one thing that many people thought couldn't be done; a 6 bit bigital to Amalog converter that will provide slightly more than 5 octaves of equally tempered eontrot vollage to lincar response voltare controlled synthesizer elements.

Whe lrout panel irideat eontrol allows the module's output to be chromatically transposed over another octave, so the total range of output vollare available is a little more than foctaves (compared to typicly 4 oct:lves for a \#4782 keybourd).

We have two trigger flags available, "flher of which cat he wot or ro-sed independently (very handy). As we will
seo in a fuburo lsane, these flaty com also be used to select miero-tonal intervals.

The status of the 8 bits of data coming into the morlule is displayed on the [ront prusel INDD's, stx of which indicate the note that the module is producing and two of which indicate the shatus of the fripzer lizur.

To make the motule casy to interface to anyone's computer (or simply keyboard encofers - see I.AB N()Tlis) we have an input terminal marked $\overline{\mathrm{RDY}}$ (not reacly). When this terminal is grounded. the latches that are provided on the data lines are in a "pass" condiflon and ayy churges of tho diate on the data input lines will be reflected as
chiuger in the morlule's output voltage, When the RDY line is taken to a high logic state, the last data that appeared on the input lines is stored in the latches and further changes on the data buts wIII not produce any change in tho output voltarge (this is about like the action of the SAMPLE inputs of clockahlu н:alpl( and boldsi).

The road to applying the processing and control power of the computer to alectronte music syntiests is not a short one - but it is certainly a trip worth taking. The Equally Tempered $\mathrm{D} / \Lambda$ is only a first step.

As first steps go, though, this is " goorl ons - IJko walking in seven league boots.


## AB NOTES

# IN PURSUIT OF THE WILD QuASH 

by John S. Simonton, Jr.

Now that we have a way to interface our synthesizors to computers - the $8780 \mathrm{D} / \mathrm{A}$ - we can begin thinking of ways to independently control large numbers of musical elements simultaneously. Lots of VCO s, lots of VCFs.

The first time that you think of this your reaction may be something like:

WOW! - ALL THOSE D/As.
Multiple $D / \Lambda s$ (one for each control "chinnc!") would be a possible way to go. An expensive way - at $\$ 35.00$ each, controlling Just 4 VCO means amost $\$ 150$ worth of just D/As.

There's a much cheaper way.
You may find this a little circuitous, after working so hare at our cligita! interface, but we're going back to malog Sample and Hold circuits.

Now wait, don't panic. These S/H's are nothing thke the ones that we're ?customed to. They don't have to hold voltare steady for a long period of time - only a few milli-seconds. Long before even that short time has passed we will have used the computer to come back :und re-write the correct voltage into the circuit. Computer re-freshed S/Hs.

## Maric!

When you're designing a $S /$ II to be good lor only a fractional part of a second it gets really easy. Like this:

figure (a)

I'm sure that we've all seen this kind of thing before. It's an op-amp used as a unity gain voltage follower.

When it comes time to take a sample, the switch closes causing the capacitor to charge up to the input ollige. The output of the voltage llower "follows" this voltage (what (lise?), and when the switch opens again, the eapateitor "remembers" the voltife.

One of the chamateristics of this circuit is that the " + " input represents
a very high input impedance to any load that it sces. A relatively small capacitor can accurately hold a voltage for almost a second.

Now, we're nol going to use a mechanical switch here. Last time, we looked at the 4051 multiplexer and decided that we would be using it a lot. And we are, just not this time.

This time, wer re going to use a very close relative of the 4051 - the 4052 (I defy you to get any closer than that). The 4052 looks like this:

and whereas the 4051 was an electronic oquivalont of a Singlo Polo Eight Throw switch, the 4052 is like a Double Pole

Four Throw one.
Which pairs of switches are to close is specified by the two address lines $\left(\Lambda_{0} \& A_{1}\right)$. The switches actually close when the $\vec{E}$ pin goes to ground.

Using $1 / 2$ of ono of theso dovices we can come up with a Quad Addrossable Sample and Hold (QuASH?) that looks like figure $C$, and it works about the way that it looks. An address applied to the $A_{0}$ and $A_{1}$ pins sets up one of the four switches and when the $\bar{E}$ pin is taken to ground that switch closes connecting the output of the D/A to the selected S/H. Simple.

That takes care of our control voltage output - but there are still other things to think about. For instance, we need a trigger flar ( gate siggal) to go along with each of the control voltages to take care of things like triggering envelope generators. ${ }^{*}$ (1)

An casy way to handio this is to use the other $1 / 2$ of the 4052 to route one of the two trigger flags available from the $\mathrm{D} / \mathrm{A}$ to an output corresponding to the control voltage output. And since we're time sharing the $D / A$ we also need some way to hold the status of that flag during the times that other control
data and then wait (or do something else) while these analog circuits get to where they're supposed to be. ${ }^{*}(2)$

Nolice that the $Q_{0}$ and $Q_{1}$ outputs " the latch - corresponding to the two ast significunt addrens bits - go
directly to the 4052 's where they serve to select one of the four outputs.

Notice also that $Q_{2}$ and its complement $\overline{Q_{2}}$ as well as $Q_{3}$ and $\overline{Q_{3}}$ from the 4042 come out to pards on the circuit board. By jumpering these outputs to the inputs of the NOR gate Gl we can determine which group of addresses the card were working with represents.

For example, if we connect the inputs of $Q_{1}$ to $\overline{Q_{2}}$ and $\overline{Q_{i}}$ then this block of four $\mathrm{S} / \mathrm{HI}$ 's occupies the addresses 00 XX in binaly where XX ropresents the bits that seleet one of the four $S / 11$. Address 0000 corresponds to the first $\mathrm{S} / \mathrm{H}, 0001$ to the second, and so on. By
conneeting the inputs of G 1 to $\mathrm{Q}_{2}$ and $\overline{Q_{3}}$, the $\mathrm{S} / \mathrm{H}$ 's occupy the address 01 Xx . The first $\mathrm{S} / \mathrm{II}$ is 0100 , the second 0101 , and like that. This scheme allows us to casilyuse up to four of these expanders (if oulpuis) in : system without neexting to do anything but set the jumpers properly.

You will notlee that there is another line coming out of this decoding circuit which is labeled "BS". This is not my opinion of this whole mess, it's a means by which we may expand the system beyond even four expander molules BS stiunds for "Bank Select" and as long as this line is held at a logical " 1 " level the system operates as described to this point.

But, when the BS line is pulted low ono hiput of the NAND gate (22 is not fulfilled resulting in its output being high which in turn holds the 4052's enabling

Input (E) high - which means that none of the switches in the multiplexer will close ( even if addressed otherwise) and none of the S/II's will be selected.

External decoding circuitry is recpuled to drive the BS input, naturally, but we would begin to need external circuitry at about this point anyway to buffer address lines. The decoding required here will be covered in the instruction manual for this kit.

When we tie all of these bits and pieces together, we come up with a thing that looks like figure $H$, our completo QuASII, And in the interest of saving space and time, we will from this point forward represent it with tho symbol shown (at least until we can come up with somothing more abbreviated). The knobs in the output "boxes", by the way, represent the glide rate controls associated with each output channel.


NOTES:
*(1) Those of you who have been
"' inking about this stuff for a while will, course, recognize the imminent demise of the ADSR. Providing Attack, Decay, Sustain and Release parameters is one of the easier tasks to turn over to the computer entirely. On the other
hand, I've played with this some and can testify that varying the position of a knob is handicr - in this case - than changing parameters in the memory of the machine. Some Itardware ADSis mixed with some Software ADSRs scems a good compromise.
*(2) This off-hand statement is not meant to imply a wait in human terms (major fractions of a second), but rather a wait in machine terms - micro-seconds. You don't have to wait for a GLIDE to finish (for instance) before doing something else.



We've come a long way over the last your in lerms of developing a sertes of digitally interfaced modules that will allow computer control of music synthesizers. I suppose that the timo has come to look at tielng them all together, with the computer, and begin doing interesting things.

I had wanted to start with "the ultimate sequencer programs" but am not completely happy with them yet. They still need a little polishing.

Instead, we'll start with what should be another populiar systom:

THE POLY PHONIC SYNTHESIZER Whach is a much simplor jol thin tho ultimate sequencer.

I would like to go through the system showing specific ways to do things for a variety of manufacturers equipment but that just isn't practical. Instead, we'll look at a completely PAIA based system and assume that if you are using different equipmont you are familiar enough with it to make whatever chiuges are necessary.

Oh, one more thing bcfore we begin,
be sure that you understand that thore are a wide vartety of ways to do poly-. phonic synthesizers. This is only one of thom. I hepe that the algorhythm usod here works for you. It's one of many, some with sort of spectal quirks thit make them useful in cortaln situations but difficult to work with generally - This seems to be good general purpoeo way. Realy? Wo have lots to do and little space and time; here wo go.

## THE HARDWARE

Most of the hardware that we'll be using has been described here over the last year (or so). For the controller portion of this systom we'll neod:

1) AN ENCODED KEYBOARD 8782 or EK-3 retro-fitted equivalent
2) A COMPUTER An 8700 in it's minimum configuration will run the programs that we'll list. A cassette Interface systom is usoful to the point of being almost mandatory. We'll show some new panels and stuff to make it all pretty.
3) DIGITAL/ANALOG CONVERTER AND SAMPLE AND HOLDS the $8780 / 8781$ system.
And, of course, wo'll tiso neod as much synthesizer as we think is necessary.

With all of the items listed, various wiring schodulos have been mentioned for doing various non-computer things. We now nood to ostablish some standards for this new use, a computer based polyphonic system.

If we choose wisely, we should come up with a standard that has plenty of room for future growth. Some consideralion has gono into the systom which follows and I believe that it will serve our needs for some time to come.

Many of you will already havo much of this wiring done, as much of it is simply an extension of what we've done before. Check carcfully to be sure your wiring is to this new standard.

## THE KEYBOARD

Let's go ahead and configure this system from the beginning so that the computer fits in the synthesizer cases that we've been using. All of the parts will fit in the case like this:


 Particularly, the old control panel of the keyboard is removed to make room for the computer and any unregulatod supply that was powering your keybourd encoder is replaced with a PS-87 whel supplies all digital power for the entire system. This is going to give you al few piarts for your "bench stock", the old power supply components and a couple of pusimbuttons, but some of the parts we will be xe-asing. Don't throw ayythtuy away.

KEYBOARD

## TO ENCODER CONNECTONS

Maxdmum useabillty of the system would seem at first to depend on where the AGO keyboard switehes appear in the key matrix. We wint them in the middle so that wo have as much room to trianspose down in pitch as we do for up-scale transposilions. Some 8782 instructions luat the keybourd plawed o switeh post-tions below where it should be for this teleal. The "colum" connections are finc, but the "row" connections on these keyborrds will need to be "slid up one" so that they conform to the confluaration as shown in figure 2.

This will plate the keyboard more or less in the middle of the matrix as shown in figure 3. This is really a fine point, and the system will work OK in most applications almost no matter where in the matrix the keys are, but go thead and change now so that you won'l be limitod in the ruture.

## ENCODER MODIFICATIONS

We don't need any of the "trick" things that we used when we didn't have a computer (the orgasmatronic glide circuit, etc.), just the barebones oncoder. You maty remove all push-buttons slide switches, pots etc.; most of these will come out when you remove the old front panel.

## ENCODER TO COMPUTER

If your system previously had a


FIG.5: COMPUTER TO 8780/8781

DB-25 female connector tied to the output of the encoder, desolder it (carefuily - whistling may make the job seen easicr). In place of the DB-25 connector, we now need to terminate the output of the encoder in a DIP header that will mate with the INPUT PORT \#1 (J4) connector on the rear alge of the 8700 computer board. These connections should be makle as in firure 4.

These connections should also be
made carefully and the DIP header pins well heat-sinked to prevent melting the plastic header. NOTE that while many of the non-computer applications used the $\overline{\mathrm{STROBE}}$ line to triggor the D/A, here we ighore this line and Instead use the STROBE as the seventh data bit (D6) of the interface. Similarly, the encoder's START line becomes the 8th data blt (D7), Also, you will notice that power to
the encoder is picked up through this connoction from the 8700 Itself.

## COMPUTER TO SYNTHESIZER HEAD

So that our resulting system cran be easily broked down finto two separate units (computer/keyboard and synthem slzor hoal), this is the place to use the DB-25 connector that was salvagod from the old keyboard front panel.

Connections sluould be made between Whe female DB-25 connoctor and a pair of DIP headers like those in figure 5 .

NOTE that the first header ( $\mathrm{I}^{2}$ ) provides data lines and the $\overline{\mathrm{CA}} \overrightarrow{\mathrm{SS}}$ select sigmal (our $8780 / 8781$ shares this output structure) while the second connector (P3) provides the address lines ruquirod by the ( $2 u \lambda S I l$.

## 8780/8781 WIRING

The nale $\mathrm{DB}-25$ connector that terminates the cable to the 8781 is wired in what is essentially an expanded version of our previous stiundird so thith here you are faced more with adding wires thion re-arrouging them.

Connect these elements together as in figure 6.

This wiring schedule is examined in dotadl in the 8781 QuASII assembly manual. An important thing to notice here is the way the grounds are handled. Note that the $\frac{1}{4}$ (ground) pin on the rear of the 8780 board serves as the central ground for both analog (synthestaer) and dightal power distribution. This grounding seheme is important to prevent ground loop probloms and should the followed exnctly. This entire $8780 / 8781$ assembly should be mounted in the synthesizer head cablunct.

## FINAL ASSEMBLY

Finally, make arrangements for physically mounting the computor in the keyboard case by first mounting the computor to a auitable front pancl is shown. (Sue figure 7)*

And don't forget to provide a socket at the 8700 's expansion connector (J7) or to mate P3 with this socket before assembling the computer/front panel. If the cassette interface is being used, terminate the input and output lines in mindature phono jacks as shown in figure 8.

Plug all the connectors together and you should be ready to load a program.


FIG.8: CASSEYTE CONNECTIONS

## THE PROGIRAM

The polyphonic program that we'll be using is called simply:

## IOLY 1.0

This program supports up to 8 output chamels tho way that it is writton and can be easily modified to provide for more.

POLY 1.0 allocates syntheserer resources to keyboard requirements using this algorhthm:

1) Output all notes appearing in the output buffer area (N'TABLE) after adding the corresponding transposing figure from TTABLE. Go to 2. 2) Waut for kcyboard scan to stiart and place a list of all keys currently being held down in the input buffer area (K'TABLE). When buffer full or scan complete go to 3 .


2) Clear the tryger nars (D6) of all notes in NTABLE (the output buffer). 4) Comparo each ontry in the input buffer (IT1ABLE) to cach entry in the output buffer (NTABLE). If they are the same, set the trigger bit of the NTABLE entry and eliminate (zero) the entry from KTABLE. If all available outputs are uscd, or if all keys down find a home go to 1 . 5) Place the remadulng hat buffer entries in output buffer locations which do not currently correspond to a down key (those in which D6 is cleared). When all input data has been placed or all channels available have been used go to 1 .

There are a number of subtle implir cations here and enfortunately not enough space to cover them all.

A couple of really important ones are that if we think of "now" notes as oncs corresponding to keys that were just pressed, this method tries to place those new notes in output channels which at some point in the past were aready producing those notes.

This prevents a string of identical
elghth notes (for example) from being assigned to different outputs each time they'ro used. Notes, once assignod, tend to stay assigned regardless of other keyboard activity - they don't move around in a totally unpredictable fashion as with some analog multi-note keyboards. . .

It also means that once the number of output channels available is "used up" by down keys that noed to bo placed, all other keys that are down are simply ignored (this is exactly what you want).

One importiant aspect of the above is that the program must "know" how many output channels are available to it, otherwise thore is the possibility that notes may be assigned to nonexistant chamels (ones that have no corresponding hardware, not too bad in Itself) and further (the really bad part) future activations of the note will bo asslynod grain to those non-existant outputs - producing "dead" synthosizer keys that seem not to be doing anything.

Memory location \$00EA contains the number of synthesizor channels available, more on this shortly.

## THE PROGRAM

Shown on the next pare is a disassembled listing of POLY 1.0.

Because, again, of space limitation we cannot re-print a fully documented version of POLY 1.0. It is supplied with the assembly and using manuals for the 8781 QuASH.

POLY 1.0 is also available in 8700 compatible cassette-tape form for $\$ 4.00$.

## LOADING AND INITIALIZING POLY 1.0

If you have a cassette interface on your 8700 and the POLY 1.0 tape, loading is simply a matter of connocting your tipe recorder to the cassetto input connectors on the 8700 and loading the tape using the following ontry sequence:
$0-0-0-0-0-0-\mathrm{F}-\mathrm{F}-0-0-1-1-\mathrm{TAPE}$
If you don't have the CS- 87 option, you must entor the code manually from the 8700 keyboard.

The cassetto version of this prograun loads all of page zero of memory（its total recquirement）and in the process inllaalizes a couple of things that you will need to care for manually if the nabsette in mod nvaliablo．When onter－ ing manually，be sure to set the number of outputs to correspond to the number you luve avallabo．For examplo， assuming that you have a system with a single QuASH，the number of channels avallable should be set to 4 using the following computer keyboard sequence：

RESET－ $0-0-1 \mathrm{E}-\mathrm{A}-\mathrm{DLE} \mathrm{P}^{2}$
0－4－ENTER
The tape version initiadizes the number of outputs ：tt the most likely number of 4．If you want to use less channels （beeause of lack of modules，say）or have a system with more，do it as was slown above．

When enterdis the program manually， make sure the decimal mode flag in the status register is cleared by using this sequence：

RESET－0－0－F－F－DISP

## 0－0－ENTER

This is antomatically taken care of when the tique verston is louted．

## USING POLX 1.0

With overything comectex，loaded and initializod，we＇re ready to begin mading music．Go to the begiming of the progr：un and begin ruming it．

## RESET－0－0－0－6－RUN

If everything is working properly， we will see the 9700 displays counting quickly，incrementing by one for each scan of the keyboard．All of the QuASII outputs should be at a very low output voltage（the program initalizes them as zero）and the trigger flags for cach channel should be cleared．

As we press synthesizer keys， QuASH channels should＂come alive＂ and produce control voltages correspond－ ing to the keys that POLY 1.0 has assigned to them．The trigger flays should be set if the key corresponding to the chaunel is currently down and clear when the key is releasod．

## TWO MORE FEATURFS OF POLY 1.0

While POLY is ruming，touching any of the keys from $0-3$ on the 8700 keyboard（the first row of keys）causes the system to clear all QuASH channels to zero and wait for new data to be assignex．You＇ll figure out what this is good for as you become familiar with the system．

Maybe more importantly，touching any of the keys 4－7（the sceond row

POLY 1.0
By John S．Simonton，Jr． © 1978 by PAIA Electronics，Inc． All rights reservod．

| 16－ | Hy but | LDII | ＊${ }^{\text {¢ }}$ ¢ | （0）－ | H6EY | LDX | 15 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 88－ | H2 18 | LOX | \＃518 | CP－ | B4 ${ }^{\text {cF }}$ | LOY | \＄CF， X |
| © $\mathrm{H}^{-}$ | 95 CF | 5th | \＄${ }^{\circ} \mathrm{F}, \mathrm{X}$ | 6 c － | FB 10 | EEX | \＄0002 |
| 0 | CH | CLK |  | Tr． | 120 | LOX | $450 \%$ |
| 80－ | 00 FB | ENE | singit | 71－ | 0 H | DEX |  |
| \％－ | H2 08 | LOK | \＃き日 | $72-$ | P6）F1 | BED | \＄0865 |
| 11－ | BS ${ }^{\text {di }}$ | 100 | 507， X | 74. | 98 | TYA |  |
| 13. | 18 | CLC |  | 15－ | 5507 | E0k | \＄07，$\%$ |
| 14. | 75 DF | fict | \＄0F， K | 72－ | 明 | Hicl |  |
| 15. | 80.009 | STH | \＄6009 | 78. | SH | His |  |
| 13－ | 901789 | STm | sathi， 8 | 70－ | D日 F6 | BNE | Swl |
| 16 － | मén 04 | LDY | \＃封4 | 78 | 98 | 1YA |  |
| 12－ | 88 | DEY |  | 70 | 15 Li | ORT | \＄07\％ |
| 1F－ | OH1F | CNE | \＄0゙1E | 75 | \％${ }^{5}$ \％ | Stif | \＄0\％ 3 |
| 2. | CH | DEX |  | 88 | C6E | DEL | \＄EE |
| 2 | 00 ED | buic | 5011 | 2－ | P3 31 | EEQ | 9605 |
| 24－ | He bli | Lex | \＃su： | 4， | 179 | LDX | \＄L？ |
| $26-$ | H39 | LOM | \＃tid | 06 | 199 | LDi | \＃15 |
| $20-$ | 958 | STH | SCF， X | \％－ | 350 | STH | \＄LF， 6 |
| $21{ }^{-}$ | CH | be： |  | vi－ | F199 | EED | \＄1165 |
| 2－ | Obl FL | ERE | \＄690 | 8 | H9 $\mathrm{H}_{1}$ | Loh |  |
| 20 | R988 | LEX | \＃\＄68 | 8t． | n2 9 | LDK | \＃ |
| 21－ | 201046 | Elt | 50819 | 91 |  | ELY |  |
| $3-$ | 30 CL | EnI | 108\％ | 92 | 5022 | EEb | \＄ucs |
| 34－ | 20） 19 | 811 | \＄0814 | \％ | E4 Lf | LOY | \＄0F，$\%$ |
| 37 |  | Limi | \＄0， 46 | 0 | F919 | EED | 50898 |
| 3 | 505 | EvC | \＄0834 | 97. | 35 CF | Sit | \＄0F， X |
| 38 | H0 10 90 | LSil | \＄6314 | 9－ | 129 | LDK | \＃Sus |
| E－ | 95 if | STh | \＄1FF， X | 98 | CA | OEX |  |
| 44－ | co if bis | LiPf | Sus19 | 9. | Fib 17 | ECO | 5085 |
| $43^{-}$ | F6FE | LCD | 5 L Sth | t－ | 1348 | Lili | \＃$\$ 46$ |
| 45. | 61 | CEX |  | 189 | 350 ？ | ANO | \＄0\％ 8.8 |
| 46. |  | bile | 5xis3 4 | re | ［16 F？ | CINE | 56， 5 |
| 48 | C6 | INO | 臹： | 114. | 199 | LDili | \＃5ce |
| 4i－ | 1156 | LOH | 4E8 | 16. | 3507 | Him | \＄07， K |
| $40^{\circ}-$ | 802019 | STH | \＄0，20 | ns | 9507 | 517 | \＄0？，$x$ |
| 45 | CH | nup |  | Hiti－ | 98 | TH\％ |  |
| 50. | E1／ | Hil |  | 作。 | 1507 | ORil | \＄07\％ 8 |
| －51－ | 6． | NOP |  | P\％ | 950 | 5 TH | \＄ 1 ？ |
| 52. | P5 Li | LOM | \＄EH | fif－ | $\triangle \mathrm{EE}$ | DEC | \＄tic |
| 54－ | 85 | STA | \＄ 58 | Q－ | F9， | BEL | \＄0．es |
| 56 | H2 48 | LDX | \＃ 4 H 3 | B3－ | D 0 \％ | Eve | 50 coc |
| 5\％－ | H9 6F | LOH | \＃5 $\mathrm{CFF}^{\text {F }}$ | 85. | $23^{3} \mathrm{baF}$ | JSR | \＄1F\％ |
| 517 | 3507 | RNO | \＄0\％， X | Do－ | C9 04 | CMP | \＃ 764 |
| 50. | 9507 | STH | \＄63，$\%$ | Ci－ | E0 $0^{3}$ | 8 C | \＄6tect |
| 5 E | ［1］ | OEX |  | ［－ | 4060 yd | MPP | \＄00\％16 |
| 5r－ | 吅 17 | Exti | 500 | br | 09 983 | CMP | \＃56\％ |
| $6_{1} \cdot$ | 枵 | LDin | ＊楥 | C1． | ［0 6 | ECS | \＄606 |
| 130． | 856 | 5 m | \＄E9 | C． | 1925 | LDH | \＃Stet |
| 65－ | C6 69 | DECL | SEO | cs． |  | ．MP |  |
| 6，${ }^{\text {\％}}$ | F93 | ECQ | 5 cos | D | $40^{\circ} \mathrm{B}$ | JMF＇ | sumb |

on the 8700）provides a tuning function and causes all QuASH channels to pro－ duce the same note with the trigger flays set，allowing all oscillators to be set to the same pitch．The note prom duced corresponds to the and $C$ on a standard configuration 3 octave key－ board．＇IIIE CIIANNEISS MUST BF CLEARED AFTER TUNING by touching the first row of 8700 keys．

## THE SYNTHESIZER

There are an almost unlimited number of ways to use the multiple control voltage produced by the QuASH and POLY 1.0 ．

You may want to use multiple VCO＇s mixed into a single voicing circuit， （See figure 9），or what amounts to a complete synthesizer for each con－ trol channel or anything in between， （Sec figure 10）．

A word of advice：in your beginning stages of learning to use this system， you should try to stick to configuration in which all of the channels are produc－ ing the same＂type＂of sound－as close to identical as possible．As your skills progress and you develope a foel for how POLY 1.0 is going to massage data you can work up to using some output channels to set VCO pitches while
others control filter parameters (just an example - the mamber of possible combinathous is extraordinawily large).

POLY 2.0 is under developement and fentures tho use of somo QuAsill channels as software controlled envelope generators, reducing the neod for lots of these haritware modules.

POLY 3.0 provides for computer storage of sequences of chordes or notes.

ONLY POLY 1.0 IS AVAILABLE NOW. The others are still a couple of months away. I mention them only because I want to make sure that we all understand that the nature of this new musical tool is a function of the program that is running and not so much of the hiudwaro that it uses.


Whth the excepthon of the bare-bones isting of POLY 1.0 that ran in the last issue, we haven't looked at any softwaremainly because there was litlle to axaminc

But MUS l was just recently finalized, so that situation is beginuing to change.

MUS 1, for the benefit of those of you who haven't been waiting for it for the last six months, is what many would call "system firmware"- and since that has the sort of technical ring to it that tends to make things interesting, we'll call it that, too.

In almost any computer application there are some programs which, for one reason or another, are best handled as firmware- a name that these days means not software (which must be loaded from some storage media extemal to the computer) and not hardware (a permanently whed collechon of gates, ete, which cause a specific, set sequence of actions to lake place) but sonmething betwixt and bolween; most usually, softwaro that is contained in a PROM somewhere.

The most obvious firmware is a mon-- program such as MEBUG. Stnce program is the thing that allows for the entry of data and instructions into the memory of the computer in the first place (as well as usually providing whatever do-bugging and editing features the designer thought were important and/or had room for), it is at least inconvenient to have to load it every time it is neoded. Much better to have it in a dedicated PROM where it is always avalible for immodiate use.

The firmware of MUS 1 is roughy inalogous. These are universally useful routhes that, with rare exceptions, will be used with everything we do musically. It's a waste of time and resources to have to load them to RAM from tape (or worse yet, manually) every time they're noeted. A PROM is their happiest home. In our 8700 Computer/Controller, MUS 1 is a 1702A PROM that occuplos the addross rume $\$ \mathrm{D} 00-\$ \mathrm{DFF}$ ( $\mathrm{IC}-17$ ).

Examples? OK, the keyboard reading routine (LOOK). It isn't particularly long or complicated (a little over 30 bytes) but we're going to nced it every time we turn on the system- even if it isn't used to read the keyboard, it's the ling thitit our protocols dictate will be
tempo-determining element in the
tem (based on the clock rate of the encoder). At some future date the oecasion may arlse when we can examine this in detail. Today, it's not the point.

The QuAsh delvers (ealled Noll li)same thing-we're going to need them for almost everything we do. Why bother to loud them?

In addition to these two routines, MUS I also contains:

INIT: an initialization routine that takes care of setting various variables and buffer areas to a known, acceptable state (as opposed to the random numbers they will contain when power is first applied.)

POLY: essentially the polyphonic (I still prefer polytonic) allocation algorhythm from POLYI. 0 , except refined somewhit to take less memory space.

TRGN: The new miracle ingredientSoftware Transient Generators (STG). A routine that will serve as a software suistitute for ADSRs.

OP'RN: A very simple option selecting program that allows the remaining firmware of MUSI to be tied together into a 16 voice polyhonic synthesizer with or without software transient generatorswithout having to lead any additional software (though several parameters will need to be inltiallized manually).

All of this is pretty straight-ahead code that should be understandable from the documented listing that appears at the end of this article- you may need to refer baek to previous articles in this series for background information; "In Pursuit of the Wild QuAsh " (reference Polyphony, July '77) and "What the Computer Does" (reference Polyphony 4/76) would bo particularly useful ones.

Two exceptions, NOTE and TRGN, need some additional explanation - they introduce some new ideas.

In an embryonic form, NOTE was a part of POLY1.0. It is the responsibility of this routine to take individuat entries from the output buffer area (NTB1), add to it the corresponding entry from the Transpose buffer area (TTBL)and output the results to the QuAsh chinnels. Some aspeets of the shonifleance of the akdition that takes place will be seen when we look at TRGN- for now, it wil! suffice to say that this will be an extraordiarily bindy convention in a number of cases.

A more important function of NOTE is to make sure that what comes out of the QuAsh channels has no annoying glitches that may be artifacts of the D/A and multiplexing process. In an earlier story, we looked at one of the annoyances - the fact that our $8780 \mathrm{D} / \mathrm{A}$, though quick, takes a finite amount of time to
change from one value to the next and if appropriate settling time is not allowed between writes to the QuAsh channels we will be able to hear tho changes as a slight "buzz" in each of the channels. The solution here is to output the data first to a "dummy channel" that is occupied solely by the D/A, with no corresponding QuAsh, followed immediately by a write of the identical information to an output which does correspond to a QuAsh channel. The first write allows the D/A to settle while the second strobes the settled output into the ippropiate QuAsh channel.

And here we come face to face with the next problem; the QuAsh really need some settling timo aince they are at their heart nothing more thin in IRC circuit.

As long as we are thinking in terms of small systems( 8 output channels or less) this is not a big problem sinco it can be dealt with elmply by dolaying ato ter writing to one QuAsh but before setting up the next. If the delay is not long enough, we will hear chamges from one value to the next not as an instantaneous change, but rather as a scries of steps from the initial value to the final one:


We want this
figure a


But if the QuASH settling delay is not long enough, will get this.

In larger systems, this constant delay approach is not a practical solution because there is not enough time during alternate "dummy" scans of the keyboard (the Une which our conventions allow for processing, output driving, allocations, etc.) to allow all of the output channels the luxury of a delay. The time comes for the keyiourd to be read agaln (or other things to happen) and the processor is still busy waiting for all of those QuAsh to get to the rirht value.

The key to the solution of this problem is to notice that there is roally only one set of circumstances under which the long QuAsh-settling delay is required, and that's when the output of one of these channels must change from one value to another (which happens only a small percontage of the time) and then, only when the glide of the channel is turned off. (if
the ridele is on, its integrating action will smooth out the steps; and, in fact, a short write time is preferable here since it will serve to inerease the time required for the glide.)

The actual solution is what I feel we should call 'loY NA MIC QuAsh blerveles" -il small block of programming, more or fess in the middle of NoTli.

This part of the program first checks to see if the glide control bit (the most signific:unt bil of the datal just written to D/A and S/IIs) was turned on or not. If we are in "glide mode," no delity is required so the program immediately goes to see if there are any channels left to write; if there are, it services them.

If the gllde is not on, we have a canddate for dynamie operation so the dynamic mode switeh is checked (nore later) and if this option is selected the current data is compared to the datta that was previously written to this chwnel (requires a new table that we' ve generated called "LAST") and if they re different (a chiuge), the program goes into the delay that allows the output of the QuAsh to instantaneously (apparently) step from its previous value to the next one. The new value is saved in LAST (for use next time) and if there are nore channels to do- it does them.

## SOFTWARE TRANSIENT GENERATORS

Here we begin, for the first time, to replace some of the elements that constitute traditional synthesizer hardware with software that performs the same function (hopelully as well, or better) with less costly hardware. STGs are a good place to start becaluse they're not super dillicult to fimplement.

Just like their hardware equivalents, S'PGs respond to a note which has just been triggered (pressed on the keyboard) by proclucing a voltage that rises at a controlled Attack rate. After reaching some peak value, the voltage then drops at a Decay rate until it reaches a pre-set Sustain level where it stays as long as the note remains triggered. When the key is released, the voltare drops to its lowest level at the Release rate.

Computing the number which represents the current value of the transient is only slightly more complicated than adding, subtracting and comparing.

Unlike an ADSR, an STG has no knobs to set, in their place you enter numbers setting Attack rate, etc. into the computer.

Perhaps the biggest problem having to do with STGs is deeiding where they should come out. Oh, the quAsh channcls, obviotsly; but which ones? Of the numerous
possibilities, we've selected the convention of having pitch setting voltages (those that correspond to notes) and transient voltages come from alternate $Q u A$ sh channels, primarily because this will work nicely with some stuff ander development (or considoration, at luast), wlthout making obsolete all of the hardware that we've aceumulated up) to now.

This implies two tistinct modes of operation; the first in which the STGs are not asserted and POLY assigns notes to sequential QuAsh channels; and, the second mode (STGs on ), in which notes are assignod by POLY* to the odd number QuAsh chuncls ( first, third, etc.) while triunsients are produced at the even number outputs (second, fourth, ete.).
lhe note produced at the Cirst QuAsh output has a corresponding transient happening at the second output, and so on. Just as if the trigger from the first channel were patehed to the input of an ADSR whose output was somehow tied to the output of the second QuAsh channel.
'lhis would seem a good place to mention (in case it's not already obvious) that in this implementation all of the STGs produce the same kind of transient, and for the kinds of things that we're doing now, this is how it should be. It may also be worth mentioning that while the transients are all the same, they are totally independent where following the triggered and released states of their respective note channels is concemed.

There are also some internal details which muddy the STG waters. For instance, a key that is currently down may require a transient function that is either in the Attack cycle (tncreasing) or Deciay/Sustain cycle (decreasing or holding) depending on its past history (had it alreaty peakerl?). Somewhere we need to save information on which cycle the transient is actually in.

A nother, somewhat interrelated, problem concerns the smoothing of the transient waveform. Under most conditions, the gilde of the QuAsh chimnels that are being used as transient outputs should be turned on so that a smoothiy inereasing or decreasing function is produced. But, the glide can't always be on because that would limit the maximum attack rate.

Without having the space to cover it entirely, I can only state that the solution to both of these difficulties lies in the use of the Transpose table and remembering that the data stored in TTML entries is added to the output parameter in NTBL, (where we're storing the actual current * Note that POLY checks to secif the STGs are turned on as it assigns notes to outputs.
value of the transient) before the output operation takes place. Note also that while the data in NTBL is manipulated extensively by POIX and TBGN (as the, calculate, allocate, - regurgitate?) TTBL is untouched by computer hands, and this makes it an deal platec ho savo control type functions. Not only trinspositions, but a place that gltde and trigger bits and such can be permanently set.

These locations are so handy for this application that in TIRCN they have beon re-named CWRD (Control-Words. . . but do not be confused, this is still our old friend 'TI'BL and has no relationship at all to the System Control Word-CTRL) and it is here that we keep track of the $\mathrm{A} / \mathrm{D} / \mathrm{S}$ state of each of the translent channels.

Also, to help me keep things straight in my own mind, the NTBI, bytes that are used to store the current value of the transient have been re-named PARM (parameter); but, agidn, this is the same physical area as NTBL.

## NOW, IIOW DO WE USE ALL TIIS?

Perhaps the best way to begin an essay on how to use MUS $l$ is to state one of the functions that it was devised to perform

As you are no doubt beginning to re ize, we've carefully developed a syste. that will have applicalions far beyond what we've discussed to this point. It's complez; and while the complexity imples unmatched versatility, it undeniably has its intimidating aspects.

At one level of usc, MUSl should reduce this intimidation by giving the user an instrument with a specifle (though within certain limits alterable) personality the instant that it's turned on, without having to hassle around with loading any additional programs (success) or variables (well...)

Aiso, these program modules should be written so that they casily interface with future expansions of the system, either hardware or software, so that, when needed, they can be accessed by programs offering distinctly different personalities (success here maybe- only time will really tell).

While we've reduced the intimidation, we've not climinated it entirely because even when usfing MUS 1 as a stand-alone personality there are some variables which must be initialized before you begin to play- some information that the system must have in order to operate properly. This data could be part of the PROM, but not withott significantly compromising versatility.

For instance, we've mentioned in passing a couple of times the System Control WordCTRL. This is a single word in the com-
putor＇s ILAM memory at locathon \＄OEX．
It is most helpful to visualize CTRL a collection of elght＂switches＂，each ＂utt representing one switeh．＇To MUS 1 ， only two of these switches have any sig－ wiflemace－D7，which turns tho STGs on and off，and D6，which enables or disables the dynamic mode option．The rest are reserved．

Every time you power up the system， CTRL must be set so that the desired op－ tions are selected－there is no default selting that is part of MUSl．If you want dynamic mode（which you should，for now） then bit 7 should be turned on．If you wint STGs，bit 8 must be set．

The 4 possible combinations of these 2．bits then hate the following stgnificanco：
$\frac{\text { binaly }}{00000000} \frac{\text { hex }}{\$ 00} \quad \frac{\text { attion }}{\text { STR }}$ off；dymmic mode off $01000000 \quad \$ 40 \quad$ STGs off；dymanic moxie on $10000000 \quad \$ 80 \quad$ STGs on；dynamic mode off $11000000 \quad \$ \mathrm{CO} \quad \mathrm{STG}$ on；dynamic mode on

CTRL is not the only variable which must be inttialized manually．There＇s also：

| Luc． | 1 Pretil | 1 t |
| :---: | :---: | :---: |
| at．${ }^{\text {a }}$ | CTEL | ErGTEM COHABCL WORL <br> ar get lblkre ond <br>  <br>  |
| ut 9 | OLL＇r |  <br>  <br> NELCHIETADI， |
| GEA | －uts | THMELER UF MRTROWFFE <br>  <br>  |
|  |  |  |
| Ci8\％ | Fiter | Blther FMTE |
|  | ごく | CECAT FHIt |
| 5 EC | Sust | SUETHAN LEVEL |
| EES． | FEEL | KELEFEE がTVE <br>  |
| ut／ | 1.1141 |  |
|  |  | RHTES 31 SELOW <br> 5 FF \＆FiST |
|  |  | LEVEL TGI 《HIAIMINT， <br>  |

Most of these are easily understood or have been examined in the past，so we won＇t go into any great detail．A few points are worth mentioning，however．

ODLY－this is a number that repre－ sents the delay that the QuAsh drivers will use，when required．For normal use，a value in the range of $\$ 20-\$ 30$ is most appropriate．

OUXS－this varlable tells the POLY subroutine how many output channels it hite to work with，so that notos dun＇t gel lost；we talked about thits last time．Now we need to notice that when the STGs are asserted we should think of the QuAsh channel that is producing the transient as simply an extension of the channel pro－ ducing the note．In other words，the two

Ish chanels constitute a single＂harth are supported＂channel．A single QuAsh represents two such channels．

ATCK／DCY／SUST／RELAS－When the
triundent genorators are turnod on，wo also need to enter the attack，delay，sus－ tain and release parameters that we want producal．These four entries should need little explanation other than the examples which follow shortly；thoir ringo ta from \＄01－\＄3F，with \＄01 representing the low－ est rate or level and $\$ 3 F$ the highest．

PeAK－thle fifth trandent pramoter needs a little extra attention．PEAK has only one use；it determines whether the trinsient produced is going to be percus－ sive（quickest posslble attack and full ADSR segments）or non－percussive．In the non－percussive mode，the glide ls on for all segments of the transient and the Decay and Sustain states of the trans－ font are ellminated entiroly．

In fact，there is only one bit in the word PEAK that is changed to select one of these two options－the most significant bit．The remaining seven bits should（for now－until you have a real feel for what＇s happening）be set to $\$ 3 F$（ 00111111 in binary） If the most significant bit of this word is cleared，you＇re in percussive mode．If the bit is set（so that PEAK contains \＄13F － 10111111 in binary）you are in non－percus－ sive mode．

The differences between the two are great．Assume for a moment that we have set the ADSR parameters at $\$ 3 \mathrm{~F} / \$ 04 / \$ 20$ ／$\$ 01$ respectively（fastest attack／moder－ ated decay／medium sustain／slowest re－ lease）and that we are only golng to change the PEAK parameter．If PEAK contains $\$ 3 F$（percussive mode），a＇scope dispiay of the transient will look something like this：

figure b
Setting PEAK to $\$ B F$（non－percussive） produces this result：


Bocause the glide ls now on durlng the en－ tire attack cycle and the Decay and Sus－ tain portion of the transients are elim－ Leaterl．stratghliurward stuff，really．

We need to cover an example of sys－ tem set－up before we wind up，but first must notice that the effect of having tho PEAK parameter are far more far－reach－ Ing than wo＇vo boen ablo to covor in detall． A quick example：

ADSR parameters set to $\$ 10 / \$ 04 / \$ 20$ $/ \$ 0 \mathrm{l}$ and PEAK containing $\$ 3 \mathrm{~F}$ will pro－ duce this kind of transient：

which，when heard，starts out with a non－percussive kind of＂swell＂with a percussive＂pip＂added at the last in－ stant before the transition to the Decay and Sustain cycles．This wouid seem to be a unique and useful transient that isn＇t produced by traditional ADSRs．

Along the gamo lines，the TSXis can be considered to be＂better＂than our hardware ADSRs in that they need not finish the Attack cycle before transition－ ing to the Release state．If a key is re－ leased before its transient has gone all the way to PEAK，the transient immedi－ ately ewilches to the release etato．This is frequently called＇muting＇and it offers the possibility of effective control of es－ pression directly from the AGO keyboard．

## A SUMMARY，OF SORTS

So，we＇ve gotten our hands on a MUSl PROM and are ready to start doing things． What has to be done first？Really very little．

First，the System Control Word，Out－ put Delay and number of hardware chan－ nels avallable must be set．For example：

| $\frac{\text { keystrokes }}{0-E-8-D I S P}$ | sets monitor pointer <br> to \＄E8－CTRL |
| :--- | :--- |
| C－0－ENT | sets \＄E8－asserts STGs <br> dymamic mode |
| $3-0-$ ENT | sets ODLY value <br> $0-2-E N T$ |
|  | sets cutput channels <br> at 2 |

these entries define the personality of the Instrument as a 2 volce polyphonic synthe－ sizer（notes from channels A \＆C）with software transient generators（which ap－ pear at QuAsh channels B \＆D）．

Next, wo must set the transtent patameters to the desired values:
$\frac{\text { keystrokes }}{0-13-A-1) S^{\prime}}$
explanation sets monttor pointer to \$BA-ATCK
3-F-RNT sets shortest attack
0-4-EN'I sets moderate dee:ay 2-0-ENT sets moderate sustain (1)-1-RNT sets slowest release $3 \rightarrow \mathrm{~F}-\mathrm{ENI}^{\prime} \quad$ percussive mode and you may recognize these parameters as being those that we examined th the illustration earlier.

Finally, we simply begin running the program:
keystrokes
D. $0-0-1$ ISP

RUN
explanation
sets monitor pointer to beginning of OITN prestom the program runs
A typical patching configuration that would be consistent with these entries would look something like this:


Oh, yes- I almost furgot. or'in, like POLY 1.0, uses the 8700 keyboard to control two lmportant functions. While Or Th is running, touching key 0 of the control keyboard will cause the entire system to be re-inltallate. Not the entrles that wo made manually- those remain unchanged, but all the notes and transients go immedfately to zero levol.

Similarly, touching kcy \#l produces a tuning function that makes the synthesizer respond as if all the channels were seeing the second $C$ on a three octave keyboard held down. The transients go, the notes play, etc. After tuning, be sure
to re-inflatize the system by louching control key \#0.

I prefaced one of the earlier paragraphs with "at one levol of uнo. " In all of the preceding words, that's all that we've examined- one level of use the simplest and most obvious level, at that.). I've also referred in the past to "softwace modules" which ciu be strung together in different ways (just as can hardware modules) to produce different effects and personalities. MUS 1 is the first set of these modules.

With more regret than you can imagine, I havon't the space horo to go into all of the implications of this (even if I knew them all, which I'm sure I don't).

Providing you're more than just casually interested, you should spend some time trying to understand how MUS I works internally (there are numerous different entry points to the routines that we haven't coverod - for instancel. I belleve that the time investment will be wisely made.

|  |  |  | нg 96 <br> H2 28 <br> 08 <br> 95 BF <br> CA <br> OE FB <br> He 16 <br> Es CF <br> 14 <br> 35 Eil <br> :0 64 <br> 90 EF 69 <br> 2 aF <br> 59 <br> $24 \mathrm{E}=$ <br> 56104 <br> (is. HE <br> FG as <br> F4 E9 <br> d <br> [0 FD <br> 95 FG | INIT CLEAFS INPUT GUFFER (KTEL) OUTPUT EUFFER (NTEL) FHD TRFRNSFUEE BUFFER CCONTROL WOROS (TTEL) : HEXFDECIMAR MODE IS SELECTED <br> ENTER AT into to Fill thbles : WITH CHARACTER FROH ACCUMULATOR <br> INIT LDA 0 : PREFGRE TO ZERÜ <br> InTO LOK 2S <br> SET POINT/COUNT <br> CLD <br> SET HEX MODE <br> INTI STA *TEEG, X :ZERO EUFFER <br> OEX :POIRT TO NEXT <br> Eine InTI SOHE LEFT -LOOP <br> NOTEOUT/LOOK <br> : 16 CHANNEL QUASH DRIVERE AND FGO KEVEOARCO READING RGUTINE <br> CTEL DL DeEE <br> ODLY. DL DEEG <br> KTEL DL EGDF <br> NTBL DL GGCF <br> TTEL . DL EOGF : ALSO CLCK <br> LAET. DL 0GFG <br> E. H be acta <br>  <br> RER OL B31E <br>  <br> Wrderig EUASH DRIVEES <br> GE r: WUTES TO EE FLHTED FFOHA THE OU'AFH EUFFER (NTEL) RHO BODS <br> TFTHEGEIATS VFILUE FROM TRARSFGSE E:IHFER 《TEL, OUTFUTS RESULY <br> NOW THE DWHAMIC FART, IF GLIDE IS IM. DELF'r IS EKIFFED IF NOTE IS SMME HS LAST FLA'TED ©IGNORING <br>  <br>  : AND NO TLIDE, DELAT' GLWA'SE TAKEN |
| :---: | :---: | :---: | :---: | :---: |



It has boen pointed out that some perhaps portineut detalls have boon omitted from the preceeding explanation of MUS 1.

The most prominent example is "why would you ever want to not have dynamic mode". The most probable reason is for special effects.

In general, the difference between spectal effects and nolse is imagration. Contemporary musical lore is full of instances where a special effect resulted from an unsuccessful attempt to do something entirely different. Phil Spector's original "flauging" effect, so popular today, was supposed to be volce doubling, but didn' t work.

In this same manner, there will be those who will be able to use the "step glissando" that results from too short a QuASI settling delay as a valld musical device.

Also, the dynamic mode requires an additional 16 byte table area that might easily be put to better use in some programs.

This same philosophy of maximizing versatility is responsible for the QuASH settling delay being an externally initiallaed varlable. For the purpose of effect, there may be times when you want a short delay.

In addition to this, we have seen systems which were marginal in their power supply complement whleh would have a discernible pitch "blip" when keys were pressed with long delays (in the $\$ 30-\$ 40$ range) - caused by the relatively heavy charging current producting a momentary dip in supply voltage. In these systems, a short term solution has been to decrease the QuASII driver delay to something on the order of $\$ 10$. The long term solution is more power.

SEVERAL POINTS RELATIVE TO THE operation of the stgs should be MENTIONED.

QuASH GLIDE CONTROLS. The setting of the QuASH glide pots have an effect on the transients produced. In most cases, these controls will need to be advanced only slightly from their fully counterclockwiso "off' position.

The most noliceable effect of different settings of the glides will be observed when the STGs are set to the percussive mode by PEAK.

When the most significant bit of PEAK is cleared, it will effect oniy on the last increment of the attack cycle. For all increments other than the last, the glide will be set. A detailed example will best illustrate this.

Assume that we have set the STG parametors as followe:
ATCK - 08
DCY -04
SUST - 20
RELS - 04
PEAK - $3 F$
or in our more or less standard notation, $\$ 08 / \$ 04 / \$ 20 / \$ 04 / \$ 3 F$.

If we were able to disable glide entirely, and then scope'd the transient we'd see this:

as the STG program counted up to the peak and then down to the sustain level before counting down to the base level when the key was reloased.

If we then enatherd tho glde and set them to a slightly advancod position and examined the same output we would find that this chango had taken place.


The integrating action of the glide circuitry has smoothed the steps of the Attack, Decay and Release, with the exception of the last Attack step where (as we have already stated) the glide is off under all percussive circumstances. In this specific case, the last glide-less increment will be hardly noticeable.

If, on the other hand, the glide is set to a long value (fully advanced, for instance) an examination of the waveform will show this:


The heavy glide has slowed the waveform to the point that whon the glde-less final increment comes it takes a much greater step (one that is completely noticeablr and untque). Tho heavy gitdo also ha. the effect of slowing the decay and release rates as shown.

It would also bo approprlate to montion at this point that the instantaneous steps produced by the STG/QuASH combination is much faster than the maximum attack rate available from a 4740 , or in fact from most ADSRs. Whereas a typical ADSR may have a minimum attack time of more or less 5 milliseconds, the QuASI in dynamic mode can step in a fraction of a millisecond.

This means that if there are any tondencies on the part of the VCA boing used to have interaction between control and signal channels it will be aggravated when using STGs. We may bear "pops" and "thumps" that were not objectionable before. Probably the best solution here is to limit the response of the control voltage inputs of the VCA. In a 4710 Balanced Modulator, this means the addition of a small capacitor. Like this:


Another point to be considered is the fact that the output voltage from a QuASH channel doesn't go to zero - there may be some leakage from the VCA when it is supposed to be off. The caslest fix here is to re-adjust the Modulation rejection control of the VCA being used. In the 4710 this is R25. Be aware that this also limits somewhat the useable range of the D/A's TUNE control since wide variations tn the setting of this contral will affect the leakage from the VCA. Tuning changes on the order of $1 / 4$ octave should not present any particular difficulties.

There is a point dealing whth this which may not be immediately exploitable by many, but which should be mentioned in any case; the action of the trigger outputs of the QuASH channele which are being used as STG chann

The trigger outputs QuASH chalnels which are being used to produce pitch setting voltages behave in the normal manner. When the AGO key
coxresponding to that QuASH channel is being held down, tho triggor is at a high state. When the key is released, the trigger goes low. A standard "gate" lypo lesponso.

In a similar manner, the triggers of transient channels also go high as soon as the AGO key to which they correspond is pressed; but unlike the normal trigger, this level remains high until the software has completed the last increment of the Release cycle. In future hardware this will drive a "notso gate", a simple semi-conductor switch which completely quiets a channel that is inactive.
$\qquad$



## POLY 1.0

A 6500 series processor based realization of a limited resource allocation algorhythm for Polyphonic control of electronic music synthesizers.
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## COMPUTER REQUIREMENTS

POLY 1.0 is written and supplied in 6500 scries processor machine language specifically for use with a PALA 8700 Computer/Controller. It should be easily adaptable to any computer using this popular MPU and somewhat less readily adaptable to 6800 based machines.

Total memory requirements for POLY 1.0 and the buffer tables that it builds and maintains are less than 256 works. The program is written to reside fully in page zero of a 6500 based system.

POLY 1.0 uses the DECODE subroutine of the PAIA PIEBUG Monitor program to accept commands for special features.

This program also requires an appropriately encoded musical (AGO) keyboard up to 5 octaves in length which is assumed to be memory mapped at location x810. Also required is a contiguous block of output ports assumed to reside between locations x900 and x9FF. Wiring schedules consistent with these requirements are shown in the "Interconnection Wiring Schedules" section of this application note.

## THE ALGORHYTHM

POLY 1.0 allocates synthesizer resources to keyboard requirements using this algorhythm:

1) Output all notes appearing in the output buffer area (KTABLE) after adding the corresponding transposing figure from TTABLE. Go to 2.
2) Wait for keyboard scan to start and place a list of all keys currently being held down in the input buffer area (KTABLE). When buffer full or scan complete go to 3 .
3) Clear the trigger flags (D6) of all notes in NTABLE (the output buffer).
4) Compare each entry in the input buffer to each entry in the output buffer. If they are the same, set the trigger bit of the output buffer entry and eliminate (zero) the entry from the input buffer. If all available outputs are used, or if all keys down find a home go to 1 .
5) Place the remaining input buffer entries in output buffer locations which do not currently correspond to a key that is down (those in which D6 is cleared). When all input data has been placed or all channels available have been used go to 1 .

A subtle implication of this algorhythm is that if we think of "new" notes as being those corresponding to keys that have just been pressed, this method tries to place those new notes in output channels which at some point in the past were already producing those notes.

This prevents strings of identical eighth notes (for example) from being assigned to different outputs each time they're used. Notes, once assigned, tend to stay assigned to the same control channel regardless of other keyboard activity. They don't move around from channel to channel in some totally unpredictable fashion.

It also means that once the number of output channels available is "used up" by down keys which need to be placed, all other keys that are down are simply ignored (this is exactly what we want).

One important aspect of the above is that the program must 'know" how many output channels are available to it; otherwise there is the possibility that notes may be assigned to non-existent outputs (ones that do not have corresponding hardware). By itself, this is not disastrous as we are faced with a similar situation anyway - POLY 1.0 ignores notes that exceed its resources.

The really bad part would be that once the notes were assigned to these non-channels they would tend to remain assigned there; producing the effect of having some "dead" synthesizer keys that appear to be doing nothing.

## POLY 1.0

A Limited Resource Allocation
Algorhythm

## dOCuMENTED LISTING

MEMORY MAP

| 9FF |  |
| :---: | :---: |
|  | Control Channels |
| 900 |  |
| 810 | AG0 KBD |
| OFF |  |
| ... | used by PIEBUG |
| OED |  |
| OEC | not used |
| OEB | OUTTEMP |
| OEA | OUTS |
| OE9 | TEMP 1 |
| OE8 | CLK |
| 0E7 |  |
|  | TTABLE |
| OEO | (transpose) |
| ODF |  |
| $\cdots$ | NTABLE |
| OD8 | (output buffer) |
| 0D7 |  |
|  | KTABLE |
| QDO | (input buffer) |
| OCF |  |
|  | not used |
| $\frac{0 C B}{O C A}$ |  |
|  |  |
|  | POLY 1.0 |
| 006 |  |
| 005 |  |
|  | Interrupt Vectors |
| 000 | (if required) |

## POLY 1.0

written by John S. Simonton, Jr. (c) 1978 by PAIA Electronics, Inc. All rights reserved.

INIT clears input buffer KTABLE, output buffer NTABLE and transpose buffer TTABLE.
0006
08
0 A
0 C
0 D
INTT
INTT 1
INTT 0
A9 00
A 218
95 CF
CA
D0 FB

| LDA \#0 | ; prepare |
| :--- | :--- |
| LDX \#18 |  |
| STA KTABLE-1, X | ; clear everything |
| DEX |  |
| BNE INTT 0 | ; loop until done |

NOTEOUT adds together corresponding entries in TTABLE and NTABLE and reads the result into the control channels in descending order. Also takes care of timing to $\mathrm{D} / \mathrm{A}$.

| 0F | NOTE OUT | A2 08 | LDX \#08 | ; initialize pointer |
| :--- | :--- | :--- | :--- | :--- |
| 11 | LOOP | B5 D7 | LDA NTABLE, X | ; qet note |
| 13 |  | 18 | CLC | ; prepare |
| 14 |  | 75 DF | ADC TTABLE, X | ; add transpose |
| 16 |  | 8D 00 09 | STA D/A | ; write to D/A, settle |
| 19 |  | 9D F7 09 | STA S/H, X | ; write control channel |
| 1C |  | A0 04 | LDY \#4 | ; prepare delay time |
| 1E LOOP 1 | 88 | DEY | ; delay |  |
| 1F |  | D0 FD | BNE LOOP 1 |  |
| 21 |  | CA | DEX | ; done? |
| 22 |  | D0 ED | BNE LOOP | ; no, continue |

LOOK clears input buffer and waits for keyboard scan to bogin. Places keys down in the input buffer. This routine also serves to make the keyboard's encoder clock the tempo clock for the entire system.

POLY first half of allocation algorhythm as explained in text. In this block deactivated channels are re-activated if the data they contain appears in the input buffer.

52
54
56
58
5A
5C
5E
5F
61

```
LOOK
    95 CF STA KTABLE,X
    CA DEX
    D0 FB BNE LK0
    A2 08 LDX #8
    2C 1008
        BIT KBD
        BMI LK1
        2C 10 08 BIT KBD
        30 0F BMI LOUT
        50 F9 BVC LK2 ; if key not down, loop
        AD 1008 LDA KBD ; get the key
        95 CF STA KTABLE, X
LK3
LOUT
    CD 10 08 CMP KBD
        F0 FB BEQ LK3
        CA DEX
        DO EC BNE LKK2
        E6 E8 INC CLK
        A5 E8 LDA CLK
        8D 2008 STA DISP
        EA NOP
        EA NOP
        EA NOP
\begin{tabular}{lll} 
A2 08 & LDX \#8 & ; set pointer/counter \\
A9 00 & LDA \#0 & ; prepare accum. \\
95 CF & STA KTABLE, X & ; zero input buffer \\
CA & DEX & ; point to next \\
D0 FB & BNE LK0 & ; done? no-loop \\
A2 08 & LDX \#8 & ; yes set pointer \\
2C 10 08 & BIT KBD & ; scan started? \\
30 FB & BMI LK1 & ; no D7 high, loop \\
2C 10 08 & BIT KBD & ; yes-look again \\
30 0F & BMI LOUT & ; when scan done, leave \\
50 F9 & BVC LK2 & ; if key not down, loop \\
AD 10 08 LDA KBD & ; get the key \\
95 CF & STA KTABLE, X & ; put it in input buffer \\
CD 10 08 & CMP KBD & ; still same key? \\
F0 FB & BEQ LK3 & ; yes, loop \\
CA & DEX & ; advance pointer \\
DO EC & BNE LK2 & ; if some buffer left, loop \\
E6 E8 & INC CLK & ; increment clock \\
A5 E8 & LDA CLK & ; get it \\
8D 20 08 & STA DISP & ; show it \\
EA & NOP & ; hook \\
EA & NOP & \\
EA & NOP &
\end{tabular}
LOOK
```

```
LK0
```

```
LK0
```

```
LK1
LK2
```

| POLY | A5 EA | LDA OUTS | ; number of output |
| :---: | :---: | :---: | :---: |
|  | 85 EB | STA OUTTEMP | ; channels to counter |
|  | A2 08 | LDX \#8 | ; set up a counter |
| LOOP 0 | A9 BF | LDA \#BF | ; prepare for following: |
|  | 35 D 7 | AND NTABLE, X | ; clear trigger bit of note |
|  | 95 D7 | STA NTABLE, X | ; and put it back |
|  | CA | DEX | ; pointer to next note |
|  | D0 F7 | BNE LOOP 0 | ; if not yet done, loop |
|  | A9 09 | LDA \#9 | ; prepare |
|  | 85 E 9 | STA TEMP 1 | ; set up pointer to <br> ; KTABLE |
| LOOP 1 | C6E9 | DEC TEMP 1 | ; decrement the pointer |
|  | F0 23 | BEQ NEWKEY | ; if done go to newkey |
|  | A6 E9 | LDX TEMP 1 | ; prepare x pointer |
|  | B4 CF | LDY KTABLE, X | ; get key in Y register |
|  | F01D | BEQ NEWKEY | ; no keys left, place new <br> ; keys |


| 8 C | NEWKEY | A9 00 | LDA \#0 | ; prepare accum. |
| :---: | :---: | :---: | :---: | :---: |
| 8E |  | A2 09 | LDX \#9 | ; prepare pointer |
| 90 | NK3 | CA | DEX | ; to KTABLE, decrement |
| 91 |  | F0 22 | BEQ OUT | ; if done, leave |
| 93 |  | B4 CF | LDY KTABLE, X | ; key to Y reg. |
| 95 |  | F0 F9 | BEQ NK3 | ; if key zero, get next key |
| 97 |  | 95 CF | STA KTABLE, X | ; a key that needs a <br> ; home |
| 99 |  | A2 09 | LDX \#9 | ; zero the key in KTABLE <br> ; prepare pointer |
| 9 B | NK4 | CA | DEX | ; decrement |
| 9 C |  | F0 17 | BEQ OUT | ; if zero, no NTABLE <br> ; left |
| 9 E |  | A9 40 | LDA \#40 | ; otherwise prepare a <br> ; mask |
| A0 |  | 35 D 7 | AND NTABLE, X | ; and check for free <br> ; NTABLE entry ( $\mathrm{D}_{6}{ }^{0}$ ) |
| A 2 |  | D0 F7 | BNE NK4 | ; not this one |
| A4 |  | A980 | LDA \# 80 | ; yes-now prepare a mask |
| A6 |  | 35 D7 | AND NTABLE, X | ; D7 set on clear |
| A8 |  | 95 D 7 | STA NTABLE, X | ; put back in NTABLE |

; initialize pointer to
; NTABLE
LOOP 2

| A2 09 | LDXX \#9 | ; initialize pointer to <br> ; NTABLE |
| :---: | :---: | :---: |
| CA | DEX | ; decrement pointer |
| F0 F1 | BEQ LOOP 1 | ; if all NTABLE done, <br> ; get new key |
| 98 | TYA | ; copy of next key to ac. |
| 55 D 7 | EOR NTABLE, X | ; compare to NTABLE |
| 0A | ASL | ; and shift high order |
| 0A. | ASL | ; bits out to ignore |
| D0 F6 | BNE LOOP 2 | ; if diff., get next NTABLE |
| 98 | TYA | ; if samc, key to ac. |
| $15 \mathrm{D7}$ | ORA NTABLE, X | ; and preserve glide |
| 95 D7 | STA NTABLE. X | ; and save note |
| C6 EB | DEC OUTEMP | ; one less output available |
| F0 31 | BEQ OUT | ; if none remain, leave |
| A6 E9 | LDX TEMP 1 |  |
| A9 00 | LDA \#0 | ; prepare accumulator |
| 95 CF | STA KTABLE, X | ; and then zero this key |
| F0 D9 | BEQ LOOP 1 | ; then branch always <br> ; for more |

NEWKEY second half of allocation algorhythm. Keys down are allocated to output buffer locations which are currently de-activated. NOTE that both this routine and POLY preserve the status of D7 in the output buffer locations.

| AA | 98 | TYA | ; copy of key to accum. |
| :--- | :--- | :--- | :--- |
| AB | 15 D 7 | ORA NTABLE, | ; set/clear D7 |
| AD | $95 \mathrm{D7}$ | STA NTABLE, X | ; and back to NTABLE |
| AF | C 6 EB | DEC OUTTEMP | ; one less output avail- |
| B 1 | F0 02 | BEQ OUT | ; able <br> B3 |
|  | D0 D7 | BNE NEWKEY | ; none remaining, out. <br> ; otherwise, branch always |
|  |  |  | for more |

OPTION uses PIEBUG's DECODE subroutine to read computer keyboard and take appropriate action as required.

B5
B8
BA
BC
BF OP1
C1
C3
C5
C 8 OP2

OPTION
2000 FF
C9 04 CMP \#4
B0 03 BCS OP1
4 C 0600
C908 CMP \#8
B0 05 BCS OP2
A9 2E LDA \#2E
4C 0800 JUMP INIT 1
4 C 0 F 00 JUMP NOTEOUT
; get command
; greater than 4 ?
; yes test next
; no-clear all
; greater than 8 ?
; yes test next
; no prepare
; go to tune
; run full poly

## ADDITIONAL PROGRAM NOTES

1) Memory location OEA contains the number of control channels available to the system. This number may be changed as situations require, but should under no conditions be set to a number groater than the number of output channels.
2) Note the three NOPs at locations $04 \mathrm{~F}-051$. This hook may be used to insert special effects code in place of, or prior to, POLY. May also be used to turn the combination of NOTEOUT' and LOOK into a subroutine to be accessed by other users programs.
3) All code (with the exception of OPTION) is written in a relocatable form and may be positioned in available memory as required.

## LOADING AND INITILIZING POLY 1.0

If you have a cassette interface on your 8700 and the POLY 1.0 tape, loading is simply a matter of connecting your tape recorder to the cassette input connectors on the 8700 and loading the tape using the following entry sequence:
$0-0-0-0-0-0-\mathrm{F}-\mathrm{F}-0-0-1-1-\mathrm{TAPE}$
If you don't have the $\mathrm{CS}-87$ option, you must enter the code manually from the 8700 keyboard.

The cassette version of this program loads all of page zero of memory (its total requirement) and in the process initializes a couple of things that you will need to care for manually if the cassette is not available. When entering manually, be sure to set the number of outputs to correspond to the number you have available. For example, assuming that you have a system with a single QuASH, the number of channels available should be set to 4 using the following computer keyboard sequence:

RESET-0-0-E-A-DISP
0-4-ENTER
Cne tape version initializes the number of outputs at the most likely number of 4. If you want to use less channels (because of lack of modules, say) or have a system with more, do it as was shown above.

When entering the program manually, make sure that the decimal mode flag in the status register is cleared by using this sequence:

RESET-0-0-F-F-DISP
0-0-ENTER
This is automatically taken care of when the tape version is loaded.

## USING POLY 1.0

With everything connected, loaded and initialized, we're ready to begin making music. Go to the beginning of the program and begin running it.

RESET-0~0-0-6-RUN
c

If everything is working properly, we will see the 8700 displays counting quickly, incrementing by one for each scan of the keyboard. All of the QuASH outputs should be at a very low output voltage (the program initializes them as zero) and the trigger flags for each channel should be cleared.

As we press synthesizer keys, QuASH channels should "come alive" and produce control voltages corresponding to the keys that POLY 1.0 has assigned to them. The trigger flags should be set if the key corresponding to the channel is currently down and clear when the key is released.

## TWO FEATURES OF POLY 1.0 HAVE NOT YET BEEN MENTIONED

While POLY is running, touching any of the keys from $0-3$ on the 8700 keyboard (the first row of keys) causes the system to clear all QuASH channels to zero and wait for new data to be assigned. You'll figure out what this is good for as you become familiar with the system.

Maybe more importantly, touching any of the keys $4-7$ (the second row on the 8700 ) provides a tuning function and causes all QuASH channels to produce the same note with the trigger flags set, allowing all oscillators to be set to the same pitch. The note produced corresponds to the 2nd C on a standard configuration 3 octave keyboard. THE CHANNELS MUST BE CLEARED AFTER TUNING by touching the first row of 8700 keys.


ENCODER TO KEYBOARD


ENCODER
8700 IN \#1 J4

| 1 | D0 | 9 |
| :--- | :--- | :--- |
| 2 | D1 | 6 |
| 3 | D2 | 10 |
| 4 | D3 | 5 |
| 5 | D4 | 11 |
| 6 | D5 | 4 |
| 7 | START/D7 | 3 |
| 6 | $\bullet$ |  |
| 11 | STROBE/D6 | 12 |
| $\bullet$ |  | 0 |
| 13 | GROUND | 14 |
| 14 | 5 | 1 |

ENCODER TO COMPUTER


PAIA 8700 COMPUTER, POWER SUPPLY AND KE YBOARD ENCODER


