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Abstract—With the increasing popularity of service-based
software in recent years, engineering methods for developing
high quality service-based systems is highly demanded which
are expected to support the essential engineering processes
of system modeling, web service selection and system testing.
However, few systematic methods that unify the above three
essential activities are available, and the present supporting
technologies of these three activities are still not satisfactory.
In order to tackle this challenge, this paper proposes a formal
engineering approach that integrates precise system modeling,
accurate service selection and rigorous system integration testing.
It includes a unified three-step formal engineering framework for
interactive service-based system modeling and existing service
adoption, a service selection method that combines both static
matching and specification-based conformance testing and a
formal specification-based integration testing method. We have
also developed a prototype tool that supports the proposed engi-
neering framework. An empirical case study and corresponding
experiments are conducted to show the feasibility of the proposed
approach.

I. INTRODUCTION

In recent years, large-scale service-based software systems
have been successfully deployed in many enterprises and
organizations ranging from transportation, healthcare, finan-
cial companies, governments, and other social sectors [1][2].
Everyday or even every minute, service-based software sys-
tems are continuously providing the business services, which
has substantially improved our daily life. Inspired by such
great achievements and bright future, the engineering method
for constructing high-quality service-based software systems
is one of the major research areas, which attracts growing
attention of both the industry and research communities.

Service-based software system is the software system in
which appropriate existing web services are reused as software
components to perform the required business functions. Its
development, to a large extent, inherits the traditional software
engineering principles, though specific engineering processes
need to be considered for dealing with the web services
that participate in the construction of service-based software.
System modeling and testing serve as the most critical stages
for constructing high-quality service-based software systems.

Unfortunately, effective service-based software modeling
and testing are still facing great challenges. Specifically, one
major challenge is how to carry out the service-based software
modeling for constructing the precise requirements and design
specifications so that existing services can be efficiently and

accurately discovered, selected, and reused in the target sys-
tem. The second challenge is how to effectively utilize the
system models to carry out service-based software testing to
ensure the software quality.

Formal methods are regarded as potential solutions to tackle
the above challenges which embrace two techniques: formal
specification for precise description of system requirements
and formal verification for proving the correctness of software
against formal specifications. It is well recognized that formal
software modeling, including both formal requirements and
design specifications, based on correct understanding of re-
quirements contributes significantly to software quality [3][4].
Unfortunately, the formal modeling is in fact not widely used
in industry, partly because the mathematically-based notation
is hard for ordinary practitioners to accept and master, partly
because practical constraints, such as time, expertise, or cost,
prevent companies from providing an environment suitable for
application of formal methods [5][6], and partly because there
is still lack of systematic engineering approaches to formal
specification construction. Moreover, appropriate services need
to be discovered, selected and integrated into the system archi-
tecture for developing service-based software, which cannot be
handled by directly applying the traditional formal methods.

To this end, this paper put forward a formal engineering
approach to service-based software modeling and integration
testing. It inherits the basic idea of the SOFL (Structured
Object-oriented Formal Language) formal engineering method
[7][8] that supports the application of formal methods in
developing large-scale software systems, providing systematic
engineering processes to support the formal modeling and
formal specification-based integration testing of service-based
software systems.

Specifically, the formal engineering approach consists of a
formal engineering framework (FEFSSM) and a specification-
based integration testing method. The FEFSSM offers a three-
step modeling framework for specification construction and
integrates web service discovery and selection into the entire
modeling phase, aiming at providing an engineering proce-
dure for constructing precise, comprehensible, and satisfactory
specifications of service-based software. The constructed sys-
tem models are represented by both the formal specifications
that precisely define the expected functions and the corre-
sponding rigorous condition data flow diagrams (CDFDs) that
precisely describes the interactions among the system modules.



The textual and the diagrams are adopted as the foundation of
the rigorous integration testing.

To promote the effectiveness and efficiency of service-based
software modeling and service selection, we have developed
a prototype tool that can support the three-step specification
construction and the service discovery and selection activities.

The remainder of this paper is organized as follows. Section
1I summarizes the research work related to our approach from
various aspects and illustrates the novelty of our research
through the comparison with these related work. Section III
presents the main principle underlying our formal engineering
approach to service-based software modeling and integration
testing. Sections IV, V, and VI describe detailed techniques
involved in different specification construction stages. Section
VII describes the formal specification-based integration testing
method. Section VIII shows the prototype tool that supports
the FEFSSM. Section IX reports the case study and the corre-
sponding experiments conducted for validating the feasibility
of the approach. Section X presents the conclusion of our
work.

II. RELATED WORK

Wide ranges of methods have been devoted to service-
based system modeling and construction. One representative
approach is the SOMA (Service-Oriented Modeling and Ar-
chitecture) method proposed by IBM [9]. SOMA incorporates
key aspects of service-oriented software modeling (e.g., ser-
vice identification, business modeling and transformation and
etc.) and offers a unified framework for developing service-
oriented software. Inspired by the basic principle underly-
ing the SOMA method, various MDA-based approaches to
service-based software modeling have been put forward. These
approaches mainly adopt main stream modeling notations
such as the UML and BPMN for modeling the expected
requirements and business processes [10][1 1][12][13]. In most
of the MDA modeling approaches, the high-level system
models specified by UML or BPMN are gradually transformed
into final implementations. Although the BPMN language and
UML-based approaches have contributed to the modeling of
service-based software, precise specifications of service-based
software cannot be achieved by following these techniques
alone. In order to facilitate the construction of precise speci-
fications of service-based systems, one representative trend is
the formalism of BPMN or BPEL notations. The integration
of Petri-Net and BPMN are reported in works [14][15][16].
Similarly, the authors of work [17] suggest using YAWL to en-
hance the formal semantics of BPMN notations. In work [18],
authors extend current BPEL language for modeling service
choreographies. To some extent, enhancement of modeling
languages contributes to service-based software modeling from
various aspects. However, these improvements focus on the
language level rather than the perspective of methodology for
service-based software modeling. The modeling of large-scale
systems are still not easy since few engineering methods can
guide practitioners construct the formal specifications.

Existing service discovery and selection techniques can
be summarized into two categories: the match-making ap-
proaches and the conformance testing approaches. As a main
stream trend, match-making methodology is widely adopted
as the foundation of many service discovery and selection
approaches. Signature matching is the simplest way of web
service match-making, which can be traced back to resources
discovery from software libraries [19]. One typical scenario
of signature matching is that requirements specifications are
abstracted by some keywords that are used to match the
informal descriptions of candidate web services. Since most
services are published with WSDL files which specify their
interfaces syntax, approaches based on interface structure
match-making have been proposed [20][21]. Due to the lack
of analysis on the functional behaviors of services, these
approaches cannot achieve an accurate service selection. With
the development of service description technologies, the be-
havior match-making approaches to service discovery and
selection come into existence. In particular, matching ap-
proaches based on semantic web services are widely used
by many projects [22][23][24][25][26][27][28]. In spite of the
advantage brought by semantic services, two challenges that
obstacle wide application of semantic services still need to
be tackled. One major problem is the insufficient available
semantic services under real web environment. The other
concern is the reliability of semantic descriptions. Therefore,
Service conformance testing is regarded as an alternative
solution to accurate service selection. A number of ser-
vice conformance testing approaches are presented in work
[29][30][311[32][331[34][351[36][37][38][39][40].. Despite of
their contributions to service conformance testing, a majority
of current service testing methods focus on checking the
conformance of service functions with respect to pre-defined
specifications before service publication or service description
documents. To solve this problem, user-end conformance
testing approaches are proposed. Test data of the user-end
conformance testing is generated from the users’ (i.e., the
service requestors’) requirements specifications [38][41].

Various integration testing approaches adopt the control flow
diagrams, especially the UML sequence diagram for test case
generation. In work [42], the authors transform the UML
sequence diagram into the Sequence Dependency Diagram
for test case generation. In the work [43] and [44], state
charts are used as the foundation of test case generation for
integration testing. Similarly, the authors of work [45] and
[46] combine the state-machine and UML sequence diagram
for test data generation of integration testing. The work [47]
also adopts the UML sequence diagram as the foundation for
the integration testing of object-oriented programs. However,
the control flow diagrams and state machines can still satisfy
the demanding of integration testing. As pointed out by the
authors of [45], state charts are more powerful in unit testing
rather than in integration testing. Formal specification-based
testing is regarded as a promising technique for rigorous
software faults detection [48][49]. However, current formal
specification-based testing methods face a challenge that most



of them are powerful in unit testing but relatively difficult to
be applied in integrating testing.

III. OVERVIEW OF THE APPROACH

The proposed formal engineering approach consists of
a formal engineering framework for service-based software
modeling, and a method for service-based software integration
testing based on the formal specifications. The main principle
of our this approach is shown in Figure 1.
As shown in Figure 1, the approach primarily consists of
a three-step modeling and a specification-based integration
testing processes. The main idea of the modeling process is
to provide an evolutionary modeling framework that offers a
three-step specification construction procedure in which appro-
priate services are also discovered, selected and integrated into
the system design architecture. Specifically, the three stages of
the modeling approach are listed below:
« Informal Specification Construction
The goal is to acquire requirements as completely as
possible and discover sufficient candidate services based
on the informal requirements for further conformance
checking at later stages. Since requirements are imprecise
at this stage, candidate services are preliminarily explored
and filtered using keywords that abstract the correspond-
ing informal requirements. For example, in Figure 1,
requirements are documented as the informal specifica-
tion accompanied with a corresponding decomposition
diagram that described the relations between the expected
functions. Potential services are discovered based on the
informal requirements. For instance, function a_2 1 is
decomposed from the sub-function a_2 of function A,
which is associated to candidate services S1 and S3
through the keyword-based service discovery.
« Semi-Formal Specification Construction
This stage aims at carrying out accurate service
selection and further clarifying the requirements. All
service-associated functions are transformed into formal
processes specifying the expected functions rigorously
while other functions are transformed into semi-formal
processes that consist of formal data structures and in-
formal operational semantics. Services are accurately se-
lected through static behavior analysis and specification-
based conformance testing; rest part of the informal spec-
ification is then clarified into semi-formal specification. In
Figure 1, the informal specification is evolved into semi-
formal specification. Service S1 is identified as the most
relevant service of function a_2 1. Assume that service
S1 is selected for the service-associated process a_2_1
through the testing, rest part of the specification can be
semi-formalized.
« Formal Specification Construction
In this stage, all the pre- and post-conditions of
all processes are formalized and all the processes are
organized into a hierarchical structure of system modules.
Service-associated processes can be used as the foun-
dation for gradually formalizing the entire specification

since they have been determined in the previous modeling
stage. The formal specification in Figure 1 shows that all
processes and data structures are formally specified.

Integration testing is a quality assurance engineering activity
to be carried out after the system construction and unit testing.
Since unit testing approaches are relatively mature, our method
focuses on the integration testing techniques in the testing
stage. The first step of integration testing approach is to
derive all potential data flow paths from the CDFDs. Each
data flow path is a sequence of data flows and the involved
processes of the path. The pre- and post-conditions of each
process are then further transformed into a functional scenario
form. Concrete test cases are then generated to cover all the
functional scenario sequences of each path.

Based on the framework, we will explain the detail tech-
niques and methods of each stage of the three-step modeling
framework and the integration testing method, respectively.

IV. INFORMAL SPECIFICATION CONSTRUCTION STAGE

Constructing an informal specification is a mean to help the
initial requirements acquisition and service discovery. That is,
in addition to capturing client’s requirements through writing
the informal specification, the content of the specification can
also help the developer consider whether any existing services
can be utilized to realize some of the required functions.

A. Requirements Acquisition

Requirements acquisition is an activity to discover, un-
derstand and document the customer requirements, which is
aimed at achieving a complete coverage of desired require-
ments and finding clues for services discovery. Specifically,
requirements are acquired via the discussion between the client
and the system developer based on the understanding of the
business goals, the documents of the legacy systems, the
domain knowledge and etc. A top-down strategy is adopted
for analyzing the business processes. Specifically, the require-
ments analysis starts from the top-level business processes.
Through the analysis of the business processes, including
the decomposition of functions, expected functions can be
extracted and documented in a hierarchical structure to clearly
describe the client’s requirements.

B. Service Discovery

During the construction of the informal specification, ser-
vices are discovered and associated with corresponding func-
tions. Since requirements are informally described, the de-
veloper only needs to discover candidate services for more
accurate selection at a later stage.

The technique for service discovery of our approach is
keyword-based searching, where a keyword in our context is
an English word. The keywords are derived from the informal
specification and reflect the major features of the desired
functions that the potential candidate services are expected
to offer. Specifically, the derived keywords are used to either
partially or completely match with the service names or
informal descriptions stored in the service repositories.
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C. Dynamic Informal Specification Construction

In FEFSSM, when the business processes are analyzed, for
each single function involved in each business process , the
developer needs to consider whether the function can be im-
plemented by certain services, decomposed into sub-functions
for further analysis, or just left for coding from the scratch.
An algorithm is proposed showing how the service searching
is accompanied with the handling of a single function in the
specification.

V. SEMI-FORMAL SPECIFICATION CONSTRUCTION

Our formal engineering method inherits the semi-formal
stage of specification construction from the traditional SOFL
formal engineering method and extends it for handling service-
based software modeling. In order to effectively exploit exist-
ing services into the system architecture, services need to be
first accurately selected and the grouping of related functions,
data resources, and constraints into modules is then carried
out. To this end, our formal engineering method extends the
SOFL method and suggest the following steps in the stage of
semi-formal specification construction:

1) filtering candidate services via static behavior analysis
Large number of candidate services may be discovered
at the informal specification construction stage. To facili-
tate effective service selection, services are ranked based
on their relevance to the associated functions. The rele-
vance is judged by the developer through static behavior
analysis on the descriptions of candidate services, since
most services are provided with some description files,
especially WSDL files specifying their interfaces. Some
irrelevant services can be directly eliminated according
to the developer’s judgements. Such a ranking and
filtering mechanism is achieved based on the analysis of
the services descriptions in a static manner rather than
dynamically checking the functional behaviors of the
services. As the result of static behavior analysis, each
service-associated function is finally associated with its
most relevant service. The most relevant services will be
used as the basis for formalizing the associated functions
and also be tested prior to the less relevant services for
accurate service selection.

2) formalizing the service-associated functions
To carry out accurate service selection through
specification-based ~ conformance testing,  service-
associated functions need to be completely formalized
as the foundation for generating proper test cases to
run the corresponding candidate services (i.e., the most
relevant services). The formalization includes two steps.
The first step is to modularize the service-associated
functions into proper SOFL processes. The second
step is to fully formalize the pre- and post-conditions
of these processes to precisely express the expected
operational semantics upon their associated services.

3) determining services using specification-based confor-
mance testing

To check the conformance of the candidate services with
respect to the expected functions, services are tested by
running the test cases generated from the formal service-
associated processes [50]. The final decisions on service
selection are made by the developer via the analysis
upon testing results and the service-associated processes.
If a service under test does not satisfy the required
functions, other relevant services can be picked up for
testing according to their relevance ranking established
via static behavior analysis. In this case, specification
may have to be reformulated.

4) semi-formalizing the specification based on the deter-
mined service-associated processes
Appropriate  services are determined after the
specification-based ~ conformance  testing. ~ The
determined formal service-associated processes can be
used as foundation for semi-formalizing rest part of the
specification. This involves formalizing all the related
data structures, transforming all the functions into
processes and grouping them into independent system
modules.

VI. FORMAL SPECIFICATION CONSTRUCTION

The major task of the formal specification construction is
twofold. One goal is to design the system architecture by
coupling the independent system modules; the other one is
to formally define all the components ( e.g., processes and
invariants) that are not completely formalized in the specifica-
tion. A formal specification represents the architecture of the
entire system and functional definitions of its components.

To effectively support the formal specification construction,
we adopt the CDFD assisted middle-out strategy. Specifically,
the following steps are taken for exploiting the strategy:

1) select the crucial modules that represent the important
functions
2) construct the CDFDs of the crucial modules

a) if a crucial module is decomposed, formalize the
processes of this module and then construct the
CDFDs of the lower-level modules and formalize
the involved processes

b) if a crucial module is not decomposed, formalize
all the processes of this module

3) organize the modules that are fully formalized according
to the design decisions

4) complete the formal specification based on the corre-
sponding CDFDs

By following the middle-out strategy, we can gradually
construct all the CDFDs of the modules and processes at
different levels; meanwhile, the textual formal specifications
of each module and process are completed guided by the
organization procedure of the CDFDs.

Based on the formal specification, the developer can im-
plement the target service-based software using appropriate
program languages. Since the SOFL formal language is not
executable, the formal specification cannot be automatically



transformed into programs. The developer needs to manually
map the specification to the programs by following the basic
guidelines proposed in our previous work of the SOFL [8].

VII. THE FORMAL SPECIFICATION-BASED INTEGRATION
TESTING METHOD

The goal of this method is to detect software faults that
are concealed in the interactions between system operations.
The foundation of this formal specification-based integration
testing is the textual formal specification and the affiliated hier-
achical CDFDs of the system architecture. Since the hierarchy
of the system modules are determined, the bottom-up strategy
for integration testing can be adopted.

Specifically, the integration testing starts from the bottom
level system modules. When a lower-level module is thor-
oughly tested, it is nested as a process of its higher level
system module for integration testing. This iterative procedure
continues until the top-level system module is finally tested.
Therefore, the fundamental problem to be resolved is the
integration testing of each individual module described by a
CDFD. The following steps can be taken for the integration
testing of each module:

1) extracting all independent paths from the CDFD;

2) transforming the pre- and post-conditions of each
process involved in each path into functional scenario
form;

3) constructing the functional scenario sequences of the
involved processes of each path, and then testing the sys-
tem using the test cases generated from the constructed
functional scenario sequences;

VIII. THE PROTOTYPE ToOL OF FEFSSM

To effectively support the FEFSSM and the specification-
based integration testing approach, we also devote to the
development supporting tools. Currently, a prototype tool that
supports the FEFSSM is constructed.

A. Tool Design

The tool is designed as a three-layered system which
provides the major functions supporting the application of the
FEFSSM for modeling service-based software systems. The
architecture of this supporting tool is described in Figure 2.

The infrastructure layer mainly consists of the service
repositories, the specification files and the files of functional
scenario matrixes. In our case study, the service repository is
only the AXIS2 service server. Specifications are documented
in the XML files. We use the XML files to store the spec-
ifications since the XML format files are machine-readable,
platform-independent and can easily represent the hierarchical
structures of the processes and other SOFL components (also
including the CDFD).

The function layer consists of three modules: the module
of service discovery and analysis, the module of specification
construction and the module of functional scenario matrix
establishment. The module of service discovery supports the
keyword-based web service discovery and the static behavior

Web Service Discovery
__ and Analysis

i 3

3 - 2 Functional Scenario g
Specification Constructi

P e Matrix Establishment £
4 MRS Brae e 3

|
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L of Functions | l Workplace |§ | %
1

Fig. 2. Architecture of the FEFSSM Supporting Tool

analysis in which services are ranked. Specifically, the service
discovery is achieved by the web service explore, and the static
behavior analysis is mainly carried out by the WSDL Analyzer
component.

B. Implementation of the Prototype Tool
Figure 3 gives a snapshot of the main interface of the tool.

Fig. 3.

The Snapshot of the Main Interface of the Prototype Tool

The text edition area located in the left-side of the inter-
face is the workplace for textual specification construction.
The tree-navigator is in the middle part. A tree structure of
expected functions is described by current navigator in which
each node is an expected function. By right-clicking the node,
the user can decide to decompose, delete, edit the function or
search candidate services for the function. Discovered services
can be listed after the keyword-based searching. The right-
side of this interface is the area of service repositories. All
candidate services are listed in this area. For the sake of space
limitation, other functions of the tool are omitted for brevity.

IX. CASE STUDY AND EXPERIMENTS

We have carried out an empirical case study of developing
a Travel Agency System (TAS) for validating the feasibility of



the FEFSSM and two experiments for evaluating the service
conformance testing method of service selection and the
integration testing method.

The case study shows that the number of candidate services
gradually decreases along with the specification evolution and
the number of required functions increases simultaneously. At
the stage of informal specification construction, functions were
gradually recorded along with service discovery. During the
stages of semi-formal and formal specification construction,
the number of functions increased rapidly. Stimulated by the
detailed information of service operations extracted from the
WSDL files, the developer and the client clarified the specifi-
cation extensively. As a result, sub-functions were added for
their high-level functions that were roughly associated to the
corresponding services and some functions were reformulated.

The experiment for service conformance testing method
of service selection shows that the overall fault detection
rate is approximately 90%. This result demonstrates that our
conformance testing method achieve a relative high detection
rate of software faults. Such a testing approach can effectively
check the conformance of services to the expected functions
and also facilitates the reliability of the target service-based
software.

The experiment for integration testing method shows that
the overall fault detection rate is 85%. This fault detection
rate is higher than the one reported in work [5 1] in which test
data generation is achieved based on the paths coverage but
regardless of the functional scenarios.

X. CONCLUSION

With the increasing demands of efficient and value-added
software systems for enabling complex business requirements,
and the continuous development of computer sciences and
technologies, the service-based software systems have seized
great interests of the industry and research communities. The
development methods for constructing high-quality service-
based software are one of the most crucial topics in the area
of software engineering.

Targeting on the most critical engineering tasks of service-
based software system development, the modeling and the
testing phases, we propose a formal engineering approach
to service-based software modeling and integration testing.
Specifically, the formal engineering framework for service-
based software modeling (FEFSSM) supports the evolutionary
formal specification construction and the accurate web service
selection. On the basis of the formal specifications and the
affiliated condition data flow diagrams (CDFDs), the formal
specification-based integration testing approach contributes to
the systems quality via a rigorous testing procedure. An em-
pirical case study of developing a 77 ravel Agency System (TAS)
is carried out for validating the feasibility of the FEFSSM, and
the related experiments are also conducted for evaluating the
service conformance testing method of service selection and
the integration testing method. A prototype tool is developed
to support the FEFSSM.

Our research and its novelty are summarized as the follows:

1) The Formal Engineering Framework for Service-based
Software Modeling
We have presented a novel framework FEFSSM for
service-based software modeling. The main contribution
of the FEFSSM is a systematic solution to service-based
software modeling through an evolutionary process for
specification construction and accurate service selection.

2) The Formal Specification-based Integration Testing
Method
To facilitate the quality assurance of service-based soft-
ware systems, we have proposed a integration test-
ing method based on the formal specification and the
CDFDs acquired form the modeling phase. The most
distinguished merit of the integration testing method is
the utilization of both the SOFL textual formal spec-
ification and the condition data flow diagrams as the
foundation of rigorous and intuitive test data generation
and test result analysis.

3) The Case Study and Experiments
An empirical case study of developing a Travel Agency
System (TAS) and the related experiments are carried
out for validating and evaluating the feasibility of the
proposed approach.

4) The Prototype Supporting Tool
A prototype tool that supports the FEFSSM is estab-
lished.
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