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Summary

In the last years the use of haptic feedback has been used in several applications,
from mobile phones to rehabilitation, from video games to robotic aided surgery.
The haptic devices, that are the interfaces that create the stimulation and re-
produce the physical interaction with virtual or remote environments, have been
studied, analyzed and developed in many ways. Every innovation in the mechanics,
electronics and technical design of the device it is valuable, however it is important
to maintain the focus of the haptic interaction on the human being, who is the
only user of force feedback. In this thesis we worked on two main topics that are
relevant to this aim: a perception based force signal manipulation and the use of
modern multicore architectures for the implementation of the haptic controller.

With the help of a specific experimental setup and using a 6 dof haptic device
we designed a psychophysical experiment aimed at identifying of the force/torque
differential thresholds applied to the hand-arm system. On the basis of the results
obtained we determined a set of task dependent scaling functions, one for each
degree of freedom of the three-dimensional space, that can be used to enhance the
human abilities in discriminating different stimuli.

The perception based manipulation of the force feedback requires a fast, sta-
ble and configurable controller of the haptic interface. Thus a solution is to use
new available multicore architectures for the implementation of the controller, but
many consolidated algorithms have to be ported to these parallel systems. Fo-
cusing on specific problem, i.e. the matrix pseudoinversion, that is part of the
robotics dynamic and kinematic computation, we showed that it is possible to
migrate code that was already implemented in hardware, and in particular old
algorithms that were inherently parallel and thus not competitive on sequential
processors. The main question that still lies open is how much effort is required
in order to write these algorithms, usually described in VLSI or schematics, in a
modern programming language. We show that a careful task decomposition and
design permit a mapping of the code on the available cores. In addition, the use of
data parallelism on SIMD machines can give good performance when simple vector
instructions such as add and shift operations are used. Since these instructions are
present also in hardware implementations the migration can be easily performed.
We tested our approach on a Sony PlayStation 3 game console equipped with IBM
Cell Broadband Engine processor.
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1

Introduction

In this thesis, we show how to obtain better performance from haptic interfaces
in teleoperation. In the last years much research was carried out in order to de-
sign, build and develop effective haptic devices for teleoperation systems. We also
address this problem but from a task oriented point of view. In fact we first show
how to exploit human force discrimination capabilities by a proper force signal
manipulation based on pshychophysical evidences, to achieve personalized perfor-
mance. Then, we propose to employ modern multicore parallel architectures for
the implementation of the haptic controller to permit more complex operations
while fulfilling teleoperation constraints. We show that the migration of code to
parallel systems can be smooth and result in good performance when the orig-
inal algorithm is inherently parallel. When a specific solution has been already
implemented in hardware in the past, it is worth looking to the design of the code
because it surely has a suitable programming model.

Teleoperation is defined as the remote manipulation of one or more devices
by a human operator. In this context we assume that the controlled devices are
robots. To ensure a better understanding of the remote environment and precise
control of the robot, some feedback to the operator is needed. Visual and acoustic
clues are widely used but it has been shown that operator performance is improved
by providing her/him force feedback [27]. Force feedback improves the ability to
perform complex tasks, and reduces the exertion of large forces that usually lead
to operator fatigue and remote environment damage. This is an important issue
in tasks such as robotic aided surgery when the interaction with the environment
implies contact with the patient. When force feedback is present, the operator is
said to be kinesthetically coupled to the slave and the teleoperated system is said
to have bilateral control.
When we talk of bilateral teleoperation the distinctive part, with respect to au-
tomation, is the utilization of one or more haptic devices as masters, that is the
instrument used by the operator in order to “perceive” the remote or simulated
environment. A haptic tool is a more or less complex pointing interface equipped
with actuators: they are responsible to provide the sensation of contact, weight
and force to the human being.
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1.1 Haptic devices

Haptic interfaces were developed to simulate the action of touching remote objects
or to interact with virtual objects endowed with suitable dynamics (i.e. hardness
and elasticity) to provide realistic sensations. The force feedback provided by a
haptic device is usually defined as the sensation of weight or resistance felt by a
human operator [19].
This technology has been used not only for teleoperation but also in other fields,
such as virtual reality systems and computer simulation, with applications to di-
verse areas such as surgery, video games, exploration and molecule design.

The way humans sense forces is not yet completely understood. Different stud-
ies about human perception are addressing this point and special devices are
needed to test, track and analyze different strategies and force profiles. Teleopera-
tion needs fast response and stable control to be effective, whereas adjusting control
parameters and generating forces at high speed is necessary for both perception
studies and complete tele-presence experience. Addressing this points means to
create a fast and robust haptic device easily configurable by the user. Since the
goal is to combine hardware capabilities with software flexibility in order to exploit
perception abilities, the needs for a new generation of human-centric configurable
devices and controllers arise.

There are several good haptic devices available on the market. Phantom [100],
Delta and Omega [35], Freedom6s [113] are widespread and often used for research
purposes. Phantom is maybe the most famous one as it was the first desktop
haptic device available at low cost. Usually these products come with an easy to
use programming API and an ongoing effort is spent to make them compatible
with a number of different operating systems. However the programmer and the
user do not have the freedom to change the basic behavior of the device. There are
also highly specialized haptic devices used in crucial task such as robotic assisted
surgery, nuclear facility management, dangerous environment manipulation. In
spite of the fact that they are extremely complex and optimized, they share the
same basic principles of the “domestic” devices and they follow the very same
workflow during the design, engineering and production development.

At the end of the process there is the development of drivers to use the device
with the more common operating systems. Even for the highly specialized devices
such as the Intuitive Surgical robot Da Vinci [50], the core of the application is
driven by an operating system that needs a software handling of the device and
often, when not always, a sets of programming API and software tools to handle
kinematics and dynamics of the device, and to modify the parameters of the bi-
lateral teleoperation loop. This organization is natural because it reflects the state
of the practice of computer science that pushed towards powerful general purpose
processors, delegating many tasks to software. In our opinion however, this seems
somewhat limited since it does not reflect current changes in hardware architec-
tures and specific software solutions.
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In [45] Hayward and MacLean present an overview of the state of the art about
haptic interfaces. They start with a description of the most common types of hap-
tic displays, then they focus on specific components such as sensors, actuators and
kinematic structures and they highlight rules for force feedback device character-
ization. Moreover, they explore control, stability, end modelling issues expressing
considerations about hardware and software requirements. In particular they stress
the importance of real-time software and loop synchronization pointing the atten-
tion, for instance, to the development of interesting middleware for haptics [85]
or robotics and teleoperation in general. Although this is for sure a possible solu-
tion, and we worked in this area with the development of a real-time distributed
framework for robotics [38], we think that its main application is about the inter-
connection of distributed devices in a teleoperation task. In fact, haptic displays
require a more specific approach in terms of hardware/software integration. In [45]
they analyze the topic in a classical engineering way, and in [67] the same authors
continue their analysis form a different point of view, describing some basic concept
of haptic interaction design together with several interesting applications based on
this technology. In their comprehensive revision, the authors show the technology
behind the physical devices but they also point out the importance of the design
of an usable and effective interaction between the utility and thus the meaning of
the haptic feedback and the hardware that provide it. They take into account also
the psychophysical aspects of the haptic interaction, mainly with respect to the
design phase of the device development. Although this approach is sound, in our
opinion it is also crucial to add another step at the end of the developing process,
that is the development of a suitable implementation of a perception driven, or
perception-aware, controller.

There are several studies about human perception and robotics and haptics,
but they are usually confined to specialized niches such as trauma rehabilitation,
impairing disease analysis and perception evaluation [69]. Perception studies are
also used in bio-mimetic robotics to better understand the physiology of the human
interaction with the environment and to apply the results to robot design. This
step is normally not considered as a necessary prerequisite for the design of a haptic
device. Moreover it is very unusual to provide hardware/software support for force
feedback adjustments based on psychometric functions, human perceptual skills
exploitation and task oriented optimizations.

1.2 Objectives

We think that a haptic device should take into consideration the results of studies
about human perception, and thus be more compatible with humans or ecological
or human-centric. On the other hand, recent trends regarding the use of multicore
processors, with dedicated hardware, could break the boundaries between the de-
terminism, speed and reliability of ASICs and flexibility and easiness to customize
of software implementation. With “customization” we mean the ability to vary
the behaviour of the force interaction and thus the tele-experience of the operator
using perceptual illusions while maintaining the fast and reliable real-time loops
required for teleoperation stability.
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With these issues in mind we propose a tighter integration between psy-
chophysics and robotics and we suggest that this multi-modal approach should
be supported by suitable hardware control architecture and parallel algorithmic
programming, otherwise the theoretical advantages could be overwhelmed by the
lack of integration between the device and its software.

This twofold approach to haptic interaction is getting more evident in the very
last researches and this is the vision in which this work of thesis takes place. We
demonstrate our idea using a configurable, high performance joystick with force
feedback to carry out psychophysical experiments in order to gain new insight
about human perception of forces. From this early results we propose enhance-
ment to force reflection strategies. As a consequence, we propose the use of mul-
ticore architecture as fast, reliable, configurable controller for haptic applications.
This requires the migration of part of the controlling software to parallel systems.
In order to make this adaptation easy and to permit the achievement of good
performance we analyze how to convert, when available, existing hardware imple-
mentation to parallel software. We show the feasibility of the approach by choosing
a particularly crucial operation used in robotics, and to port the algorithm to a
MIMD/SIMD architecture. We present an actual implementation on the IBM Cell
Broadband Engine with performance results.

This thesis is organized as follows. In Chapter 2 we report on experiments
about haptic perception aimed at measuring the force/torque differential thresh-
olds applied to the hand-arm system. Then we present a force scaling for bilateral
teleoperated system. We focus our attention on human perception capabilities and,
on the base of previous psychophysical experiments, we exploit the human ability
to perceive forces and torques differently along different directions. In Chapter 3 we
explain what are the requirements that permits to obtain effective improvements
in a real teleoperation systems making the haptic device reliably customizable and
using the results of perception experiments. We present an overview of available
multicore architectures and we survey programming models able to exploit these
architectures. In particular, we highlight that for these systems we used to look
for solution developed for ASICs and VLSI to develop good parallel algorithms. In
Chapter 4 we identify the requirements for such an approach through the investi-
gation of the multicore implementation of the solution to the inverse problem for
ill-conditioned linear systems. By addressing this issue we solve a common problem
in haptics: the Jacobian pseudoinversion. This is the topic of Chapter 5, where we
show that the migration of code from hardware to parallel architectures is possible.
We develop a design based on a good programming model and an implementation
that mimics the solutions adopted in hardware achieving good performance with-
out dealing with complex optimizations. We discuss the implementation for the
IBM Cell Broadband Engine. The last Chapter highlights conclusions and future
applications.
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Perception Experiments

In this Chapter we describe our work on a perception-centric approach to force
feedback manipulation. In order to make the remote experience realistic as well as
to increase the abilities of the human operator during bilateral teleoperation, it is
necessary to understand how forces are perceived and decoded by the human.

However since force feedback manipulation, and thus any enhancing strategy,
depends on a specific teleoperation task, we develop a general methodology focus-
ing on Minimally Invasive Robotic Surgery (MIRS).

In this application area there are highly variable forces. For example, in fine
manipulation very low forces are involved. Furthermore, in minimally invasive in-
terventions these forces are difficult to perceive. By means of robotic instruments
we can overcome this limitation and provide a perception enhancement that would
lead to a better surgical performance. Therefore, we investigate haptic perception
of forces in order to quantify how well an user detects changes in force magni-
tude.The results of this work are presented in [117].

2.1 Prior work

The human haptic perception couples the user to any environment, either local,
remote or virtual. Thus, a basic understanding of the biomechanical, sensorimotor,
and cognitive abilities of haptic perception is a critical factor for the proper hard-
ware and software specification of haptic devices. Moreover, the understanding of
the limitations of human perception would also help in designing the interfaces
and their associated applications [43].

Several techniques are especially relevant to the quantitative measurements of
the human factors that affect the design of force-reflecting haptic interfaces. One
of the most common measures is related to the Just-Noticeable-Difference (JND),
which is the minimal difference in intensity between two stimuli (I vs. I +∆I) that
leads to a change in the perceptual experience. The JND is an increasing function
of the base input level, generally defined as a percentage value by

JND% =
(I + ∆I)− I

I
× 100 (2.1)
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A number of works accounts for the human JND% in force perception. In
experiments of hand and arm lifting of objects with masses between 1000 and
7000 g, [91] found a decreasing JND% from 16% to 11%. When users made judg-
ments with their hands at rest, [16], they obtained a mean value of 13%. Further
experiments were carried out with virtual objects, i.e. providing forces to the user
by using different haptic devices: [52] reported a JND% of 15% for the human
perception of forces applied to the hand-arm system. In [48], values from 6% to
50% during the human control of a pneumatically driven robotic arm by means of
a haptic interface were obtained. In [121], while dealing with finger capabilities in
terms of force perception, the authors report a JND% value of 16% for normal and
tangential forces. The value for pinching between finger and thumb was found to
be ranging between 5% and 10% of the reference force [84]. In [2] it was found that
JND% was relatively constant over a range of different base force values between
2.5 and 10 N. In [84], the authors concluded that the force JND is essentially
independent of reference force and displacement.

In two prime reviews [105, 107], these results are presented as a key in hu-
man force perception for the design of haptic devices. However, these reviews do
not adequately stress the fact that the results are focused on finger capabilities.
In addition, the experimental methodology often did not explicitly consider the
elementary force perception. In fact, the perception of force vector angles was an-
alyzed in the space as a whole and not with respect to the contribution of each
Degree of Freedom (DoF) generating the target force [8]. The problem of enhanc-
ing the capability of the user to discriminate variations of the compliance of the
remote environment is presented in [28], where a 4-channel control architecture
is considered and the controllers are optimized to make the user more sensible to
the variation of stiffness falling into a desired, tunable, range. It consider linear
teleoperation systems and a linear (ideal spring) model of the remote environment.

Our aim is to identify whether force intensities and orientation are associated
with different values of JND%. This finding could let us discover a force thresh-
old felt by the human operator and distinguish the most sensitive directions for
the arm. We could then identify one or more suitable scaling functions for force-
feedback in haptic environments.

The purpose of the experiments described in this Section is to explore the
differences in ability of a person to discriminate a wide range of force intensities
applied along the axes of a reference frame positioned at the hand-grip. In par-
ticular, we investigate the capability of the arm to independently discriminate a
force along the translational axis (x, y, and z) and the capability of the wrist to
discriminate torques along each rotational axis (roll, pitch, and yaw).

The following Section illustrates the haptic device and its calibration. Also,
it discusses the experimental phases of this work: the exploratory test and the
experiment based on a psychophysical adaptive method.
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Fig. 2.1. The experimental setup with the NASA-JPL Force Reflecting Hand Controller
haptic device. The arrows show the application of forces and torques to the hand of
the subject. Arrows with the same color (line style) represent force and torque applied
along the same axis of the subject reference frame placed at the hand-grip, under static
conditions. Blue (continuous) arrows are respectively force and torque generated by the
action of joints β2 and β4 on the Z-axis. Green (dashed) arrows are respectively force
and torque generated by the action of joints R3 and β5 on the Y-axis; Red arrows are
respectively force and torque generated by the action of joints β1 and β6 on the X-axis.

2.2 Experimental Setup

2.2.1 Haptic Device

In our experiments we used a Force Reflecting Hand Controller (FRHC) which
meets our experimental requirements thanks to its particular structure. The FRHC
was designed and developed at NASA’s Jet Propulsion Laboratory [10]. It has
been refurbished recently, in particular with the addition of a custom designed
controller implemented mostly on a NI PCI-7831R FPGA board (National Instru-
ments, Austin, TX), that drives the device motors [37].

This device has 6 Degrees-of-Freedom (DoFs) consisting of one translational
and five rotational joints (see Fig. 2.1). It rotates and slides around a fixed support
attached to the floor through two rotational (β1, β2) and one translational (R3)
joints. Its hand-grip has three intersecting axes (β4, β5, β6). With this structure,
an operator can work with full dexterity in a cubic workspace of 30× 30× 30 cm3.
Motion transmission is done by cables with pulleys of large curvature that reduce
friction and increase the back-drivability. An idler mechanism translates on the
direction opposite to R3 to keep the manipulator always balanced, performing a
mechanical gravity compensation. The power unit is placed on the floor to avoid
unbalancing the structure. The hand-grip of the device is positioned so that it can
be comfortably reached by the subject’s dominant hand.
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2.2.2 FPGA

In [37] we presented an innovative hardware/software structure used to control
the FRHC in a teleoperation task. To increase speed and reliability, parts of the
kinematic calculation were embedded into the joystick controller. We used a one
million gates National Instruments NI PCI7831R FPGA, based on a Xilinx Vir-
tex II chip. The FPGA was initially used for handling sensors and actuators. We
implemented quadrature decoders in order to obtain position information from in-
cremental optical encoders, and we used analog outputs to give voltages to PWM
generators for driving the joystick motors. In addition, we added a parallel com-
munication interface to transfer data to/from a PC. We used a GNU/Linux PC
with RTAI extension in order to give real-time capabilities to the overall system.
Then we moved to the FPGA the algorithmic part that is usually handled in soft-
ware. In particular we coded the forward kinematic of the FRHC and the force
feedback computation. We designed the implementation in a modular way, to easy
change between different kinds of control. In this way we obtained a fast and sta-
ble controller that, unlike industrial axis-board, includes both low and high level
functionalities on the same hardware.

2.2.3 Subject reference frame

Since the kinematic structure of the FRHC permits a mapping between each DoF
of the joystick and the reference frame placed at the hand-grip, in the following
sections we refer to joints as the directions on which a stimulus is applied. When
a subject uses the FRHC, her/his hand can be considered at the center of the
reference frame. Results obtained using the hand reference frame can be related
to other sensorial reference frames [95], and to several kinematic models of the
hand-arm system [9].

The hand-grip gimbal ensures that the torques provided to the hand by the
three upper DoFs (β4, β5, β6, corresponding to extension/flexion, abduction/ad-
duction and pronation/supination, respectively) are torques about the main axes
of the hand reference frame. The same consideration holds for the lower joints
with an assumption: while the prismatic joint R3 moves in a linear way along the
hand reference frame y axis, the lower joints β1 and β2 are rotational and their
movement is not along the hand reference frame axes; in our setup this is not an
issue since the design of the experiment asks the subject to maintain the position
of the hand as firm as possible. Under this assumption (i.e. small movements) the
forces exerted by the first two joints can be considered tangential to the rotational
movement of the FRHC and thus aligned with the main axes.

The results of the experiment are then representative of every force stimuli
presented at the hand of the subject and not related to the kinematic structure
of the involved haptic device. When using a different joystick the kinematic and
Jacobian transformations must be used to correctly express the forces exerted at
the hand-grip in joint space.
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Fig. 2.2. (a) Prototypical data from the calibration phase: force measured by the F/T
sensor over the expected force delivered by the motor in the calibration procedure of
joint R3. The 10 points refer to the reference forces identified for the experimental phase
among the physical stimulus domain. (b) Calibration setup: the FRHC attached to the
calibration cage. The hand-grip is replaced with an iron plate. The ATI F/T sensor
connects the plate and the rigid cage.

2.2.4 Calibration

Before the experimental session, we calibrated each joint in order to associate
the reference voltage given to the motor, and hence the nominal force/torque at
the hand-grip, to the resulting measured force/torque. We wanted to obtain a
function, in specific terms a curve, that fits the power provided by the motor with
the stimuli at the hand, see Fig 2.2(a). The effective force is influenced by motors,
links flexibility, friction, inertia, measurement errors and control errors; therefore
a calibration is needed to overcome these disturbing effects and to accurately
quantify the amount of force that will be provided during the experimental trials.
We were especially concerned with the lower intensity stimuli since we wanted to
identify the threshold with high precision and the variations involved were small.

We designed and built an iron “cage” large enough to contain the FRHC.
Thanks to the structure and the thickness of the linkages we used, the cage was
not deformable. We firmly attached the joystick inside the cage and replaced its
hand-grip with an iron plate of the same weight in order to maintain the device
right balanced. The plate was not deformable when loaded with forces in the
rendering range of our haptic device. An ATI Mini 45 (ATI-Industrial Automation,
Apex, NC) 6 DoFs force/torque sensor was mounted between the plate and a
configurable rigid support of the cage, see Fig. 2.2(b). This sensor had higher
resolution, precision and accuracy than humans. We were able to lock on up to
five joints thus constraining the degrees of mobility of the FRHC.

We provided voltages to each motor and we collected the resulting forces at
the hand-grip. We tried several voltages spread along the whole range of forces
that the joystick could exert. For each value we used a high number of sensor
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readings and we repeated the trial several times in different sequences, both linear
and random. We considered the two directions of a motor independently thus
obtaining two fitting curves. This was made in order to avoid asymmetries due to
the cable driven actuation.

The joystick was static in the sense that it could not move when forces were
applied. This is a correct assumption for the experimental setup since the consid-
erations explained in Sec. 2.2.3 hold and the force signal is always instantaneous.
The data collected were clean everywhere along the joystick force rendering range
apart from in the values close to 0 N. This was due to the high values of friction
and inertia with respect to the forces rendered. However, taking advantage of the
results of the calibration phase, we did not consider for the experiments any force
value close to 0 N, see Fig. 2.5. This strategy should ensure a precise and not cor-
rupted threshold estimation. Calibration confirmed that the FRHC applied forces
up to 9.9 N and torques up to 0.6 Nm.

2.2.5 Experimental Phases

The aim of the experimental design was to measure the capability of the human
hand in terms of force perception. Well-known psychophysics methods were in-
volved in order to measure the JND%. In Section 2.3 we used the Constant Stimuli
procedure [39]: this very time-consuming procedure enables the accurate estima-
tion of perceptual threshold, with only a minimal a-priori knowledge of stimuli
dimensions. Only few subjects were involved in this first experiment: our aim was
to identify plausible starting values for a more efficient adaptive psychophysics
procedure [41] used in Section 2.4 with more subjects. The peculiarity of this pro-
cedure was to minimize the number of trials and consequently the duration of the
session, while maintaining the same measurement properties. In order to identify
reliable thresholds values, the first experiment was necessary due to the relevance
that the initial starting value of the stimulus has on any adaptive procedure [65].

Here following, we describe the general set-up for the experiments. Experiment-
specific details are presented along with the corresponding data.

2.2.6 Stimuli Presentation

For each joint, 10 reference forces or torques si were identified among the physical
stimulus domain. The forces ranged from 0.4 to 9 N and the torques from 0.02 to
0.5 Nm. The selection is based on a logarithmic distribution of nominal set points
to the hardware, with the aim of focusing especially on low force/torque because
of denser samples at low values. In this way we can optimally use the capabilities
of our hardware set up, and maintain a spread of data across the range of our
devices consistent with the experiment goals. Forces were not accommodated with
any ramp in order to let the participants perceive a unique well defined value.

Participants were instructed to firmly hold the hand-grip and to keep the hand
movement as small as possible. The force and torque stimuli were applied to the
subject’s reference frame, lightly moving the hand in the direction of the applied
force.
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We used an n-Alternative Forced-Choice (nAFC) paradigm. Participants were
given a choice of n alternatives, and they had to select the one containing the most
intense stimulus. They knew that exactly one alternative contained the stronger
stimulus I + ∆I (also called the comparison stimulus) and that the rest had the
lower stimulus I (also called the standard or reference stimulus). The comparison
stimuli were chosen according to the different psychophysics procedures discussed
as follows.

During each trial, n stimuli were presented to the participants in sequence: n−1
times the reference stimulus and once the comparison stimulus. In each trial, the
comparison stimulus was presented randomly in one of the n sequential positions,
with an a-priori probability of α = 1/n. There were n admissible responses: “1”,
“2”, and so on. After stimuli presentation, participants were asked to judge which
was the strongest one. Subject were instructed to respond “1” when they felt
that the first stimulus was the strongest one, “2” for the second, and so on. Due
to the nAFC-inherent guessing, we were expecting that participants gave n−1

correct responses; thus, the threshold was the force value with a number of correct
responses equal to (n + 1)/(2n).

Each stimulus was applied for 1,200 ms; the interval between different stimuli
was 300 ms. No feedback was given during the experiment. The participants had
to take a break among runs about every 7 minutes and whenever needed.

2.2.7 Statistical Analysis

The JND%s were obtained by calculating the respective percentage of “stronger
than” responses and then fitting the psychometric curves to each data-set, obtain-
ing the parameters of the assumed psychophysics function. That is, the cumula-
tive responses to stimuli presentation were used to estimate the function which
describes the probability that participants judged the stimulus as exceeding the
standard stimulus. The resulting S-shaped curve formed the so called “psychome-
tric function”. It was conveniently defined by a logistic function and, given the
parameter set Θ = {α, m, k}, its basic form was given by

Φ(Θ|x) = α + (1− α)
1

1 + e−k(x−m)
(2.2)

where α is the a-priori probability, m is the threshold that is the point where
the second derivative (curvature) is zero, and k is the slope of the psychometric
function.

A statistical analysis was conducted separately for each subject and for ag-
gregate data. Each analysis of variance (ANOVA) included a factor for individual
subjects so that differences between subjects were not counted as a random vari-
ation; this made each analysis more sensitive to the parameter of the stimulus
which is varied.

2.2.8 Participants

A total of 11 males and 6 females were examined (mean age of 26 years, age range
from 19 to 36 years), almost all of them with no previous knowledge of the ex-
periments. Five participants applied for the constant stimuli procedure, discussed



12 2 Perception Experiments

in Sec. 2.3, thirteen for the adaptive one, discussed in Sec. 2.4. One was tested in
both experimental procedures.

Participants were recruited among the staff of the Altair laboratory of the Uni-
versity of Verona (Italy) by word of mouth and did not receive any compensation
for their participation. All the participants were right-handed, had a normal sense
of touch and used their dominant hand to perform the task.

2.3 Exploratory test

2.3.1 Design and stimuli

In the exploratory test we used the Constant Stimuli psychophysics procedure in
a 3AFC paradigm [39]. This very time-consuming procedure had a fundamental
advantage: it enabled accurate estimation of the psychometric function, its param-
eters and, consequently, the JND%, with only a minimal a-priori knowledge of the
stimuli dimensions.

Based on a pilot test, 5 force increments were conveniently defined at a linear
distance in the range +4% and +26%, where the lowest was a stimulus that could
almost never be detected as the strongest, while the highest was a stimulus that
was almost always detected as the strongest. For each of the 6 joints, the experi-
mental block of trials consisted of 500 trials (10 stimuli × 5 force increments × 10
repetitions), randomly presented. Experimental sessions typically lasted more than
75 minutes. The presentation order of the experimental block was also randomized.

2.3.2 Results

In order to identify the psychometric function and its parameters, with the method
described by [122], we fitted the logistic function defined in Eq. (2.2) using a ML-
estimator and the minimization function optim provided within the R environment
[112]. In order to assess the reliability of the estimates, we used two goodness-of-fit
tests suitable for analyzing binomial data: the Deviance test and the Pearson χ2

test. Estimates that did not fit the data with p < 0.05 were rejected from the
analysis.

Thresholds and slopes were estimated with the same methodology for each
joint, stimulus and subject. Results are reported in Table 2.1. These estimated
thresholds and slopes were necessary to compute reliable starting parameters for
the adaptive procedure used in the following experiment.

For each joint, 10 (stimulus references) × 5 (subjects) ANOVAs were per-
formed, having the estimated thresholds and slopes as dependent variables and
the subjects as the error term. Only for the joint β2 the JND% did not signif-
icantly change among the stimuli (F9,22 = 1.42, p-value = 0.24), like drawing
a linear function; for the other joints significant differences were observed (β1:
F9,23 = 7.03, R3: F9,28 = 3.20, β4: F9,27 = 3.40, β5: F9,28 = 8.76, β6: F9,30 = 4.16,
p-value < 0.001), and the curve describing the JND% could be expressed by a bell
curve.
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Joints Reference Stimuli
s1 s2 s3 s4 s5 s6 s7 s8 s9 s10

β1 Reference [N] -5.99 -3.28 -1.80 -0.87 -0.54 0.50 0.83 1.79 3.26 5.98
JND% 15.38 17.84 27.62 33.60 42.85 74.56 49.48 24.40 20.79 15.64
Slope 1.94 4.30 5.92 5.46 12.96 5.56 5.99 6.77 4.02 4.33

β2 Ref. [N] -7.21 -3.87 -2.06 -0.80 -0.51 0.41 1.07 2.29 4.07 7.35
JND% 13.49 18.19 31.38 46.33 26.95 34.57 26.16 29.09 15.52 12.56
Slope 1.92 3.12 5.23 7.00 14.32 9.55 7.41 5.56 5.17 1.98

R3 Ref. [N] -8.77 -4.71 -2.52 -1.01 -0.60 0.62 1.01 2.30 4.42 8.33
JND% 34.00 17.14 12.52 60.86 48.61 51.34 50.96 20.93 10.98 9.97
Slope 1.02 2.61 4.07 11.34 7.67 13.33 3.28 5.52 4.14 1.38

β4 Ref. [Nm ×10−2] -32.93 -16.87 -8.17 -4.50 -2.78 2.59 4.78 10.25 18.22 32.94
JND% 12.22 19.78 34.07 38.73 36.30 29.90 38.98 20.82 18.81 15.66
Slope 0.37 0.85 1.09 2.92 4.75 8.62 1.97 2.63 1.11 0.75

β5 Ref. [Nm ×10−2] -21.24 -12.02 -9.40 -6.50 -3.60 1.95 6.87 11.37 15.43 29.72
JND% 13.95 12.32 15.82 22.12 39.03 82.78 31.77 25.92 14.41 30.96
Slope 0.75 2.04 2.40 5.66 10.02 9.46 5.34 1.43 1.33 0.36

β6 Ref. [Nm ×10−2] -41.22 -20.86 -15.07 -8.67 -3.50 4.84 11.86 18.86 25.20 47.48
JND% 26.72 36.70 37.64 48.73 65.59 59.24 60.10 32.64 23.75 16.61
Slope 0.33 0.50 3.69 5.67 8.68 7.68 4.30 2.14 1.65 0.92

Table 2.1. Mean values of the threshold and slope distributions estimated in the ex-
ploratory test for the 10 reference forces si for each joint. These parameters were used
as starting values for the adaptive procedure.

2.4 Experiment

2.4.1 Design and Methods

With the aim of collecting more experimental data, the Green’s 2AFC Maximum-
Likelihood adaptive procedure of measurement has been introduced in [41,42]; this
procedure promised highly efficient trial placement and threshold estimation, min-
imizing the number of trials and thus the session duration. The Green’s procedure
is similar to the QUEST one but it does not carry so many prior assumptions [65].

The fundamental difference with respect to the procedure previously used was
that the comparison values, which were presented to the participant, critically
depended on his/her response. That is, while the reference force was constant
during a trial, the comparison stimulus changed according to the participant’s
answer.

The final estimate of threshold was extracted from the most likely psychometric
function after a number of trials. To improve the accuracy of these estimates, some
catch trials were added. In these trials, chosen at random, the signal was presented
at the lowest possible level given the range of assumed psychometric functions [42].

In the example shown in Fig. 2.3, the threshold level appeared to stabilize after
about 20 trials. In order to obtain a more reliable estimation, the criterion for the
termination of a run was set to 45 trials. With this procedure, the experimental
sessions, articulated in 10 magnitude levels, lasted no more than 30 minutes per
joint.



14 2 Perception Experiments

Fig. 2.3. Prototypical track following the Green’s Maximum-Likelihood Adaptive proce-
dure. Red filled points refer to positive responses; blue circles to negative ones. Red line
refers to the estimated threshold; blue dashed line to the reference force. The estimated
threshold appears to stabilize after a certain number of trials.

A critical situation arose when the stimulus level computed for the next trial
was outside the range of the haptic device capabilities (i.e., the procedure com-
puted a force value to be generated, but this value was outside the joint capabili-
ties). In this situation this procedure would have converged to a value equal to the
maximum force which could be generated by the motor and the session had to be
discarded.

2.4.2 Results

Data were analyzed in order to estimate the perceptual threshold for the reference
stimuli. Results are reported in Table 2.2. As expected, the adaptive procedure
did not converge for some extreme stimuli, missing to estimate 6% of the force
thresholds and 19% of the torque ones. The large number of missing data in torques
is mainly due to the mechanical short range in torque rendering. Several points
proposed by the tracking algorithm were outside the mechanical capabilities.

For each joint, a between-subjects ANOVA (factor: reference stimuli, error
term: subjects) was conducted to determine if there were significant differences
among the perceptual thresholds due to the different reference values with respect
for the different subjects’ thresholds. Thanks to the used procedure, which allowed
more accurate estimations, and to the greater number of participants, we were
expecting significant differences among the reference stimuli. Significant differences
(p-value < 0.001) in the JND% along the stimulus continuum were observed for
all the translational (β1: F9,97 = 5.42, β2: F9,101 = 8.27, R3: F9,103 = 24.56) and
rotational axes (β4: F9,74 = 6.39, β5: F8,85 = 19.27, β6: F9,91 = 28.46).
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Joints Reference Stimuli
s1 s2 s3 s4 s5 s6 s7 s8 s9 s10

β1 Reference [N] -5.99 -3.28 -1.80 -0.87 -0.54 0.50 0.83 1.79 3.26 5.98
JND% 15.3 16.3 18.0 18.1 25.7 31.6 22.7 15.7 17.0 9.6

β2 Ref. [N] -7.21 -3.87 -2.06 -0.80 -0.51 0.41 1.07 2.29 4.07 7.35
JND% 11.62 12.56 19.29 36.93 25.33 29.58 32.66 24.87 13.25 12.16

R3 Ref. [N] -8.77 -4.71 -2.52 -1.01 -0.60 0.62 1.01 2.30 4.42 8.33
JND% 15.73 16.95 19.92 56.47 57.06 48.57 32.47 20.31 12.96 11.25

β4 Ref. [Nm×10−2] -32.93 -16.87 -8.17 -4.50 -2.78 2.59 4.78 10.25 18.22 32.94
JND% 12.65 23.25 45.06 35.88 41.99 63.02 56.46 31.48 23.85 13.79

β5 Ref. [Nm×10−2] -21.24 -12.02 -9.40 -6.50 -3.60 1.95 6.87 11.37 15.43 29.72
JND% 11.13 16.20 18.56 17.56 66.73 >100 46.14 31.61 28.19 /

β6 Ref. [Nm ×10−2] -41.22 -20.86 -15.07 -8.67 -3.50 4.84 11.86 18.86 25.20 47.48
JND% 12.11 19.30 21.16 24.02 > 100 46.04 30.86 27.48 20.49 12.21

Table 2.2. Median value of the JND% distribution, estimated with the ML-Adaptive
procedure, for the 10 reference forces si for each joint.

In Fig. 2.4 the force JND% was plotted versus the reference force for all the
joints. We observed a non linear relationship between the reference stimuli and the
JND%. Considering the lower reference stimuli, the force stimulus and the JND%
appeared to be inversely associated: the lower the force or torque applied, the
higher the perceived JND% value. The perceptual thresholds for intense stimuli
were higher than in the foregoing experiments: our findings provide some evidence
that the perceptual threshold for intense forces or torques can be treated as linear,
with an average value of about 15% of the reference force. A very high JND% was
observable only for the lower intensity stimuli, in particular for joints β5 and β6:
the perceptual thresholds were always greater than 45% and often over 100%.

Descriptive analysis suggested the presence of asymmetries in force and torque
perception. We hypothesized that along each translational or rotational joint, given
a positive or negative force/torque, asymmetric thresholds can be perceived both
for low and high intensities. For each joint, we have analyzed the data from the
opposite directions both conjointly and separately; as shown in figure 2.5, we have
fitted the two exponential functions

F1(x) = a + b1 · ec1·x (2.3)

and
F2(x) = a + b2 · e−c2·x2

. (2.4)

where a refers to the asymptotical perceptual threshold, b and c are scaling factors.
We have considered these functions for their different distribution close to zero:
while F1 grows exponentially, F2 resembles the bell curve. It is not possible to
know a-priori which distribution better accounts for perceptual data from stimuli
of weak intensity; thus we were probing for an asymptotic behavior with F1 or for
the presence of a maximum threshold with F2.

We have conducted this last analysis in order to look for a function which
was the best accounting for data, to verify the plausibility of symmetries in the
perceived thresholds and to search for the value of the estimated constant a defined
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Fig. 2.4. JND% versus reference force and torque. Each point is the participants’ thresh-
old. The blue line maps the median values; the dashed grey lines map the first and third
quartile.

in the functions, which asymptotically could approach the perceptual thresholds. In
order to compare the goodness of these functions, we used one statistical test (the
Pearson χ2) and several information criteria: the R2, AIC and BIC indexes [20].

Table 2.3 reports the functions which match data better and the values of the
constant a, defined in both Eqn. (2.3) and (2.4). For the joints R3, β5 and β6, the
function which better accounts for data is F1 when fitted with different parame-
ters for the two directions; i.e., distinct parameters for the positive and negative
direction better explain data variability than unique parameters for the two di-
rections. Considering the remaining joints, data variability is better accounted by
F2, especially when fitted with the same parameters for the two directions.

2.5 Discussion

The goal of this preliminary phase was to understand what is the force range best
perceived by a human arm and wrist. We obtained a mean threshold of 15% of the
reference force for strong intensities (about forces > 3.0 N or torques > 0.20 Nm),
using either of the psychophysical procedures.

We expected to find a similar asymptotic value for force perception: literature
[68, 92] reports the JND% as constant for medium values, while it increases for
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Fig. 2.5. Force JND% versus reference force for joint R3. Each point is the partecipant’
individual threshold. The green line maps the median values; for both the symmetric
and asymmetric conditions, the blue curves (dot-dashed and long-dashed) refer to the
exponential-type function F1 while the red ones (dashed and two-dashed) to the bell-type
function F2.

Joints Model Pearson χ2 R2 Asymptotic JND%

β1 F2 Sym. χ2
(94) = 5.36 R2 = 0.995 a = 10.90

β2 F2 Sym. χ2
(98) = 7.89 R2 = 0.997 a = 11.96

R3 F1 Asym. χ2
(97) = 7.92 R2 = 0.997 a1 = 13.44 a2 = 13.62

β4 F2 Sym. χ2
(71) = 15.18 R2 = 0.992 a = 13.49

β5 F1 Asym. χ2
(78) = 32.56 R2 = 0.983 a1 = 17.09 a2 = 25.60

β6 F1 Asym. χ2
(83) = 11.44 R2 = 0.992 a1 = 18.99 a2 = 17.46

Table 2.3. Best accounting function from the adaptive procedure, the values of Pearson
χ2 and R2, and the value of the parameter a, asymptotically approaching the perceptual
threshold. The a parameter is unique whether the function is symmetric; otherwise a1

refers to stimulus s1 and a2 to s10.
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low intensities. For example, using the Controlateral-Limb Matching method, [53]
found that low forces were overestimated by an average of 44% whereas larger
ones were slightly underestimated (by 9%). Our results were slightly higher in
comparison to the literature about the finger force perception [84], but closer to
the ones reported in recent works, even not aimed at primarily analyzing the hand-
arm force perceptual thresholds [15,52,78]. [15], while investigating the effect of the
visual feedback distortion, reported a mean force JND% for young subjects equal
to 19% for reference forces greater than 1.5 N. [78] found that the thresholds for
detecting changes in steady state steering-wheel force were determined at about
15% for force intensities greater than 5 N and that the JND% was inversely related
to the reference force. However, these last works did not specifically considered the
perceptual thresholds for low intensities.

Our findings led us to better understand the capabilities of the force percep-
tual system for low intensities (about forces < 1.0 N and torques < 0.10 Nm).
Thanks to the calibration process, the fitted parametric functions seemed to ac-
count for the experimental data allowing prediction of the perceptual error. The
force perception differed from joint to joint within the range of one joint and also
along the movement directions of each joint. These were unexpected results which
justify a deeper psychophysical work on force perception with the aim to better
understand how the haptic perceptual system differentiate directions. To the best
of our knowledge, only few recent works presented similar findings in haptics. For
example, [93] reported differences in force discrimination along different directions:
a JND% of about 40%, 20% and 30% along x, y, and z respectively.

It is likely that a subject has systematically perceptive distortions [33] and/or
privileged directions [114] in the ability to compare forces, especially in near
peripersonal space [54]. There exists accumulating evidence, both psychophysi-
cal and neurophysiological, that what is haptically parallel is decided in a frame
of reference intermediate to an allocentric and an egocentric one. Based upon
such demonstrations, it is also hypothesized that the haptic space may be non-
Euclidian [79].

2.6 Scaling function

In the previous Sections , we carried out a perception experiment aimed exploring
differences in ability of a person to discriminate a wide range of force intensities
applied to a hand-grip along the axis of a reference frame positioned at the hand.
In particular, differences in terms of force perception relatively to the stimulus
intensity and among directions and orientations were observed and identified. This
finding could let distinguish the most sensitive directions for the arm, allowing to
determine a suitable scaling matrix for force-feedback in haptic environments. In
the following we describe how it is possible to use this variable scaling matrix to
improve performance in bilateral teleoperation. This is a new approach to force
augmentation in teleoperation, since the acquainted concept of scaling in this field
concerns mainly constant or linear amplification, such as the one proposed in [28].
Furthermore, the use of ad hoc scaling functions for each axis direction is also a
novelty and its motivation comes from the human perception capabilities.
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In Fig. 2.6 a graphical representation of our scaling idea is presented. The
yellow area depicted is the one affected by the correct application of Eq. (2.5).
The optimal case is to have a horizontal threshold (the green line of the figure)
meaning that the JND%, not the force stimuli, is constant along the force domain.
Our idea is to introduce the resulting function from the perception curve to scale
the force signal, obtaining a constant perception curve which especially allows to
better feel differences among low intensities. For example in surgical teleoperation,
i.e. minimally invasive robotic surgery (MIRS) scenario, low intensity signals are
very common but not well perceived by surgeons, therefore by improving the force
perception we may augment the operation performance and reduce the possibility
of tissue damages [120].

From the results of our experiments on the force and torque values vs. reference
frame axis direction at the handle of the haptic device (see Fig. 2.4 and Table 2.2),
we scale the force signal in a selective way, i.e. by using a specific scaling function
per axis’ direction, obtaining a scaling matrix that manipulates the forces at the
master side.
We defined our perception-based force feedback scaling function on the basis of

Fig. 2.6. Force threshold vs. reference force for one prototypical direction. The yellow
surface represents a hypothetical manipulation of the force signal considering as scale
factor an exponential functions, in order to reach a constant threshold along the stimuli
continuum (green line).
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Equations (2.3) and (2.4) as follows:

α(F ) =
{

1 + ekpos(−F+cpos) if F > 0
1 + ekneg(F+cneg) if F < 0

(2.5)

where F is the unscaled force (or torque) signal along a specific direction, k is a
parameter referred to the human sensorial threshold, and c is a parameter referred
to the accuracy of the calibration of the experimental setup and it is dependent
to the human capability for a specific configuration. Tuning the parameters in the
right way (i.e. parameters customized from the findings of the previous experiment)
leads to a different scaling function for each directions.

This amplification of the force signal, with a non constant scaling, should
erase the JND% degradation. The behavior of our scaling function is, quite obvi-
ously, amplifying the differences at lower forces without scaling the high intensity
forces, that are already well discriminated by human beings, while maintaining
the uniqueness of the force values.

The approach to the parametrization of the proposed scaling function is
twofold: it is possible to use average values derived form the perception experiment
knowing that the resulting scaling is well suited for everybody, or it is possible to
use the thresholds obtained from the experiment by a specific subject in order to
have a “personal” scaling. The drawback of the second strategy is that an entire
experiment have to be performed in order to identify c and k. We are currently
working on a simple and shorter system calibration procedure for an ad-hoc use
of the model presented.

A side effect of our method can be an alteration of the distance among stimuli
even if it does not compromise the order relation.

Since our goal is to make the telepresence experience more significant for the
human, it is necessary to evaluate the goodness of the scaling with respect of the
user perception. In order to verify this aspect we arranged a new psychophysics
experiment and we tested the design with few subjects. We used the same setup of
[118], while adding the scaling function. We omit the details since in the near future
we will give more statistical relevance to the data we are collecting involving more
subjects. However the underlying idea is that, if our assumption holds, the subjects
should be able to discriminate small differences in the forces even at low intensities.
As shown in Fig. 2.7 for the positive side of one direction, the application of
Eq. (2.5) modifies the JND trend and results in a perceptual threshold that is
constant along the whole force range, and it is characterized by lower standard
deviation, similar to the green reference of Fig. 2.5. A constant and lower JND
means higher ability to discriminate small variation of the forces. One possible
shortcoming deriving from our variable force scaling approach is a “flattening” of
the force intensity along the whole range. In a specific preliminary experiment we
find evidences that our functions are an order-preserving scaling about intensities,
and this early result make us confident about the applicability of different force
scaling functions.

We would like to remark that this type of force signal manipulation is correct
if the absolute value of the forces is not significant while it is important that the
subject discriminates low intensity stimuli. Therefore the choice to use the force
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Fig. 2.7. Force JND versus reference force; data are referred to one prototypical direction
(movement close-far). The black line refers to the experiment with non scaled forces,
while the blue dashed line refers to the perceptual thresholds applying the force scaling
function. A linear fit is depicted for both approaches in order to show the overall trend.

dependant scaling have to be compatible with the task that has to be performed in
teleoperation. In Minimally Invasive Robotic Surgery, for instance, and in general
in all macro/micro manipulation tasks, it is more important to let the operator
perceive or discriminate between stimuli than render a “perfect” force. At the end
we are proposing a different concept of transparency. In our perception-centric ap-
proach we consider “transparent” what is better perceivable, even if it is different
from what it is registered at slave side.

Unfortunately, it is not granted that using a variable scaling factor in the
interconnection between master and slave sides leaves the overall telemanipulation
system stable.

In [13] a demonstration of the stability of the scaled teleoperation system in
the case of negligible communication delay using Port-Hamiltonian system and the
theory of passivity was presented.

Passivity theory has been widely used for the control of bilateral telemanip-
ulators since it allows to guarantee a stable behavior of the system both in case
of free motion and of contact with any, possibly unknown, environment thanks
to impedance control techniques [46]. Port-Hamiltonian systems can be used for
the design of passivity based bilateral teleoperators. They are passive systems and
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they allow to model all physical systems and, furthermore, to represent very clearly
the energetic structures and the power flows [99].

Our variable scaling can be used to improve performance in passivity based
bilateral teleoperation. To this aim, it is necessary to join master and slave sides by
a properly scaled interconnection. Nevertheless, a variable scaling is not a passivity
preserving operation and, therefore, in principle it should not be used in passivity
based bilateral teleoperation systems.

The problem of constant scaling of the velocities and of the forces exchanged
between master and slave sides in passivity based teleoperators has been already
solved in [98]. Nevertheless, the fact that the scaling factors are non constant
makes the problem significantly harder and the results obtained in [98] not di-
rectly applicable. In [13] the authors, exploiting the port-Hamiltonian formalism,
demonstrated how under reasonable assumptions it is possible to embed the vari-
able scaling into a port-Hamiltonian teleoperation system while preserving a stable
behavior of the system.

2.7 Conclusions

In this Chapter we focused on the role of human perception in haptics and tele-
operation. We designed a setup for the execution of perception experiments by
using a non commercial high performance haptic device. The NASA/JPL Force
Reflecting Hand Controller was used to provide force stimuli in the Cartesian space
to several subjects and collect results. The joystick was equipped with a FPGA
board for the low level handling of the device and precise force generation. An
important effort was spent to make the reflected force/torque signal correct and a
complete calibration of the device was required. Then we collaborated, under the
supervision of a psychologist, to the definition of a protocol that has been used
to carry out experiments aimed at investigating the force threshold perceivable
on the human hard-arm system when a haptic device acts as intermediary in the
information transfer. The main goal was to study the low intensity force signals
vs the human perception. The experimental results permitted the identification of
force thresholds and the observation of asymmetries in the JND% plots. On this
basis we determined a set of scaling functions, one for each degree of freedom of
the three-dimensional space, that can be use to enhance the human abilities in
discriminating different stimuli. The variable force scaling operates especially on
low intensities forces and permits a stable behaviour while increasing performance.



3

Impact on haptics: requirements, issues and
solutions

The scaling functions we found, described in the previous Chapter, or any other
perception-based enhancement must bu used in the teleoperation control loop.

During bilateral teleoperation Cartesian positions and orientations are sent
from the master device to the remote arm using a communication channel. The
information about the interaction with the environment collected by the slave
sensors are sent back to the master. Since master and slave may have different
kinematic structures, specific coordinate conversions are used to transform joint
positions and force feedback data from one reference frame to the other. In addi-
tion, information about the dynamics structure and configuration of the system
can be used.

In order to make the overall architecture stable, these computations have to be
performed at high speed and in a predictable manner. As described extensively in
the technical literature, a 1 KHz computation speed should be achieved. In certain
teleoperation tasks, especially with high approach velocities and stiff environments,
high update rates and low delays are key requirements for stability and thus for
realistic haptic perception [58]. Thus summarizing, at least once per millisecond
the controller has to:

• read the encoders in order to obtain the current position of each joint of the
haptic device;

• perform a forward kinematic transformation that calculates the Cartesian po-
sition of the hand-grip from the position of the joints. This information is sent
to the slave device;

• receive the force feedback information from the slave. This is expressed in
Cartesian space;

• modify the force signal in a perceptual “useful” way, for instance using our
scaling functions;

• apply the transformation that maps modified force and torque data to the
corresponding torques applied by the haptic device motors;

• implement a control strategy.

When the feedback is rendered on the haptic device it already has to contain
the force signal manipulation. Moreover the control loop could use dynamics in-
formation, even considering the human arm, in order to track the force reference
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with minimal error. The outcome is that any modification has to easily fit into the
whole transformation process and elaboration chain and to be easily replaced. In
fact, when talking about perception-based enhancement, the human-centric force
signal manipulation is dependent on the human operator and on the task itself.
While a mean and generic set of functions can be found one and for all through a
specific psychophysic experiment, this set is related to the task analyzed, and even
if good, it should be “fine-tuned” to the particular abilities of the operator. This
great variability cannot be resolved just thinking at it as the setting of a number
of parameters, maybe from a calibration-like procedure, since we forecast that the
alternatives in force signal manipulation can be widely different. The underlying
consideration, and the reason for the approach we present in the following Sec-
tions, is that a new block in the control loop of the haptic device controller has
to be added without negatively affect the overall performance while maintaining
stability.

The control loops for robotic devices usually require a rate higher than 1 KHz.
For stability issues it is crucial to have real-time, or in other words strong de-
terministic behaviour and good speed, in order to meet control deadlines. Thus
it is important to guarantee that the complete computation is fulfilled in 1 ms.
In addition the control architecture has to permit an easy and fast variation and
reconfiguration. In the aim of selecting a target platform for the implementation
of the controller of a haptic device, the main point is to choose a hardware config-
uration that permits to obtain good performance in terms of speed, determinism
and reliability and to grant the possibility of easy re-implementation.

Since we would like to exploit also hardware capabilities in order to achieve
our goal, it is important to look at current trend in the development of CPUs,
embedded systems and control systems. In particular recent literature seems to
indicate that the new road about the development and use of processing systems
leads to multicore architectures [71].

In the following we present an overview on multicore architectures and pro-
gramming models able to exploit these architectures.

3.1 Multicore architectures

Computer science and programming cover many specialized fields in which the
ability to perform high performance computation is crucial. From this continu-
ously growing need, the demand for more powerful processing units arises. While
manufacturing technology keeps improving, reducing the size of single gates, phys-
ical limits of semiconductor-based microelectronics have become a major design
concern. Some effects of these physical limitations can cause significant heat dissi-
pation and data synchronization problems. In the last few years moving the focus
from increasing processors speed to introducing new form of parallelism has be-
come the dominant mechanism for scaling processor performance. In particular
the inclusion of multiple cores on a single chip has become the dominant trend.

Parallel computer architecture are not a novelty, but the widespread utilization
due to cost affordability is new. However one of the most effective and used classifi-
cation of computer architectures based upon the number of concurrent instructions
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(or controls) and data streams available is the old Flynn’s taxonomy [34]. Flynn
describes four different types of categories:

Single Instruction, Single Data stream (SISD): a sequential computer which ex-
ploits no parallelism in either the instruction or data streams. Examples of
SISD architecture are the traditional uniprocessor machines like a PC or old
mainframes.

Single Instruction, Multiple Data streams (SIMD): a computer which exploits mul-
tiple data streams against a single instruction stream to perform operations
which may be naturally parallelized. For example, an array processor or GPU.

Multiple Instruction, Single Data stream (MISD): multiple instructions operate on
a single data stream. Uncommon architecture which is generally used for fault
tolerance. Heterogeneous systems operate on the same data stream and must
agree on the result.

Multiple Instruction, Multiple Data streams (MIMD): multiple autonomous pro-
cessors simultaneously executing different instructions on different data. Dis-
tributed systems are generally recognized to be MIMD architectures; either
exploiting a single shared memory space or a distributed memory space.

The taxonomy can be further enriched with the following categories:

Single Program, Multiple Data (SPMD): multiple autonomous processors, with a
one’s own thread of control each, simultaneously executing the same program
at independent points on different data. Also referred to as ‘Single Process,
multiple data’ [26]. SPMD is the most common style of parallel programming.
An SPMD processor includes explicit support for coordinating threads.

Multiple Program Multiple Data (MPMD): multiple autonomous processors si-
multaneously operating at least two independent programs. Typically such
systems pick one node to run one program that delivers data to all the other
nodes which all run a second program. Those other nodes then return their
results directly to the coordinator.

During the years other minor differentiations have been proposed.

The Flynn’s taxonomy considers a processor as a single unit of computation,
but nowadays other concepts are used.

A core is a processing element with an independent control flow. Cores can vary in
computational power and can also present various types of internal parallelism.

A functional unit or execution unit is a part of a CPU that performs the oper-
ations and calculations called for by the computer program. It may have its
own internal control sequence unit, some registers, and other internal units
such as a FPU, or some smaller, more specific components. It is commonplace
for modern CPUs to have multiple parallel execution units, referred to as scalar
or super-scalar design.

It is not always correct to compare the amount of internal parallelism available
on a specific architecture by just counting the number of cores, since usually a
core might have hundreds of functional units. For instance a Cell BE has 9 cores
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with 4 functional units per core and a Graphical Processing Unit can have up to
320 functional units. In addition a lead role in the ability of the processor to carry
out several computations in parallel is given by the hierarchical structure of the
cores, the interconnection among them and the memory organization and access.

Nowadays it is possible to find a broad range of parallel hardware architectures
on the market, and they usually belong to one of the categories presented above.
However, when several design solutions are applied to the same processor in or-
der to maximize parallelism, it can be difficult to identify only one choice. Thus
providing a simple classification is hard.

In recent multicore architecture it is common to find a combination of the
above characteristics. For instance in a heterogeneous processor a coordinating
core can provide multithreaded capabilities while the other cores could permit
SIMD parallelism.

3.1.1 Architectural features and processors

In this Section, we will survey at a high level some specific parallel processor
architectures. We focus on the various forms of parallelism exploited by these ar-
chitectures. The processors are described with respect to their physical structure
and, when possible, their category in the Flynn’s taxonomy is given.

Simultaneous multithreading (for instance Intel’s HyperThreading) was an
early attempt to have a pseudo-multicore system. A processor capable of simulta-
neous multithreading has only one execution unit, but when that execution unit
is idling (such as during a cache miss), it uses that execution unit to process a sec-
ond thread. This type of processors is inexpensive and easy to obtain since fewer
resources need to be replicated but it is hard to achieve as much of a speedup as
using different cores. It is a MIMD processor.

A vector processor is a CPU or computer system that can execute the same
instruction on large sets of data. “Vector processors have high-level operations that
work on linear arrays of numbers or vectors. They are closely related to Flynn’s
SIMD classification. Cray computers became famous for their vector-processing
computers in the 1970s and 1980s. Modern processor instruction sets do include
some vector processing instructions, such as with AltiVec and Streaming SIMD
Extensions (SSE).

A multicore processor implements multiprocessing in a single physical pack-
age. It replicates a single core design, duplicating it several times on a single chip.
Each core can run a completely separate thread of control, so this is an MIMD
processor. It can be described as an integrated circuit to which two or more cores
have been attached. The cores are typically integrated onto a single integrated cir-
cuit die (known as a chip multiprocessor or CMP), or they may be integrated onto
multiple dies in a single chip package. These processors differ from superscalar
processors, which can issue multiple instructions per cycle from one instruction
stream (thread); by contrast, a multicore processor can issue multiple instructions
per cycle from multiple instruction streams. There are a number of different mul-
ticore design, and they are different in how they manage memory and intercore
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communication. Cores in a multicore device may be coupled together tightly or
loosely. For example, cores may or may not share caches, and they may implement
message passing or shared memory intercore communication methods. Common
network topologies to interconnect cores include: bus, ring, 2-dimensional mesh,
and crossbar. All cores are identical in homogeneous multicore systems and they
have different designs in heterogeneous multicore systems. Just as with single-
processor systems, cores in multicore systems may implement architectures such
as super-scalar, vector processor, SIMD, or multithreading.

Traditional central processing units (CPUs) have recently begun adding mul-
tiple cores and typically they adhere to the homogeneous paradigm.

The IBM Cell Broadband Engine is a heterogeneous multicore chip composed
by one general purpose core and eight other smaller cores specialized for numeri-
cally intensive workloads. These smaller cores also have explicitly managed local
memory and SIMD parallelism, and can communicate directly with each other via
message passing over an on-chip ring network.

General-purpose computing on graphics processing units (GPGPU)
is a fairly recent trend in computer engineering research. GPUs are co-processors
that have been heavily optimized for computer graphics processing. Computer
graphics processing is a field dominated by data parallel operations, particularly
linear algebra matrix operations.

In the early days, GPGPU programs used the normal graphics APIs for exe-
cuting programs, such as the OpenGL Shading Language (GLSL). This approach
was hard form a programming point of view since all the computations have to be
transformed into shading operation on texture. However, recently several new pro-
gramming languages and platforms have been built to do general purpose compu-
tation on GPUs with both Nvidia and AMD releasing programming environments
with CUDA [25] and CTM [5] respectively. Other GPU programming languages
are BrookGPU, PeakStream, and RapidMind. GPU architectures are designed to
support a massive number of threads running simultaneously but are able to sus-
pend threads to hide the latency of certain operations, such as memory reads.
In addition, SIMD computation is often exploited over a set of spatially coherent
tiles, and on most GPUs, SIMD Within A Registe (SWAR) or Very long instruc-
tion word (VLIW) parallelism is also available. Since the threads (or kernels) are
the same program in different moment of execution this is an example of SPMD
architecture.

Within parallel computing, there are specialized parallel devices that are not
recognizable as processors, since they have a completely different structure and
functionality. However it is important to mention them since they represent an
important niche of applications in which performance is the main goal.

A Field-Programmable Gate Array (FPGA) is, in essence, a computer chip
that can rewire itself for a given task. It can be used standalone, usually for DSP
and for controlling devices, or as reconfigurable computing, i.e. as a co-processor
to a general-purpose computer. In this case usually it is part of a System on Chip
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(SoC), where a CPU, an FPGA are put side by side on the same board and share
connections with main memory and peripherals.

FPGAs can be programmed with hardware description languages such as
VHDL or Verilog. However, programming in these languages can be tedious. Sev-
eral vendors have created new languages that attempt to emulate the syntax
and/or semantics of high level programming language, with which most program-
mers are familiar. One example is given by SystemC, that is based on C++.
Sometimes the term “stream processing” is used to refer to pipeline parallelism,
where the output of one task is sent directly to another in a producer/consumer
model. It can use multiple computational units without explicitly managing allo-
cation, synchronization, or communication among those units. FPGA accelerators
often make extensive use of this form of parallelism related to SIMD.

Several application-specific integrated circuit (ASIC) approaches have been
developed for dealing with parallel applications. These were the almost unique so-
lutions having full parallelism before the existence of multiprocessor and multicore
systems. Because of his specificity for a given application, an ASIC can be opti-
mized and tends to outperform a general-purpose computer. However, ASICs are
created by an expensive lithography process. High initial cost, and the tendency
to be overtaken by Moore’s-law-driven general-purpose computing, has rendered
ASICs unfeasible for most parallel computing applications. However, some have
been built. For instance there are machines which use custom ASICs for molecu-
lar dynamics simulation. They often represent the term of comparison during the
evaluation of algorithms and techniques implemented in FPGA or general purpose
processors.

Furthermore the general trend in processor development has been from mul-
ticore to manycore; A manycore processor is one in which the number of cores is
large enough that traditional multi-processor techniques are no longer efficient.
This threshold is somewhere in the range of several tens of cores, and likely
requires a network on chip. In addition, multicore chips mixed with simultane-
ous multithreading, memory-on-chip, and special-purpose “heterogeneous” cores
promise further performance and efficiency gains, especially in processing multi-
media, recognition and networking applications.

The most important example of multicore processors seen above are definitely
GPUs and the Cell BE (and in very specific case FPGAs) because these are the
consumer processors that currently support the most explicit parallelism. In addi-
tion the potentiality of these specialized processors is due to the large availability
and the relatively inexpensiveness. CPUs, however, are clearly evolving in the
same direction [81]: towards massive parallelism and “many-core” architectures.
Since these architecture share same form of data stream, or at least some of them
are equivalent to others it is possible to apply similar programming solution or
approaches to all of them.
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3.1.2 Programming approach

In order to really obtain important benefits by the adoption of a multicore system
it is necessary to change the programming habits in order to identify and exploit
the parallelism, when present, in the algorithm to be coded.

In the last decades, most programmers have been using a serial model of com-
putation to design and implement programs, because of the SISD nature of general
purpose CPUs. However, digital hardware is naturally parallel. In order to obtain
increased performance, compiler and processor designers have struggled to auto-
matically exploit implicit instruction-level parallelism (ILP) in serial code. For
example, instructions can be rescheduled, either by the compiler or by the hard-
ware, in order to best exploit pipeline parallelism in functional units or multiple
instruction issue in superscalar processors.

However, experience has shown that most serial programs have limited im-
plicit parallelism.Automatic extraction of parallelism without explicit assistance
from the programmer, particularly in hardware but also in software, has reached
the point of diminishing returns. Therefore, there is renewed interest in explicitly
parallel programming models, languages, runtimes, and platforms.

We can identify mainly two types of parallelism:

Task parallelism that is based on the idea of decomposing a program into sep-
arate tasks and running these tasks at the same time on different processing
elements. It is easy to see a relationship between task parallelism and MIMD
computation. For instance, in a multicore system, task parallelism is achieved
when each core executes a different process with the same or different code. In
the general case, communication among processes permits the workflow data
passage.

Data parallelism that is based on the idea that operations on collections of
data, such as arrays, can themselves be performed in parallel. Usually this type
of parallelism is exploited by SIMD and SPMD architecture. In a multicore
system, data parallelism is achieved when each core performs the same task
on different pieces of distributed data. In some situations, a single execution
thread controls operations on all pieces of data. In others, different threads
control the operation, but they execute the same code.

Task parallelism emphasizes the distributed (parallelized) nature of the pro-
cessing, as opposed to the data (data parallelism). An algorithm can present both
of them, and usually the program is built around these characteristics.

In order to get the best performance out of multicore processors, an explicit
mechanism allowing the programmer to directly express a parallel computation is
desirable. It is useful to design such mechanisms around programming models [102].

A programming model is an abstract model of computation that is used by the
programmer to reason about how a program executes. A programming model
is an abstraction and may not explicitly expose every parallelism mechanism
available in the target processor.

A processing model is similar but describes how a physical machine actually
performs computation. Or rather, the processing model is the programming
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model exposed by the processor vendor and used in its instruction set archi-
tecture. The processing model is usually hardware or vendor specific and is
designed to obtain the maximum in terms of performance.

The programming language has the role to efficiently translate an algorithm
expressed relatively to the programming model used by the programmer into the
processing model used by the target hardware.

In the ideal situation, the programming model expresses the most important
aspects of the processing model and the programming language implementation
simply automates the mapping of the desired computation onto the target hard-
ware, relieving the programmer from the more tedious aspects of the procedure.

Programming and processing models are important because these models are
what a programmer uses to reason about how a computation actually takes place
on a physical computer. Programmers use a programming model to reason about
how a computer operates and to design efficient algorithms. If a programming
model is an accurate reflection of how a computer actually performs a computa-
tion in hardware, and if the primary features of the model as understood by the
programmer reflect the most important architectural characteristics of the com-
puter, then it will be possible for a programmer to design efficient algorithms for
the computer. If the programming model does not allow manipulation of some
important features of the processing model of the target hardware, or does not
provide enough control over the final implementation on the real machine, then
the programmer will be unable to optimize the code for the best performance.

The most important aspects of the processing model are those that have the
most impact on performance. A programming language implementation should
unburden the programmer from dealing with trivial questions, allowing the pro-
grammer to focus on making major policy decisions and on designing an efficient
(and correct) algorithm. With a parallel programming model, the programmer
is encouraged to think in parallel and give the system a large amount of latent
parallelism to work with.

Unfortunately, the programming models of mainstream programming lan-
guages were developed a long time ago when computers were relatively simple
and mainly SISD. In fact they lack native and easy to use support for exposing
efficiently the computation parallelism. In addition to parallelism, there is also
the issue of memory access. Poor use of the memory system can degrade the per-
formance of a program by several orders of magnitude thus a good programming
model should also allow the clear expression of memory locality and data move-
ment. Again the memory organization and access have to be explicitly expressed
by the programmer also when a native software development kit is available for a
specific architecture. Thus the ability to handle it in an abstract way and have the
programming language and the compiler perform the mapping is not yet possible.

In [71] a detailed survey of current programming models, language and platform
is provided. The main conclusion is that many subjects and vendors are working
on programming languages more oriented to multicore systems, and there are some
valuable results. However it is still a very inhomogeneous field, and there are no
available solutions able to target all the different architectures and to provide that
transparency from hardware that is required. Thus it seems that the quality, in
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terms of performance and simplicity, of a parallel implementation is mostly left to
the programmer’s skill.

3.1.3 Rediscovering old parallel algorithms

Computer science and programming are relatively new disciplines, while algo-
rithms have existed in mathematics, algebra and calculus from centuries. In the
continuous challenge of discovering solutions for an increasing number of applica-
tion fields it is common practice to reuse existing algorithms and to apply them
to new areas. In [111], dated 1984, the author presents a research overview, point-
ing out advantages, shortcomings and possible applications, of Residue Number
System (RSN) due to the progress in technology of those days when VLSI was
a promising and emerging technique. A RSN represents a large integer using a
set of smaller integers, so that computation may be performed more efficiently.
The description of the theoretical core of RSN (the Chinese remainder theorem)
dates back to the 4th century AD in the Master Suns Arithmetic Manual written
by Tsu Suan-Ching. The topic was reprised and analyzed in [108], mainly from
a mathematical point of view, but unfortunately the technology of the 60’s was
insufficient to support the unique demands of the RNS. Nowadays RNS is widely
used, especially in FPGA computing, in many cryptographic, fault tolerant, DSP
systems and it is still an important research topic [24,60,74,82,115].

Referring to the definitions above, the translation from a “programming
model”, i.e. an abstract solution, into an existent “processing model” is not always
practical. In addition, the evolution in the hardware capabilities of the process-
ing units can encourage the adoption of a new algorithm in spite of another one
that worked well until then. This does not mean that the algorithm is no more
interesting or that in other scenarios cannot be used again but, in those specific
conditions, it is not attractive. It is also quite common to try to apply any new
solutions to a wider area of problems. For instance, when genetic algorithms and
neural networks proved their goodness they were employed in many applications
in several fields while traditional approaches were discarded.

Sometimes the old solution is not really put aside, but its use is continued in a
specific niche of employment. A good example is the CORDIC algorithm. CORDIC
(COordinate Rotation DIgital Computer) is a simple and efficient algorithm to
calculate hyperbolic and trigonometric functions. It is commonly used when no
hardware multiplier is available (e.g., simple microcontrollers and FPGAs) as the
only operations it requires are addition, subtraction, bitshift and table lookup.
The modern CORDIC algorithm was first described in [119] and it was developed
to replace the analog resolver in the B-58 bomber’s navigation computer. These
days, CORDIC algorithm is used extensively for various applications, especially
in the FPGA domain. Xilinx, one of the most famous manufacturer of FPGA
chipsets provides CORDIC IP cores that can be customized and easily used on
their boards.

A different consideration holds for algorithms that are state of the art in their
domain, such as algorithms for ray-tracing in 3D rendering, but that are still con-
sidered batch solutions due to computational issues. When the algorithm has some
parallelism, from the task or data point of view, then a parallel implementation
can move the computation towards interactivity.
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As stated above it is not uncommon that “old” algorithms remain useful in
a specific domain or become useful again due to changes in processor technology.
After an era dominated by SISD solutions caused by the intrinsically sequential
nature of CPUs available on the mass market, in the new age of multithread and
multicore systems it is worth looking for ASIC and VLSI solutions since they were
inherently parallels.

The main question remains how much effort is required in order to write these
algorithms, usually described in VLSI or schematics, in a modern programming
language. In other terms it is necessary to extract the programming model from
them and find a fast and easy way to translate it in the processing model of the
target hardware. Of course any help that a modern programming language can
give is important but, as stated above, no automatic translator nowadays can do
all the work by themselves. Thus a methodology, or some guidelines, can help the
programmer to obtain the expected results.

3.2 Previous work on robotics

In literature there are many works demonstrating the advantages of the use of mul-
ticore systems for complex application that require high performance and massive
computations. There are several application areas in which this new parallel ar-
chitecture can be applied with success, such as collision detection and responsive
action computation, modeling and control of soft articulated characters, physically-
based simulation of fluids and solids, crowd and multiagent simulation, interactive
ray tracing, sound synthesis and propagation and scientific computations.

There are still many open challenges regarding hardware, programming, soft-
ware and applications. The increasing interest of the scientific community in the
potential of multicore systems is visible in the continuous proposal for work-
shops [96], special issues of journals [66], articles and thesis works.

Initially there has been a huge effort from the major enterprises involved in the
hardware development. There are several technical reports from NVIDIA, ATI and
IBM that show implementations of matrix multiplication, fast Fourier transform,
imaging filters, ray tracing and so on.

Nowadays there are countless scientific applications that range from video de-
coding [6], DNA analysis [125], ray tracing cite [12, 89], image filtering [7], cryp-
tography [44,109], implemented on GPU, Cell and FPGA architecture.

Besides these consolidated results, it is important to understand if teleopera-
tion, and hence robotics and haptics, can also benefit from the development of all
these new hardware technologies.

It is easy to imagine that the main utilization of GPU-based solutions is
in robotic applications that require accurate graphical and physical simulations.
There is a strong interest in robotic aided surgery; usually it consists of a teleoper-
ation setup where the surgeon uses a haptic device to give command to the robot
that interacts with the patient. In this scenario, it is useful to have the possibility
to use the haptic device with a virtual simulation instead than the real robot/pa-
tient for both training and pre-operative planning. In this case the simulation of
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the human organs, fluids and surgical instruments and their physical interaction
have to be rendered with the same constraints of real teleoperation. In [3,29,126]
GPUs are used to make this kind of simulation possible and realistic.

Unfortunately this seems to be the main contribution of multicore systems
to teleoperation. Until now the standard approach is to have the software han-
dling communications, human interfaces, planning and supervision, and dedicated
hardware for the real-time control of the devices.

In the last years several interesting software architectures for robotics were
proposed. Smartsoft [94], Orca [17], Miro [57], Player [116] and CLARAty [77] are
well known frameworks that rely on the concept of modular design and component-
based software engineering. The main idea is to decompose a robotic system in
modules while providing communication and synchronization systems as well as
high level control strategies and algorithms. Almost all these frameworks are de-
signed for mobile and cooperative robots, consequently with little focus on real-
time constraints such as the ability to meet deadlines, to maintain specific control
rates and to provide security and recovery functionalities.

The inherently heterogeneous nature of the teleoperation task requires to main-
tain a good level of abstraction in defining modules and, at the same time, to im-
plement reliable low level controls. In addition, some real-time capability is needed
to maintain transparency and stability while data are sent over the communication
channel, dealing with unpredictable time delays and low bandwidth. This ambiva-
lence in the solution approach excludes the utilization of control software archi-
tecture used in automation processes. Orocos [18], MCA2 [36] and Penelope [38]
have good real-time capabilities while maintaining the modular and heterogeneous
approach.

Since they are aimed at distributed systems they can be managed to work
with multicore processors, splitting the execution among cores instead that among
hosts. There are real-time versions or extensions of the Linux kernel that provide
SMP/multicore support and thus the robotic software frameworks that rely on
them can be used on parallel architectures. This is the case, for instance, of Orocos,
Penelope and Orchestra [97] that use RTAI (Real-Time Application Interface).
However they do not provide explicit mechanisms to handle data parallelism and
to easily exploit SIMD architectures. YARP [73], that is a more recent architecture,
is an almost unique example of robotics framework that permit to program and
use GPGPU, through NVIDIA CUDA programming language, moving the most
computational intense part of the controller on the graphic board.

Regarding the control of manipulators and haptic devices the main solution
is still the utilization of industrial controller, axis board and ad-hoc electronics.
From a software point of view highly optimized procedure based on the specific
configuration of the robot are preferred to generic but computationally more in-
tense approaches. Of course the drawbacks are that any change in the controller
strategy requires complex code rewriting and that the solution is not reusable on
different hardware.

An attempt to use FPGA for controlling a haptic device is presented in [37]
combining the speed of the hardware with the ability to reconfigure it. In [88] the
authors develop an embedded real-time controller for cable robot.
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Beside the industrial controller and the embedded systems in literature there
are examples of robotic arms controlled by PC using real-time operating systems,
from the proprietary and expensive VxWorks to open source real-time Linux.
In [83] is presented the classic evolution from the industrial controller to the Linux
based solution for a PUMA 560 arm, one of the most used in universities.

While it is difficult to find robotic applications more aimed at multicore ar-
chitectures than to distributed systems, it is however possible to find parallel
solutions studied years ago for custom parallel ASIC and VLSI implementations.
For instance in [63,64] a comprehensive evaluation of algorithms for robotic arms
forward and inverse dynamics computation is presented. In particular the authors
identify the strategies that are more suitable to a parallel execution. In [23] a sim-
ilar approach for the manipulator pseudo-inverse Jacobian computation is shown.
This is an important topic since the Jacobian is one of the most important quan-
tities in the analysis and control of robot motion, and its inversion is a crucial
aspect in many controllers and applications. It can be interesting to implement
these solutions on recent multicore architecture.

3.3 Conclusions

With all these consideration in mind, we want to check whether our field of in-
terest, bilateral teleoperation, can take advantage from the current trend in the
development of multicore systems. In order to do that, we decide to understand if
there exist some algorithms, inherently parallel, that can exploit a multicore archi-
tecture and have good performance while solving a general problem with specific
requirements that can also have an important impact on haptics, teleoperation
and robotics. As a proof of feasibility we want to deal with the implementation on
a multicore architecture. In the coding phase we will not care about specific details
such as memory management. We leave it to smart multicore aware programming
language. However we want to show that a careful choice of data organization,
an appropriate task decomposition and a coding that mimics the ASIC imple-
mentation could give good results. The underlying idea is that since automatic
parallelization is not yet achievable and programming language multicore aware
are still in development, the programmer can improve the performance carefully
choosing his/her programming style. When the algorithm has its origin in ASIC, an
implementation that exploits low level instructions (or better shift-and-add) can
easily outperform a high level approach, without dealing with machine dependent
optimizations and fine tunings.

In the next Chapters we will focus on a generic application, that can be critical
in robotics and teleoperation due to the requirements and constraints that we
already presented: the matrix pseudo-inversion. In order to show the feasibility
of our idea we will eventually describe the implementation on a heterogeneous
multicore system: the IBM Cell Broadband Engine.
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Strategies and approaches to multicore
architectures

In the previous Chapters we presented our findings about human perception based
functions that can be used in teleoperation to enhance the immersive experience.
Since they have to be part of the control loop of the haptic device used in the
teleoperation setup, we highlighted requirements and issues, aiming toward a mul-
ticore solution. In particular we stated that in order to obtain inherently parallel
procedures it can be useful to look for solution developed for ASICs and VLSI.
We found specific algorithms regarding parallel forward and inverse dynamics of
manipulator. In order to show our approach that reuse this algorithms in modern
multicore architecture we can focus, specifically, on their implementation. However
they are almost completely related to robotic manipulation. We would like to show
that the approach is valid for any type of porting. Thus we focus on a more generic
problem, that is important for robotic as well for other fields. In addition, many
existing solutions rely on very basic operations that can represent bottlenecks in
a robotic or haptic system: matrix multiplication and inversion. There are several
works about matrix multiplication on multicore systems, since this is an inter-
esting topics and the solution can potentially fully exploit the parallel hardware
capabilities. The matrix inversion is a more complex problem that has a number of
possible alternative solutions, but it becomes particularly relevant when real-time
requirements are added. In the following we present an overview of the algebraic
problem represented by matrix inversion in one of its more complex form: the
pseudoinversion.

4.1 Ill-conditioned linear systems: the inverse problem

A linear system of equations is a set of linear equations involving the same set of
variables, also called unknowns. A solution to a linear system is an assignment of
numbers to the variables such that all the equations are simultaneously satisfied.

A linear system is called inconsistent if it does not have a solution. There are
three typical cases, based on the number of equations of the system, n, and the
number of unknowns, k:

1. If k < n, then the system is (in general) overdetermined and there is no
solution.
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2. If k = n and the system is consistent, then it has a unique solution in the n
variables.

3. If k > n, then the system is underdetermined and there are infinite solutions.

Linear systems can be represented in matrix form as the matrix equation Ax =
b, where A is the matrix of coefficients, x is the column vector of variables, and
b is the column vector of solutions. When the system is consistent and k = n the
unique solution is given by x = A(−1)b, where A(−1) is the inverse of matrix A.
If the system is either overdetermined or underdetermined then n 6= k, thus the
matrix A is not square and hence not invertible. This is congruent with the cases
presented, since the system has no solution or infinite solutions. However in real
cases this condition can happen and it is necessary to develop mechanism to deal
with it.

In order to justify the last sentence let us present a particular class of problems.
Using a physical theory for predicting the results of observations corresponds

to solving the forward modelling problem. The forward problem has a unique
solution, because of the causality principle [110]. This methodology is used in
particular for simulation purposes.

In an inverse problem, the values of some model parameter must be obtained
from the observed data. The transformation from data to model parameters is the
result of the interaction of a physical system, e.g. the Earth, the atmosphere,
gravity etc. An inverse problem is to find m such that (at least approximately)
d = G(m) where G is an operator describing the explicit relationship between data
d and model parameters m, and it is a representation of the physical system. The
operator G is called observation function.

There are some issues related with this type of problems. Inverse problems are
typically ill posed. In fact, inverse problems most often do not fulfill Hadamard’s
postulates of well-posedness: they might not have a solution in the strict sense,
solutions might not be unique and/or might not depend continuously on the data.
Hence their mathematical analysis is subtle, but they have many applications in
engineering, physics and other fields.

In addition, while inverse problems are often formulated in infinite dimensional
spaces, limitations to a finite number of measurements, and the practical consid-
eration of recovering only a finite number of unknown parameters, may lead to
problems being recast in discrete form. In this case the inverse problem will typ-
ically be ill-conditioned. The condition number associated with a problem is a
measure of that problem’s amenability to digital computation. A problem with
a high condition number is said to be ill-conditioned. In an ill-conditioned prob-
lem the exact solution is extremely sensitive to small perturbations in the data;
this makes iterating the solution to a small residual a tricky operation. Numerical
round-off in the system can also present some challenges when it comes to solving
a model having an ill-conditioned matrix.

It is easy to understand that any algorithmic solution to the inverse problem
has to carefully address all these issues. We are interested in particular to the case
in which the relationship is linear (or linearizable) and the equation that relates
the data to the parameters reduces to d = Am, where A is a matrix. From a
mathematical point of view one of the most common approaches to the inverse
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problem when a set of possibly noisy observations of the physical system is given,
this leading to an overdetermined system, is the linear least square method.

4.1.1 Linear least square

Linear least squares is the problem of approximately solving an overdetermined
system of linear equations, where the best approximation is defined as that which
minimizes the sum of squared differences between the data values and their cor-
responding modeled values [123]. The approach is called linear least squares since
the solution depends linearly on the data. Linear least squares is a computational
approach for fitting a mathematical or statistical model to data. It can be applied
when the idealized value provided by the model for each data point is expressed
linearly in terms of unknown parameters of the model. The resulting fitted model
can be used to summarize the data, to predict unobserved values from the same
system, and to understand the internal mechanisms of the system.

Given a system of linear equations

Ax = b.

in general we cannot always expect to find a vector x which will solve the system;
even if there exists such a solution vector, then it may not be unique. We can
however always ask for a vector x that brings Ax “as close as possible” to b, i.e. a
vector that minimizes the Euclidean norm

‖Ax− b‖2.

If there are several such vectors x, we could ask for the one among them with
the smallest Euclidean norm. Thus formulated, the problem has a unique solution,
given by the pseudoinverse:

x = A+b.

This description suggests the following geometric construction of the pseudoinverse
of an m× n matrix A. To find A+b for given b in <m, first project b orthogonally
onto the range of A, finding a point p(b) in the range. Then form A−1(p(b)), i.e.
find those vectors in <n that A sends to p(b). This will be an affine subspace of
<n parallel to the kernel of A. The element of this subspace that has the smallest
length (i.e. is closest to the origin) is the answer A+b we are looking for. It can be
found by taking an arbitrary member of A−1(p(b)) and projecting it orthogonally
onto the orthogonal complement of the kernel of A [124].

Using the pseudoinverse and a matrix norm, one can define a condition number
for any matrix:

cond(A) = ‖A‖‖A+‖.

A large condition number implies that the problem of finding least-squares solu-
tions to the corresponding system of linear equations is ill-conditioned in the sense
that small errors in the entries of A can lead to huge errors in the entries of the
solution.

The pseudoinverse is one way to solve linear least squares problems.
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4.1.2 Pseudoinverse

In mathematics, and in particular linear algebra, the pseudoinverse A+ of an m×n
matrix A is a generalization of the inverse matrix. The most commonly encountered
pseudoinverse is the Moore-Penrose matrix inverse [75,86], which is a special case
of a general type of pseudoinverse known as a matrix 1-inverse.

A common use of the pseudoinverse is to compute a “best fit” (least squares)
solution to a system of linear equations that lacks a unique solution. The pseu-
doinverse is defined and unique for all matrices whose entries are real or complex
numbers.

Definition

The pseudoinverse A+ of an m-by-n matrix A (whose entries can be real or complex
numbers) is defined as the unique n-by-m matrix satisfying all of the following four
criteria:

1. AA+A = A (AA+ need not be the general identity matrix, but it maps all
column vectors of A to themselves);

2. A+AA+ = A+ (A+ is a weak inverse for the multiplicative semigroup);
3. (AA+)∗ = AA+ (AA+ is Hermitian); and
4. (A+A)∗ = A+A (A+A is also Hermitian).

where M∗ = is the Hermitian transpose (conjugate transpose) of M . For matrices
of real numbers the relation M∗ = MT holds.

4.2 Applications

We stated that the inverse problem is used in many different applications, spe-
cially when a model for a physical system is needed, and the use of the matrix
pseudoinverse can be applied when the relationship between data and parameters
is linear. The pseudoinverse in fact provides a least squares solution to a system
of linear equations. The pseudoinverse, however, is used in many other fields. In
general its utilization spans from signal processing to pattern recognition, from
geophysics to astronomy, from image processing to robotics. It is in these last two
research areas that the pseudoinverse keeps maintaining a strong importance and
in the following we present a couple of specific examples.

4.2.1 Image processing

There are several example of the use of matrix pseudoinversion in the field of
image processing. For instance it is used in image restoration and face recognition.
However the most interesting and challenging utilization is in the field of image
reconstruction, in particular in medical imaging. Medical imaging is the technique
and process used to create images of the human body (or parts and function
thereof) for clinical purposes or medical science. The possible applications span
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from medical procedures seeking to reveal, diagnose or examine disease to the
study of normal anatomy and physiology. Since medicine and surgery are possible
target for perception based teleoperation, and computer aided surgery is one of
our main motivation for this study, we briefly present an example of the use of
linear least square, thus matrix pseudoinversion, in Diffusion Tensor Imaging.

The Diffusion Tensor Model

Diffusion MRI is a magnetic resonance imaging (MRI) method that produces in
vivo images of biological tissues weighted with the local microstructural character-
istics of water diffusion. Since 1965 it has been recognized that the diffusion prop-
erties of water in structured samples measured with NMR are more adequately
described by a tensor than a scalar value. However, it was not until 1992 that
Basser and colleagues showed how such a tensor can be estimated from a series of
diffusion weighted signals using linear regression (See example in Figure 4.1). A
key component in the estimation of the tensor is the calculation of the coupling
between the signal attenuation and the elements of the diffusion tensor for a given
gradient amplitude, duration, and separation. As the tensor is symmetric, there
are only six unknown elements to determine. These are estimated from a series
of diffusion-weighted images acquired with gradients applied in non-collinear and
non-coplanar directions. The idea that to find n unknown variables in linear al-
gebra, at least n simultaneous equations should be solved is a concept familiar
to all, and the same applies when estimating the diffusion tensor from MR data.
Thus, the minimum number of diffusion-encoding images required for estimating
the elements of the tensor is six.

Fig. 4.1. Detail of the NMR image of the brain: on the left the structure as appear in
the medical scan, on the right the representation of the tensors with ellipsoids, whose
orientation reflects the neural fibers directions [51]

If X is a vector of the signal intensities, B is a matrix with the number of rows
equal to the number of measurements of the signal, and six columns, and D is a
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vector containing the elements of the diffusion tensor then we can summarize the
relationship between the set of observed signals and the elements of the diffusion
tensor via the expression: X = BD. The simplest estimation approach is simply to
solve the equation by taking the inverse of B, i.e. D = B(−1)X. This approach is
fine if we have exactly six measurements such that the matrix B is square. However,
the number of data we fit to the model is exactly the same as the number of fit
parameters, so we will fit the data “exactly”, and that includes the perturbations
due to noise. It is usual, therefore, to acquire more than the bare minimum number
of measurements in order to improve the signal to noise ratio. However this results
in the matrix B no longer being square. In particular the matrix is rectangular
with more equations n, than unknowns k. Thus we are in the first case of the list
we presented above: if k < n, then the system is overdetermined and there is no
solution. More precisely, there is no “exact” solution. In fact we do not expect that
an exact solution exists, since the multiple measurements have the aim to lower
the bad contribution due to noise. What we need is an approximation that best fit
data collected. In this case, the tensor is found by computing the pseudo-inverse
of the matrix B, i.e., D = (BT B)(−1)BT X. This ordinary least squares approach,
is extremely rapid and allows for vectorization of the estimation and is therefore
prevalent in many popular software packages.

4.2.2 Robotics: the Jacobian matrix

The Jacobian matrix is the matrix of all first-order partial derivatives of a vector-
valued function. Its importance lies in the fact that it represents the best linear
approximation to a differentiable function near a given point.

∂y1
∂x1

· · · ∂y1
∂xn

...
. . .

...
∂yn

∂x1
· · · ∂yn

∂xn


The Jacobian is one of the most important quantities in the analysis and control

of robot motion. It arises in virtually every aspect of robotic manipulation: in the
planning and execution of smooth trajectories, in the determination of singular
configurations, in the execution of coordinated anthropomorphic motion, in the
derivation of the dynamic equations of motion [104].

Moreover, interaction of the manipulator with the environment produces forces
and moments at the end effector or tool. These, in turn, produce torques at the
joints of the robot. The manipulator Jacobian has an important role in the quanti-
tative relationship between the end effector forces and joint torques. This relation-
ship is important for the development of path planning methods, the derivation of
the dynamic equations and in the design of force control algorithms.

In robotics the Jacobian is a 6 × n matrix, with n the number of joints. For
a six joints manipulator, such as an antropomorfic arm, the Jacobian is a square
matrix. Configurations for which rank J(q) is less than its maximum value are
called singularities or singular configurations.

• Singularities represent configurations from which certain directions of motion
may be unattainable.
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• At singularities, bounded end-effector velocities may correspond to unbounded
joint velocities.

• At singularities, bounded joint torques may correspond to unbounded end-
effector forces and torques.

• Singularities often correspond to point on the boundary of the manipulator
workspace, that is, to points of maximum or minimum reach of the manipulator.

• Singularities correspond to points in the manipulator workspace that may be
unreachable under small perturbations of the link parameters, such as length,
offset, etc.

When the Jacobian is not full rank it is not invertible. Thus determining the
rank of the Jacobian is crucial for the control of the robot. Unfortunately the rank
cannot be always determined exactly because it can be easily altered by an arbi-
trary small perturbation. Using the terminology presented above the Jacobian is
ill-conditioned. This happens in particular when the Jacobian is not full column
or row rank, but also a full rank matrix can be affected by this problem.

There is another situation in which the inverse of the Jacobian is not defined,
even if the robot is not in a singular configuration: when the manipulator has not
six joints. In particular in the case of redundant robots the matrix is rectangular,
and this happens independently from the current configuration of the robot.

Summarizing the robotic Jacobian matrix is:

• usually ill-conditioned
• not invertible at singular configuration (depending on the task) or in the case

of redundant robots.

These conditions can be problematic in the presence of an inverse problem.

Kinematics

The kinematic description of a robotic manipulator is the relationship that relates
velocity, position and orientation of the end effector to the joint variables of the
robot. The relationship that determines the joint variables given the end effector
information is called forward kinematics, the viceversa is known as inverse kine-
matics.

The Jacobian relationship
ξ = Jq̇ (4.1)

specifies the end-effector velocity that will result when the joints move with velocity
q̇. The inverse velocity problem is the problem of finding the joint velocities q̇
that produce the desired end-effector velocity. When the Jacobian is square and
nonsingular, this problem can be solved by simply inverting the Jacobian matrix
to give

q̇ = J−1ξ

For manipulators that do not have exactly six joints, the Jacobian cannot be
inverted. In this case there will be a solution to Equation 4.1 if and only if ξ lies in
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the range space of the Jacobian. This can be determined by the following simple
rank test. A vector ξ belongs to the range of J if and only if

rankJ(q) = rank[J(q)|ξ]

in other words, Equation 4.1 may be solved for q̇ ∈ Rn provided that the rank
of the augmented matrix [J(q)|ξ] is the same as the rank of the Jacobian J(q).

For the case when n > 6 we can solve for q̇ using the right pseudoinverse of J .
To construct this pseudoinverse, we use the fact that when J ∈ Rm×n, in m < n

and rank J = m, then (JJT )−1 exists. In this case (JJT ) ∈ Rm×n, and has rank
m. Using this result, we can regroup terms to obtain

I = (JJT )(JJT )
−1

= J [JT (JJT )
−1

]
= JJ+

Here, J+ = JT (JJT )−1 is called a right pseudoinverse of J , since JJ+ = I.
A solution to Equation 4.1 is given by

q̇ = J+ξ + (I − J+J)b (4.2)

in which b ∈ Rn is an arbitrary vector.
Equation 4.2 indicates that the resultant joint velocities can be decomposed

into a combination of the least squares solution of minimum norm, plus a homo-
geneous solution created by the action of a projection operator (I − J+J)b, which
describes the redundancy of the manipulator system. If the Jacobian is a square
and nonsingular matrix then the projector operator is equal to the null operator
and Equation 4.2 reduces to

q̇ = J−1ξ

where J−1 is the 6× 6 inverse Jacobian matrix.
In general, for m < n, (I − J+J) 6= 0, and all vectors of the form (I − J+J)b

lie in the null space of J . This means that, if q̇′ is a joint velocity vector such that
q̇′ = (I − J+J)b, then when the joints move with velocity q̇′, the end effector will
remain fixed since Jq̇′ = 0. Thus, if q̇ is a solution to Equation 4.1, then so is q̇+ q̇′

with q̇′ = (I − J+J)b, for any value of b. If the goal is to minimize the resulting
joint velocities, we chose b = 0 [104].

Dynamics

The dynamic model of a manipulator is the set of relationships that relates the
motion of the robot to the actuation torques of the joints and, possibly, to the forces
acting on the end effector. The dynamic equations can be used for simulating
the motion of the manipulator or for controlling the real robot. The forward
dynamics determines accelerations, velocities and positions of the joints when the
joints torques and the forces exerted to the end effector are given. The inverse
dynamics determines the joint torques that are needed in order to obtain a specific
motion, in terms of position, velocities and accelerations, of the robot, given the
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forces exerted to the end effector. Since we just want to provide another possible
utilization of the pseudoinverse of the Jacobian matrix, a precise definition and
explanation of the manipulator dynamics is out of the scope of this discussion.

For our purpose it is interesting to note that the dynamic equations can be
expressed with respect to joint space or Cartesian space. The latter is used in
particular when multiple robots have to be controlled. For instance, this can be
the case when the operator uses an haptic device with each hand and this is a
common setup in robotic aided surgery.

The dynamic model of a manipulator expressed in Cartesian space is:

BA(x)ẍ + CA(x, ẋ + gA(x) = γA − hA (4.3)

with

BA = J−T
A BJ−1

A

CAẋ = J−T
A Cq̇ −BAJ̇Aq̇

gA = J−T
A g

where JA is the Jacobian, B is the mass matrix of the manipulator, C is a vector
of centrifugal and Coriolis terms, g is a vector of gravity terms, h is the vector of
the interaction forces between the end effector and the environment, and γA is the
contribution to the end effector’s forces due to joint torques. J−1

A and J−T
A are the

inverse and the inverse transpose of the Jacobian respectively.
In [22] an example of the application of this approach to control is presented.

In the paper the authors use two robots, one with the original industrial controller,
the second with a connection between the controller and the PC, in order to afford
the computation requested by this formulation.

However, since BA exists only if the matrix JA is full rank and hence invertible,
Equation 4.3 can be applied only to non redundant manipulators that are not in
singularity. The modifications to Equation 4.3 needed in order to consider also
these cases lead, after several simplifications omitted for shortness to the following
equation:

τ = JT
A

+
γA + (I − JT

A

+
J

T

A)τa (4.4)

where JT
A

+ is the right pseudoinverse of J
T

A.
Equation 4.4 indicates that the resultant torques can be decomposed into a

combination of the least squares solution of minimum norm, plus a homogeneous
solution created by the action of a projection operator, which describes the re-
dundancy of the manipulator system. The choice of the value of τA defines the
strategy for the handling of the internal motion of the joints, due to redundancy.
It is easy to notice that this is the very same approach we found in Equation 4.2
for the kinematic problem.

These two examples illustrate that one of the most important quantities in
robotics, the Jacobian matrix, requires efficient and deterministic pseudoinverse
computation to be effective. Moreover the needs for the matrix pseudoinverse is
particularly important in those cases, such as at singular configurations and for a
good management of the redundancy, that are crucial in a teleoperated task.
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4.3 Finding the pseudoinverse of a matrix

We have seen that the matrix pseudoinversion is an important instrument in the
solution of the inverse problem and that its application is valuable in several fields,
and in particular in robotics.

From its formalization, in the 50s many scientific articles about mathematical
properties, relationships and special forms of the Moore-Penrose pseudoinverse
have been proposed. At the same time there has been a specific research aimed
at the algorithmic and computational approach to matrix pseudoinversion. Many
efforts were spent in finding solutions for the specific application, exploiting the
characteristics of the given matrix, but when considering more general approaches
the most used method are:

1. The QR method
2. Iterative methods
3. Updating the pseudoinverse
4. The Singular Value Decompostion method

The first two solutions are more sensitive to ill-conditioning, thus let us con-
sider the last two choices.

Updating the pseudoinverse

For the cases where A has full row or column rank, and the inverse of the correlation
matrix (AA∗ for A with full row rank or A∗A for full column rank) is already
known, the pseudoinverse for matrices related to A can be computed by applying
the Sherman-Morrison-Woodbury formula to update the inverse of the correlation
matrix, which may need less work. In particular, if the related matrix differs from
the original one by only a changed, added or deleted row or column, incremental
algorithms exist that exploit the relationship. Similarly, it is possible to update
the Cholesky factor when a row or column is added, without creating the inverse
of the correlation matrix explicitly. However, updating the pseudoinverse in the
general rank-deficient case is much more complicated.

Singular Value Decomposition

A computationally simpler and more accurate way to get the pseudoinverse is by
using the Singular Value Decomposition (SVD). SVD is a factorization of a rect-
angular real or complex matrix.

Suppose A is an m-by-n matrix whose entries come from the field K, which is
either the field of real numbers or complex numbers. Then there exists a factor-
ization of the form

A = UΣV ∗,

where:
U is an m-by-m unitary matrix over K
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Σ is m-by-n diagonal matrix with non negative numbers on the diagonal
V ∗ denotes the conjugate transpose of V , an n-by-n unitary matrix over K.

The SVD is typically computed by a two-step procedure: a bidiagonal reduc-
tion is computed first and than the resulting matrix is decomposed into SVD by
applying an iterative method. The stop condition of the iterative procedure is usu-
ally the satisfaction of a certain precision. In many cases the precision required is
the machine epsilon. Many variations and computation improvements have been
proposed, resulting in very optimized software libraries and specific algorithmic
procedures. In particular, implementations based on Givens and Jacobi rotations
are used in order to make the process more parallel, and thus exploiting new
architectures and improving performance.

The pseudoinverse of the matrix A with singular value decomposition M =
UΣV ∗ is

A+ = V Σ+U∗,

For a diagonal matrix such as Σ, we get the pseudoinverse by first transposing
the matrix, and then taking the reciprocal of each non-zero element on the diago-
nal, and leaving the zeros in place. In numerical computation, only elements larger
than some small tolerance are taken to be nonzero, and the others are replaced by
zeros. Usually the tolerance is taken to be t = ε max(m,n) max(Σ), where ε is the
machine epsilon. In presence of ill-conditioned matrix the tolerance can have bad
influence on the correctness of the result.

From a performance point of view, the cost of computing the pseudinverse is
largely dominated by the calculation of the SVD decomposition, when an optimized
implementation of matrix-matrix multiplication such as LAPACK is used.

The above procedure shows why taking the pseudoinverse is not a continuous
operation: if the original matrix A has a singular value 0 (a diagonal entry of the
matrix Σ above), then modifying A slightly may turn this zero into a tiny positive
number, thereby affecting the pseudoinverse dramatically as we now have to take
the reciprocal of a tiny number. Special care has to be taken when the matrix is
ill-conditioned.

A combination of this method and the precedent one, applied to the robotic
field, has been proposed in [14].

Thanks to the application in other fields, such as statistics and regularization
methods, and to the availability of good software libraries, the SVD is certainly
the most known and used method for matrix pseudoinversion. Among its esteems
there is in particular the fast execution time. The SVD approach has, however,
some drawbacks and one in particular is crucial when dealing with robotic appli-
cations: SVD factorization is based mainly on iterative methods, and there is no
guarantee that the procedure terminates in a given period. Of course the conver-
gence speed depends on the present values of the matrix, and although on average
the computation results fast with most of the configurations, slow convergence or
divergence are also possible. This is an important issue in real-time systems where
determinism and ability of meet deadlines is crucial, and teleoperation, haptics
and robotics rely on these requirements.
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4.4 Decell algorithm

The most used algorithms for the matrix pseudoinverse computation can present
convergence issues and, in general, are difficult to parallelize. An alternative so-
lution is to look for some less known algorithm, as we suggested in Section 3.1.3.
Among others [11], in our research we found an interesting approach that dates
back to the 60s: the Decell algorithm.

The work of Decell starts with the definition of the following theorem:

Theorem 4.1. Let A be any n-by-m complex matrix and let

f(λ) = (−1)n(a0λ
n + a1λ

n−1 + · · ·+ akλn−k + · · ·+ an−1λ + an)

with a0 = 1 be the characteristic polynomial of AA∗. If k 6= 0 is the largest integer
such that ak 6= 0, then the generalized inverse of A is given by

A† = −a−1
k A∗[(AA∗)k−1 + a1(AA∗)k−2 + · · ·+ ak−1I].

If k = 0 is the largest integer such that ak 6= 0, then A† = 0.

The proof uses the Cayley-Hamilton theorem [30,31].
On the base of the mathematical result, Decell developed an algorithm for

the generation of the pseudoinverse A+, given a p × n matrix A with n ≥ p: the
algorithm consists in computing a sequence of matrices A0, A1, . . . , Ak as follows:

A0 = Z, −1 = q0, B0 = I;
A1 = AA∗, traceA1 = q1, B1 = A1 − q1I;

A2 = AA∗B1,
traceA2

2
= q2, B2 = A2 − q2I;

...
...

... (4.5)

Ak−1 = AA∗Bk−2,
traceAk−1

k − 1
= qk−1, Bk−1 = Ak−1 − qk−1I;

Ak = AA∗Bk−1,
traceAk

k
= qk, Bk = Ak − qkI.

where 1 ≤ i ≤ k, I is a p × p identity matrix and k is the rank of A and the ∗

operation is the transposition for matrices of real numbers. Decell points out that
qi = −ai in Theorem 4.1.

Hence the pseudoinverse is given by

A+ = −a−1
k A∗Bk−1 (4.6)

Since the rank of A can be not known a priori, the iteration is continued until
the matrix product A1Bi, where A1 = AA∗, becomes a zero matrix for some
i, i = 1, 2, . . . , k. The termination of the iteration will determine k as well. In any
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case it is proven that the procedure requires exactly (K + 1) iterations. This is
a perfect approach to our problem. Let us consider in fact the Jacobian matrix
of a redundant manipulator or a haptic device. The rank of the matrix is the
minimum between 6 and the number of joints, at non singular configurations.
During the motion of the robot, when a singularity is encountered the rank is
lowered under the previous value. Thus, given a kinematic structure the time spent
in the computation of the pseudoinverse of the Jacobian is at most the time spent
in min(6, dof) iterations, plus the computation of Equation4.6, that can be carried
out in fixed time. If the real-time deadline for the controller is correctly chosen or,
the other way round given a specific controller rate, if the implementation is able
to fulfill the computation of the “worst case” correctly, the algorithm is reliable.

The main drawback of this approach is that in order to determine the rank
of the matrix, and hence in order to stop the iteration, the product A1Bi has
to be exactly zero. Unfortunately in presence of roundoff errors some elements
of the products may be small but not equal to zero. The algorithm may suffer
from numerical instability and this combines badly with the ill-conditioning of the
Jacobian matrix.

In order to use the Decell algorithm while performing the computation of the
exact solution of the pseudinversion, the application of some error free techniques
is needed. In signal processes and filter design, the residue number system (RNS)
is the most popular solution to the numerical instability problem [103].

4.4.1 Residue Number System

A residue number system (RNS) is used to represent a large integer using a set of
smaller integers, so that the computation may be performed more efficiently. RNS
have applications in the field of digital computer arithmetic. By decomposing a
large integer into a set of smaller integers, a large calculation can be performed as a
series of smaller calculations that can be performed independently and in parallel.
This makes RNS particularly popular in hardware implementations. Moreover,
since in each small computation the arithmetic range is reduced, the calculation
has an higher numerical stability.

Definition 4.2. Given any integer x and any modulus m, if r ≡ x mod m and
0 ≤ r < m, then we write r = |x|m and say r is a residue of x modulo m [23].

This defines a single-modulus residue arithmetic that involves only non-
negative integers. The definition of signed integers is possible through the Sym-
metric Residues Modulo m.

Definition 4.3. Given any integer x and any modulus m, if r ≡ x( mod m) and

−1
2
m ≤ r ≤ 1

2
m

then we write r = /x/m and say r is a symmetric residue of x modulo m.

In order to perform all the computation needed by our algorithm it is necessary
to define the multiplicative inverse as follows [108]:



48 4 Strategies and approaches to multicore architectures

Definition 4.4. Assume x, y, and m > 1 are integers, and if 0 < y < m and
|xy|m = |yx|m = 1, then we write y = x−1(m) and say y is a multiplicative
inverse of x modulo m.

The uniqueness of the multiplicative inverse is granted if m is a prime number.
It is also possible to perform integer division to a limited extent [56].
These last properties are also suitable for symmetric residue representation.

A given integer number can be expressed with respect to several different mod-
uli at once, leading to the definition of the concept of multiple-modulus arithmetic:

Definition 4.5. Let m1,m2, . . . ,mL be the base for a residue number system,
where gcd(mi,mj) = 1 for i 6= j, and M = m1m2 . . .mL =

∏L
i=1 mi.

The unique L-tuple residue arithmetic representation of x is given by x ∼
{|x|m1

, |x|m2
, . . . , |x|mL

} where ri = |x|mi.
The representation also holds true for the symmetric residue system.

Arithmetic representation can be decomposed linearly into an equivalent one
containing many components, each with a relatively small arithmetic range [61,
108].
This decomposition leads to a number of parallel and independent pseudoinverse
computations, each of them applying the residue arithmetic which allows the use
of short registers and simple arithmetic operations. Furthermore, since the de-
composition is linear, the final pseudoinverse results for each parallel computation
can be linearly recombined back together, yielding the desired pseudoinverse re-
sult (see Figure 4.2). To achieve this objective the multiple-modulus symmetric
residue arithmetic defined above can be used. The use of RSN for the correct com-
putation of matrix pseudoinverse was analyzed in [90, 106]. One important issue
regarding the multiple-modulus representation of the numbers is due to the correct
choice of the range M = m1m2 . . .mL and the selection of the bases or moduli mi,
1 ≤ i ≤ L, which are critical to the success of the method. These problems have
been extensively studied and there are rules, based on the arithmetic range of the
integer to be represented in moduli, that can be used [106].

The recombination phase can be implemented using different algorithms but
mainly the Chinese Reminder Theorem and the Mixed Radix Recomposition pro-
cedure.

Summarizing, the advantages in the use of the residue number system are the
ability to perform an error free computation even in presence of a numerical unsta-
ble algorithm, and the possibility to use simpler operation and, from a hardware
point of view, short registers.

The main drawback of this approach is the requirements for a RNS arithmetic.
Usually the libraries of mathematic functions available on modern PC do not
provide native support for operations in moduli. In order to implement the Decell
algorithm exploiting RSN and arithmetic decomposition the missed arithmetic
has to be implemented from scratch. However it is worth noticing that RNS is
used in several applications, from signal processing to cryptography although, for
computation reasons, it was used mainly in hardware. With the introduction of
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Fig. 4.2. Parallel Decell schema

new architecture capable of impressive performance, it is predictable that new
software libraries will be available soon.

This implicit requirements of the RSN implementation made the Decell al-
gorithm less attractive for traditional architecture, except for ASIC realizations.
In fact in SISD processors the computation of the pseudoinversion represented
in each base had to be performed sequentially and the advantage of short regis-
ter operation had not a great impact in general purpose uniprocessor machines.
In alternative, the utilization of high precision floating point operations was not
a complete guarantee of error free computation and did not provide fast perfor-
mance anyway. Considering all these problems it was natural to opt for a more
efficient method, such as SVD, for determining the pseudoinverse matrix in those
application in which determinism and real-time were not an issue. Meanwhile very
optimized and suboptimal solutions where considered for robotic control and ap-
plications. With new multicore architectures and vector processors an efficient
implementation of Decell algorithm is possible anew, and the use of short vec-
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tor operation permits to use SIMD register to exploit the parallelism due to the
presence of many matrix multiplications.

In [23] the authors presented an implementation in VLSI of the Decell algorithm
in the residue number system. Our idea is that it is possible to implement the same
algorithm in a modern multicore processor carefully designing the implementation
and exploiting both task and data parallelism available. In order to obtain good
performance without very specific target oriented fine tuning, we suggest to mimic
the implementation in VLSI of the operations needed using the intrinsic functions
of the programming language that are generic enough to be available for other
platforms too.

4.5 Parallel hardware architectures

In the last Section we identified an algorithm that is useful for our robotic appli-
cation and that seems to be suitable for parallel implementation. Now, in order to
implement it we need to choose a hardware architecture. We would like to stress
that we are not taking this decision on the base of the algorithm we want to im-
plement. In fact, as stated previously, it is important to separate the programming
model from the processing model, and think of the abstract organization of the
program apart form the target machine. For this reason in the next Chapter we
will analyze the parallelism present in the algorithm in order to understand how
to exploit it. What we are describing here is the choice of an architecture that, in
our opinion, can be useful in general for robotic applications.

In Chapter 3 we presented a classification of parallel architectures and we
provided some examples of actual hardware realization. In particular we identified
three platform that are the state of the practice of multicore systems and that
represent a further step into the diffusion of parallel architecture thanks to their
large availability and relative low price:

• Field Programmable Gate Array (FPGA)
• GPU (or GPGPU)
• Cell Broadband Engine

(a) FPGA (b) GPU (c) CBE

Fig. 4.3. Multicore architectures
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These architectures share some parallelization strategies while thy are very
different under other aspect.

4.5.1 FPGA

A field-programmable gate array (FPGA) is an integrated circuit designed to be
configured after manufacturing. The FPGA configuration is generally specified us-
ing a hardware description language (HDL), similar to that used for an application-
specific integrated circuit (ASIC). FPGAs can be used to implement any logical
function that an ASIC could perform. FPGAs contain programmable logic com-
ponents called “logic blocks”, and a hierarchy of reconfigurable interconnects that
allow the blocks to be wired together, somewhat like a one-chip programmable
breadboard. Logic blocks can be configured to perform complex combinational
functions, or merely simple logic gates like AND and XOR. In most FPGAs, the
logic blocks also include memory elements, which may be simple flip-flops or more
complete blocks of memory.

In Chapter 2.2.1 we explained that we used an innovative hardware/software
structure to control an actuated 6 dof joystick. An FPGA was used to handle both
low level tasks and algorithmic part that included forward kinematics and force
feedback computations. Although we obtained very good results in terms of per-
formance, we encountered some problems during the development of the system.
The most critical issue was about the resources available on the board. Our recon-
figurable board was based on a Virtex II FPGA with one million gates. That was
a considerable number of logic components, however there were a limited num-
ber of specific blocks. For instance the 18 bit multipliers were only forty, thus it
was difficult to fully exploit the parallelism present in the algorithm. The FPGA
required a specific graphical programming language, LabVIEW, that clearly repre-
sents parallelism and data flow, without low-level hardware description languages
or board-level design. It allows non skilled programmer to easily configure the
FPGA but, on the other side, it hides many structures and prevent a low level
access to the hardware. It permits to import VHDL code and IP cores but with
limitations. One main problem was that LabVIEW for FPGA was not available
under GNU/Linux platform. This not only prevent the development of the code
on GNU/Linux machines but also limited the interaction with them, since all the
communication among the FPGA and the host via PCI was controlled runtime by
LabVIEW. Since our setup was based on RTAI and GNU/Linux it was necessary
to use digital I/O ports in order to provide the board with parallel interface, at
the cost of an high usage of logic blocks. As a result it was not possible to run
the code for the forward kinematic and the code for the force feedback to once. In
addition we needed to optimize a lot the algorithm making it customized for the
specific haptic hardware.

Considering this past experience we think that FPGAs, that are growing in
terms of resources, can give better results when combined with microcontrollers,
memory and I/O modules on System on Chip board (SoC). There are not many
SoC products available on the market at affordable price, thus it is still hard to find
a good solution. In addition the programming languages used to program FPGA
are still quite far from standard high level languages even if some interesting project
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such as SystemC exists. In general it is difficult to compare FPGAs programming
to general software development for PCs, thus the implementation of FPGA code
still requires specific skills.

4.5.2 GPU or GPGPU

General-purpose computing on graphics processing units (GPGPU, also referred
to as GPGP) is the technique of using a GPU, typically specialized in computer
graphics elaboration, to perform computations for applications traditionally han-
dled by the CPU. It is made possible by the addition of programmable stages
and higher precision arithmetic to the rendering pipelines, which allows software
developers to use stream processing on non-graphics data.

This type of parallel processor is used in several application fields and in par-
ticular in physical simulations and interactive photorealistic rendering. The wide
availability of the boards, that nowadays are present in many home computers,
their low cost and the push to development given by the entertainment industry, in
particular for videogames, have largely contributed to the success of this multicore
architecture. The results obtained in the early implementations have pushed to-
wards the use of this board for many scientific applications, with stunning results
in terms of speed.

In addition, several high-performance libraries have been implemented for
GPGPU programming. The CUDA system from NVIDIA, for instance, is a high-
level language based on an extension of C in which certain functions are identified
using a special syntax as stream functions. Application of these functions to arrays
then invokes parallel computations on an NVIDIA GPU. CUDA is based on an
SPMD stream processing model but includes extensions that allow the specifica-
tion of thread blocks that in practice will execute together on a single processor
element using SIMD masking.

The main robotic applications are related to simulation, since the GPGPU
can generate good physics simulations that combine well with the more classical
three-dimensional graphics part, providing a complete virtual experience.

The main drawback of the use of GPGPU is due to the memory and cache
management. For instance, in GPUs caches are supported, but there are separate
read and write caches, and no guarantees are made that data written will be avail-
able immediately in a read from the same location unless specific steps are taken
to flush the data from the write cache and invalidate the read cache. Generally, on
a GPU, it is best to separate the computation into discrete passes and separate
input and output memory locations for each pass. The need for synchronization
and guards leads to a not really predictable execution timing. This is almos un-
noticeable in 3D applications, due to the relatively low refresh rate, but can be a
problem when real-time constraints and 1 KHz control loop are required.

However GPGPUs are one of the most promising parallel hardware architecture
on the market.

4.5.3 IBM CBEA

The Cell Broadband Engine (CBE) processor is the first implementation of a
new multiprocessor family conforming to the Cell Broadband Engine Architec-
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ture (CBEA). The CBEA is a new architecture that extends the 64-bit PowerPC
ArchitectureTM. The CBEA and the CBE processor are the result of a collabo-
ration between Sony, Toshiba, and IBM known as STI, formally begun in early
2001. Cell combines a general-purpose Power Architecture core with streamlined
coprocessing elements which greatly accelerates multimedia and vector processing
applications, as well as many other forms of dedicated computation.

The first implementation, the CBE processor, is a single-chip multiprocessor
with nine processor elements operating on a shared, coherent memory, as shown in
a high-level block diagram in Figure 4.4. In this respect, the CBE processor extends
current trends in PC and server processors. The most distinguishing feature of
the CBE processor is that, although all processor elements share memory, their
function is specialized into two types:

• the Power Processor Element (PPE)
• the Synergistic Processor Element (SPE)

The CBE processor has one PPE and eight SPEs.
This configuration permits to classify the Cell processor as a heterogeneous

multicore machine.

Fig. 4.4. Diagram of the Cell Broadband Engine Processor. It shows the connection
topology of the cores and the location of different types of memory

The first type of processor element, the PPE, contains a 64-bit PowerPC Ar-
chitecture core. It complies with the 64-bit PowerPC Architecture and can run
32-bit and 64-bit operating systems and applications. The second type of pro-
cessor element, the SPE, is optimized for running computation-intensive SIMD
applications; it is not optimized for running an operating system. The SPEs are
independent processor elements, each running their own individual application pro-
grams or threads. Each SPE has full access to coherent shared memory, including
the memory-mapped I/O space. There is a mutual dependence between the PPE
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and the SPEs. The SPEs depend on the PPE to run the operating system, and,
in many cases, the top-level thread control for an application. The PPE depends
on the SPEs to provide the bulk of the application performance.

The SPEs are designed to be programmed in high-level languages, such as
(but certainly not limited to) C/C++. They support a rich instruction set that
includes extensive SIMD functionality. However, like conventional processors with
SIMD extensions, use of SIMD data types is preferred, not mandatory. For pro-
gramming convenience, the PPE also supports the standard PowerPC Architecture
instructions and the vector/SIMD multimedia extensions.

To an application programmer, the CBE processor looks like a 9-way coherent
multiprocessor. The PPE is more adept than the SPEs at control-intensive tasks
and quicker at task switching. The SPEs are more adept at compute-intensive
tasks and slower than the PPE at task switching. However, either processor el-
ement is capable of both types of functions. This specialization is a significant
factor accounting for the order-of-magnitude improvement in peak computational
performance and chip-area-and-power efficiency that the CBE processor achieves
over conventional PC processors.

The more significant difference between the SPE and PPE lies in how they
access memory. The PPE accesses main storage (the effective-address space) with
load and store instructions that move data between main storage and a private
register file, the contents of which may be cached. The SPEs, in contrast, ac-
cess main storage with direct memory access (DMA) commands that move data
and instructions between main storage and a private local memory, called a local
store or local storage (LS) that has no associated cache. This 3-level organiza-
tion of storage (register file, LS, main storage), with asynchronous DMA transfers
between LS and main storage, is a radical break from conventional architecture
and programming models, because it explicitly parallelizes computation with the
transfers of data and instructions that feed computation and store the results of
computation in main storage. In addition, since in SPE computation there are no
cache misses, automatic memory paging and task preemption, if the programmer
carefully handles LS the program execution is very predictable and hence “almost”
real-time.

The element interconnect bus (EIB) is the communication path for commands
and data between all processor elements on the CBE processor and the on-chip
controllers for memory and I/O. The EIB supports full memory-coherent and
symmetric multiprocessor (SMP) operations. Thus, a CBE processor is designed
to be grouped with other CBE processors to produce a cluster.

By distinguishing and separately optimizing control-plane and data-plane pro-
cessor elements, the CBE processor mitigates the problems posed by power, mem-
ory, and frequency limitations. The net result is a multiprocessor that, at the
power budget of a conventional PC processor, can provide approximately ten-
fold the peak performance of a conventional processor. Of course, actual appli-
cation performance varies. Some applications may benefit little from the SPEs,
whereas others show a performance increase well in excess of ten-fold. In general,
compute-intensive applications that use 32-bit or smaller data formats (such as
single-precision floating-point and integer) are excellent candidates for the CBE
processor.
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It is common to run a main program on the PPE that allocates threads to
the SPEs. In such an application, the main thread is said to spawn one or more
CBE tasks. A CBE task has one or more main threads associated with it, along
with some number of SPE threads. An SPE thread is a thread that is spawned
to run on an available SPE. The software threads are unrelated to the hardware
multithreading capability of the PPE.

A main thread can interact directly with an SPE thread through the SPE’s
LS. It can interact indirectly through the main-storage space. A thread can poll
or sleep, waiting for SPE threads. The operating system defines the mechanism
and policy for selecting an available SPE. It must prioritize among all the CBE
applications in the system, and it must schedule SPE execution independently from
regular main threads. The operating system is also responsible for runtime loading,
passing parameters to SPE programs, notification of SPE events and errors, and
debugger support.

CBE combines MIMD and SIMD capabilities and thus permits to exploit task
and data parallelism. As stated before the SPEs computation is very fast and
reliable. In addition the Cell can be used as a very powerful co-processors, since it
can be added as an expansion board to standard PC. Thus a combination of a CPU
for the operating system, a Cell processor for the most computationally intense
algorithms and GPU for simulations and graphics are a possible scenario of the
future generation of robotic and haptic controllers. In this sense, and considering
its heterogeneous nature, the Cell processor represents a good testbench for parallel
algorithms. In another application area, the videogame console Sony Playstation
3 presents partially this configuration since it is equipped with a Cell processor
and a NVIDIA GPU.

4.6 Conclusions

In this Chapter we presented an interesting algorithm for the matrix pseudoin-
version that uses arithmetic decomposition and residue number system represen-
tation. The Decell algorithm can be used to exactly calculate the pseudoinverse
of the Jacobian matrix while giving an upper bound limit to the execution time
of the computation. This is useful in many robotic applications form kinematics
to dynamics and control. Moreover we identified in the Cell Broadband Engine
processor an appealing parallel architecture that in the future can be used to pro-
vide advanced computation capabilities for instance to the controllers of haptic
and robotic devices. In the following we will present our approach that permits to
implement an inherently parallel algorithm such as the RNS Decell on a multicore
processor such as the Cell, using an high level language and intrinsic functions,
obtaining good performance by mimicking the VLSI implementation of operations.
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A case study: Matrix pseudo-inversion

In this Chapter we describe how we implemented the Decell algorithm on the Cell
Broadband Engine. The original Decell is based mainly on matrix multiplications,
subtractions and trace computations. In order to reduce numerical instability it is
possible to use symmetric residue number system representation. When the bases
to be used have been chosen the problem is divided into sub-problems by applying
each modulo to the original matrix. This is the arithmetic decomposition. For each
modulo the procedure described in 4.4 is applied. At the end the resulting matrices
are recombined together producing the required result.

Given this description of the problem, the first step is to think to the program-
ming model of the algorithm.

5.1 Programming model

As we stated in Chapter 3 the programming model is an abstract model of compu-
tation that is used by the programmer to reason about a program execution. Each
algorithm is characterized by three parts: input, output and the process itself.

Input

The input is the matrix A that has to be pseudoinverted. We assume that A is
a p × n matrix of integer values with p ≤ n otherwise, using the relation A+ =[(

AT
)+]T , we can compute

(
AT
)+. It has to be noticed that we consider also the

case p = n in which, if the matrix is non singular, the inverse is defined but we
apply the Decell algorithm anyway.

The use of residue arithmetic presumes that each element aij of the matrix A
is an integer. Although fixed word-length computers store only rational numbers,
they can be converted to integers by an appropriate scaling [23]. For example, in
the radix u system, aij can be evaluated by

aij =
s∑

k=−s

α
(k)
ij ui = u−s

(
2s∑

k=0

αk−s
ij uk

)
= u−saij
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where

aij =
2s∑

k=0

α
(k−s)
ij uk

is the normalized integer and u−s is the constant scaling factor. Thus, we can
obtain the normalized matrix A = usA. Since

A+ = (u−sA)+ =
1

u−s
A

+
= usA

+

one may apply the proposed residue arithmetic Decell algorithm to obtain the
pseudoinverse A

+
from which the desired pseudoinverse A+ may be obtained by

multiplying the scaling factor us. The need of conversion is not a big issue. In our
previous FPGA implementation we faced the same problem, since we were forced
to use 16-bits values. We realized that the primary input is given by sensors and
raw sensor data are usually integer. Whatever computational strategy is chosen
these values have to be transformed to a different representation, thus we are just
moving this conversion at a later time. Moreover, all the trigonometric functions
used to populate a forward kinematic matrix as well as a manipulator Jacobian
can be performed in integer arithmetic by using, for instance, the CORDIC algo-
rithm, and all the conversion/scaling can be computed in a fixed-point notation
that is perfectly representable with integers, when carefully handled. Thus we do
not consider this aspect as a limitation and, since the conversion is due anyway,
we think that the conversion time has not to be accounted when comparing the
Decell algorithm with other floating point approaches.

The other inputs of the algorithm are the bases or moduli, their number L and
the dynamic range M they provide.

Let m1,m2, . . . ,mL be the pairwise relatively prime bases (or moduli, or
radices) for the mixed-radix system. The dynamic range is given by:

M =
L∏

i=1

mi. (5.1)

A number x can be expressed in the mixed-radix form as

x = aL

L−1∏
l=1

mi + · · ·+ a3m1m2 + a2m1 + a1

where the ai are the mixed-radix digits and 0 ≤ ai ≤ mi.
The selection of the bases mi, 1 ≤ i ≤ L, is critical to the success of the method.
A possible method for selecting the range M is:

M > max
{
Xp, p(p−K + 1)Xp−1

}
(5.2)

where X = min
{
trace(AAT ),||AAT ||

}
, and K = rank(A). For simplicity two

practical criteria satisfying Equation 5.2 are



5.1 Programming model 59

1.

M ≥ 2
p∏

i=1

 n∑
j=1

a2
ij

1/2

(5.3)

where aij is the (i, j) element A.
2.

M > pp2/2Xp2
(5.4)

where X is the maximal absolute value of an element in the matrix AAT .

In [106] the authors suggest that the bases mi, 1 ≤ i ≤ L, should be chosen to
be composed by large prime numbers greater than p and must satisfy Equation 5.1.

Output

The output of the algorithm is A+, the pesudoinverse of the given matrix A.
In addition Decell provides two other information at no computational cost: the
rank of A and the coefficients of the characteristic polynomial associated with the
matrix.

Process

We are not interested in describing details about the process at this point. In
general it follows the steps of the algorithm indicated in Equation 4.6. In this part
we would like to focus on some design aspects that have to be considered early
during the development because they are necessary in the analysis of the algorithm
and in particular in the parallelization. The more important facts are:

The first step is the choice of the moduli, following one of the rules indicated
before. This choice depends only on the arithmetical range of the elements
in the matrix that has to be pseudoinverted. In the case of robotic applica-
tion this means that a profiling of the value of the Jacobian can reduce the
required range to the minimum. This is important since the dynamic range
M =

∏i=L
i=1 mi depends on the number of moduli and the number of bit length

used to represent the numbers. Thus a desired range can be obtained by using
few moduli with more bit length or more moduli with smaller bit length. Since
the Jacobian reflects the structure of the manipulator this kind of tuning has
to be done just once for each robot.

The moduli and the dynamic range are stored in the main memory together with
the matrix A, in order to be easily accessed. The values of the matrix can be
organized in the memory using several data structures. For our implementa-
tion we opted for a simple array representation, i.e. all values are stored in
a monodimensional array in raw major. This approach is preferable to more
complex data organization since it permits an easy data transfer among the
processing units and does not require any particular functionality in the data
fetching, since the values are simply stored contiguously.
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The values, useful throughout the algorithms, that require some computation in
order to be calculated and are related only to the moduli choice can be com-
puted once for all and stored until needed. For instance, this is the case of
the coefficients used in the arithmetic recomposition process with both Mixed
Radix Recomposition and Chinese Reminder Theorem.

There are three different matrix operations involved in the Decell iteration: ma-
trix multiplication, trace computation and matrix diagonal subtraction and
they require symmetric RNS arithmetic.

The recombination can be carried out essentially in two ways: with the Mixed
Radix Recomposition (MRR) or with Chinese Reminder Theorem (CRT).
Both the procedures are effective and perform a weighted composition of the
moduli; the main difference relies on the fact that MRR requires only mod-
ulo mi arithmetic operations while CRT, based on the extended Euclidean
algorithm, requires modulo M operations. For these reason, the latter was the
choice in the VLSI Decell implementation in [23] since in that case CRT would
have needed a different hardware design for the residue processor. In a software
implementation, where the demand for higher precision can be met, the two
alternatives are equivalent, with CRT performing a sligthly better.

5.1.1 Analysis of the algorithm

The Decell algorithm can exploit two types of parallelism:

• Task parallelism: the problem is arithmetically decomposed in independent
sub-problems

• Data parallelism: when possible independent data can be processed at once

Task parallelism

Let us divide the algorithm presented in Equation 4.6 in four main parts:

1. Arithmetic decomposition
2. Decell iteration
3. Arithmetic recomposition
4. Evaluation of the pseudoinverse

In a multicore system, each phase can be assigned to a different core or, when
parallelism is possible, to a set of cores. The four phases have to be computed se-
quentially and parallelism is allowed only inside each part, due to data dependency.
It is however possible to have a pipelined approach to the problem by permitting
the execution of phase 1 relative to the computation at time t + 1 at once with
phase 2 at time t (see Figure 5.1). This approach maximizes the throughput of the
algorithm and permits to reduce the time the cores remains idle.

In our processing model we supposed, without losing generality, that there is
a main core that coordinates the other processing elements (PEs) and that it has
access to a main memory for data storage. It has to decompose the matrix A into
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Fig. 5.1. Ideal pipeline for the concurrent computation of the four parts

L residue representation of A modulo mi with 1 ≤ i ≤ L. Since the process pro-
ducing the residue representation of the matrix has to run L times, one for each
modulo, it can represent a bottleneck if performed on the main core sequentially.
In this planning phase it is better to place it in the other processing elements. In
the translation from the programming to the processing model this choice has to
be evaluated with respect to actual data representation and movement. Thus the
matrix A, or part of it, has to be moved to each processing elements along with
the modulo used in the specific residue computation, the precomputed coefficients
and the dynamic range.

The main processor has also the responsibility to transfer or activate the code
that has to be run on the other cores. At this point we can assume that the Decell
iteration on the residue representation of A are carried out in parallel.

The recomposition phase, that recombines the resulting residue matrices into a
single one, cannot start until all the PEs computations have been committed and
the results stored in one place. Two alternative designs are:

1. The main core synchronizes the PEs, waiting for all the results to be moved
back in main memory, and then perform the recomposition by itself. However
this part of the algorithm is still computational extensive, since it requires to
access and combines n×p values in L residue matrices, and relies on symmetric
RNS arithmetic since both procedures involve modulo operations.

2. One of the PEs can assume the role of recombining the values after its De-
cell iteration ended. Since all the resulting residue matrices are needed, this
solution requires that the results are moved from all the PEs to an idle process-
ing element that can perform the recombination. The additional advantage is
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that one data-move is no more required, since the PE already has the residue
matrix it computed. Unfortunately in the meantime all the PEs remain idle
since a synchronization among all of them is required before starting a new
computation of Decell. The time spent in Decell iteration is the time of the
longest computation on the PEs. Thus this alternative has to be carefully eval-
uated. However, this approach is particularly suitable if the number of PEs is
greater than L, thus meaning that some PEs are not involved in the residue
Decell iteration. In this case the pipelined approach presented in Figure 5.1
can increase the throughput.

The last phase of the Decell algorithm, that is the evaluation of the pseudoin-
verse in Equation 4.6, can be performed by the main core since the resulting values
is the final result, the computation is somewhat limited and no modulo operation
is involved.

Data parallelism

As stated earlier the Decell iteration is mainly based on matrix operations. In gen-
eral, matrix operations are computationally intense but the values have a high de-
gree of independence. In addition/subtraction operations, for instance, each value
can be added/subtracted independently from the others. Multiplication is more
complex, since a resulting value is given by the recombination of rows and columns
of the factors, however the values in different rows (or columns) are not related
and thus they can be computed at once. In literature there are many examples of
parallel implementation of matrix multiplication, in particular when the factors
have same specific structure. In general it is possible to exploit the independence
available to speedup the computation splitting the operation in concurrent opera-
tions. Another interesting aspect related to matrix operations is the possibility to
operate on large matrices by using block matrices. A block matrix or a partitioned
matrix is a partition of a matrix into rectangular smaller matrices called blocks.
A block partitioned matrix product can be formed involving operations only on
the submatrices. This property is useful when it is not possible to have the whole
matrix fit in memory, and especially in local store memory of smaller processing
units. The block can be manipulated at once, leaving space for additional task
parallelism.

The outcome from these considerations is that if the underlying architecture
provides some sort of data parallelism, such as the one given by SWAR or SIMD
capabilities, the Decell iteration can be designed in order to exploit this data
independence.

5.1.2 The programming language

There are several systems developed in order to easily program GPUs hiding their
graphics-specific nature while making their processing power available for general
purpose computations. In some cases, these systems have also been mapped to
additional targets, such as the Cell BE and multicore CPUs making these platform
an important tool that can help in translating the programming model to the
specific target [71].
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The RapidMind platform [70] uses an SPMD stream programming model but
generalizes it to multidimensional arrays. RapidMind uses an embedded program-
ming model so that the kernels can be specified directly in the source code of a
controlling C++ program. The RapidMind platform can target the Cell BE, both
NVIDIA and ATI GPUs, and multicore CPUs with the same programming model.
In order to express memory locality, local arrays may be declared and operated
on inside other kernels, and arrays may be tiled into subarrays. The RapidMind
array abstraction also encapsulates data strongly, allowing automatic management
of remote data stored on accelerators.

Intel [40] is developing Ct, a data-parallel programming platform that targets
x86 multicore CPUs. Ct supports the SPMD programming model and uses an
embedded C++ interface similar to the RapidMind platform. Ct also includes
an implementation of segmented collectives, which are useful for implementing
algorithms using nested parallelism.

Programming models based on distributed memory models such as MPI can be
mapped onto multicore processors such as the Cell BE that are essentially clusters
on a chip, but the limited local memory space available relative to the requirements
of existing MPI codes makes this difficult. MPI was primarily designed for large-
grain tasks. However, the MicroMPI system [80] presents some modifications to
MPI that make a mapping onto the small local memories in the Cell BE.

Although all these programming platforms are appealing and interesting we
did not use them in our implementation. There are several motivations behind our
choice and, in general, we agree that the modification of programming languages
and paradigms is necessary to change the software development precess in presence
of parallelism and multicore architectures. In addition a system that permits to
expose the most critical parts of the program in terms of performance and com-
plexity while hiding unnecessary target specific details is really important in order
to stop thinking to the machine and focusing on the program itself. However these
systems are still in development and usually they works well for their main target
but they are less effective when targeting other platform. This depends mainly on
the difficulty to map the programming model, for instance SPMD for RapidMind,
to architectures that do not adhere perfectly to it.

The main reason for our choice is that we wanted to expose some mechanisms
while drawing on the Decell VLSI implementation and this approach requires the
use of specific intrinsic functions of the target platform (available also on other
architecture with different syntax). In addition to better understand strong and
weak points of these emerging multicore systems it is better to deal with the
translation into the processing model directly.

Since in our implementation we left out some aspects that can be handled by
new platforms, that still influence performance and the goodness of results but are
not particularly relevant to the migration that we are analyzing, in the future a
combination of parallel programming systems and custom implementations could
be interesting.

In the following we will analyse the processing model and the implementation
mainly for PS3 while keeping one eye on the other multi-core architecture that



64 5 A case study: Matrix pseudo-inversion

we presented: GPUs and FPGA. It is difficult to put FPGA in the same category
as Cell and GPUs, since the difference in the organization and programming are
relevant. However , it is our idea that is possible to identify strategies and aspects
that can be used in the programmable field array with some effort in adaptation
and translation.

5.2 Sony PlayStation 3

The Cell broadband engine is available on the market in two main form: the IBM
blade accelerator (for instance the QS21) and the Sony PlayStation 3 (PS3). The
former expresses all the capabilities of the processor with a street price of more
than 5000 Euros while the latter offers a limited version of the CPU at a cost
of 400 Euros approximately, thus one order of magnitude lower. Moreover the
first version of the PS3 allows to install an operating system in addition to the
proprietary one. There are several versions of the PS3 which have minor differences
such as the presence of fewer USB ports or the lack of back compatibility with PS2
games. Unfortunately the very last version, the PS3 slim, has lost the possibility
to install the second operating system.

The first alternative operating system available was GNU/Linux and, since the
PPE is mainly a PowerPC, Yellow Dog, a distribution that was targeted to Apple
computers, released the first porting. The official IBM Cell SDK was included in
the software equipping the distribution together with a GNU GCC compiler for
PPE and SPE, permitting de facto the development of code for the Cell. Later on,
several other distributions provided full support to PS3.

The limitations of the PS3 Cell are that not all the SPEs are available, since
one of them runs the hypervisor of the system, that is a program which arbitrates
access to the low level hardware from the operating system, and another one is
simply disabled. Another difference is that it is not possible to obtain the posi-
tion of the SPEs in the EIB ring and thus the topology of the connections. Less
important for Cell development but interesting from an accessibility and openness
point of view is that the hypervisor prevents any direct access to the PS3 graphic
card, that is an NVIDIA RSX model. It is easy to speculate that this limitation is
due to a successful attempt to prevent manoeuvres aimed at videogame develop-
ment and/or violation. A bothersome side effect is that since the NVIDIA board
supports GPU computation, a completely open PS3 could have been a valuable
hybrid multicore testing system. Anyway the inexpensiveness of the console and
the possibility to install GNU/Linux and IBM SDK permits not only the develop-
ment of software but also the possibility to test the goodness of a Cell solution to
a specific problem before affording the investment of an IBM Blade. Meanwhile, a
hack to control the hypervisor under GNU/Linux has been found [47].

For these reasons the PS3 is an appealing platform for scientific research as
stated for instance in [59]. In addition the possibility to easily connect several PS3
in a cluster assures supercomputing performance with low budget outlay [32, 55]
with some limitations [21].

For our implementation we used the PS3, first version, equipped with Yellow
Dog 6.0 and IBM Cell SDK version 3.1. We programmed in C using the GNU/GCC
compiler.
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5.2.1 Cell processing model

In Section 4.5.3 we presented the structure of the Cell Broadband Engine (CBE
or simply Cell in the following) in details. We would like to call to mind here
the important elements of the architecture, that are necessary to understand our
approach. The Cell is composed by one main core, the Power Processing Element
(PPE) that is basically a PowerPC processor, and by eight Synergistic Processing
Elements (SPE). All the cores are connected, together with the memory controller
and the Input/Output chips, through the Element Interconnect Bus (EIB), a cir-
cular ring comprising four unidirectional channels which counter-rotate in pairs.
In the PS3 Cell six SPEs are available for programming.

We can draw a first parallel between what we defined earlier about the program-
ming model and the Cell processing model by identifying two types of parallelism
available in the architecture:

• Distribution of the computational load among the SPEs (Task or MIMD par-
allelism)

• Speed up of the computation using vector registers (Data or SIMD parallelism)

In our implementation we considered them separately.

MIMD parallelism

The role of main processor is naturally given to the PPE while the most intense
computation is left to the SPEs.

We can rewrite the phases of the algorithm highlighting whose cores are as-
signed to each step:

1. Arithmetic decomposition (SPEs)
2. Decell iteration (SPEs)
3. Arithmetic recomposition (PPE)
4. Evaluation of the pseudoinverse (PPE)

One of the principal functions of the PPE is to coordinate the activity of the
synergistic processors, performing a sequence of preliminary steps and waiting for
completion. In details the PPE has to fill a structure that contains reference to
the main memory area where information needed by SPEs is stored, and all the
accessory data needed by the sub-process. In our case the structure is depicted in
Figure 5.2.

The members matrix X and spe result are the addresses in main memory of
the matrix to be pseudoinverted and of the results of the SPEs computations. The
padding at the end of the structure is needed in order to maintain data quadword
aligned. This is necessary in order to obtain good performance during data trans-
fer. The PPE initializes the structure for each SPEs that has to be involved and
then creates a thread for each SPEs passing the struct as an argument and a
reference to the program to be executed. Since this is a MIMD architecture the
program can be different or, as in our case, the same for all the synergistic proces-
sors. The main memory addresses are used by a SPEs to request a DMA transfer
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typedef struct _control_block {

addr64 matrix_X;

addr64 spe_result;

int spe_num;

int size_m;

int size_n;

int mods;

unsigned char pad[90]; /* pad to 128 bytes */

} control_block;

Fig. 5.2. PPE to SPE control block structure

in order to copy data to its Local Store (LS), that has no associated cache, and
viceversa. After the initialization the PPE waits for a sync message from all the
SPEs, via mailbox messages.

Figure 5.3 is a graphical representation of the data transfer among the cores.
For the sake of simplicity the main memory is considered part of the PPE. This
is not true from an hardware point of view, since there is a separated Memory
Controller (MIC), but it is acceptable from a functional point of view since the
main memory is directly addressable only by the PPE.

After the computation of the residue matrices, the execution of the algorithm
continues in parallel during the Decell iteration phase as described in Equa-
tions 4.5. At the end of this step there is a resulting residue matrix, in row-major, in
each LS that has to be transmitted back to a specific location in main memory. The
consequence is that all the resulting matrices are stored sequentially in adjacent
locations and are easily accessible by PPE for recombination. The SPEs communi-
cates to the power processing element that they have complete their computation
through messages. When all the messages are arrived, the PPE takes care of re-
combining these matrices into a non residue unique matrix by using the Chinese
Reminder Theorem or the Mixed Radix Recomposition. Subsequently it computes
the pseudoinverse as depicted in Equation 4.6.

Fig. 5.3. Data storage and transfer among cores
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We decided to maintain the recomposition phase in the PPE and not in one of
the SPE. There are two main reasons.

1. First of all the recombination on the SPE requires intra SPEs communication
and synchronization that have to be carefully implemented, otherwise it can
represent a real bottleneck that can worse performance. In addition an effective
communication requires to know the topology of the SPEs in the EIB ring. Of
course the physical position of the SPEs does not change over the time but the
ID assignment of the synergistic processors can vary among executions. One
of the limitation of the PS3 Cell with respect to IBM board is that the PS3
does not have a function that returns the IDs order.

2. A second motivation relies on the fact that even if we worked with Cell intrinsic
functions, we wanted to maintain a general approach to multicore program-
ming. Our aim was to try to use strategies and operations that can be found
also in GPU and FPGA or, at least, that are not conflicting with the process-
ing models of these architectures. In a FPGA on a SoC the role of the PPE has
to be taken by an external CPU, since the evaluation of the pseudoinverse re-
quires non integer capabilities. In addition the modulo M operations involved
in the Chinese Reminder Theorem that we wanted to compare with MRR, can
be not feasible on FPGA.

However for a more application oriented approach, in an optimization point of
view, if the PS3 is the target architecture of choice it is worth considering the
speedup that a recombination on SPE can bring.

SIMD parallelism

Both the PPE and the SPE can exploit data parallelism using SIMD or vector
instructions. A vector instruction operates on a set of data elements at once. The
synergistic processors are described as more adept at compute-intensive tasks and
slower than the PPE at task switching, thus perfect for calculations, and one of
the reasons is their SIMD nature. However, since also the PPE and any recent pro-
cessor can perform multimedia vector operations, it may seems that the emphasis
on the SPE abilities is not completely justified. In our opinion the difference lies
in the specialization of the core itself: while a general purpose processor can use a
limited amount of SIMD operation while dealing with the operation system, the
handling of devices, and a complex multitasking environment, the SPE is com-
pletely dedicated to a single task that can be executed without preemption. All
the hardware design of the SPE is targeted to vector operation while, for instance,
the AltiVec extensions share some processing elements with the general purpose
registers. Moreover the lack of standard registers in the SPE makes the use of
SIMD operations necessary.

Each SPE has a 128-bit 128-entry register file. An SPE can operate on sixteen
8-bit integers, eight 16-bit integers, four 32-bit integers, or four single-precision
floating-point numbers in a single clock cycle, as well as a memory operation (see
Figure 5.4). The SPU programming model introduces a set of fundamental vec-
tor data types to the C language. The vector data types are all 128-bit long and
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contain from 2 to 16 elements, depending on the data type. Table 5.1 shows the
supported vector types [101].

Fig. 5.4. Register layout of data types and preferred (scalar) slot (from IBM CBE
Programming Tutorial v3.0)

Vector Data Type Content

vector unsigned char 16 8-bit unsigned chars
vector signed char 16 8-bit signed chars
vector unsigned short 8 16-bit unsigned halfwords
vector signed short 8 16-bit signed halfwords
vector unsigned int 4 32-bit unsigned words
vector signed int 4 32-bit signed words
vector unsigned long long 2 64-bit unsigned doublewords
vector signed long long 2 64-bit signed doublewords
vector float 4 32-bit single-precision floats
vector double 2 64-bit double-precision floats

Table 5.1. Vector Data Types

According to [1], the intrinsic functions are a large set of SPU C/C++ language
extensions that make the underlying SPU Instruction Set Architecture and hard-
ware features conveniently available to C programmers. These intrinsics can be
used in place of assembly-language code when writing in the C or C++ languages.

In order to exploit the data parallelism present in the matrices used for De-
cell algorithms we decided to apply vectorization, that is to use vector operations,
(also known as SIMDization) extensively. In fact since the values we worked on
are almost independent it is possible to operate on them in parallel. We identified
the intrinsic functions more useful for this purpose avoiding the operations that
were exclusive for the Cell. We opted for classical shift and add operations, masked
selections, comparison functions and, at some extend, multiplications.

The intrinsic for the addition of two vectors (d = spu add(a, b)) is a good
example of vector operations we used for the Decell algorithm. Each element of
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vector a is added to the corresponding element of vector b. If b is a scalar, the
scalar value is replicated for each element and then added to a. Overflows and
carries are not detected, and no saturation is performed. The results are returned
in the corresponding elements of vector d. This function accepts in input a vector
of unsigned shorts as well as a vector of doubles. Figure 5.5 (a) shows graphically
the operation applied to two vectors of 16-bit values.

The SPU uses 16 × 16 multipliers. The use of 16-bit values maximizes the
speed. This is the same precision usually available on FPGA. Thus this fulfill our
requirements. However the use of these multipliers has a drawback. In fact since
the multiplication of two 16-bit values can generate a number that needs a 32-bit
representation, the relative intrinsic function spu mulo can operate only on the
values of the vectors in odd positions because the results are extended using the
even slots, erasing any pre-existent value as depicted in Figure 5.5 (b). Although
we used modulo operations and thus we knew that at the end the result cannot
exceed the 16-bit representation and thus we can cast the value back to 16-bit, the
use of the fast multipliers requires this temporary extension. This limited de facto
the parallelism of our SIMD implementation to four values per vector. We will see
in the following that an alternative is possible in specific situations.

(a) SIMD addition (b) SIMD multiplication

Fig. 5.5. Vector operations

In the algorithm we focused on creating residue operations for a core matrix
block that is a 4× 4 matrix of 16-bit values. It has to be noticed that the dimen-
sion is completely due to the limitations introduced by the multipliers we described
above. In our processing model each block matrix was composed by four vectors
with four values each. The values presented in the even slot of the vectors can be
considered undefined. They were never addressed directly and they were only used
by the spu mulo multiplication intrinsic function. Using standard block matrix
multiplication (see Figure 5.6) it is possible to consider any generic m× n matrix
and the limit is theoretically due to the LS dimension. In the case that the con-
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sidered matrix is too big for it the same strategy of decomposing the problem can
be used to partition the matrix and only one or more block can be sent to SPEs
at ounce. This, of course, requires to deal with accumulation and recomposition
in the PPE. Since our “building” block had fixed size, we implicitly assumed that
the dimensions of input matrix A were multiple of the block ones. In order to be
able to permit the application of the algorithm to any matrix we had to introduce
zero padding.

Fig. 5.6. Block matrix multiplication

Data vectorization can provide excellent results because it allows data paral-
lelism but it also requires a careful design of the vector computations. This is due
to the less flexible manipulation of data that have always to be considered together
with an high latency cost for every single value access.

Let us examine, for instance, the data organization we chose for matrix mul-
tiplication, that was row-major for the first factor and column major for both
the second factor and the product (see Figure 5.8). This approach permitted to
use intrinsics for the row/column scalar product and only two matrix translation
operation per Decell iteration, one for the AAT evaluation and one for the final
realignment, at the cost of a negligible slow down due to data rearrangement at
the end of the multiplication. The last step was to sum all the elements in the
resulting vector to obtain the result depicted in Figure 5.7. This is an horizontal
operation, common in most SIMD/SPMD architecture but not available on the
SPE, thus a combination of add and shift vector operations was used. The degra-
dation of performance required from this approach was overcompensated by the
reduction of heavy matrix transposition, in particular when the rank of the matrix
is higher than 2, that is a plausible assumption.
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Fig. 5.7. Data organization for matrix multiplication

Fig. 5.8. Matrix row major and column major organization for Decell

Implementation

Initially we started the implementation of the Decell algorithm on the CBE with a
conventional, high level approach. Given the programming model and with a light
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overview of Cell intrinsic functions we begin focusing on the SPE coding, since for
our purposes the PPE can be considered and hence programmed as a standard
CPU.

Before considering the algorithm itself it was necessary to provide the SPEs
with symmetric RSN support. In particular we needed a set of functions that were
used throughout the computation and in details:

• a symmetric residue representation of a given integer number conversion func-
tion

• a residue add function
• a residue multiplication function

We designed the code for these function starting from the mathematical and al-
gebraic definitions of modulo, residue number system and so on. Thus, for instance,
to find the symmetric Residue representation of a given number we considered the
Definition 4.3 and we used the relation described in [56]:

/x/ = x−
〈 x

m

〉
∗m

where /x/ is an integer such that − [(m− 1)/2] ≤ /x/ ≤ [m/2] and the symbols
[ ] indicate a rounding operation. For m odd, the quantity 〈x/m〉 is the closest
integer to x/m. If m is even, the quantity 〈x/m〉 is again the closest integer x/m
except that if x is of the form n ∗m/2 where n is odd, the quantity 〈x/m〉 is the
closest integer to (x− 1/m).

Since our design already plans to exploit data parallelism, we worked on vectors
using intrinsic. The transformation of a number in its residue representation is
obviously an atomic and independent operation, thus it is easy to work on several
values at once. We used intrinsic to implement the above relation and we succeeded.
The result was a perfectly working function but the procedure used was a general
purpose sequential approach ported and replicated to SIMD.

We mainly used the same approach also for the residue add and multiplication
operation. The easiest way to perform a modulo addition is to compute the addi-
tion as usual and then apply the symmetric residue modulo conversion. Thus we
combined the use of the vector addition and multiplication intrinsics depicted in
Figure 5.5 with the above procedure. It is clear that the computation time spent
in the arithmetic operations is negligible compared with the one used by the con-
version routine. A poor performance in this procedure propagates to the complete
algorithm.

After the completion of the residue arithmetic operations, we focused on the
Decell iteration phase. The iteration can be split in four main parts:

1. initialization
2. residue matrix conversion
3. iteration step
4. exit condition check

The second point, that is not part of the Decell iteration but represents the arith-
metic decomposition in the original algorithm, is included here according to our
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programming model. In the following we are considering the synergistic element i.

The initialization is required in order to transform the values that represent
the matrix in row major that are transferred to the SPE local store area in vari-
ables of type vector. For our core block multiplication we already designed that
four vectors are needed. However, in order to deal with larger matrices composed
by several blocks the vectors are grouped in arrays. This phase begins when the
SPE thread is started and the control block structure with main memory addresses
and all the accessory values, such as the modulo mi, is fetched via DMA. The al-
gorithm uses values that depend only on the moduli of choice and are independent
from the matrix. Considering, for instance, the values used for the computation
of the qi

j = ||j−i|mi
|traceAi

j |mi
|
mi

is clear that the |j−i|mi
quantities can be pre-

computed once for all until the modulo mi remains unvaried.

The residue matrix conversion transforms the given matrix A in its residue
representation |Ai|, modulo mi. We applied the srns function to the four vectors
composing the core block. This is an intensive operation that has to be applied
for each value and it is a good example of the potential limitation that the SIMD
paradigm requires. The guidelines about SPE’s programming suggest to avoid
branching in programs. In fact there are no branch prediction mechanism on the
SPE and each mispredicted branch can seriously degrade program performance.
The typical SIMD solution is to compute both paths of the branches and then
select the correct result by using some form of selection. In the symmetric residue
system the value zero remains unvaried. Thus there is no need for elaboration
on zero values and a sparse matrix theoretically can be converted faster than a
generic one. In a SIMD architecture is better to perform the computation on all
the values. The disadvantage is that the worst case has always to be considered
in performance profiling, while the advantage is that the computation time is con-
stant.

The iteration step contains the main part of the Decell pseudoinversion algo-
rithm. This step can also be divided in three parts: the initialization, the iterative
section and the exit test. The initialization, apart from the definition of the sup-
porting structures, regards the computation of AAT and in particular the necessity
of the transpose computation. In order to exploit the SIMD mechanism of the SPE,
we decided to implement the transposition of the core block using the spu shuffle
intrinsic that permits to rearrange the elements of two vectors easily and quickly.
Of course this can apply to the core block, since the dimensions and the mean-
ing of the vector slot are known, while extra work is needed when a multi-block
matrix is considered. The other two parts are mainly composed by a sequence of
residue operations. Special attention was paid to the trace computation and to
the test |A1Bi| = 0 that ends the iteration, always applying, when possible, SIMD
operations. Loop unrolling is another guideline suggested in order to increase the
performance of the computation on the SPEs, since the exit test suffers of the
same problem of the branch misprediction. In general we used loop unrolling when
considering the vectors of the core block, since the number of vectors is known.
We used a while statement for the iteration of the Decell procedure because of
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the variability due to the current rank of the matrix.

The exit condition check verifies if all the elements of matrix A1 ∗ Bi are
zeros. Again we used a combination of comparison and selection operation in order
to perform this check in parallel.

From a preliminary test about the execution performance of our code, we no-
ticed that we were not exploiting the hardware capabilities of the platform com-
pletely; more details about these results will be presented in the next Chapter.
In our opinion the part of our implementation that needed an improvement was
the computation held by the SPEs. In the next Section we describe our approach
based on a VLSI implementation of the Decell algorithm and we show later how
it can affect performance.

5.3 Learning from the past

A VLSI implementation of the Decell algorithm was presented in [23]. In the article
there are all the schematics describing the implementation of the various phases
of the process. The author focused mainly on the Decell iteration phase, where
the multiplications, addition and trace computation take place. They used an
asynchronous, data-driven, wavefront processor array for the iteration. Although
this approach was interesting and offered good performance, it does not fit well in
the processing model of the CBE. The topology of the Cell is different from the
one proposed and, in general, the wavefront array can be assumed to be very large,
of the order of the dimensions of the matrix that has to be pseudoinverted. This
design is more suitable to FPGAs than to GPUs or Cell. However the authors also
presented the design of the residue arithmetic operations needed by the algorithm.
We decided to check if the SIMD intrinsics of the SPE were adapt in order to
easily replicate the structure of the VLSI components.

Symmetric residue conversion

We started with the symmetric residue conversion function. A possible implemen-
tation is based on the restoring division algorithm [61, 76]. It can be defined as
follows:

• Assuming that the input is an n-bit positive number, we subtract from it the
binary representation of the modulo m such that the highest order “1” bit of
the representation is aligned with the highest order input bit. In the synergistic
element this was done using the intrinsic spu sl, that is the element-wise shift
left by the number of bits that are the count of the leading zeroes of the modulo.

• The shifted version of m is then subtracted from the input, using the function
that subtract each element of one vector from the corresponding element of the
other one (spu sub).

• If the result is negative, the original input is passed on (i.e., subtract 0). If the
result is positive, the subtracted version is passed on. In either case, an n− 1
bit number will result.
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• This number is now treated as the input, m is shifted one less position to the
left, and the above process repeats until m is no longer shifted.

The remainder after the last step is the result of the conversion.
The branch described in the procedure was substituted with the computation

of the results for both branches and the selection spu sel of the right one based
on the outcome of a comparison spu cmpgt. An example of the code is presented
in Figure 5.9. The procedure length depends on the position of the leading “1” of
the number to be converted. In order to avoid conditional statements we decided
to repeat the shift/iterate step a number of times equal to the bit length of the
input. This means that we always considered the worst case, that is an input value
that uses all the bits available. If this is not the case the subtraction has to be
avoided and we used the number of leading zeroes as the selection criterion. We
then unrolled the loop and copied the shift/iterate procedure in sequence.

m = tottot; // current remainder

// Shift/iterate

shift=spu_add(shift,-1); // decrement the counter

b=spu_cmpgt(zeroes,(vector signed short)shift); // is negative?

m2=spu_sel(spu_rlmask(m2,-1),m2,b); // shift

tottot=spu_sel(spu_sub(m,m2),tottot,b); // subtract and check

// propagate the remainder if we finished the iterations

b=spu_cmpgt(zeroes,tottot); // is negative?

tottot=spu_sel(tottot,m,b); // select current or previous value

Fig. 5.9. The intrinsics used to code each shift/iterate step

If the number to be converted is negative its complement is considered as the
input for the procedure, and the result of the procedure has to be complemented.

Figure 5.10 shows the application of the algorithm to find the modulo 5 repre-
sentation of a given number.

Residue addition

We decided to apply the same strategy to the residue addition. We assume that the
input of the adder are numbers already expressed in the residue number system
and we expect that the result is represented in the same way. In [61] is explained
that a conventional n-bit binary adder may be treated as a mod 2n adder if the
carry bit is ignored. If the result of the mod 2n addition overflows, it can be reduced
to the correct answer for mod m by adding m′ mod 2n, where m′ is the additive
inverse of m mod 2n, to the result of the first addition. If the first addition does
not overflow, it may fall int the range [m, 2n − 1], in which case it can also be
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Fig. 5.10. Residue decomposer (modulo 5) floor plan

corrected by adding m′ mod 2n to the first addition. A multiplexer controlled by
the carry selects the correct output Figure 5.11.

Fig. 5.11. Implementation of residue added

The residue adder proposed, and presented also in [23] works whit a standard
residue system but it does not consider that the values can also be signed, as in
our symmetric representation. In addition the design is based considering a specific
type of binary adder and the capabilities of detect carries and overflow. Since these
operation are slightly different on our SIMD architecture, we implemented our
reside adder in a different way, always considering a decomposition of the task in
simple vector operations.

Let sk be the sum of the k-th elements of the addend vectors. Since the SRNS
representation of the addends is given, we know that after the addition there are
only three possible scenarios:

1. mi/2 < sk
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2. −(mi − 1)/2i ≤ sk ≤ mi/2
3. sk < −(mi − 1)/2

In the second case nothing has to be done, since the result is still represented
in modulo mi. In the other cases it is sufficient to respectively subtract or add
the value mi to si. With this operation the result falls back in the range [−(m−
1)/m,m/2]. As usual we computed all the alternatives and then we selected the
correct one in order to avoid branches.

Residue multiplication

The last operation we decided to recode was the residue multiplication. The main
principle is based on “log transform-residue addition-antilog transform” [61]. The
theory guarantees that there is at least one primitive element which generates all
nonzero field elements. Given a finite field GF (p), an element µ is a generator of
the field if

1, 2, . . . , (p− 1) = µ0, µ1, µ2, . . . , µp−2

i ⇔ µe where O ≤ ei < (p − l) The exponent e is the logarithm of the element
a = µe ⇒ log a = e.

The multiplication of two field elements is equivalent to the addition modulo
(p− 1) of the corresponding exponents. If a = µe1 and b = µe2 then

|a · b|p = µ|e1+e2|(p−1)

and
|e1 + e2|(p−1) = log(a · b)

Therefore, multiplications can be implemented by adding the appropriate expo-
nents as determined from a logarithm table. The procedure finds the exponents e,
from the logarithm table, adds indexes modulo (p− l), and finds antilogarithm in
table to give result. This procedure is shown in Figure 5.12. Particular attention
has to be paid when one of the factors is zero. In fact zero is not part of GF (p)
and thus there is not corresponding exponent in the table. It has to be treated
separately just forcing the result to zero.

Fig. 5.12. Residue multiplier using index addition

We applied the same technique to our implementation. The first aspect is that
we had to prepare the tables with the exponents. There is one table per modulo
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and, in order to prove the goodness of the approach, we hardcoded them in the
SPE program. However for the sake of portability the right strategy is to send
them to the SPEs along with the matrix A. There are methods for filling out the
table, given the modulo, and they are costly in terms of performance. However
the tables have to be prepared just once for the entire computation, during the
initialization of the setup, and thus no strict timing requirements are due for this
phase.

The look up table can be defined in almost every architecture since it only
requires memory space and access. FPGAs usually have memory modules that
can be used for this purpose. As usual in the SPE the limit is given by the amount
of LS free space, but the access mode had to be studied. We know that intrinsics
work on vector data types so the idea was to use an array of vectors as memory
table. The elements of the GF (p) we are considering are all the values i with
1 ≤ i ≤ (m − 1) and they can be implicitly stored in our table because they are
the indexes for our vectors. The element in the position k is thus the exponent ek

and k = µek . We had to assign a position to the element zero too, in order to have
the procedure working in the same way even in presence of such an input. The
first part of the procedure consisted in determining the position of a given element,
and hence its exponent. The simplest implementation is to have a loop covering
the entire length of the array of vectors.Unfortunately this approach requires loop
and branch in order to work and we know that these statements are performance
killers in the SPE, and in general in SIMD architectures.

To overcome this limitation we unrolled the loop and used comparison and
selection intrinsics in order to match the target in the array of vectors. We used
the supporting vectors showed in Figure 5.13.

vector short index = {1,2,3,4,5,6,7,8};

vector short incr = {8,8,8,8,8,8,8,8};

vector short ones = {1,1,1,1,1,1,1,1};

vector short comp_result ={0,0,0,0,0,0,0,0};

vector short test;

test = spu_splats(input);

Fig. 5.13. Supporting vectors for the exponent selection

Using the intrinsic spu cmpeq, we compared all the elements of the first vector
of our table with a vector that contained the value we are looking for, replicated
(or splatted with spu splat) in all the elements. The result was a vector that
contained one “1” in the position of the match, if this occurred. Using a serie of
selections spu sel and masking operations, at the end, if a match was found the
index was in one of the words of comp result, otherwise comp result was still
all zero. The index was then extracted. The procedure has no branches and runs
in constant time, since all the code is executed regardless of where the match was
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found. Since the dimension of the array depends on the modulo it is not possible
to completely get rid of the loop but is possible to use a combination of unrolled
compare and loop with intermediate checks.

For the second step required by the residue multiplier, that is the residue addi-
tion modulo (p− 1), we recycle the code used for the symmetric residue addition
with two main modifications:

1. In this case, since the addends are exponents there is no need of a symmetric
residue representation, thus we changed the code accordingly.

2. We still have to deal with an input factor equal to zero. We resolved the
problem by adding, at the end of the sum, a comparison with zero and a
selection. Putting this control at the end we created a branch free function that
runs completely even if the result of the multiplication is easily recognizable
as zero. Again we were forced to program for the worst case scenario.

The last phase of the reside multiplier algorithm is to find the element of the
finite field by using the exponent computed by the addition modulo (p− 1). This
is easier, since the exponent is the index of our array of vectors. Thus we just had
to extract the correct values.

Other functions

Given the promising results we obtained with the RNS arithmetic operations we
applied the same strategies to the other parts of the Decell iteration phase such
as, for instance, the trace computation. We do not present each implementation
here but, in general, we noticed that replacing operations with add, shift, select
and mask intrinsics when possible leads to an increase in performance.

5.4 Conclusions

In this Chapter we showed our idea about the possibility of easy code migration
from hardware to multicore systems. We started defining a problem that can be
useful for robotic and haptic applications and that, in those fields, requires some
additional constraints that are not addressed by standard solutions. In the specific
we were interested in matrix pseudoinversion carried out at constant time. Since we
planned to use one of the emerging multicore architecture available on the market
we decided to look for an algorithm that was inherently parallel, and thus easier to
be ported to our system of choice: the Cell Broadband Engine equipping the Sony
PlayStation 3 game console. We identify an algorithm, the Decell algorithm, that
was implemented in VLSI in the ’80s. We proposed and analyzed a programming
and a processing models in order to exploit both the task and data parallelism
available on the Decell procedure. Then we showed that a SIMD architecture such
as the CBE have intrinsics function available for high level programming languages
such as C/C++ that can easily mimic the VLSI implementation while operating
on set of data. In the next Chapter we will show data results about the execution
time of our code, giving special attention to the comparison among the alternative
implementations we developed.
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Experimental results

In the previous Chapter we described the implementation of the SRNS Decell al-
gorithm on the CBE architecture. In the following we present a set of experimental
results in order to demonstrate the goodness of our approach. With the help of
specific tools and profiling instructions we analyze the time performance of our im-
plementation of the Decell algorithm, considering the weight of each phase both in
PPE and SPEs. We focus mainly on the SRNS operations and on the most crucial
aspects of the algorithm. We perform comparison among the different strategies
we described earlier and we highlight the improvement given by using the VLSI
implementation as a reference. We examine also the execution results of the over-
all procedure and we provide considerations and motivations about the data we
collected.

Early results

At the end of the implementation we wanted to have information about perfor-
mance. There are several ways to check for this aspect, in both simulation and real
system. In the second case the profiling tool may require additional libraries in or-
der to obtain run time statistics. A fast and common approach to code analysis
can be obtained using the code presented in Figure 6.1.

The method uses a counter that each SPU has, that count down at a fixed
rate (decrementer). Of course the use of this extra code changes the timing of the
overall program, but it can be used as a coarse timing reference when applied to
small chunk of code. The precision of the result is limited by the granularity of the
decrementer, however it can be considered good enough for standard implemen-
tations, in particular when it is used to compare two implementations for the CBE.

We wanted to have an idea of the time spent in the main phases of the com-
putation and a comparison with a state of the art method. For this last purpose
we considered other two Cell matrix pseudoinversion implementations based on
SVD. The first one is derived from an algorithm presented in Numerical Recipes
(NR) in C [87], while the second is made by using a function of LAPACK, with
standard parameters, the most famous library for linear algebra computation [62].
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//Code profiling from MIT lessons

// Start counting

spu_writech(SPU_WrDec, DECR_COUNT);

spu_writech(SPU_WrEventMask, MFC_DECREMENTER_EVENT);

int startMit = spu_readch(SPU_RdDec);

// Code to be profiled...

// Stop counting, print count

int endMit = spu_readch(SPU_RdDec);

printf("Time elapsed: %d\n", startMit - endMit);

printf("Time elapsed: %4.10f\n", (startMit - endMit)/decrementer);

spu_writech(SPU_WrEventMask, 0);

spu_writech(SPU_WrEventAck, MFC_DECREMENTER_EVENT);

Fig. 6.1. Code used to profile the performance of a part of the code

Fig. 6.2. NR, LAPACK and Decell performance comparison

Figure 6.2 depicts the result of our first implementation, obtained following the
models, strategies and solutions described so far. The results regard the pseudoin-
version of a 4× 4 matrix. The first histogram shows that the NR pseudoinversion
took 90 µseconds to complete. The second one report a computation time of about
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1400 µseconds for LAPACK. The overall time needed by our implementation, that
used a four moduli bases and thus split the computation on 4 SPEs, required
175 µseconds. LAPACK does not provide a function for the exact computation
of the pseudoinverse of a matrix, mainly due to the numerical instability of the
algorithm. However there are LAPACK functions that directly compute a system’s
least square solution. Since we used one of them in order to obtain the pseudoin-
verse it has to be noted that the function perform some extra computation with
respect to the other two approaches. In addition LAPACK is not yet completely
optimized for CBE nor is its vector implementation ScaLAPACK, and it is known
to work better with large matrices. It should seems unfair to use LAPACK with
standard parameters, and thus with high precision computation, for the compari-
son but theoretically the use of RSN and Decell leads to an error free computation
of the exact solution to pseudoinversion, thus it is correct to look for the highest
possible precision. We would also like to highlight that the LAPACK routine, with
some matrix configuration took up to 1600 µseconds to execute. However we used
this SVD performance only as references.

Let us consider each phase of our algorithm. The time spent by each SPE in
computation was about 75 µseconds, the DMA transfers required 40 µseconds and
the PPE consumed 55 µseconds in arithmetic recomposition, using the Chinese
Reminder Theorem, and 5 µseconds in the pesudoinversion evaluation.

The first consideration is that the result depicted in the histogram considers
the elaboration carried out in the PPE and in the SPE as sequential. Considering
our application as a control loop, the Decell algorithm is continuously invoked.
Thus the action of the two types of processors can be pipelined: when the PPE
ends coordinating the SPEs for the pseudoinversion of the Jacobian matrix at time
t, it can start computing the arithmetic recomposition and the evaluation of the
matrix at time t − 1. In addition, since we mainly focused on SPE implementa-
tion, the code used in the PPE was not programmed using SIMD instruction, thus
the computation on the PPE was not able to exploit data parallelism during the
arithmetical recombination. For what concerns the DMA transfer results it worth
reminding that we did not optimize the data communication at all. Thanks to the
4 way EIB ring, the PPE-SPE communication can be organized using a quadruple
buffering strategies that cut down the transmission latency. However this is really
a tuning of the algorithm on the specific system and was not our main interest.
The new generation of multicore aware programming systems such as RapidMind,
can deal and optimize memory transfers when the programmer put information
about data locality and usage in the pseudo-code. The system then chooses the
best strategies on the base of the target architecture.

Considering the performance of a SPE implementation, it is interesting to
know that each SPU has two pipelines. Into these pipelines, the SPU can issue and
complete up to two instructions per cycle, one in each of the pipelines. Whether an
instruction goes to the even or odd pipeline depends on its instruction type, which
is related to the execution unit that performs the function. A good balance of these
instructions permits the concurrent execution of two instruction at once. We stated
that we are not interested in ILP optimization and in a heavy tuning of the code in



84 6 Experimental results

order to exploit these very specific abilities but we are rather interested in finding
a good, general programming strategy for porting hardware implementation on
multicore architectures. Nevertheless it can be important to understand how the
high level approach we used so far impacted the organization of the instruction
performed by the compiler. In particular we would like to know where are the stalls
(instructions waiting for some dependencies) in the SPE instructions issuing, and
if the core remains partially idle for longtime.

IBM provides a tool for the static analysis of the assembler generated by the
compiler for the SPEs: the asmvis tool [49]. It is a graphical tool that shows how
the assembler generated instructions are issued by the two pipelines, highlighting
the stalls that are marked in red. When the pipelines work at their maximum,
always issuing a couple of instructions at once, without stalls, the trace displayed
by asmvis is composed by steep V shapes towards the center. Analyzing our code
with asmvis we noticed that the two pipelines were unbalanced and that the in-
structions had high latency, also due dependencies requirements. An example is
given in Figure 6.3. The consideration arising is that it is possible to obtain more
performance from the SPEs.

Fig. 6.3. Asmvis results for the residue system conversion function

Symmetric residue conversion

As described in the previous Chapter we used CBE intrinsics in order to improve
the performance of our implementation. We substituted the code developed using
a standard high level approach with a set of vector operations that mimic a VLSI
implementation. The first residue operation we considered was the procedure that



6 Experimental results 85

permits to compute the symmetric modulo representation of a given integer. Af-
ter the coding we used the profiling functions in order to check the difference in
terms of performance between the first implementation of the symmetric residue
converter and the last procedure borrowed form VLSI. We report the results in
Figure 6.4.

Fig. 6.4. SRNS conversion performance comparison

The computation time required in order to convert a number in its symmetric
residue representation lowered from 0.0752 µseconds to 0.0240 µseconds, with an
improvement of around 68%.

Residue addition

The second operation considered was the residue addition. After the implementa-
tion we collected data about the time required by our first implementation and this
new residue adder. The outcome is that the first procedure took 0.0877 µseconds
while the alternative version presented here took only 0.0251 µseconds with a gain
of about 71%, as depicted in Figure 6.5.
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Fig. 6.5. Residue addition performance comparison

Residue multiplication

For our usual performance test we used a 2 vectors array, that is suitable to handle
the tables of prime moduli up to the value 11. The results are depicted in Figure 6.6.
The first histogram refers to the first implementation we did and the second one
to this last coding. The third bar is an alternative solution. We just re-apply the
initial idea of performing the multiplication as usual (with the intrinsic spu mulo)
and then apply the symmetric residue conversion algorithm in its fastest version.
Looking at the values we obtained a computational time of about 0.0877 µseconds
for the first approach, 0.0251 µseconds for the second one and approximately the
same for the third.

Looking carefully to the last implementation of the residue multiplier we de-
scribed a consideration arise. This procedure does not use any intrinsic that re-
quires type extension. We stated at the beginning that we chose a 4×4 block matrix
even if we use 16-bit precision values that fit in number of eight in the SPE regis-
ters. This limitation is mainly due to the use of spu mulo functions that give the
result with a 32-bit representation. In the “log transform-residue-addition-antilog
transform” function all the operations are carried out on 16-bit values. Thus the
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Fig. 6.6. Residue multiplication performance comparison

result we presented does not vary if we use eight 16-bit values in each vector. This
means that using this approach we can relate all the timing results we obtained
to a 4× 8 block matrix, with a subsequent doubling of the performance, without
decreasing the dynamic range. This would make our Decell implementation more
competitive.

6.1 General results and discussion

In the previous Section we showed that using the available VLSI design as a refer-
ence when implementing parallel solutions can be effective in terms of performance
without asking the programmer to deal with optimization based on ILP, instruc-
tion pipelines and so on: a correct approach can give good results. We tested the
speed improvement due to the passage from a high level approach to an hardware
mimicking one. However, since we worked always on the worst case scenario due
to SIMD organization, we want to check the overall performance of our Decell
implementation, comparing then with the early results presented in Figure 6.2. In
our test we still considered a 4× 4 block matrix.
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The results depicted in Figure 6.7 represent the time spent in computation on
the specific phases of the Decell algorithm form PPE and each SPE. The same
considerations about the PPE code we did about the early results still hold, since
no vectorization or optimization has been done. Thus again the most computa-
tional intensive part is due to arithmetic recomposition. In the test we used the

Fig. 6.7. Overall performance of the new implementation divided in phases and cores

CRT approach that is, in this implementation already 20% faster than MRR. The
SPE computational time lowered from about 75 µseconds to about 26 µseconds.
This last value includes the time required for data (and SPE program) fetching via
DMA transfer, all the operations of vectorization and the initialization required by
the procedure, the iterations (in light blue in the diagram) and the end message to
the PPE. The time spent in the data transfer from SPE to PPE is not considered
in the SPE side, but it is part of the PPE recomposition part of the diagram, be-
cause when the DMA transfer starts the SPE is idle and can be used, in a pipeline
loop, for the processing of the next matrix. Of course if an optimization to the
communication part, exploiting the quadruple buffer abilities of the EIB, is made,
by hand or by using a multicore aware programming system, it is presumable that
the DMA transfer time is masked by the pipelined computation of SPE and PPE.
In Figure 6.8 we just focus on the real execution time in the SPE. There are

mainly three parts involved: the initialization of the SPE process once the matrix
is stored in the LS (in yellow), the execution of the Decell iteration phase (in red)
and the data rearrangement before the DMA transfer of the results (in blue); It is
worth noticing that the elaboration per se takes only 7 µseconds when the block
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Fig. 6.8. Decell iteration phase timing details

matrix is full rank, thus with four iteration and four control of A1Bi = 0. The
time consumed by the reformatting phase is negligible.

Finally, in Figure 6.9 we wanted to show a fast comparison between the imple-
mentation of SVD and Decell on a standard PC and on the CBE. The standard PC
was an Intel Pentium M processor at 1.5 GHz. The diagram shows that the Decell
sequential implementation, in SRNS, requires a huge computational time. This is
a proof that this types of inherently parallel algorithms needs a multicore archi-
tecture in order to be again useful. The presence on the market of easily accessible
parallel architecture may renew, as we suggest, old solution studied mainly for an
hardware development. A straight porting if a SVD implementation on the Cell, on
the other side, shows that it is difficult to exploit parallelism from an intrinsically
sequential program. The last consideration is that the Decell algorithm for CBE,
considering all the improvement margin we described, can be comparable to SVD
for PC.

Generic matrix pseudoinversion

We extended the pseudoinversion to generic matrices by using the block matrix
multiplication described in Section 5.2.1 and considering the 4 × 4 matrix as the
building block. Our purpose was to test if the Decell algorithm scales well with
respect to the size of the matrix considered, compared with the other available
solutions. The block matrix multiplication was implemented in the SPEs without
any specific optimization. In particular we did not exploit loop unrolling because
we used simple nested loops. Of course the core 4 × 4 matrix multiplication that
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Fig. 6.9. SVD and Decell comparison among PC and CBE

span the entire matrix uses all the techniques described in the previous Section
and thus takes advantages from the synergistic processors architecture.

In Figure 6.10 we present the time required by the execution of the SPE code
when Decell is applied to different full rank square matrices. We are not considering
the time required by DMA data transfers. We took into account the computation
of the residue representation of the matrix, that linearly depends on the size of the
matrix that has to be pseuodinversed, (in blue) and the execution of the Decell
iteration phase (in red). The time spent in the decomposition is negligible when
compared with the iteration phase. In general we can notice that the computation
time grows exponentially with respect to the size of the matrix. This result was
predictable because of the implementation of the block matrix multiplication we
chose.

We wanted to compare this result we obtained with the time required by LA-
PACK and NR algorithms. In Figure 6.11 the values of the application on full rank
square matrices of the three algorithms is presented. The solid lines connecting the
values in the different sizes (4× 4, 8× 8, and so on) are just a visual guide rather
than a measured interpolation. In order to better understand the intersections, and
thus the algorithms better performing, Figure 6.12 depicts the same results with
a logarithmic time scale. It is easy to notice that in general the Decell algorithm
requires less computational time for matrices up to 32× 32. NR is faster than LA-
PACK for small matrices while LAPACK outperforms the other two methods for
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Fig. 6.10. Decell computation time required for the pseudoinversion of matrices of dif-
ferent sizes

a large 64×64 matrix. This was not a surprise since, as we stated above, LAPACK
is optimized for large matrices.

Pseudoinversion is necessary in particular when the matrix considered is not
invertible. Then we decided to test how the computation time required by the
pseudoinversion changes in presence of rectangular matrices. Without loss of gen-
erality, we considered matrices where m < n, with m the number of rows and n the
number of columns. This choice is general since when n < m it is still possible to
return this case by applying the relation presented in Section 5.1. For this specific
test we compare the performance of Decell and NR algorithms.

We apply both algorithms to a series of matrices by varying the number of
columns and rows. The behaviour of NR is depicted in Figure 6.13. Each coloured
plot regards matrices that have the same number of rows, while in the abscissa
there is the number of columns, and in the y-axis the computation time is depicted.
It is possible to notice that the time required in NR computation is directly pro-
portional to both the number of rows and column of the matrix that has to be
pseudoinverted.

The results presented in Figure 6.14, that is the performance evaluation of the
Decell algorithm, show that the computation time required is directly proportional
to the number of rows of the matrix that has to be pseudoinverted, but the number
of columns does not affect the overall calculation. The reason of this behaviour
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Fig. 6.11. Trend comparison among NR, LAPACK and Decell computation time for
square generic matrices.

derives from the first operation that is performed in the Decell iteration phase (see
Equation 4.6). In fact, at the beginning of the algorithm the multiplication A1 =
AA∗ (A1 = AAT when the values of the matrix are real numbers) is performed.
Considering that A is an m× n matrix, whatever is the number of columns n the
operation produces an m×m A1 matrix. Thus, despite the number of the columns
of A, the most part of the algorithms works on a square m × m matrix, that is
A1. There is of course a performance penalization due to this first multiplication,
that is proportional to the size of the matrix A, but its contribution to the overall
computation time is not significant and it is evident just for very big matrices.

This aspect of the Decell algorithm is particularly interesting in robotics, since
the Jacobian matrix has 6× n size, with n the number of the degrees of freedom
of the manipulator. Thus, even for a high redundant robot the number of rows
in the Jacobian matrix is fixed, while the number of rows can be big. Even in
this case the computation time of the pseudoinverse is limited. This is another
property that makes the Decell algorithm particularly suitable for haptics and
robotics applications.
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Fig. 6.12. Trend comparison among NR, LAPACK and Decell computation time for
square generic matrices with time expressed in a logarithmic scale.

Further results

As utlimate test we used the asmvis tool in order to inspect the new implemen-
tation about the pipelines load and the stall existence. We observed that the red
marks on the visualization were fewer, thus indicating that the number of in-
structions waiting for some dependencies decreased significantly (see Figure 6.15).
There were almost entire functions in which stalls were absents. Usually this type
of result is obtained by a direct optimization of the assembly code, usually made by
hand. In [4], for instance, two microkernels developed in order to improve LAPACK
matrix multiplication for the CBE were optimized manually. Our approach does
not reach the same peak performance of these fine tuned applications, however it
permitted a noticeable computation speedup, with an implementation based only
on high level instructions.

In addition we noticed that the time required for SPE computation is almost
constant. That is, since the synergistic element is designed to be used on a single
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Fig. 6.13. Performance comparison of the NR implementation of pseudoinversion of non
square matrices.

computational intense task, without preemption and interrupt, in standard con-
dition it behaves in a very deterministic fashion. This may be useful because if a
reasonable deadline is defined the computation can be considered reliable.

We stated that one of the main reason that leads us toward the choice of
the Decell algorithm is the intrinsic upper bound limit to the computation of the
matrix pseudoinverse, that is important in real-time applications. The same type
of determinism is not guaranteed by other solutions for pseudoinversion such as
the SVD decomposition.

On the base of the regularity in the code execution time of the SPEs, we veri-
fied this assumption by performing a set of tests. We collected the time required
by LAPACK and Decell for the pseudoinversion. We repeated the computation on
different matrices and different matrix sizes and we compared results. Figure 6.16
shows that when LAPACK is used the computation time required depend heavily
on the specific configuration of the matrix. In fact the yellow diamonds represent
the different runs of the algorithms on different matrices of the same size. The
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Fig. 6.14. Performance comparison of Decell pseudoinversion of non square matrices.

average time required (azure squares) is quite regular, but there are values that
moves away significantly. The very same behaviour is present for the NR algo-
rithm. It is also possible to find configurations that double the computation time,
especially when the matrix is rectangular.

The same test was performed with the Decell algorithm and the results are
depicted in Figure 6.17. There is only one type of value plotted, since the vari-
ability in the time required for the pseudoinversion of random generated matrices
is negligible. The computation is performed in a very regular fashion and, if the
architecture and the operating system support determinism in the execution of the
code, and thus it is easier to identify correct deadlines and control frequencies.

Considerations

Regarding our assumption of staying as general as possible in our approach, in
order to consider it useful also on others multicore architectures we would like to
highlight that in our hardware inspired implementation of the residue arithmetic
we used a limited set of intrinsics, mainly shift, add, comparison and selection.
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(a) residue conversion (b) residue multiplication

Fig. 6.15. Asmvis results for the residue conversion and the multiplication functions

Fig. 6.16. LAPACK computation time for different matrices. The diamonds (yellow) are
the result colleted in several runs of the algorithm while the squares (azure) are averages.
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Fig. 6.17. Decell computation time for different matrices. The squares (azure) represent
the actual performance in several runs of the algorithm.

This type of vector instructions are usually available on every SIMD or SPMD
system, since the registers and the electronics they need is cheap and easy to be
developed. Thus it is a reasonable assumption that our implementation can be
ported, with the necessary modifications, to other architectures. Moreover some
horizontal functions, such as the sum of all the elements of a vector are not available
on the Cell but exists in other systems. It has to be noticed that the IBM SDK
is constantly update and it is possible to find proposed tentatives of horizontal
operation for the Cell in literature, for instance in [72].

The FPGA board is quite different and requires a more drastic redesign, how-
ever the basic operations are surely available. In addition we limited our data
precision to 16-bit, that is a common standard for FPGAs.

It is of course always possible to use intrinsics and hardware oriented instruc-
tions, even on conventional uniprocessor systems and, if the microcode supports
the operation used it will end up to a similar speedup. However, the two main
points we found are: first, in a system supporting the SIMD paradigm it is easier
to find these types of operation acting on data sets, since the SIMD or vector
registers are closer to the hardware than general purpose ones. Second, when a
hardware implementation that is based only on these types of operations already
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exists, it is easier to port the code to a SIMD implementation.

It is important to make a distinction about our performance comparison and
results. The aim of our study was not to find the best algorithm for pseudoinver-
sion, nor to state that our parallel implementation is the fastest ever. Hence we
are not proposing a tout court replacement for the SVD algorithm. We wanted
to show that a specific approach for the porting of hardware implementation on
recent multicore architecture is able to give, alone, a considerable speedup, while
remaining comparable to standard, state of the art, approaches.

6.2 Conclusions

In this Chapter we presented the data we collected in order to evaluate the perfor-
mance of our hardware inspired implementation of the Decell algorithm for matrix
pseudoinversion. We analyzed the time spent in each phase of the algorithm, both
in PPE and SPEs. Then we focused on the synergistic processors, since they are
more suitable to exploit data parallelism. In particular we compared the execution
time of the different implementations described in Chapter 5. We highlighted the
improvement given by the use of CBE intrinsics that can easily mimic the VLSI
implementation, while operating on sets of data at a time. In the following we will
discuss our conclusions and possible future work.
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Conclusions

Teleoperation indicates operation of a machine at distance. The standard setup
for teleoperation requires a slave device, used to interact with the real or virtual
remote environment, a communication link, responsible for data transfers, and a
master device. This specific mechanism is used by the operator in order to provide
commands to the slave device. In the simplest case it is just a pointing device, used
to position and move the telecontrolled tool. Since the user has to “perceive” the
remote environment as he/she is acting directly on it, a set of information has to
be collected at master side and sent back to the operator. When this set includes
force/torque data the teleoperation is said to have force feedback. The force feed-
back is known to improve the performance of the operator and is currently used
for critic applications such as medical simulators and flight simulators for pilot
training.

The master device that gives force feedback to the user is also called haptic
device. Haptic devices are robots to all intents and purposes, since they have a
kinematic structure, they are composed by sensors and actuators, and they are
controlled. At the same time they differ from robots since they are constantly in
contact with an human operator. They are the interface between the user and
the whole teleoperated system and, in addition, they have to provide a convincing
feedback. Vision is widely used in teleoperation due to the deep knowledge of
physiological and psychophysical characteristics of human visual capabilities and
due to the large availability of cameras and displays. The mechanisms of tactile
and kinesthetic perception are still fields of research and complex and configurable
devices are required in order to carry out experiments.

In this work we studied haptics with a multidisciplinary approach. We focused
on two main aspects there are the role of human perception in haptics and teleop-
eration, and the use of multicore architectures for the implementation of hardware
algorithms for dynamics.

In details:

• We designed a setup for the execution of perception experiments by using a non
commercial high performance haptic device. The NASA/JPL Force Reflecting
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Hand Controller was used to provide force stimuli in the Cartesian space to
several subjects and collect results.

• The joystick was equipped with a FPGA board for the low level handling of the
device and precise force generation. An important effort was spent in order to
make the reflected force/torque signal correct and a complete calibration of the
device was required. Then we collaborated in the design of the experiments.

• The analysis of the results leads towards the identification of the force/torque
differential thresholds applied to the hand-arm system. On this basis we deter-
mined a set of scaling functions, one for each degree of freedom of the three-
dimensional space, that can be use to enhance the human abilities in discrim-
inating different stimuli. These variable force scaling operates especially on
low intensities forces. We foresee that this can be useful in teleoperation tasks
that require high precision and sensitivity, such as computer aided surgical
operations.

• Since any real time force signal modification has to fit in the teleoperation and
haptic device loops that have to strictly satisfy time constraints we worked in
the identification of suitable high performance hardware that can be used in
these fields. We focused on the migration of old inherently parallel algorithms
implemented in hardware to new multicore architectures.

• We implemented an algorithm for the computation of the pseudoinverse of the
Jacobian matrix, that was implemented in VLSI during the 80s successfully on
a Cell broadband engine. We studied the programming model of the algorithm
and found a match with the processing model of our target architecture. We
showed that the implementation on a recent multicore system can be achieved.
In particular we highlighted that good results in terms of performance can be
obtained by exploiting tasks and data parallelism and by using instructions
that can be easily transformed in elementary register operations, such as add,
shift, mask and selection. These instructions are usually defined and accessible
by high level languages in SIMD architecture, such as the CBE.

• We implemented and evaluated the SRSN Parallel Decell Algorithm for matrix
pseudoinversion on a Sony PlayStation 3 console, equipped with CBE and
GNU/Linux. We used intrinsic functions in order to easily access the vector
registers without dealing with assembler and low level instructions. We let to
the compiler the optimization of the code. The result was a consistent increase
in performance, with respect to a standard C/C++ approach, even if no specific
fine tuning was performed.

Haptics is becoming more accessible and diffuse, thanks to the availability of
devices and applications. However, since they are the medium used to increase
the immersion experience of the user during teleoperaration tasks, it is important
to maintain a human-centric approach to force feedback. In particular it is neces-
sary to deeply understand how the force signal are perceived and decoded by the
human being. This understanding can be used to make the remote experience re-
alistic as well as to increase the abilities of the operator. At the same time haptics
and robotics have to exploit any actual technology in order to make these goals a
reality. The use of multicore architectures and parallel programming is a solution,
and it is possible easily to port algorithms and strategies once implemented in
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hardware by using the correct programming approach.

7.1 Future work

Since this was a multidisciplinary work, there are several possible evolutions.

From a phychophysical point of view, our setup can be used to gain new insights
about human force perception. In this thesis we focused on a specific aspect, that is
the identification of the force/torque differential thresholds. This choice was given
by a possible application for robotic surgery. However the approach we followed,
the design of the experiments and the hardware and software used for this purpose
can be easily adapted for other perception studies where the goal is the analysis of
the hand-arm system and of its kinesthetic abilities. The choice of new experiments
can be driven by the need of task specific enhanced human perception, in surgery
as well in other teleoperated environments. An interesting side effect can be the
identification of a set of guidelines that can be useful in the design of new haptic
devices.

Regarding our results, we would like to design a new experiment in order to
confirm that the proposed force scaling is good. As described in Chapter 2, we
already checked that the underlying idea works and that our scaling permits the
operator to discriminate small differences in the forces at low intensities, but we
would like to involve more subjects in order to obtain statistical relevance to the
data collected. Moreover the development of a simple and fast procedure for the
ad-hoc calibration of the scaling function in order to obtain a “personal” enhance-
ment is under development. At the same time we want to verify the stable variable
force scaling strategy in a real teleoperation task.

For what concerns the parallel implementation of algorithms there are two
main evolutions possible.

1. It would be interesting to implement the same SRNS parallel Decell algorithm
in the other multicore architectures we presented, and in particular in GPU
and in a System on Chip equipped with a new generation FPGA. A first
analysis can regard the design modifications required by each porting, in order
to exactly evaluate the portability of the approach. A second more direct and
objective evaluation can refer to the comparison of the execution time required
by the program on each architecture. The combination of our approach with
the use of a multicore aware SPMD based programming language, such as
RapidMind, can be interesting because it can further improve the performance
while reducing the code adaptation efforts.

2. In order to evaluate our approach about parallel implementation we focused on
the matrix pseudoinversion. Since the main goal is to implement all the control
and transformation algorithms that can be used in teleoperation by the haptic
interface, our proposal can be further broaden by porting entire kinematic and
dynamic algorithms from hardware to software. There are several works about
the implementation of both custom and general solutions for the dynamic
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and kinematic computation of kinematic structures. In addition the controller
currently used in axis boards and industrial robotic systems can be used. All
these hard-coded programs can be renewed by using multicore architecture.
Eventually the implementation of a complete haptic controller with perception
based force signal manipulation can be considered.

The PS3 is an inexpensive alternative in order to check the goodness of an
implementation on the Cell Broadband Engine. However the Sony console is some-
what limited for robotic/haptic development since it lacks custom I/O support.
In order to couple the PS3 with the motors and sensors of a robotic device a com-
plex electronic modification is required. Although these drawbacks in the future
we would like to test the implementation with a real haptic device. The two alter-
natives are to use PS3 as a dedicated computing part in a distributed system, by
using one of the real time architecture for teleoperation we presented in Section 3.2,
overcoming all the limitations of an hypervisor filtered network communication,
otherwise the use of an IBM Blade server if the investment is affordable.

Considering the interest in high performance error free computation, and its
general use in field such as cryptography, a secondary topics can be the creation of
a multiplatform library for the symmetric residue arithmetic, working on different
SIMD platform. The residue operations can be implemented by using abstract
basic add, shift, mask and selection vector operations that are then transformed
in the target specific intrinsics.
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Sommario

Negli ultimi anni l’utilizzo di dispositivi aptici, atti cioè a riprodurre l’interazione
fisica con l’ambiente remoto o virtuale, si sta diffondendo in vari ambiti della
robotica e dell’informatica, dai videogiochi alla chirurgia robotizzata eseguita in
teleoperazione, dai cellulari alla riabilitazione. In questo lavoro di tesi abbiamo
voluto considerare nuovi punti di vista sull’argomento, allo scopo di comprendere
meglio come riportare l’essere umano, che è l’unico fruitore del ritorno di forza,
tattile e di telepresenza, al centro della ricerca sui dispositivi aptici. Allo scopo ci
siamo focalizzati su due aspetti: una manipolazione del segnale di forza mutuata
dalla percezione umana e l’utilizzo di architetture multicore per l’implementazione
di algoritmi aptici e robotici.

Con l’aiuto di un setup sperimentale creato ad hoc e attraverso l’utilizzo di
un joystick con ritorno di forza a 6 gradi di libertà, abbiamo progettato degli
esperimenti psicofisici atti all’identificazione di soglie differenziali di forze/coppie
nel sistema mano-braccio. Sulla base dei risultati ottenuti abbiamo determinato
una serie di funzioni di scalatura del segnale di forza, una per ogni grado di libertà,
che permettono di aumentare l’abilità umana nel discriminare stimoli differenti.

L’utilizzo di tali funzioni, ad esempio in teleoperazione, richiede la possibilità
di variare il segnale di feedback e il controllo del dispositivo sia in relazione al
lavoro da svolgere, sia alle peculiari capacità dell’utilizzatore. La gestione del dis-
positivo deve quindi essere in grado di soddisfare due obbiettivi tendenzialmente
in contrasto, e cioè il raggiungimento di alte prestazioni in termini di velocità,
stabilità e precisione, abbinato alla flessibilità tipica del software. Una soluzione
consiste nell’affidare il controllo del dispositivo ai nuovi sistemi multicore che si
stanno sempre più prepotentemente affacciando sul panorama informatico. Per far
ciò una serie di algoritmi consolidati deve essere portata su sistemi paralleli. In
questo lavoro abbiamo dimostrato che è possibile convertire facilmente vecchi algo-
ritmi già implementati in hardware, e quindi intrinsecamente paralleli. Un punto
da definire rimane però quanto costa portare degli algoritmi solitamente descritti
in VLSI e schemi in un linguaggio di programmazione ad alto livello. Focalizzando
la nostra attenzione su un problema specifico, la pseudoinversione di matrici che
è presente in molti algoritmi di dinamica e cinematica, abbiamo mostrato che
un’attenta progettazione e decomposizione del problema permette una mappatura
diretta sulle unità di calcolo disponibili. In aggiunta, l’uso di parallelismo a livello



di dati su macchine SIMD permette di ottenere buone prestazioni utilizzando sem-
plici operazioni vettoriali come addizioni e shift. Dato che di solito tali istruzioni
fanno parte delle implementazioni hardware la migrazione del codice risulta age-
vole. Abbiamo testato il nostro approccio su una Sony PlayStation 3 equipaggiata
con un processore IBM Cell Broadband Engine.
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