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Abstract—We refer to an access control system based on subjects and objects. Subjects
are active entities, e.g. processes, while objects are passive entities, e.g. messages exchanged
between the nodes of a distributed computing environment. The system is partitioned
into security classes organized into a tree shaped hierarchy. A subject assigned to a given
class can access the objects in this class and in all the classes that descend from this class
in the class hierarchy. To this aim, a key is associated with each class. A mechanism of
the protection system, called key derivation, allows a subject that holds the key of a given
class to transform this key into the keys of the descendant classes. This mechanism is
based on a single, publicly known one-way function. If the class hierarchy is modified, by
adding a new class or deleting an existing class, the necessary form of key redistribution
is partial, and is limited to the classes in the subtree of the root that is involved in the
change.
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1 INTRODUCTION

1.1 Tree shaped hierarchies

We refer to a protection system in which active entities, called subjects, generates access
attempts to passive entities, called objects [13], [21]. A subject can be a process, or, in
an event driven environment, an activity caused by an event, e.g. a hardware interrupt
[17]. The system defines a set of security classes organized into a tree shaped hierarchy,
whereby each class can have only one parent class, and many children.

Objects are typed. The definition of a given type states the operations that can be
applied on the objects of that type. An access authorization is a pair (object, operation).
Each access authorization is assigned to a class. Let us refer to object B for which
two operations are defined, op1 and op2. The two access authorizations are (B, op1) and
(B, op2). If (B, op1) is in class C1 and (B, op2) is in class C2, then object B belongs to
class C1 for operation op1, and to class C2 for operation op2.

A subject in a given class holds the access authorizations in this class, and in all the
descendant classes, reachable in the class hierarchy by repeated steps from parent to child.
It follows that a subject in the class that is the root of the hierarchy holds all access
authorizations, for instance, and a subject in a leaf class holds only the authorizations in
that leaf class. A subject that holds a given access authorization can access the object to
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execute the operation specified by that authorization.
Let us first consider the case of objects for which a single operation is defined. In

this case, an object belongs to a single class. An example is a distributed computing
system consisting of nodes connected to form a network. In this case, the subjects are
the nodes, and the objects are the messages exchanged between the nodes. Each node is
associated with a class. A single operation is defined for a message, to read its contents.
Thus, a message defines a single access authorization, in the class of the node that sends
the message. A node that receives a message can read that message only if the class of
this node is the same as, or an ancestor of, the class of the message. The inverse is not
possible, that is, a node in a given class cannot read the messages sent by the nodes in the
ancestor classes.

An example of a distributed system of this type is a sensor network in which the
sensor nodes are organized into applications [2], [8]. In each application, a node, called
the application server, is responsible for collecting data from the other nodes of this
application. Applications are categorized, and the servers of the applications in the same
category cooperate tightly to transform the collected data into a compact form, suitable
for transmission to the base station. In turn, the base station is responsible for the final
presentation and delivery of the results of the environmental observations of the entire
network. In this organization, the classes are organized into three levels. At level 0, we
have the root class featuring a single subject, the base station. At level 1, we have a class
for each application category. The application servers in the same category cooperate by
message exchanges. Finally, at level 2 we have a class for each application. The sensor
nodes in the same class all belong to the same application. Hierarchical access control
allows message exchanges across the levels. An application server can receive messages
from the sensor nodes of its application, for instance, and the root can receive messages
from all the application servers.

If an object type defines more than a single operation, then an object of that type
can belong to more than a single class. An example is the document type, for which
two operations are defined, to read the document contents, and to replace these contents.
In this case, a document D can belong to two different classes, a class C1 for access
authorization (D, read) and a class C2 for access authorization (D, write). If C1 is a
descendant of C2, then a subject in C2 can access D both to read and to write. This is
not the case for a subject in class C1, which can access D to read only.

1.2 Multiple keys

We shall refer to an implementation of the access control paradigm, outlined above, based
on symmetric keys and conventional cryptography (as opposed to public key cryptography)
[22]. In a simple approach, which we call multiple keys, a cryptographic key is assigned
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to each class, and a subject that holds the key of a given class can exercise all the access
authorizations that belong to this class. In this approach, a subject in a given class holds
the key of this class and the keys of all the descendant classes.

In the example of a distributed computing system, each message consists of a header
and a body. The message header is in plaintext, and contains administrative information
items, including the name of the class of the sender node. The message body is enciphered
by using the key of this class. A node assigned to a given a class holds the cryptographic
keys of this class and of all its descendant classes. When a node receives a message, it reads
the name of the class of the message in the message header, and can use the corresponding
key to decipher the message only if it holds this key. In the example of the documents,
a subject that is aimed at accessing a document to read or to write accompanies the
request with a key. The key is correct if it is that of the class of the access authorization
corresponding to that document and that operation. If the key is correct, the access is
permitted, otherwise the access is denied.

The multiple key approach penalizes the subjects in the most privileged classes, which
are required to handle more keys than the subjects in the lower classes [7]. For instance, a
subject assigned to the root of the hierarchy is required to handle all keys. Multiple keys
tend to become a security hazard. Keys can be lost or stolen, for instance [10], [11], and
this may especially be the case when they are delivered to subjects. A related problem is
the possibility to add new classes to the class hierarchy, and to eliminate existing classes
from the class hierarchy. These modifications of the hierarchy may imply that all the keys,
or a subset thereof, are replaced. For instance, in the example of a distributed computing
system, a key replacement will take place when a node is evicted from the network, to
avoid that this node continues to use the old keys to read the new traffic. The multiple
key approach tends to exacerbate the key replacement problem, as several keys must be
sent to each node.

1.3 Single key

In an alternative approach, a subject that is assigned to a given security class receives a
single key, i.e. the key of this class, independently of the class position in the hierarchy. A
mechanism of the protection system, called key derivation, allows the subject to generate the
keys of the descendant classes. In this approach, key replacement implies the transmission
of a single key to each subject.

In the example of a distributed computing system, in a single key environment, a
network node assigned to a given class can read the messages from the nodes in this class.
Taking advantage of key derivation, the node can generate the keys of the descendant
classes, to read the messages from the nodes in these classes. In the example of the
documents, a subject in a given class can access the documents corresponding to access
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authorizations in its own class. Taking advantage of key derivation, the subject can obtain
the keys of the descendant classes, thereby gaining access to the documents corresponding
to access authorizations in these classes.

In this paper, we approach the key management problem with reference to a tree shaped
hierarchical system. We associate a key with each security class. A subject S assigned to
a given class receives a single key, i.e. the key K of this class. A key derivation mechanism
allows S to generate the keys of the descendant classes. S is in the position to carry out
key derivation autonomously; no intervention of a centralized key management component
is necessary. Furthermore, S can distribute key K to another subject S ′. Consequently,
S ′ is assigned to the class corresponding to K. Alternatively, S can grant S ′ a key K ′

derived from K, and corresponding to a class at a lower hierarchical level. Consequently,
S ′ is assigned to this less privileged class. Efficient support is given to the addition of new
classes to the class hierarchy, and to the eviction of existing classes from the hierarchy.

The rest of this paper is organized as follows. Section 2 illustrates the mechanisms
for key generation and derivation. Key generation takes advantage of a one-way function,
the key generation function, and a key, the master key, which is chosen at random and is
assigned to the root of the class hierarchy. Key derivation allows a subject that possesses
the key for a given class to generate the keys for the classes that descend from this class
in the hierarchy. Section 3 considers the problems related to the addition of new classes to
the class hierarchy, and to the deletion of existing classes from the hierarchy. Section 4
discusses the properties of our system from a number of important viewpoints, which
include key forging, key replacement, linear hierarchical access control, and the relation of
our work to previous work. Section 5 gives concluding remarks.

2 KEY MANAGEMENT

2.1 Key generation

Function f is one-way if given x it is easy to determine f(x), and given f(x) it is
computationally unfeasible to determine x [3], [15]. A one-way function can be implemented
by using a block cipher adapted to guarantee that the resulting function is not invertible
[19]. In a common approach, a publicly known constant c is encrypted using x as the key,
i.e. f(x) = Ex(c) [20]. In a given hierarchical system, we take advantage of a one-way
function, the key generation function, which is publicly known. We shall denote this
function by g.

The n classes that form the hierarchy are numbered from 0 to n− 1. Class number
0 denotes the root; the other class numbers are assigned from left to right at increasing
distance from the root. Let Cr be the name of the class whose number is r. Figure 1
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Figure 1: An example of a class hierarchy. The classes are numbered from left to right at
increasing distance from the root.

shows an example of a class hierarchy named in this way. A key is assigned to each class.
Let Kr denote the key of class Cr. A master key, chosen at random, is reserved for the
root, C0. This key is denoted by Kmaster. Thus we have K0 = Kmaster. All the other keys
are derived from Kmaster by iterated applications of key generation function g, obtained
by considering the class numbers.

In detail, the key of a class that is at distance r from the root is obtained starting
from Kmaster by applying function g iteratively r times. We define the map Ms of node
Cs as the set formed by quantity s and the numbers of the classes that descend from Cs,
i.e. the nodes reachable from Cs by repeated steps from parent to child. For instance,
in Figure 1, we have M1 = {1, 3, 4, 5, 6}, and M5 = {5, 6}. Let class Cr be the parent of
class Cs. By Hs we denote the mapped complement of key Kr according to the map Ms

of Cs, which is obtained as follows. We divide key Kr into m subkeys kr,0, kr,1, . . . , kr,m−1,
where m ≥ n. We consider the subkeys kr,i of Kr for which the corresponding number i is
included in map Ms. Each of these subkeys is bitwise complemented (thus, for instance,
if Ms includes class number 1, then we complement subkey kr,1). Key Ks is obtained by
applying key generation function g to Hs. Thus we have Ks = g(Hs).

With reference to the tree structure of Figure 1, Figure 2 shows the evaluation of
keys K1 and K5 starting from key K0. In this example, m = 8, and consequently, K0

is partitioned into 8 subkeys, k0,0 to k0,7. Let us denote the bit configuration of the
generic subkey by xx . . . x, and the corresponding bitwise complement by x̄x̄ . . . x̄. We
have K0 = Kmaster. In the generation of K1, submap M1 is {1, 3, 4, 5, 6} and, consequently,
subkeys k0,1, k0,3, k0,4, k0,5 and k0,6 of key K0 are bitwise complemented. The result H1 is
used as a parameter of key generation function g to obtain K1, i.e. K1 = g(H1). In the
generation of K5, submap M5 is {5, 6}. Consequently, subkeys k1,5 and k1,6 are bitwise
complemented to obtain H5. Then we have K5 = g(H5).
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Figure 2: Generation of keys K1 and K5 starting from key K0. H1 is the mapped complement
of K0 according to map M1 of class C1. H5 is the mapped complement of key K1 according to
map M5 of class C5.

2.2 Key derivation

A subject that possesses key Kr of class Cr can take advantage of this key to access the
objects in this class. As seen in Section 1, in a tree shaped hierarchical system we require
that a subject assigned to a given class can also access the objects in all the descendants
of this class. In our system, an effect of this type is obtained by key derivation.

Let S be a subject assigned to class Cr, which holds the key Kr of this class. S is in
the position to derive the key Ks of class Cs that is a direct child of Cr. Key derivation
is similar to key generation. Let Ms be the map of class Cs, and let Hs be the mapped
complement of key Kr according to Ms. We have Ks = g(Hs).

In the hierarchical system of Figure 1, a subject S that holds the key K1 of class C1

can derive the key K5 of class C5, a direct child of C1. We have M5 = {5, 6}. The mapped
complement H5 of key K1 according to map M5 is the result of a bitwise complement of
subkeys k1,5 and k1,6. Finally, K5 = g(H5).

Let us now consider a class Ct that is a descendant, but not a direct child, of Cr. Subject
S that holds key Kr can derive key Kt of class Ct by multiple actions of key derivation,
traversing the class hierarchy from Cr to Ct to derive the keys of the intermediate classes.
In the example of Figure 1, let us suppose that subject S holds key K1 of class C1 and is
aimed at obtaining key K6 of class C6. First, S will derive key K5 of class C5, which is a
direct child of C1. Then, S will derive key K6 of class C6, which is a direct child of C5.
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2.3 Key weakening

A subject S that possesses the key Kr of a given class Cr can grant a copy of this key
to another subject S ′. Consequently, S ′ is authorized to access the objects in Cr and in
all the descendants of Cr. Alternatively, S can grant S ′ the key Ks of a class Cs that
descends from Cr. As a result, S ′ is authorized to access the objects in Cs and in all the
descendants of Cs. In fact, Ks embodies a weakened version of Kr, which grants access to
a limited portion of the objects accessible by using Kr. S can carry out the key weakening
process autonomously, by taking advantage of key derivation, as has been illustrated in
Section 2.2. In detail, if Cs is a direct child of Cr, subject S will simply carry out a single
action of key derivation, to generate Ks starting from Kr. If Ks is a descendant but not a
direct child of Kr, more key derivation steps will be required, which also involve all the
intermediate classes in the path from Cr to Cs.

In the example of Figure 1, subject S that holds the key K1 of class C1 can transfer
this key to subject S ′. Consequently, S ′ gains access to all the objects that belong to
class C1 as well as to the descendants of C1, namely C3 to C6. To grant a more limited
access, subject S generates key K6 of class C6, for instance, and transfers this key to S ′.
Consequently, S ′ gains access to the objects in a single class, C6. The weakening process
from key K1 to key K6 requires two key derivation steps, the first to transform K1 into
K5, and the second to transform K5 into K6.

3 CLASS MANAGEMENT

The general class numbering rule, introduced in Section 2.1 (from left to right at increasing
distance from the root) is inessential, and in fact, our key generation algorithm considers
class numbers, but is independent of the numbering rule. An important consequence is
that the addition of new classes, and the elimination of existing classes, never imply a
form of class renumbering, even if the resulting assignment of numbers to classes is not
consistent with the general rule.

In our system, the addition of a class implies a key redistribution, which is only partial
and is limited to a single subtree of the root, i.e. the subtree of the new class. Figure 3a
shows the addition of class C7 as a leaf of the hierarchy. The subtree of the root that
contains C7 is formed by two nodes, C2 and C7. The new class modifies map M2 of class
C2, which was {2} and becomes {2, 7}. As seen in Section 2.1, the map determines the
key, and consequently, key K2 changes. Afterwards, map M7 = {7} of the new class C7 is
used to evaluate key K7.

As a further example, Figure 3b shows the addition of an internal class (a class that is
not a leaf). The new class, C7, is positioned at distance 2 from the root. In this case, map
M1 of class C1 was {1, 3, 4, 5, 6} and becomes {1, 3, 4, 5, 6, 7}. It follows that key K1
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Figure 3: Modifications of the class hierarchy shown in Figure 1: (a) addition of a leaf class; (b)
addition of an internal class; (c) elimination of a leaf class; and (d) elimination of an internal
class.

changes. Consequently, the keys of all the descendants of C1 should be recalculated, as K1

determines their values.
Similarly, the elimination of an existing class that is part of a given subtree of the root

implies the distribution of new keys to all the classes in this subtree. Figure 3c shows the
elimination of a leaf class, C4. Map M1 of class C1 was {1, 3, 4, 5, 6} and becomes {1, 3,
5, 6}. It follows that key K1 changes, as is the case for the keys of all the descendants of
C1, whose values are determined by K1.

Finally, Figure 3d shows the elimination of an internal class, C5. In this case, too, map
M1 of class C1 changes: it was {1, 3, 4, 5, 6} and becomes {1, 3, 4, 6}. This implies the
replacement of the key K1 of C1, and of the keys of all the descendants of C1.

4 DISCUSSION

4.1 Key forging

Let us suppose that a subject S attempts to forge the key of the root of a given class
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hierarchy from scratch. S does not know the value of the master key Kmaster of this
hierarchy, and consequently, it uses a value chosen at random. If master key values are
large and sparse, the probability of a match with the correct value is vanishingly low.
Similar considerations can be made for the keys derived from Kmaster, and relevant to less
privileged classes.

Let us now hypothesize that subject S possesses a valid key K for a given class C, and
is aimed at amplifying K to transform it into the key K ′ of another class C ′ that is an
ancestor of C in the class hierarchy. This means that K ′ precedes K in the iterative key
generation process illustrated in Section 2.1. However, key generation function g, used in
this process, is one-way, and cannot be inverted. Consequently, if this function is based on
a secure cryptosystem, it is impossible to use value K to obtain a previous value K ′.

4.2 Key replacement

A node which is evicted from a computer network should not be allowed to decipher future
messages. It follows that a key redistribution is necessary. Similarly, a node that is added
to the network should not be allowed to decipher old messages, sent before its arrival, if
it has recorded these messages. These two requirements are called forward secrecy and
backward secrecy, respectively [4], [5], [9].

Furthermore, a node that is degraded from a given class Cr to a descendant class
Cs should be prevented from decrypting the new traffic of the classes between Cr and
Cs. With reference to the class hierarchy of Figure 1, consider a node in class C1 that
is degraded to class C5. In a situation of this type, we have to replace keys K1, K3 and
K4. Conversely, a node that is promoted from class Cs to an ancestor class Cr should be
prevented from decrypting the old traffic of the classes between Cr and Cs, to which it had
no access before promotion, if it has recorded this traffic. In the example of Figure 1, if a
node in class C5 is promoted to class C1, we have to replace keys K1, K3 and K4. These
two requirements are called downward secrecy and upward secrecy, respectively [16], [18]

In our system, as seen in Section 2.1, key generation is an iterative process that starts
from master key Kmaster. If we change Kmaster, the old keys are invalidated; the new keys
should be recalculated and distributed to all the classes. Key distribution is a simple
process that starts at the root and proceeds in repeated steps from parent to child. The
root uses Kmaster to derive the keys of its child classes, and then it distributes each key to
the corresponding class. The key derivation and distribution process is iterated in each
class, until the leaves of the class hierarchy are reached.

When a key is received by a given class, it is distributed to each subject in this class.
The transmission cost of an action of this type is limited to a single key for each subject.
The subject that receives the new key of its own class will be in the position to evaluate the
new keys of the descendant classes autonomously, taking advantage of the key derivation
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mechanism. As seen in Section 1.2, this in sharp contrast with the multiple key approach,
whereby key redistribution means to give each subject the new key of its class and of all
the descendants of its class.

4.3 Relation to previous work

Hierarchical access control systems can be classified into three categories, directed acyclic
graphs, trees, and linear hierarchies [13]. In a directed acyclic graph hierarchy, each security
class can have many parents (direct ancestors) and many children (direct descendants). In
a tree shaped hierarchy, each class can have a single parent and many children. Finally, in
a linear hierarchy, each class can have a single parent and a single child. In this work, we
have considered tree shaped hierarchies.

Hassen at al. [12] proposed an effective classification of the existing key management
schemes. They distinguish the independent-keys and the dependent-keys schemes. In an
independent-keys scheme, a key is generated at random for each security class. Each
subject that is a member of a given class holds the key of this class and the keys of all the
descendant classes. In contrast, in a dependent-keys scheme, each subject holds a single
key, which is combined with public functions and/or parameters to derive the other keys.
These schemes usually take advantage of complex theoretical cryptographic notions, e.g.
the fundamental properties of prime numbers [1], [6], [7], [11].

Our proposal is in the dependent-keys category, and is based on the well known concept
of a one-way function [14], [20], [23]. We use a single, publicly known one-way function for
the entire hierarchy. We take advantage of class names, and the parent-child relationships
between the classes, to derive the keys of all the classes in the class hierarchy starting
from a single, random key assigned to the root. Noticeably, in key derivation, each class
needs to be aware of the composition of only a fraction of the class hierarchy, i.e. its
own descendants. All keys have the same size, so the amount of storage that is necessary
in each class is fixed (in contrast, in [1], public parameters can be very large for a large
number of classes).

A related observation is relevant to linear hierarchies, in which each class can have a
single parent and a single child [12], [18]. In a simple implementation of an access control
system of this type, all keys are related by using a one-way function g so that key K0

of the highest class C0 is chosen at random, and key Ki of class Ci is given by g(Ki−1).
Each subject receives a single key, and uses the one-way function to derive the keys of the
descendant classes. Insertion or extraction of a new class in the class hierarchy induces a
complete redistribution of all keys, as is necessary for backward secrecy in the case of an
insertion, and for forward secrecy in the case of an extraction.

Of course, a linear hierarchical system is a special case of a tree shaped system. It
follows that our proposal for tree shaped hierarchies can be used for linear hierarchies as

— 10 —



well. As seen in Section 2.2, in each key derivation step, we take advantage of the map of
a given class to derive the key of this class from the key of its parent class. The map is
aimed at differentiating the derived keys of the children of the same class. In fact, the
map of each given child is unique in the hierarchy (i.e. intrinsically different from those
of the other children), as it is determined by the name of this child and the names of its
descendants. Thus, the transformation of the key of the parent class into the keys of the
child classes produces different keys for different children, as it uses different maps. On the
other hand, in a linear hierarchical system, each node has a single child, and this makes
the map mechanism unnecessary.

5 CONCLUDING REMARKS

We have considered a protection system paradigm based on subjects, objects and access
authorizations. The system defines security classes organized into a tree shaped hierarchy.
An access authorization includes the name of an object, and an optional specification of
one of the operations defined by the object type. A subject in a given class can access the
objects in this class and in all the classes that descend from this class, hierarchically. To
this aim, a key is associated with each class. A key derivation mechanism allows a subject
that holds the key of a given class to generate the keys of the descendant classes. The
subject is in the position to carry out key derivation autonomously. No intervention of
a centralized key management component is necessary. We have obtained the following
results:

• A single, publicly known one-way function is sufficient to generate all keys.

• The memory requirements for storage of a key is fixed, and is independent of the
number of classes in the class hierarchy.

• If the class hierarchy is changed, by adding a new class or deleting an existing class,
the necessary form of key redistribution is partial, and is limited to the classes in
the subtree of the root that is involved in the change.

• If master key values are large and sparse, it is virtually impossible for a malevolent
subject to forge valid keys. Similarly, if the one-way property of the key generation
function is based on a secure cryptosystem, it is impossible to promote the valid key
of a given class into the key of an ancestor class.

We have considered two examples of applications, typed objects, whereby an object can
belong to more than a single class, up to the limit of a class for each operation defined
by the object type, and a distributed computing system, in which the subjects are the
network nodes and the objects are the message exchanged between the nodes. More work
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is necessary to comply with the communication requirements of a proficient network, e.g.
a tree shaped wireless sensor network in which each node needs to communicate with its
siblings as well as with its ancestors .
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