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Abstract. People with disabilities in general, and wheelchair users in particular, 
are one of the groups of people that may benefit more from Ambient Intelligent 
(AmI) Systems, enhancing their autonomy and quality of life. However, current 
wheelchairs are usually not equipped with devices capable of accessing services 
in AmI environments. In this paper, we describe how an electric wheelchair is 
equipped with an UPnP based module that allows the integration in AmI systems. 

1   Introduction 

Although the Ambient Intelligent (AmI) concept is not oriented towards any particu-
lar group of people, it is obvious that the AmI emphasis on greater user-friendliness, 
more efficient services support, user-empowerment, and support for human interac-
tions [1] would be especially useful for people with disabilities and elderly people. In 
this paper, we focus on the integration of wheelchair users in AmI systems. Consider, 
for instance, the following scenario: 

A wheelchair user with several mobility restrictions and a mobile computer in 
his/her wheelchair enters a building (let’s say the rehabilitation centre), provided 
with Ambient Intelligent facilities. As soon as he/she gets into the building, the Ambi-
ent Intelligent System (AmIS) discovers his/her presence and the devices announce the 
services that can be used, according to his/her special needs (cognitive, sensorial, 
physical and communication abilities), and technological constraints (display resolu-
tion, voice, text, pixel-based, bandwidth, computing power, etc.). 

The AmIS offers communication with a remote information centre that appears in 
the user's display, adapted to his/her physical and cognitive characteristics (text 
menu, voice, icons…). The AmIS offers information about where he/she is and where 
to go from the current position and, after knowing where to go, the possibility of a 
route-guiding tool appears on its display, which the user accepts. It uses a location 
service and gives information via text messages. The user is located and receives 
his/her position, together with a message of where to go now. The AmIS has calcu-
lated the best path to follow, taking into account the user constraints (for instance, 
avoiding stairs, changing the timing of automatic doors, etc.) and the information of 
occupation in the building at that time of day.  
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Finally he/she arrives at the destination and the AmIS sends information about 
what domotic devices are installed in the room (and can be used). From its joystick 
with buttons (or any other adapted input device), the user sends orders to control 
devices offered by the domotic system (i.e., switch the lights off or on, roll up or down 
blinds, change the television channel, set the temperature of the air conditioning 
system, etc.). Afterwards, he/she decides to leave the building, but this time the route-
guiding tool is not employed, and the joystick is used to guide the wheelchair to the 
exit. 

Note that some characteristics of Ambient Intelligent systems are particularly well 
suited for people with mobility restrictions:  

• Ubiquitous access: allows access to services in a way that is not restricted by
the location of resources and/or the user’s mobility (remote control for TV, air
conditioning, etc.; answering the phone from the wheelchair, etc.).

• Context awareness: apart from the obvious use of location awareness, other
dimensions are useful in our case, particularly personal awareness (dynamic
adaptation to user needs, abilities or preferences) [2].

• ”Invisible” computing and networking: allows un-noticed user monitoring in
terms of safety: falls, care for people who may get lost, etc. (e.g. elderly resi-
dences).

However, since many of these people usually require the use of mobility aids (like 
wheelchairs) and adapted user’s interfaces, these assistive devices should also be 
integrated into the AmI system. For instance, it may be useful for the handicapped to 
access assistive services through their personalized interfaces (especially in unfamiliar 
environments). Furthermore, wheelchairs should be able to use and provide services 
(location, semiautomatic navigation, etc.). However, current wheelchairs are usually 
not equipped with devices capable of accessing services in AmI environments. At 
most, a wheelchair user may carry a portable computer or a PDA to access services, 
but in this case, the wheelchair itself is not integrated in the AmI system.  

In this paper, we describe an electric wheelchair that is equipped with a module 
that allows the integration in AmI systems. We first describe a hardware module that 
serves as an interface between the wheelchair and the external devices. In the next 
sections, we explain the software architecture, which is based on UPnP1 (Universal 
Plug and Play), and we focus on the User Interface software. Finally, we present the 
conclusions. 

2   Hardware Architecture 

The wheelchair used in this work is based on a former prototype called Tetranauta 
[3,4,5], a low cost, fully open steering system that allows people with severe motor 
impairments to move in known environments: hospitals, schools, home, etc. Naviga-
tion is assisted by allowing the wheelchair to follow predefined paths (with tracks 

1 http://www.upnp.org 



marked on the floor) and also by using an infrared-based obstacle detection system. 
As a result, the user effort and safety in driving the wheelchair, especially in long 
paths, is improved.  

So far, the majority of the efforts in wheelchairs have been oriented to empowering 
the autonomous capabilities, like obstacle avoidance, trajectory tracking, efficient 
suspension of wheels or stair-climbing capabilities. An example of this is OMNI [31] 
that included obstacle avoidance, human-machine interface, high maneuverability and 
navigational intelligence. NavChair [25] is a smart wheelchair that is able to avoid 
obstacles, and to follow a direction indicated by a user with tremor or another type of 
severe mobility impairment. IBOT-3000 [29] was capable of climbing stairs with its 
two pairs of balanceable wheels. The Smart wheelchair of the CALL Centre [26] 
allows several types of interaction modes with the user, according to his/her disability 
and skills. The wheelchair Tetranauta was in this line of developments, being an iso-
lated wheelchair without communications with another devices. In [18], a revision of 
this type of wheelchairs can be found. 

The next generation of wheelchairs contemplates smart capabilities for autono-
mous operation and communication capabilities with other systems (like wheelchairs, 
domotic devices or the like). In this sense, electric wheelchairs have been used like 
test beds for communication systems, like E-wheelchair [27] that was used to prove 
the viability of IPv6 communications. The design shown in [28] used its wireless 
communications to improve its autonomous capabilities (to communicate with a GPS 
to obtain the position of the wheelchair).  

However, these last ones were an attempt of expanding the capabilities of wheel-
chairs through communications, but not to integrate the wheelchair in a bigger sys-
tem. In this line, AmIChair [30] can use communications to control the devices of the 
environment, but environment devices can also monitor and control the wheelchair. 
The wheelchair is integrated in the whole system and it is only a part of it. Our devel-
opment pursues a similar idea: being a device integrated in a bigger system, but now 
the user can interact with the system using its proper wheelchair’s adapted interface. 

The control unit of the wheelchair is composed of an embedded computer, plus 
several functional modules controlling different parts of the wheelchair: power mod-
ule, steering device module, etc. All these modules are inter-connected by a DX serial 
bus [6], a de facto standard in electric wheelchairs. As a result, the wheelchair be-
comes a distributed embedded system where new functional modules may be con-
nected with relatively few software changes. Particularly, in this paper we describe 
how a new gateway/bridge module is incorporated into the wheelchair so that the DX 
sub-systems can communicate with other devices in an AmI environment.  

The system architecture is shown in Fig. 2. Essential DX modules are the User 
Control Module (UCM) and the Power Module (PM). The UCM is normally part of a 
control module (which includes a joystick or any other type of speed and direction 
control), and has the function of processing signals from the wheelchair user and 
sending instructions to the other modules. These instructions and other data are sent 
using messages that are named Network Variables (NV). The PM provides the con-
trolled voltage to drive the wheelchair’s motor(s) and operates the park brakes. These 
are modules already included in any DX-based wheelchair. 
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Fig. 1. Basic prototype’s scheme 

From our point of view, the central element is the user interface (UI), not included 
in standard DX wheelchairs. The UI should have the following characteristics: 

• It should be a mobile system, easily handled by the user (who may not always
be seated in the wheelchair) or any other person (relative, carer, nurse, etc.).

• It should have enough resources (computing power, memory, screen size,
bandwidth) to run useful (visual) applications adapted to the user’s needs and
preferences. Furthermore, development kits should be available in order to
write application-specific software.

• It should incorporate multiple communication links, preferably wireless, to al-
low ubiquitous access to other devices and services.

Advancements in handheld devices (such as PDAs, mobile phones and portable PCs) 
are enormous and there are now commercially available devices of acceptable per-
formance at relatively low cost. In our prototype, we decided to use a StrongARM® 
based PDA as our user interface (UI), running under WindowsCE® 3.0. The UI is 
equipped with a color screen, as well as with serial, Bluetooth and 802.11 interfaces. 
Although usually a wireless connection is more adequate, sometimes a simple serial 
(wired) link is a simpler and more robust solution (for instance, when the PDA is 
attached to the wheelchair). 

Another added element is the DX-Bridge, a new DX module that captures the Net-
work Variables (NVs) flowing through the DX bus. This module allows NVs (for 
instance, wheelchair control data) to be exported as input for the user interface (UI), 
as well as to receive new values for the NVs from the UI. So far, the only allowed 
way to capture DX data from the bus is using a device named DX-KEY, provided by 
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Fig. 2. Scheme of wheelchair’s hardware 

Dynamic Controls [7]. This is a DX module that provides an interface between the 
DX bus and an external system, allowing access through a parallel port to DX vari-
ables. Therefore, the DX-Bridge is a hardware module based on a Cygnal C8051F330 
microcontroller [8] with serial and parallel interfaces: the DX-KEY is accessed 
through the parallel port, and on the other side a serial link (RS-232, 115200bps) is 
used to connect with the UI. As we said before, some times this wired link is enough. 
However, in order to provide a wireless link, we also use a commercial serial-
Bluetooth module that works under the RFCOMM profile (Serial Cable Emulation). 
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Fig. 3. Hardware in the DX-Bridge 

The DX-Bridge has two operation modes: driving, and domotic modes. In the driving 
mode, the DX-Bridge simply captures the commands (NVs) sent by the User Control 
Module (UCM) and then it delivers these commands to the Power Module (PM). These 
commands are delivered without any changes, so the wheelchair operation is not differ-
ent from a standard manually operated wheelchair. In the domotic mode, the DX-Bridge 
captures the commands sent by the UCM and then it delivers these commands to the 
user interface-UI. In this way, these commands are no longer used to control the wheel-
chair, but they are interpreted by the UI as commands to control a domotic system or the 
like. Obviously, the domotic mode cannot be used unless the wheelchair has reached a 
secure state, avoiding dangerous situations for the user. 
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The use of the wheelchair UCM to control a domotic system has two main advan-
tages: first, the user is probably used to handling the control device (e.g. joystick) to 
drive his/her wheelchair, and therefore he/she would probably learn to use the exter-
nal devices more easily. And second, since the UCM would probably be adapted to 
the user’s needs and/or difficulties, we have an adapted control device for domotic 
systems “for free”. This is a key question because with this solution, the cost of do-
motic systems does not depend on the user’s physical and/or cognitive abilities.  

Finally, although it cannot be considered as an operation mode, the DX-Bridge 
may be used by the UI to set new values for some DX variables. For instance, if an 
external service provides positioning and location information, these data can be sent 
to an optional assisted navigation DX module. 
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Fig. 5. Final architecture of the wheelchair 



3   UPnP Architecture 

As we said before, the wheelchair must be capable of obtaining information from the 
environment, for instance positioning information or the list of available devices 
and/or services, and the domotic system (or the like) must be capable of obtaining 
information from the wheelchair (like orders to the different devices of the room). 
Connection between these devices can be implemented in several ways: infrared 
cards, radio communication systems, or even wired connections. In our system, com-
munications are centered on the user interface (UI), which should be able to commu-
nicate across heterogeneous and dynamically changing links and networks. For in-
stance, the UI would be able to communicate with data networks, Internet Access 
Points, domotic buses like EHS (a Powerline-like bus used for the control of home 
devices) [9], etc. Wireless personal (e.g. Bluetooth) and local (e.g. Wi-Fi) area net-
works now permit low-cost commercial solutions for this type of communication, but 
there are still open problems like efficient roaming, reachability, intermittent failures, 
fault tolerance, security, etc.   

Note that it is not only a problem of interconnectivity or interactions at the inter-
networking level, but also of interaction among devices at higher levels: control, con-
figuration and information sharing in different formats, import/export services, etc. 
Among the different communication architectures available (Juni, UPnP, HAVi), as 
discussed in [10], we consider that UPnP is a good choice for implementing our com-
munication system. UPnP is a lightweight set of protocols to extend the Plug & Play 
concepts to network devices, and it supports all mentioned functions including the 
dynamic connection of a device to a network, services offering and discovery, every-
thing based on a unified description of functions and attributes of services through 
XML (eXtended Mark-up Language) documents [11]. UPnP is capable of working 
with scarce resources and unreliable connections (devices can suddenly appear and 
disappear), and a further reason to choose UPnP is that there are a large number of 
available SDKs for several platforms and operating systems [12,13]. Furthermore, 
there are two factors that make UPnP especially attractive from our point of view: one 
is the use of open and standard protocols; second is the use of the IP protocol at the 
lowest level. 

Indeed, IP protocol has demonstrated its success in the interconnection of hetero-
geneous devices (a good example is the Internet). Most devices can be connected 
through a backbone IP network while secondary, maybe simpler, devices (e.g. sen-
sors) may be connected using non-IP communications. In this case, a gateway is used 
to interconnect IP and non-IP sub-networks. For instance, in our prototype, we need 
gateways to interconnect the IP backbone network to the DX bus (a non-IP control 
network). Furthermore, UPnP operates with a set of existing and well-tested protocols 
and only needs an auto-IP network for running. UPnP works in a distributed philoso-
phy, and classifies devices into two roles: control points or clients, and host devices or 
servers of services. However, almost all UPnP devices implement both client and 
sever functionalities, so peer to peer communications are possible.  

For the wheelchair to be integrated into an AmI environment, the wheelchair must 
export information, acting as a host device: we need to know the position of the joy-
stick, if any button of the console was pressed, the battery status, and so on. On the 
other hand, the wheelchair also needs to act as a control point (client): it has to know 



its location in order to know how to get to another room/place, selecting the route 
from a map, etc. All these information/services are supplied from other devices (ser-
vices) in the network. Since not only the wheelchair, but also the domotic system and 
most other elements of the AmI system get information from other devices, control 
points must be implemented on them. 

The role of the user interface (UI) is to serve as an interface between the wheel-
chair and these UPnP services. All devices implementing UPnP services (host de-
vices) should be connected by means of a backbone IP-based network. In our system, 
since the wheelchair is a mobile system, and services should be accessed "on the 
move", we use an IP wireless network (802.11b/g [14]). 

Among the many different host devices that may be present in an AmI system, we 
identify the following for our scenario (see Fig. 6): 

• Monitoring: exports wheelchair’s status variables (i.e.: joystick position) and it
is implemented in the wheelchair’s gateway through serial (or Bluetooth) inter-
face and the DX Bridge.

• Map storing: a small processor with an associated memory for storing and read-
ing maps. This device can be in a fixed place of the building.

• Location: offers a positioning service, maybe out-doors positioning (like a GPS
device attached to the wheelchair), or in-doors positioning [15].

• Domotic: offers as a service the kind of operations that may be performed with
the associated domotic devices, tells which are the available devices at a specific
room. An UPnP control point attached at the same domotic service’s host device
can read the status of the wheelchair to generate an alarm in the domo-tic system
if the battery is low or can read the position of the joystick for using it as an in-
put device to handle a graphical interface of any domotic device.

4   The User Interface (UI) 

In this section, we describe the implementation of the UPnP host device in the user 
interface (UI). This description serves as an example, since all host devices can be 
implemented in a similar way. The UI has been implemented over a StrongARM®-
based PDA equipped with serial, Bluetooth and 802.11b interfaces. The latter is used 
for supporting UPnP activity, as described in the previous section. We use an under-
request protocol implemented ad hoc, that works as follows. The UI periodically 
sends a set of inquiry frames to the DX sub-system to know what the values of the 
DX variables are. When the micro-controller in the DX-Bridge (see section 2) re-
ceives an inquiry frame, it returns the value of the inquired variable. We preferred this 
simple solution because the Cygnal micro-controller used in the DX-Bridge is not 
powerful enough to support the UPnP stack. However, we could have implemented an 
UPnP DX variable service at an increased cost and complexity. 

The UPnP software in the UI runs as an application over WindowsCE® 3.0.  Basi-
cally, the application contains two protocol stacks: Serial communication stack and 
UPnP stack (see Fig. 7). The former implements the communications protocol be-
tween the DX-Bridge and the UI. This protocol is very simple; it only needs PHY and 
MAC layers, including some error correction capabilities like frame retransmission. 



Over these two layers, a layer named DX variable store is implemented in order to 
guarantee the consistent storing of values (note that these DX variables are "re-
sources" accessed both by the Serial Communication Stack and by the higher layer, so 
this layer has to cope with the consistent use of these shared resources). On top of 
both stacks is the UPnP service layer, which implements two threads: a DX inquiry 
loop (that gathers DX variables from the DX variable store layer) and the UPnP proc-
essing thread (responsible of gathering all the UPnP requests and generating the ap-
propriate responses). DX inquiry loop notifies when a DX variable changes in order 
to notify this change to the UPnP clients connected to the service. 

Fig. 6. UPnP services (S), Control Points (CP) for UPnP architecture. Dots indicate data flows. 

The main task of UPnP stack is the implementation of the UPnP service. This is 
composed of a set of actions (methods) and status variables that the UPnP client (con-
trol point) can invoke at any time.  

Service’s status variables are all the DX variables that are desired to be monitored: 
joystick position; button, battery, DX control unit and serial communication status, 
and so on. The UPnP Monitoring Service maintains an inquiry loop responsible for 
holding the latest values of these variables. On the other hand, these services’ status 
variables can be read by other UPnP devices in the IP network under demand (this is 
the default mode) or by a change notification event. Under this latter mode, the client 
receives an event every time the DX variable changes. When this event occurs, the 
client receives the variable name and value. 
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Fig. 7. UPnP application architecture in wheelchair’s gateway device 

Additionally, actions included in the service allow to read/write all the DX vari-
ables (not only the service’s status variables) and even some internal DX variables 
that can be identified by its DX identification number (note that all DX variables have 
an identification number). However, these hidden internal DX variables cannot be 
read by events. Additionally, there’s an action that resets the DX stack and the micro-
controller (like a warm-reset). 

Finally, the UPnP layer also implements a web interface, which allows all the 
status variables to be read and all the actions described above to be executed by 
means of a web page (see Fig. 11). As a result, the system is not only accessible as an 
UPnP device, but it could also be accessed as a simple web-controlled device. Since 
the wireless backbone IP network may be connected itself to the Internet with a Resi-
dential Gateway, remote control or maintenance via a web page is allowed. 

5   Final Remarks 

Some aspects have to be taken into account when using the wheelchair as described 
above. First, remember that commands sent by the UCM (i.e., the wheelchair’s joy-
stick) can be captured by the DX-Bridge and delivered to the user interface-UI in 
what we called the domotic mode. These commands are no longer used to control the 
wheelchair, but they are interpreted by the UI as commands to control an external 
system. Since in these cases the wheelchair acts as an UPnP host device (monitoring 
service), all these commands are transmitted through the UPnP protocol stack, includ-
ing IP. Due to the high response times of these protocols, only very simple interfaces 
can employ the monitoring service as an input device. For instance, if we want to use 
the joystick movements to control an external domotic system, the corresponding 
changes of DX variables should be sent through UPnP. Tracking the joystick move-
ments to control something similar to a mouse cursor would not be possible since it 
requires to send an event every time the DX variable changes.  

However, DX-variables containing joystick positions can be used directly for con-
trolling the user interface, since communications between the DX Bridge and the UI 
are performed through a serial/Bluetooth link and not through UPnP. For instance, in 



our prototype, the joystick can be used as a mouse to control the cursor in the PDA. 
This allows us to centralize in the PDA the control of domotic devices using the UPnP 
domotic service. For instance, browsing a few buttons using the joystick and then 
sending the selected button is a less demanding solution for UPnP communications. 
Note that this implementation is not incompatible with the possibility of using the 
monitoring service in the system. The domotic devices could activate an alarm if the 
wheelchair’s user presses an emergency button in the wheelchair’s console, for exam-
ple.In figure 8, the architecture of this modification is shown. 
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Fig. 8. Modified structure of the software in the PDA 

Another aspect that has to be taken into account is that the use of Bluetooth to 
communicate the DX Bridge to the PDA may be problematic due to possible interfer-
ences. First, due to the coexistence between Bluetooh and 802.11b links in the same 
device, Bluetooth 1.2 links are recommended because they implement adaptive fre-
quency hopping (AFH) techniques that allow coexistence with 802.11 links [16]. AFH 
works by using fewer than 79 channels in the frequency hopping mechanism if the 
Bluetooth device detects that there is interference on some of these frequencies. In 
this way, frequencies occupied by 802.11 are avoided, allowing co-existence. 
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Fig. 9. Independent Bluetooth links formed in wheelchairs 



In addition, the Bluetooth link may also suffer from other independent Bluetooth 
devices in the same area. The wheelchair may be placed in an area where other users 
have active Bluetooth links, for instance mobile phones, PDAs, MP3 players with 
headphones, or even other wheelchairs equipped with the same devices. In this case, 
every independent Bluetooth device uses its own frequency hopping sequence, so 
collisions may occur if two or more of these devices happen to choose the same fre-
quency. If the DX variables sent through the Bluetooth link have time constraints (for 
instance, if they are used to activate an alarm or to control an external device) then 
some QoS guarantees are needed. For instance, in [24] the worst-case deadline failure 
probability of Bluetooth messages is obtained as a function of the number of inde-
pendent interfering devices. Depending on the application, a number as low as 5-10 
(which may not be strange in conference halls, airports, etc.) may be unacceptable. 

time 

frequency

P1 

P2 

P1 

P2 
P2 

P1 

P2 

P1 
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6   Conclusions 

In this paper, we describe how an electric wheelchair is adapted to allow its integra-
tion in AmI Systems. The wheelchair used is a prototype from a previous project, 
which is based on a DX Bus, a de facto standard in electric wheelchairs.  We describe 
a new DX hardware module that allows the DX sub-systems to communicate with 
other devices, particularly with the user interface (in our prototype, a StrongARM®-
based PDA equipped with serial and 802.11b interfaces). We also describe the soft-
ware developed for this PDA, which is based on the UPnP architecture. The current 
prototype is able to interact with external devices in two ways: on the one hand, com-
mands sent by the wheelchair UCM (joystick) are interpreted as commands to control 
a domotic system or the like. On the other hand, DX variables can be accessed from 
external devices, both as an UPnP device, as well as via a simple web page.       



Fig. 11. Web page of the UPnP monitoring service 
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Version 1.0 

Wheelchair's gateway:   Monitoring service. 

Wheelchair's status: 

Variable Value Variable Value

DX communication OK 

UCM Status 0 PM Status 0 
Mode 0 Profile 0 
Joystick X 0 Joystick Y 0 
Battery 0 Switches 0 

Actions: 

Variable ID:  Value:

Read Reset DX Write

Previous action results: No action requested. 
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