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Randomized Convolutional Codes for
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Abstract— We study application of convolutional codes to the
randomized encoding scheme introduced by Wyner as a way of
confusing the eavesdropper over a wiretap channel. We describe
optimal and practical sub-optimal decoders for the main and the
eavesdropper’s channels, and estimate the security gap, which
is used as the main metric. The sub-optimal decoder works
based on the trellis of the code generated by a convolutional
code and its dual, where one encodes the data bits and the other
encodes the random bits. By developing a code design metric, we
describe how these two generators should be selected for optimal
performance over a Gaussian wiretap channel. We also propose
application of serially concatenated convolutional codes to this
setup so as to reduce the resulting security gaps. Furthermore,
we provide an analytical characterization of the system perfor-
mance by extending existing lower and upper bounds for coded
systems to the current randomized convolutional coding scenario.
We illustrate our findings via extensive simulations and numerical
examples, which show that the newly proposed coding scheme
can outperform the other existing methods in the literature in
terms of security gap.

Index Terms— Convolutional codes, code concatenation, turbo
codes, randomized encoding, wiretap channel, security gap.

I. INTRODUCTION

THE wiretap channel introduced by Wyner [1] is a basic
model for studying secure communications. The system

consists of one transmitter (Alice) and two receivers: a legit-
imate receiver (Bob) and an eavesdropper (Eve) connected
to the transmitter through the main and the eavesdropper’s
channels, respectively. In his original work, Wyner introduces
a metric called equivocation indicating how much information
is leaked to the eavesdropper about the original message as a
measure of its confusion and points out that a system designer
wants to make the probability of decoding error over the
main channel arbitrarily small (reliability constraint) while
the normalized mutual information 1

n I (M; Zn) goes to zero
(security constraint) where M is the transmitted message by
Alice and Zn denotes the eavesdropper’s observation. Wyner
defines the notion of secrecy capacity Cs as the maximum
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achievable transmission rate that satisfies both the security
and the reliability constraints simultaneously. He also proves
that one can achieve the secrecy capacity using a randomized
encoding scheme at the transmitter which is the main source
of confusion for the eavesdropper [1]. This encoding method
is often referred to as coset-coding and is studied further in
the subsequent literature, e.g., in [2].

Inspired by this method, application of low density parity
check (LDPC) codes to the wiretap channel is studied in [3].
The authors prove that using capacity approaching codes for
each secret message over the eavesdropper’s channel can
achieve the secrecy capacity, asymptotically. More practically,
when the main channel is noiseless and the eavesdropper’s
channel is a binary erasure channel, they point out that using
dual of an LDPC code and its cosets can satisfy the security
constraint without the need for capacity approaching codes.
Application of lattice codes in the context of physical layer
security is studied in [4] where the authors define a secrecy
gain metric which was related to the theta series of lattices and
show the amount of confusion at the eavesdropper. Without
introducing a decoding method, they evaluate the performance
of different lattices based on the secrecy gain. The confusion at
the eavesdropper in [4] is the result of using a random lattice in
addition to the lattice which is responsible for transmitting the
original message. Furthermore, the application of polar codes
to the wiretap channel is studied in [5] where the channel
polarization phenomenon of polar codes enables the proposal
of a practical coding scheme based on coset-coding which
achieves secrecy capacity when both main and eavesdropper’s
channels are binary symmetric. We emphasize that the coding
schemes proposed in [3] and [5] use an information-theoretic
metric to measure physical layer security while the authors
in [4] use an alternative one.

For the case of additive white Gaussian noise (AWGN)
channels, secrecy capacity equals to the difference between
the capacities of the main and the eavesdropper’s chan-
nels, and for it to be greater than zero the signal to noise
ratio (SNR) of the main channel must be larger than that
of the eavesdropper’s channel [6]. In this context, an impor-
tant parameter is the difference between the qualities of the
main and eavesdropper’s channels (dubbed as security gap)
needed for achieving physical layer security [7]. Small security
gaps are desirable because they make physical layer security
achievable even with a small degradation of the eavesdropper’s
channel with respect to the main one. By denoting the bit
error rates (BERs) calculated through the main and eaves-
dropper’s channels by Pmain and Peve, respectively, one can
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use alternative reliability and security constraints as follows:
Pmain ≤ Pmax

main (≈ 0) and Peve ≥ Pmin
eve (≈ 0.5) where Pmax

main
and Pmin

eve represent the maximum and minimum desired BERs
for Bob and Eve, respectively. Denoting the lowest SNR which
satisfies the reliability constraint by SNRmain and the largest
SNR which satisfies the security constraint by SNReve, the
security gap measured in dBs is defined as SNRmain −SNReve.

Several practical coding schemes aiming at reducing the
security gap have been proposed in the literature. Specifi-
cally, punctured LDPC codes are exploited for physical layer
security in [7]. Furthermore, [8] demonstrates that using non-
systematic codes obtained from scrambling information bits of
a systematic code are quite effective to reduce the security gap,
while [9] applies different techniques including scrambling,
concatenation, and hybrid automatic repeat-request to LDPC
and BCH codes in order to further reduce the security gap.

In this paper, we describe how convolutional codes can
be applied to Wyner’s randomized encoding method, evalu-
ate the performance of finite length (terminated) randomized
convolutional codes over Gaussian and binary symmetric wire-
tap channels, and provide optimal and practical sub-optimal
decoders for use at the receivers. We argue that the concept of
dual of a convolutional code plays a crucial role in this set-up.
Furthermore, we construct randomized serially concatenated
convolutional codes (RSCCCs) based on the proposed random-
ized convolutional codes. Finally, using existing algorithms for
computing the distance spectra of convolutional codes [10], we
provide lower and upper bounds on the performance of the
randomized convolutional codes in terms of codeword error
probabilities, by utilizing Seguin’s lower bound and tangential
sphere bound [11], [12].

The rest of the paper is organized as follows: the channel
model is introduced in Section II. The encoding scheme
and convolutional code design for the randomized coding
scheme are given in Section III. The optimal and several sub-
optimal decoders are presented in Section IV. Development
of randomized serially concatenated convolutional codes is
studied in Section V. Lower and upper bounds on the error
rate performance of the proposed system are developed in
Section VI. Extensive numerical examples are provided in
Section VII, and finally, the paper is concluded in Section VIII.

II. CHANNEL MODEL

For the Gaussian case, we assume that both the main
and eavesdropper’s channels are additive white Gaussian
noise (AWGN) channels and express the input-output rela-
tionship for a single use of the channel as y = x + N where
x = (−1)c is the binary phase-shift keying (BPSK) modulated
version of the transmitted bit c. N represents the Gaussian
noise with zero mean and variance N0/2. We also assume that
different noise components are independently and identically
distributed (i.i.d.). In this set-up SNR (Es/N0) equals Eb R/N0
where Eb denotes the energy per bit and R is the transmission
rate. We emphasize that this model is used for both the
main and eavesdropper’s channels (with different noise power
levels).

For the binary symmetric channel (BSC) case, both channels
are BSC with different cross-over probabilities.

III. RANDOMIZED CONVOLUTIONAL CODES–ENCODING

A. Randomized Encoding Method

To construct a randomized encoding scheme which aims
to confuse the eavesdropper, we assign a coset to each mes-
sage being transmitted. To transmit a k-bit message we need
2k cosets. Suppose that there are 2r codewords in each coset.
Then, we need a linear code of length n and dimension at
least k + r (assuming k + r ≤ n) which we call the big code
to cover all the codewords. In this manner, each coset consists
of a unique set of codewords and no n-tuple can be found
which belongs to more than one coset. We choose a terminated
convolutional code C (n, r) (with length n and dimension r )
as the first coset which we call the small code with genera-
tors g1, g2, ..., gr where the gi ’s are 1×n vectors. To generate
the remaining 2k−1 cosets with unique codewords, we identify
linearly independent n-tuples outside C which we denote
by h1, h2, ..., hk .

A message denoted by data bits s = [s1, s2, ..., sk] is
mapped to the coset obtained by s1h1 + s2h2 + ... + skhk + C
which makes the transmission rate R = k/n. Finally, the
transmitted codeword c of length n is determined by choosing
a random codeword in C which is done using a random vector
denoted by v = [v1, v2, ..., vr ] (where vi ’s are i.i.d. 0’s and 1’s
each with probability 1/2) as follows [3]

c = s1h1 + s2h2 + ... + skhk + v1g1 + v2g2 + ... + vr gr . (1)

This method requires two sets of generators to encode the
message: one for random bits (vi ’s) and one for data bits (si ’s).
It is desirable to select the hi ’s and the gi ’s such that the
reliability and security constraints are satisfied.

Given the generators of C (gi ’s), obtaining hi ’s requires an
exhaustive search which is not practical for medium to large
length codes. Here, we introduce a practical way to attack this
problem by first defining what we refer to as pseudo-self-dual
codes.

Definition 1: A linear code C (n, r) with generator matrix G
is called pseudo-self-dual if GGT is rank-deficient.

Theorem 1: Suppose C ⊥(n, n − r) is the dual of linear
code C (n, r). The non-zero codewords of C ⊥ and C are
different if C ⊥ is not pseudo-self-dual.

Proof: Let us denote the generator matrices of C and C⊥
with G and G⊥, respectively. Assume that there is a non-
zero codeword that belongs to both of these codes, so there
should be non-zero vectors u and v such that uG = vG⊥.
Right multiplying both sides with (G⊥)T , we obtain
uG(G⊥)T = vG⊥(G⊥)T which results in vG⊥(G⊥)T = 0
since C and C ⊥ are duals of each other. But the last equality
is in contradiction with the assumption that C⊥ is not pseudo-
self-dual concluding the proof.

We recall that two conditions need to be satisfied for hi ’s:
1) they should not be codewords in the small code C ; 2) they
should be linearly independent. Using Theorem 1, by choosing
generators of C⊥ as the hi ’s, the first condition is satisfied
if C ⊥ is not pseudo-self-dual, and the second condition is
satisfied since they are generators of a linear code (C⊥).

Theorem 1 implies that it is not always possible to use gen-
erators of C⊥ to construct the cosets of C . As an example, let
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us consider the small code C to be a single parity check (SPC)
code (n = 8, k = 7, dmin = 2). C ⊥ is then the repetition
code (n = 8, k = 1, dmin = 8) which has only one generator:
G⊥ = [1 1 1 1 1 1 1 1]. But this generator is a codeword in C
which means using it in (1) only reproduces the small code C
and will not result in a new coset. In this example, we note
that G⊥(G⊥)T is rank-deficient, i.e., C ⊥ is pseudo-self-dual.

We note that one of the main motivations for using convolu-
tional codes is that the big code formed by two convolutional
codes (C and C⊥) is another convolutional code as will be
discussed in Section IV-B.2. Hence, their trellis structures
enable us to propose efficient sub-optimal decoders which
are necessary in practice. Furthermore, one can extend this
idea to develop randomized concatenated convolutional codes
for use in physical layer security (see Section V). Finally, by
utilizing the distance spectra of convolutional codes [10], we
can obtain lower and upper bounds on the codeword error rates
in the randomized encoding setup (see Section VI) which are
important for a theoretical characterization of the performance
at the eavesdropper and the main user, respectively.

B. Dual of a Convolutional Code

Based on Theorem 1, we can use the dual of a convolutional
code for the randomized encoding scheme if it is not pseudo-
self-dual. In this subsection, we describe how the dual of a
convolutional code can be obtained in a systematic way.

For a binary convolutional encoder of rate a/b and mem-
ory m, the information sequence u = u0u1u2... (ui ’s are 1×a)
and the encoded sequence v = v0v1v2... (vi ’s are 1×b) satisfy

vt = ut G0 + ut−1G1 + ... + ut−mGm (2)

where Gi is an a × b binary matrix. That is, one can write
v = uG with

G =
⎡
⎢⎣

G0 G1 . . . Gm
G0 G1 . . . Gm

. . .
. . .

. . .

⎤
⎥⎦. (3)

The generator matrix of the dual code which is of rate (b−a)/a
can be written as

G⊥ =

⎡
⎢⎢⎣

G⊥
0 G⊥

1 . . . G⊥
m⊥

G⊥
0 G⊥

1 . . . G⊥
m⊥

. . .
. . .

. . .

⎤
⎥⎥⎦ (4)

with G(G⊥)T = 0 where m⊥ denotes the memory of the dual
code. We now restate a result from [13].

Definition 2: The reverse of a convolutional code C with
polynomial generator G(D) = G0 + G1 D + ... + Gm Dm is
defined as the convolutional code C̃ with polynomial generator
G̃(D) = Gm + Gm−1 D + ... + G0 Dm .

Theorem 2: (Taken from [13]) The dual of a convolutional
code C with polynomial generator G(D) has a polynomial
generator of the form H̃(D) where G(D)(H(D))T = 0.

Proof: For completeness, we provide a brief proof of this
result. Let G(D) = G0 + G1 D + ... + Gm Dm and denote
the polynomial generator of its dual C⊥ by G⊥(D) = G⊥

0 +
G⊥

1 D+...+G⊥
m⊥ Dm⊥

. The polynomial generator of the reverse

of C ⊥ is determined as G̃⊥(D) = G⊥
m⊥ + G⊥

m⊥−1
D + ... +

G⊥
0 Dm⊥

. Consider

G(D)(G̃⊥(D))T

= G0(G⊥
m⊥)T + (G0(G⊥

m⊥−1)
T

+G1(G⊥
m⊥)T )D + · · · + Gm(G⊥

0 )T Dm+m⊥
(5)

One can see that the coefficients of Di (for all i ’s) in (5)
are elements of the matrix G(G⊥)T which are zero since
G and G⊥ are duals of each other, i.e., G(D)(G̃⊥(D))T = 0
which results in H(D) = G̃⊥(D) or equivalently, G⊥(D) =
H̃(D) concluding the proof.

To use Theorem 2, we need to compute H(D) based on
G(D) such that G(D)(H(D))T = 0. A straightforward way is
to convert G(D) to systematic form by row operations. Having
Gsys(D) = [Ik|P(D)] one can write Hsys(D) = [PT (D)|In−k ]
where I is the identity matrix and some elements of Hsys(D)
are rational functions of D. Multiplying Hsys(D) by a suitable
polynomial will remove the denominators and will result
in H(D).

As a simple example, if G(D) = [1 + D + D2 1 + D2]
then H(D) = [1 + D2 1 + D + D2]. Using Theorem 2,
we get G⊥(D) = H̃(D) = [1 + D2 1 + D + D2]. Hence,
the dual of a [7 5]1 convolutional code with memory 2 is the
[5 7] code. Similarly, the dual of [117 155] with memory 6
is [133 171]. For these two cases, one can also verify that
G⊥ is not pseudo-self-dual which makes them suitable for the
proposed encoding scheme.

C. Obtaining a Subset of Convolutional Codes

As discussed in Section III-A, the codewords in each coset
represent a single message and are aimed at confusing the
eavesdropper. If the main channel is noiseless, we are not
concerned with the decoding process at the legitimate receiver,
and we only want to confuse the eavesdropper. In this case, it is
desirable to use as many codewords as possible in each coset.
If the main channel is also noisy, then one should consider
reducing the number of codewords in each coset in order
to increase the error correction capabilities at the legitimate
receiver. As discussed in Section III-A, the number of code-
words in each coset is governed by the small code C (n, r)
introduced in Section III-A and equals 2r assuming that the
random bits are being encoded by generators of the small code.

Let C be a convolutional code of rate a/b with the generator
matrix G(D) with a rows. After finding the equivalent genera-
tor matrix G[k](D) to G(D) with rate ka/kb for k = 2, 3, . . . ,
one can obtain a subset of C by choosing different rows
from the ka available rows of G[k](D). Clearly, the resulting
convolutional code has a smaller rate than C and it offers
improved error correction capabilities.

We now explain how one can obtain an equivalent gen-
erator matrix G[k](D) with rate k/bk, k = 2, 3, . . . for a
convolutional code with generator matrix G(D) of rate 1/b.
The extension of the method to the general case (for a rate
a/b code) is quite straightforward. G[k](D) accepts k input bits

1Throughout this paper, we denote convolutional codes with octal notation.
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in each time slot. The input bits ui ’s are fed to the encoder in
the following manner

. . . ui+3k−1 ui+2k−1 ui+k−1 → g1

. . . ui+3k−2 ui+2k−2 ui+k−2 → g2
...

...
...

...
. . . ui+2k+1 ui+k+1 ui+1 → gk−1
. . . ui+2k ui+k ui → gk

. . . D2 D 1

(6)

where “→ gi” means that the bits are being fed to a specific
generator gi (a row of G[k](D)), and the last row denotes the
delay associated with the input bits in each column. We denote
the output of the encoder corresponding to G(D) to the input
ui+ f by v f whose elements are v f, j where 0 ≤ f ≤ k − 1
and 1 ≤ j ≤ b. Furthermore, we consider the corresponding
output of G[k](D) to the input vector [ui ui+1 . . . ui+k−1]
as

[
o0 o1 . . . ok−1

]
where each o f is a vector consisting of

b sequences, and each sequence is the sum of the delayed ui ’s
produced through the k generators within the structure in (6).
G[k](D) and G(D) are equivalent if

v f = ok− f −1, 0 ≤ f ≤ k − 1 (7)

where v f = ui+ f G(D) which is known since G(D) is given.
We note that each element of oi is produced by a column
of G[k](D). Hence, each of the bk equations in (7) determines
the suitable k generators, gi ’s, 1 ≤ i ≤ k needed for the
corresponding column of G[k](D).

Example 1: Consider the [561 753] convolutional code of
memory m = 8 and rate 1/2, i.e., G(D) = [1 + D2 + D3 +
D4 + D8, 1 + D + D2 + D3 + D5 + D7 + D8]. Following
the same steps described above, we can obtain the equivalent
generator matrix of G(D) with rate 4/8:

G[4](D) =
⎡
⎣

p(D) 1+D2 0 1+D 1 1 1 1+D
D D+D2 p(D) 1+D2 0 1+D 1 1
D D D D+D2 p(D) 1+D2 0 1+D
0 D+D2 D D D D+D2 p(D) 1+D2

⎤
⎦ (8)

where p(D)=1+ D + D2. One can use any subset of the rows
of G[4](D) as the generator matrix. We note that the resulting
subset will have a smaller rate than the original code C . For
example, if we choose only one of the rows of G[4](D) as the
generator matrix, the resulting code will have a rate of 1/8. �

D. Convolutional Code Design for the Randomized Scheme

Earlier in this section, we discussed how a small code and
its dual can be used to form the big code. Since both the small
code and its dual are assumed to be convolutional codes, the
big code is also a convolutional code. Clearly, the minimum
pairwise distance among the codewords in each coset with
respect to a specific codeword is larger than (or equal to)
the minimum distance of the big code with respect to the
same codeword. So, the codewords at minimum distance in
the big code belong to different cosets and assuming that a
minimum distance decoder is being used, they are important
sources of decoding errors. Hence, a design metric becomes
the minimum pairwise distance among the codewords of the
big code which controls the error correction capability of the

minimum distance decoder. In practice, one should choose this
distance in a way that results in the smallest security gap.

If one uses a convolutional code C (n, r) (small code) to
encode the random bits and its dual C⊥(n, n − r) to encode
the data bits, the big code will consist of all the 2n n-tuples
(ignoring trellis termination to zero state for the time being); a
fact that results in the lowest possible minimum distance (one)
for the big code. In this case, performance of the minimum
distance decoder is poor from the legitimate receiver’s point of
view. Alternatively, one can use the approach described in the
previous subsection to obtain a subset of C (n, r) denoted by
C ′(n, r ′) where r ′ < r , i.e., using C ′ and C ⊥ to encode random
and data bits, respectively, the big code will have r ′ + n − r
many generators which is less than n; hence, the resulting big
code can achieve a larger minimum distance. We note that in
either case the data transmission rate is (n − r)/n since the
data bits’ encoder is the same.

Consider the small code C to be a convolutional code of
rate R = b/c with minimal-basic generator matrix G(D) [13].
Equivalent generator matrices to G(D) which reproduce C are
obtained by G2nd (D) = T(D)G(D) where T(D) is a b × b
full rank matrix. Then, instead of working with G(D), one
may use G2nd (D) in Section III-C to obtain new subsets of C
and consequently new generators for random bits. Different
choices for T(D) result in different generators for random
bits. It is clear that different generators for random bits, result
in different sets of codewords in each coset and consequently
possibly different minimum distances for the big code. In the
next example, given the encoder for data bits, we search for
an encoder for random bits which results in a big code with
a large minimum distance.

Example 2: Let us choose the small code C as the convo-
lutional code [561 753] which is the same code given earlier
in Example 1. Its dual C ⊥ is the optimal convolutional code
(in terms of minimum distance) of memory 8 and rate 1/2 with
the generator [657 435]. If one uses generators of C⊥ and C
to encode data and random bits, respectively, the resulting
big code will have a minimum distance of 2 (they do not
cover all the n-tuples because of the trellis termination to zero
state). However, if one uses generators of C⊥ for data bits and
[D D D D + D2 p(D) 1 + D2 0 1 + D] for random bits
which is a subset of C as derived in Example 1, the big code
will attain a minimum distance of 6.

We can improve the minimum distance even more by using
G[4]

2nd(D) = T(D)G[4](D) where G[4](D) is the same as (8)
and the 4 × 4 matrix T(D) is given by its polynomial inverse

T−1(D) =

⎡
⎢⎢⎣

1 + D D D 1 + D
D D2 + 1 1 D
D D 1 + D D

1 + D 1 D D

⎤
⎥⎥⎦. (9)

After some straightforward algebra, one can calculate
G[4]

2nd(D) (which is 4 × 8) and obtain one of its rows as

[D5 + D4 + D3 D5 + D3 + D2 D4 + D3 D5 + D

D5 + D4 + D3 + D2 + D + 1 D5 + D3 + D2 + D + 1

D3 + D2 D3 + D2 + 1]. (10)
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Using C ⊥ and (10), we obtain a big code with minimum
distance 10. Here, it is clear that data bits are encoded with
rate 1/2 while the random bits’ encoding rate is 1/8. We note
that the code C⊥ has a minimum distance of 12 which is an
upper bound on the minimum distance of the big code. �

IV. DECODING METHODS

A. Optimal Decoder

Given a received noisy vector y, the optimal maximum
a posteriori probability (MAP) decoder picks a coset index
which maximizes the probability p(Ci |y) where Ci denotes
the i th coset. Assuming that there are M cosets which repre-
sent M messages and in each of them there are N codewords,
the output of the MAP decoder is

î = argmax
i=1,2,...,M

p(Ci |y) (11)

Using Bayes’ rule and the total probability theorem (assuming
that the codewords in each coset have equal probabilities to
be transmitted), we can write

p(Ci |y) = p(y|Ci)p(Ci )

p(y)
, p(y|Ci) = 1

N

N∑
j=1

p(y|c j i), (12)

where c j i denotes the j th codeword in the i th coset. Finally,
for an AWGN channel and equiprobable cosets, the MAP
decoder has the form

î = argmax
i=1,2,...,M

N∑
j=1

e
−‖y−c j i‖2

2σ2 , (13)

where σ 2 = N0/2. Note that for the main and eavesdropper’s
channels the noise variances are different, hence the resulting
optimal decoding rules are different.

For the case of a binary symmetric channel with cross over
probability p

p(y|c j i) = (1 − p)n
( p

1 − p

)dH (y,c j i )
(14)

where dH (y, c j i) is the Hamming distance between the
received vector y and the codeword c j i . In this case, the
optimal decoding rule is obtained from (12) as

î = argmax
i=1,2,...,M

N∑
j=1

( p

1 − p

)dH (y,c j i )
. (15)

We note that for MAP decoding, one goes through all the
codewords in all the cosets making the algorithm prohibitively
complex to be implemented in practice. However, this process
can be used for toy examples with small code lengths. For
instance, the performance of the optimal decoder is shown for
a Reed-Muller code of length 16 in Fig. 1 for the AWGN
channel (along with the performance bounds which will be
introduced in Section VI). We emphasize that this is introduced
as a toy example only. We will provide examples of good codes
with low security gaps in Section VII.

Fig. 1. Performance of the MAP decoder in (13) over an AWGN chan-
nel using a Reed-Muller code of length 16 to encode the messages. The
number of cosets or messages is 25 each of which contains 211 codewords
(n = 16, r = 11, k = 5).

B. Sub-Optimal Decoders

Implementation of the optimal decoder for the randomized
encoding scheme is formidable in practice, hence here we
consider several sub-optimal alternatives.

1) Binary Gaussian Elimination: The encoding scheme in
Section III-A can be written in matrix form. Suppose G is
the generator matrix of the small code C (n, r). We form a
matrix H whose rows are k linearly independent n-tuples
h1, h2, ..., hk outside C . Therefore, as in [3] one can write
the transmitted codeword as follows

x = [s v]GB, GB =
[

H
G

]
. (16)

Motivated by this, a decoding approach becomes performing
hard decisions on the received vector to obtain a binary vector
which will be denoted by x̂, forming [GB |x̂T ], and through
binary Gaussian elimination obtaining [I|xT

d ] where I is the
identity matrix. The first k bits of xd are the decoded versions
of the message s.

This decoding method ignores the available soft information
and may not result in a good performance, however it is
a general method, i.e., given the generator matrices for the
random and data bits (G and H), it can be applied to any kind
of codes. Specifically, low density generator matrix (LDGM)
codes introduced in [14] are systematic codes with generator
matrices of the form G = [Ik×k |Pk×(n−k)] where P is a sparse
matrix. Hence, given one of G or H, the other can be obtained,
and the binary Gaussian elimination can be used for the present
setup with ease.

2) Trellis Based Decoding: When the Euclidean distances
among the codewords in each coset are relatively large or when
the SNR is sufficiently high, the summations (13) and (15)
are dominated by terms which correspond to codewords at
the minimum Euclidean distance to the received vector y.
Therefore, as an approximate decoding approach, one can
find the codeword at the minimum Euclidean (or, Hamming)
distance to the given received noisy vector (referred to as
the minimum distance decoder). Since at high SNRs, most
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Fig. 2. The encoder for the SCCC.

Fig. 3. The encoder for dual of the SCCC in Fig. 2.

errors will be due to closeby codewords, we expect that the
performance of this decoder will be close to that of the optimal
decoder in this regime.

Following with the development in Section III, we recall that
the encoding process needs two convolutional codes whose
trellises can be combined to form a trellis for the big code
governing codewords obtained by (1), i.e., the codewords that
are being sent through the channel. This “big” trellis enables
us to find the minimum distance codeword to the output of
the channel y by applying the Viterbi algorithm.

V. RANDOMIZED SERIALLY CONCATENATED

CONVOLUTIONAL CODES (RSCCCS)

In this section, we construct a new class of codes,
namely, randomized serially concatenated convolutional codes
(RSCCCs), by utilizing the results of Sections III and IV-B.2.
We note that SCCCs exhibit very sharp slopes in their BER
performances [15], and therefore, they are potential candidates
to achieve small security gaps.

A. Encoding

Figure 2 depicts an SCCC which consists of two recursive
systematic convolutional (RSC) codes. Here, the outer RSC
code (abbreviated as RSC1) encodes the information sequence,
i.e., uk’s where 1 ≤ k ≤ K/2. The resulting codeword is
permuted, and then it is fed to the inner RSC code (RSC2) to
generate the final codeword.

One needs to obtain the dual of the code in Fig. 2 in
order to adapt it for the randomized scheme. This can be
accomplished by replacing each RSC code with its corre-
sponding dual as illustrated in Fig. 3. We note that using
Theorem 2, if G(D) = [1 g2(D)

g1(D) ], then G⊥(D) = [1 g̃1(D)
g̃2(D) ].

Therefore, we are able to use one of the encoders in
Figs. 2 and 3 to encode the random bits and the other for
the data bits. Assuming c1 = [v1, q1, v2, q2, . . . , vK , qK ] and
c2 = [v ′

1, q ′
1, v

′
2, q ′

2, . . . , v
′
K , q ′

K ], the transmitted codeword is
the modulo-2 sum of these two codewords, i.e., c = c1 +c2 =
[v1 + v ′

1, q1 + q ′
1, v2 + v ′

2, q2 + q ′
2, . . . , vK + v ′

K , qK + q ′
K ].

B. Decoding

The optimal MAP decoding rule for RSCCCs is the same
as (13) which is not practical. In this section, we propose a
sub-optimal decoder which jointly decodes the random and
data bits (i.e. ui ’s and u′

i ’s) by generalizing the decoder

Fig. 4. Iterative decoder for the randomized encoding scheme where one of
the encoders in Figs. 2 and 3 encodes the random bits and the other encodes
the data bits.

introduced in [15] for SCCCs. For this purpose, for the
component convolutional codes, the MAP decoding rule is
given by

(ûl , û′
l) = argmax

(ul ,u′
l )

P
(
(ul , u′

l)|y
)

(17)

where y is the received signal and (ul, u′
l ) ∈ {00, 01, 10, 11}.

Joint probabilities P
(
(ul , u′

l)|y
)

are computed using

P
(
(ul = k, u′

l = j)|y) =
∑
Ukj

p(sl−1 = s′, sl = s, y) (18)

where (k j) ∈ {00, 01, 10, 11} and Ukj is set of pairs (s′, s)
for the state transitions (sl−1 = s′) → (sl = s) whose corre-
sponding input labels are k j . Using the BCJR algorithm [15],
such probabilities are computed efficiently.

Fig. 4 illustrates the iterative decoder for RSCCCs. The
constituent decoders utilize the big trellis introduced in
Section IV-B.2, and they exchange information on the pair of
bits (bi , b

′
i ) introduced in Figs. 2 and 3. Specifically, M12 and

M21 are of the form
[

log(pe
00) log(pe

01) log(pe
10) log(pe

11)
]

where pe
kj denotes the extrinsic probability that (bi , b

′
i ) =

(k, j). We refer the readers to [16] for details.

VI. PERFORMANCE BOUNDS

In order to provide a theoretical assessment of the decoder
performance in the randomized encoding scheme, we establish
bounds on the resulting error rates. Specifically, we obtain
lower and upper bounds on the error rates which indicate
the best performance of the eavesdropper and the worst
performance of the legitimate receiver, respectively, which are
important from a design and analysis point of view.

A. Assumptions

As mentioned in Section III-A, the adopted randomized
scheme maps each message to a coset of codewords. Hence,
in contrast to conventional encoding, the decision region for
each message is not just a simple Voronoi region around the
transmitted codeword. This fact results in further complica-
tions in calculating the corresponding ML decoding bounds.
To proceed, we define the notion of favorable codewords.

Definition 3: Suppose ci j which is the i th codeword in the
j th coset is sent through the channel. We call all the other
codewords in the j th coset favorable to ci j .

Known bounds on the ML decoding performance of linear
codes can be applied to the randomized encoding scheme by
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making the following assumption: considering transmission
of ci j , we ignore all the favorable codewords to ci j , i.e.,
neglect part of the correct decision region, and compute lower
and upper bounds on the performance of decoders in the
randomized encoding scheme accordingly.

Theorem 3: Let ci j be the i th codeword in the j th coset and
denote the distance spectrum of the code C with respect to ci j

by DSC {ci j }, and the distance spectrum of the big code (bc)
after ignoring the favorable codewords with respect to ci j by
DS{ci j }. Then DS{ci j } = DS{clk}, i 
= l and j 
= k, if the
big code (bc) and the small code (sc) are both linear.

Proof: The distance spectrum of the big code with respect
to ci j after ignoring the favorable codewords can be written as
DS{ci j } = DSbc{ci j } − DScoset j {ci j }, i.e., for each distance
d ≥ 1 subtract the numbers of codewords with distance d in
DSbc{ci j } and DScoset j {ci j } from each other. Since the big
code is linear DSbc{ci j } = DSbc{clk}. The linearity of the
small code results in DSsc{c11} = DSsc{ci1}. Furthermore,
coset j obtained by adding a unique codeword to the small
code which does not have any effect on the distance spectrum,
namely, DScoset j {ci j } = DScoset k{clk} = DSsc{c11}, hence
DS{ci j } = DS{clk} concludes the proof.

By using Theorem 3, it is possible to compute the dis-
tance spectrum of the big code after ignoring the favorable
codewords by considering only the all-zero codeword as the
transmitted codeword, via the distance spectra of the small and
big codes. Once the distance spectrum is computed, we utilize
it with the existing bounds on ML decoding performance
to obtain performance bounds for the randomized encoding
scheme. If both the small and big codes are convolutional, their
distance spectra can be obtained through efficient algorithms
(e.g., [10]) based on their state transition matrices computed
using their trellis representations.

We note that the derived bounds are applicable to other
randomized coding setups as well (once the appropriate weight
distributions are known). For instance, one can easily obtain
lower bounds on the error rates of LDPC coded systems (e.g.,
as in [3]) in a straightforward manner as only a subset of
codewords with small weights are needed in the computation.

B. Performance Lower Bounds

We first note that the assumption made in Section VI-A,
namely, ignoring part of the correct decision region, results in
approximate lower bounds. However, since the distance of a
codeword to its favorable codewords is typically much larger
than its distance to the other codewords (see Section III-D),
the ignored correct decision region would have a negligible
impact on the final result.

We use Seguin’s bound [11] to provide a lower bound on
the decoder performance which states that the probability of
error given that the signal su is transmitted through an AWGN
channel with variance N0/2, denoted by P(ε|su), is lower
bounded as

P(ε|su) ≥
∑
i 
=u

Q2(
√

2Dui Es/N0)∑
j 
=u �(ρi j ,

√
2Dui Es/N0,

√
2Du j Es/N0)

(19)

where Dui is the Hamming distance between codewords u
and i , Es/N0 is the SNR, Q(·) is the right tail probability of
standard Gaussian distribution, and

�(ρ, p1, p2)

= 1

2π
√

1−ρ2

∫ ∞

p1

∫ ∞

p2

ex p(− x2 − 2ρxy + y2

2(1 − ρ2)
)dxdy (20)

with ρi j defined as

ρi j = w((ci + cu)(c j + cu))√
w(ci + cu)w(c j + cu)

(21)

being the correlation between two codewords ci and c j given
that cu is transmitted. w denotes the Hamming weight of a
sequence.

It is clear from (19) that one can obtain a lower bound
by taking only a subset of codewords into account; in other
words, one does not need the entire distance spectrum to obtain
a lower bound. Besides, as noted in [18], the codewords at
the minimum distance and the corresponding ρi j ’s play an
important role on the tightness of this bound. Finally, for the
case of a BSC, we use the lower bound proposed in [19].

C. Performance Upper Bounds

Similar to the lower bound, we ignore the favorable code-
words for obtaining an upper bound on the error rates of the
randomized encoding scheme. The resulting bound in this case
is a true bound (not an approximation) on the performance of
the maximum likelihood decoder since we ignore part of the
correct decision region.

There are many upper bounds on the ML decoding per-
formance of coded systems in the literature; to name two
important ones, we cite the Duman-Salehi bound [20] and
the tangential sphere bound (TSB) [12]. For a detailed review
of the ML performance bounds, see [21]. Here, we adapt a
version of the bound in [12] given by

P(ε) ≤
∫ ∞

−∞
e
− z2

1
2σ2

√
2πσ

{ ∑

k≤ nr2
0

n+r2
0

{
Sk

∫ rz1

βk(z1)

e
− z2

2
2σ2

√
2πσ

∫ r2
z1

−z2
2

0
fV (v)dvdz2

}
+ 1 − γ (

n − 1

2
,

r2
z1

2σ 2 )

}
dz1

(22)

where Sk is the number of codewords with Hamming weight k,
βk(z1) = (

√
n − z1)/(

√
n/k − 1), rz1 = r0(

√
n − z1), r0 is the

optimal value of rz1 computed in [12] and

fV (v) = v
n−4

2 e
− v

2σ2

2
n−2

2 σ n−2 	( n−2
2 )

, v ≥ 0,

γ (a, x) = 1

	(a)

∫ x

0
ta−1e−t dt, a > 0, x ≥ 0. (23)
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For the case of a BSC, we use what is called the S
bound (SB) given in [12]

P(ε) ≤
2(m0−1)∑

w=d

Sw

m0−1∑
η=tw

(
w

η

)
pη(1 − p)w−η

m0−η−1∑
k=0

(
n − w

k

)
pk

(1 − p)n−w−k +
n∑

t=m0

(
n

l

)
pl (1 − p)n−l (24)

where tw = 
w/2� and m0 is the smallest integer such that

2m∑
w=d

Sw

m∑
η=tw

(
w

η

)(
n − w

m − η

)
≥

(
n

m

)
. (25)

D. A Simple Example

As an example the performance of lower and upper bounds
introduced in Sections VI-B and VI-C for a Reed-Muller code
is shown in Fig. 1 which indicates a good match between the
bounds and simulated performance of the optimal decoders.
We will provide further examples for more practical codes
(considering both AWGN and binary symmetric channels)
with competitive security gaps in the next Section.

VII. NUMERICAL EXAMPLES

In this section, we provide numerical examples on the
performance of the sub-optimal decoders introduced in
Sections IV-B.1, IV-B.2 and V-B, the theoretical bounds
introduced in Section VI and different code designs for cases
with noiseless or noisy main channels. For all the examples,
n denotes the length of the codewords in the big code, k is
the number of data bits and r is the number of random bits.

A. Noiseless Main Channel

We first assume that the main channel is noiseless and
the eavesdropper’s channel is an AWGN or binary symmetric
channel. As discussed in Section III-D, for this scenario, the
only task is to confuse the eavesdropper without worrying
about the decoding process at the legitimate receiver. This can
be accomplished by constructing a big code which consists
of all the n-tuples by using all the generators of the small
code C (n, r) to encode the random bits and generators of its
dual C ⊥(n, n − r) for the data bits (see section III-D).

Fig. 5 illustrates the message error rates for the randomized
encoding scheme using terminated convolutional codes of
memory 2. Comparing the two sub-optimal decoders intro-
duced in Section IV-B, we observe that the performance of
the trellis based decoder is always better than that of the
binary Gaussian elimination decoder. Also TSB and Seguin’s
bounds are quite tight and all the curves meet at high SNRs
as expected. We note that the Seguin’s bound is obtained by
considering the codewords at the minimum Hamming distance
and calculating the correlations among them, while the TSB
uses the entire distance spectrum. Furthermore, Fig. 6 shows
the performance of the bounds and the minimum distance
decoder over a BSC where the lengths of the data and random
bit sequences are both 50.

As a second example, we construct the randomized encod-
ing scheme using terminated convolutional codes of memory 6.

Fig. 5. Performance of the sub-optimal decoders introduced in Section IV-B
and the bounds in Section VI when a [7 5] convolutional code with its
dual [5 7] is used with n = 204 and k = r = 100.

Fig. 6. Performance of the minimum distance decoder and the bounds
introduced in Section VI over a BSC with a [7 5] convolutional code and its
dual. n = 104 and k = r = 50.

As shown in Fig. 7, the performance of binary Gaussian
elimination is almost the same as the one in Fig. 5, however,
performance of the trellis based decoder is improved substan-
tially due to the increase in the minimum distance of the big
code.

Seguin’s bound relies on low weight codewords to
provide tight lower bounds on the performance of the
ML decoders [18]. We note that the lower bound in Fig. 7 is
not as tight as the one in Fig. 5 because the minimum distance
of the big code in Fig. 7 is 2 while it is 1 in Fig. 5. Finally,
TSB is not included in Fig. 7 because the state transition
matrix of the big code is (64×64)×(64×64), and calculating
the entire distance spectrum which is required for the TSB is
not computationally feasible.
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Fig. 7. Performance of the sub-optimal decoders using convolutional
codes [117 155] and [133 171] with memory m = 6. n = 212 and
k = r = 100.

Fig. 8. Bit error probability for 3 convolutional codes with different memory
sizes (m). k = 100, r = 100 and n = 200 + 2m. Trellis termination is used.

Fig. 8 shows the bit error rate results when the trellis
based (minimum distance) decoder is used for randomized
convolutional codes of different lengths. We emphasize that
the performance of memory 6 and 8 codes is better than that
of memory 2 because the minimum distance of the big code
for these two cases is 2 while it is only 1 for the for the latter.

B. Noisy Main Channel

We now assume that both the main and eavesdropper’s
channels are noisy. Therefore, the generators for random and
data bits should be selected in a way that results in low security
gaps. We consider AWGN channels. In Section III-D, we have
described how the number of codewords in each coset in the
randomized encoding scheme can be reduced to obtain a big
code with larger minimum distances to improve the decoding
performance.

To evaluate the performance of the proposed randomized
convolutional coding solution, we show the BER at the eaves-
dropper (Pmin

eve ) as a function of the security gap in Fig. 9
where the convolutional code [657 435] of rate 1/2 is used for

Fig. 9. Bit error probability of the eavesdropper versus the security gap
(for Pmax

main = 10−5) when the convolutional code [657 435] encodes the
data bits for 3 different codeword lengths and two different random bit
encoders in (26) and (28). Results corresponding to the optimized punctured
LDPC codes reported in [8] and [9] are also included for comparison.

data bits and a subset of its dual for random bits. Specifically,
we use the following generator with rate 1/8 and memory 4
to encode the random bits
[
D3 + 1 D4 + 1 D4 + D3 + D2 D4 + D3 + D + 1

D3 + D2 + D D3 D3 + D2 D3 + D2 + 1
]

(26)

which is obtained using the ideas in Section III-C with

T−1(D) =

⎡
⎢⎢⎣

1 D2 1 1
D 1 1 1
1 1 1 D
1 1 D 1

⎤
⎥⎥⎦. (27)

We note that the resulting big code has a minimum distance
of 8. One can increase this distance to 10 by using the
following encoder of rate 1/8 and memory 5 for the random
bits (which is another subset of the dual of [657 435])
[
D4 + D3 + 1 D3 + 1 D5 + D4 + D2 + D + 1 D4

D5 + D4 + D3 + D2 D4 + D2 + 1

D5 + D4 + D3 + D2 + D + 1

D5 + D4 + D2 + D
]
. (28)

Fig. 9 demonstrates that for high BER values at the eavesdrop-
per (Pmin

eve > 0.45), the proposed randomized convolutional
codes result in lower security gaps compared to the punctured
LDPC codes. On the other hand, punctured LDPC codes
outperform the randomized convolutional codes for lower
Pmin

eve values.
Figs. 10 and 11 demonstrate the performance of RSCCCs

and the scrambling approach reported in [8] for physical layer
security. The component code for RSCCCs in all the cases
is [1 7/5] whose dual is obtained as [1 5/7], and the number
of iterations is set to 10 for the iterative decoder. We use the
S-random interleaver introduced in [22]. Fig. 10 illustrates that
increasing the code length is effective for reducing the security
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Fig. 10. Pmin
eve versus the security gap (for Pmax

main = 10−5) for RSCCCs of
different lengths. The results obtained using scrambling [8] are also included
for the sake of comparison.

Fig. 11. BER curves corresponding to some of the codes used in
Figs. 9 and 10 where RC stands for randomized convolutional coding scheme.

gaps offered by the randomized SCCC scheme. Furthermore,
for similar (and large enough) code lengths (around 8000)
and similar code rates (close to 1/4), a scrambled RSCCC
results in a 0.1 dB lower security gap compared to a scrambled
BCH code (which, to the best of our knowledge, is the best
existing scheme in the literature to date as far as the security
gap is concerned). Fig. 11 demonstrates the bit error rate
curves for some of the schemes presented in Figs. 9 and 10
with the lowest security gaps.

The main idea in scrambling is to multiply a non-singular
k×k binary scrambling matrix S with the information vector u
of length k before it gets encoded by a linear code. Both the
legitimate receiver and the eavesdropper know S completely
and multiply the decoded sequence with S−1 to obtain the
message bits. An achievable theoretical security gap for the
case where a scrambler is used along with a channel code
is computed in [23]. As an example, for Pmin

eve ≈ 0.499 and
for the parameters of the scrambled RSCCC in Fig. 10, the
achievable security gap is about 1.24 dB which is close to the

corresponding results obtained from the scrambled RSCCC
(or scrambled BCH scheme in [8]).2

VIII. CONCLUSIONS

We propose a randomized coding scheme based on convo-
lutional codes and their duals for the wiretap channel (where
a code encodes data bits while its dual encodes a sequence
of random bits). We describe the optimal MAP decoder and
practically implementable sub-optimal alternatives. In partic-
ular, one of the decoders utilizes the trellis of the big code
generated by the two terminated convolutional codes, and
finds the codeword at the minimum (Euclidean or Hamming)
distance to the received noisy vector. We also apply SCCCs
to the randomized scheme and describe the corresponding
iterative decoder. We devise lower and upper bounds on
the error rate performance of the decoders in the proposed
setup in terms of the message error probability to analytically
characterize the decoder behavior at the eavesdropper and the
legitimate receiver, respectively. We illustrate our findings via
extensive numerical examples which demonstrate that using
scrambling along with the RSCCCs can result in security gaps
lower than 1 dB.
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