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SUMMARY XXXI

SUMMARY

We are currently witnessing constant evolution in all areas of computer technology,
especially the software development. This has led to applications that need to adapt
to both the new technology and the new emerging trends present in each area of the
Computer Science community. The software applications most seriously affected by this
need to evolve are those which provide a User Interface (UI) and (to an even greater
extent) the Graphical User Interfaces (GUI). This is because these interfaces provide
the main link between users and software and, as such, they should be optimized and
adapted to the people who use them. In this sense, it is sometimes necessary to focus on
just improving specific areas when adapting the user interface; for example, to show new
information, hide unnecessary data, or change what is being shown or how it is shown.

User interfaces are often one of the most updated elements during the lifetime of
an application and this usually means that they are the area where most time is spent
during the software life cycle. Therefore, new techniques and methodologies are being
created to facilitate the adaptation of such interfaces. A specific type of user interface is
a Web-based User Interface. Such interfaces are often affected because the information
which currently exists on the Internet is highly globalised. An example of this assertion
(and the motivation for the following case of user interface adaptation) is when a web user
interface accesses resources from external applications to the system. This access must
be properly managed to avoid execution or visualization errors. A possible adaptation
operation of the user interface would involve checking that all web resources are available
and updating those which are not accessible (modifying the access addresses or swapping
resources for alternatives).

The origin of the motivation for the adaptation of web user interfaces may be different
from the right access management to external resources. Let us suppose that all resources
are accessible but a new resource, which improves on an existing user interface resource,
has turned up in a different location. In this case, it may be interesting to substitute
one element for another one and even cease to use the original resource (in the whole
application) while employing the new one. Another scenario that gives rise to adaptation
may be determined by the context conditions of the user interface. Supposing that the
main memory available by the system is insufficient to support some of the functionalities
of the interface, for example, because it requires more memory than it is available. In
such a situation, it would be necessary to disable or inhibit this functionality so that the
user interface can keep on working, even though its full functionality might be reduced.

The aforementioned situations are examples in which the adaptation of user interfaces
is aimed at ensuring their proper implementation. However, there is another relevant
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approach that is important to highlight, which is the adaptation of the “interface” to the
user preferences and the user behaviour. The information obtained from the interaction
with the interface can be used as a source of information for the adaptation. Let us
suppose that one user adds another resource every time they use a specific resource
present in the user interface (assuming that such a mechanism exists) because this new
resource is needed and is complementary to the first one. If this operation is repeated
often, it becomes clear that the automatic inclusion of the second resource would be
an ideal application of the adaptation mechanism. For this reason, it is interesting to
incorporate an adaptive mechanism that allows for changes or upgrades to be made to
the interface inspired by the events produced by users.

In many cases, the examples of adaptation mentioned are not practical or useful if
made at design time, because the changes are motivated by actions occurring at run-
time. Therefore, the research presented here focuses on a dynamic adaptation of the
user interfaces. The application domains are consequently limited since modifications
at run-time need to be allowed by the user interfaces without affecting or interrupting
their working. Therefore, the user interfaces that are pre-compiled or interpreted, whose
parts can be reconfigured to adapt dynamically, are chosen. The domain of web user
interfaces previously mentioned is an ideal field for the application of this research.

A particular type of web user interfaces are mashup interfaces [Daniel et al., 2007].
These interfaces are built from the composition of different parts or pieces, creating a
single interface with which the user interacts. Such parts do not relate to text fields or
buttons, but identify components of a medium or high (i.e., coarse) granularity and en-
capsulate some type of functionality. Other studies have proposed a Ul built from parts.
Nevertheless, the components of these interfaces behave isolatedly and are not depen-
dent on each other and consequently, the actions and interactions run on a component
have no impact on the rest. In this regard, it may be beneficial to incorporate any type
of relationship between components of an interface in order to carry out, for example,
the aforementioned adaptation case in which a component always works together with
another component. Thus, the user interface would be represented as an architecture
describing which components are present and the relationships between them.

The developed work focuses on dynamically adapting mashup user interfaces taking
into account both the information from the execution environment and the knowledge
of the domain. From this information, it is worth highlighting the user profiles and
the user preferences. This research aims to get intelligent user interfaces or smart GUI
which are able to reconfigure their component architecture at run-time and self-adapt to
different scenarios. To do this, the construction of the user interface and reconfiguration
operations will be conducted from third-party component repositories, such as COTS
(Commercial Off-The-Shelf) components. These can be modified over time, for example,
by removing existing or adding new components to repositories.

Furthermore, we believe that the user interfaces, in spite of being the main objective
of our research, are not the only domain which can benefit from the examples of adapta-
tion mentioned. An application domain could be considered to be any software system
built from components which needs to be adapted at run-time by reconfiguring its ar-
chitecture, and in which relationships between its components exist. For this reason,
the research undertaken maintains a “generalist” approach aimed at the dynamic adap-
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tation of component architectures. The focus on intelligent user interfaces (i.e., smart
GUI) can be extended to other different domains related to smart devices, such as green
buildings, home automation, smart TVs, smart cities, robotics, etc.

The generalist approach requires the descriptions of the component architectures
to be applicable to any domain. This can be solved through abstraction mechanisms
such as representation by modeling techniques. By applying an engineering approach
based on models, component architectures could be represented by a PIM (Platform
Independent Model) and the existence of adaptation operations at this level and on these
types of models is possible. On the other hand, when using a PIM it would be necessary
to determine which specific components best comply with the component definition
included in the architecture, this way obtaining a PSM (Platform Specific Model). This
framework identifies the three main activities of our methodology: (a) the definition
of user interfaces from component architectures, (b) the adaptation of the component
architectures at a level of representation which is independent from the platform, and
(c) the configuration of component architectures at a level of representation which is
dependent on the platform.

The first activity, i.e., the definition of a user interface, must include the descriptions
of the components of which it is composed (at a functional, extra-functional level, etc.) in
addition to the relationships between the components of the architecture. Thus, there are
languages which define user interfaces from their components. However, these languages
lack notations with enough information to be able to carry out adaptation operations
using the components’ characteristics or their inter-dependencies.

Regarding the second activity, there are some mechanisms to adapt PIM architectu-
res, for example, through the application of model transformation techniques. However,
the execution of model transformations at run-time is an emerging field of research
and there are no proposals for the run-time transformation of component architectu-
res. Furthermore, in current transformation methods, the logic of the transformations
taking place is static and, a priori, is pre-determined. Nevertheless, the adaptation re-
quired must allow the dynamic modification of the adaptation rules in order to be able
to dynamically define new change strategies and adapt to new situations at run-time.

Regarding the third activity, there are mediation services that facilitate or automa-
te component selection and search processes. There are also models of mediation for
the development of software systems using the construction of architectural configura-
tions. However, the existing procedures for developing component-based software lack
the mechanisms to allow the building of software at run-time. In this regard, neither the
component documentation models nor the procedures for computing configurations are
aimed at dynamically constructing or reconfiguring architectures.

OBJECTIVES AND CONTRIBUTION

The development of a process for adapting dynamic user interfaces is influenced by the
following general objectives of this research:

1. Firstly, it is essential to develop a methodology and experimental framework aimed
at adapting the user interfaces at run-time. Each of the processes involved must be
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identified (i.e., all the required functionality must arise), as well as the elements
operating as input and output of such processes.

2. Secondly, it is necessary to make a proposal for describing user interfaces using
component architectures. This representation must be carried out by using mode-
lling techniques and also be extendible to other domains.

3. Thirdly, we must develop an automatic process which generates a new definition
of adapted architecture from an initial architecture and some context information.
This transformation process must allow the dynamic variation of adaptive logic
and must be run in an acceptable time for the adaptation of the architecture to
be done at run-time.

4. Fourthly, it is necessary to develop an automated process that, from all possible
component configurations, generates the best configuration to comply with an
input architecture definition. This process must also be run in an acceptable time,
to achieve the user interface adaptation dynamically.

5. Finally, an evaluation of the proposed methodology must be performed by applying
it to a sample scenario and validating the results and times obtained.

The main contribution of the developed research work is a proposed methodology for
adapting mashup-type user interfaces, which are described, or can be described, from
component-based architectures. This adaptation is done at run-time and its behaviour
is not immutable, but rather, is capable of carrying out different adaptation operations
when faced with similar input situations. This dynamic characteristic is achieved mainly
by using model transformation mechanisms and mediation services (i.e., component tra-
ding techniques). The two main disciplines of the Software Engineering involved in this
research are Model-Driven Engineering (MDE) and Component-Based Software Deve-
lopment (CBSD). The concrete contributions of this work are listed below:

— A methodology based on Model-Driven Engineering (MDE) techniques and media-
tion techniques (also known as trading services in Software Engineering literature)
has been defined for the adaptation of user interfaces at run-time. This methodology
consists of two stages: a first stage of transformation in which the platform inde-
pendent component architectures (which we call abstract architectures) are adapted,
and a second phase of regeneration in which the platform dependent architectures
(which we have called concrete architectures) are built from the definitions of abstract
architectures.

— A Domain Specific Language (DSL) has been built for the definition of the main
elements involved in the methodology, that is, the abstract architecture element, the
concrete architecture, the abstract components and the concrete components. This
language has been developed by means of meta-models and the use of EMF (Eclipse
Modelling Framework), and all the processes of the methodology manipulate instan-
ces of the language. By using these modelling techniques, restrictions for defining
the models have also been established and validated using the OCL language (Object
Constraint Language).
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— The transformation process (the first stage of the methodology) has been developed
as a set of transformations designed to dynamically generate a new model-to-model
transformation (M2M) every time the abstract architectures are adapted. All the
changes have been implemented using ATL (ATL Transformation Language), and
the dynamic transformation is built at run-time from a repository of rules and HOT
(Higher-Order Transformation).

— A DSL language has been built to annotate the M2M transformation rules. This
language allows to define a catalogue of properties. Although the language can be
applied to any transformation language, a concrete syntax has been proposed to
annotate the ATL language rules. Furthermore, a tool for creating catalogues and
annotations has also been developed. The function of this language is to improve the
annotation process of the repository rules used in the transformation stage of the
methodology.

— The regeneration process (second stage of the methodology) has been developed as a
component mediation service, which extends the traditional ODP (Open Distributed
Processing) trading model for objects and services. This mediation service allows the
realization of single/complex component searches, as well as the addition, modifica-
tion and deletion of component specifications from component repositories associated
to the mediation service. It also provides a mechanism to configure their execution
policies. This functionality corresponds to the implementation of the Lookup, Regis-
ter and Admin interfaces of the ODP mediation standard. Additionally, this service
has extended the traditional mediation model incorporating a new interface Con-
figs to resolve concrete architectures from definitions of abstract architectures at
run-time. Two algorithms have been implemented to resolve the configurations: one
recursive and another one, based on a type A* search algorithm, which improves the
performance of the first algorithm.

— Finally, for the evaluation and validation of the methodology, different test scenarios
have been developed to adapt the user interfaces of a GIS (Geographic Information
System). In addition, repositories have been built for storing example architectures
and components used in such scenarios. The implementation of the two stages of the
methodology has been encapsulated into web services so that it can be invoked at
any time thus facilitating its debugging and execution. Meanwhile, the evaluation of
both main processes has been conducted by measuring their performance and using
some existing and developed tools.

BACKGROUND AND FUTURE LINES

The development of this thesis is part of two research projects, one funded nationally
by the Ministry of Economy and Competitiveness (MINECO) with reference TIN2010-
15588, and another one funded regionally by The Andalusian Government with reference
ID P10-TIC6114. The first project is titled “i-SOLERES: A methodology for the retrie-
val and exploitation of environmental information through evolutive and cooperative user
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interfaces”. The main objective of this project, as its name suggests, was the exploita-
tion of GIS information systems. For this, a key element was the development of user
interfaces that were capable of changing both over time and depending on the users
interacting with the system. In this way, the current research project helped to complete
the research related to the objective and the sample scenarios were also used as case
studies in the doctoral thesis.

The second project is titled “ENIA: Development of an intelligent Web agent of
environmental information”. The objective of this project is strongly linked to the deve-
lopment of a trading service capable of managing both environmental information and
the components that are part of the UI system. This trading service is encapsulated
within the Web agent who incorporates a certain intelligent functionality such as the
anticipation of user actions or the evolution of the logic responsible for adapting user
interfaces. In this sense, the work presented here has played an important role in the
development of mediation services which manage interface components and perform re-
configuration operations. Furthermore, like the project mentioned above, this project
has also served as a sample domain for the testing and development of case studies.

The research presented has been developed under a University Lecturer Training
(Formacién del Profesorado Universitario) grant with reference AP2010-3259 and funded
by the Ministry of Education, Culture and Sports (MECD, Spain). During this grant,
research work related to the above projects has been developed as well as other tasks
which have led to the development of this thesis. This thesis has been developed within
the Computer Science Doctoral Program Ref-8705 of the RD1393/07 (with Mention of
Excellence) from the University of Almeria, Spain.

From the objectives listed in the previous section, a number of lines of future inves-
tigation are available, such as the application of the methodology to different domains;
not only dynamic Ul, but also home automation environments, robotics, etc. Another
possible line is the extension of the Ul types that are used. Our intention is to use anot-
her type of Ul along with Web based user interfaces, such as Natural User Interaction
interfaces (NUI). In addition, our dynamic transformation proposal draws from a repo-
sitory of rules which is intended to be modified over time, for example by incorporating
new rules or modifying and eliminating existing rules.

This can be achieved by studying the interaction of the user and the other events
collected by the system in order to infer new rules to be incorporated into the repository.
Some of these lines form part of other research work being conducted by the research
group to which the author of this work belongs. This will lead to other doctoral theses.
Other lines of investigation have been included in a new research project funded by
the MINECO with reference TIN2013-41576-R. This project is titled “Fvolving dynamic
systems in the cloud: A framework toward the smart user interfaces’ and is currently in
its early stages of development.
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CONCLUSIONS

The constant evolution of software development technology involves adapting existing
applications with regards to both the emerging techniques and new trends. The user
interfaces of applications are affected by this need for evolution since they are the main
link between software and users and, on occasion, are the part of the software most
affected by the latest updates, since they are the “visible part of the applications.

This need for evolution gathers even more relevance in web user interfaces since the
external resources which they access may change their location or not work correctly. It
is also possible that new resources appear which enhance the functionality of existing
resources, or whose context requires the incorporation or disabling of some element in the
user interface. To this end, the component-based web user interfaces (also called mashup
user interfaces), are an ideal application domain for the development of mechanisms
which permit adaptation. These types of user interfaces can be adapted by reconfiguring
the component architecture. This reconfiguration can be done at run-time since in the
Web environment it is possible to make use of dynamically interpreted user interfaces.

The research developed in this thesis has presented a methodology for adapting
mashup user interfaces at run-time. The methodology establishes the execution of two
stages: a transformation process based on model transformation operations (which adapt
the component architectures), and a regeneration process based on a mediation service
which allows the calculation of the component configurations which best meet a parti-
cular architecture. In this chapter, we summarize the results obtained from this work.
The chapter is divided into four sections. Firstly, the contributions that the research
work provides to the scientific community are described. Subsequently, the limitations
of the proposed methodology are identified. Then, the research lines that remain open
are presented. Finally, a list of publications resulting from the research work is provided.

MAIN CONTRIBUTIONS OF THE APPROACH

The main contribution of the research is a methodology developed to adapt mashup user
interfaces at run-time. These user interfaces are described based on component archi-
tectures at different levels of representation. The two levels of representation involved in
the methodology are the abstract level and the concrete level. A component and, by ex-
tension, an architecture of components at the abstract level, describes the set of features
desired to be present in the user interface. On the concrete level, the components (and
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architectures) described have an equivalent in the real world and have been selected to
be part of the user interface.

The adaptation accomplished by the application of the methodology is based on two
main stages: (1) a process for transforming those abstract architectures which describe an
initial user interface, and (2) a process for regenerating concrete architectures that best
meet abstract definitions obtained from the previous transformation. This adaptation is
done in run-time and the result obtained is not always the same; it depends on several
factors. Dynamic adaptation is achieved by introducing variability into the processes of
transformation and regeneration used in the methodology.

The transformation process builds a model transformation from a repository of trans-
formation rules. The rules selected depend on the current state of the user interface,
context information and the transformation rules available. Regarding the process of
regeneration, the concrete architectures which are built depend on: the abstract archi-
tecture used as a reference, the concrete components available at any given time, and
the heuristics used for the selection and evaluation of the component configurations. The
specific contributions derived from this research are as follows:

— A methodology based on Model-Driven Engineering (MDE) techniques and media-
tion (trading) techniques for the adaptation of user interfaces at run-time has been
defined. This methodology has two stages: a first stage of transformation in which
the adaptation of platform independent component architectures takes place (which
we call abstract architecture), and a second phase of regeneration in which the plat-
form dependent architectures are built (which we have called concrete architectures)
from abstract architecture definitions [Iribarne et al., 2010a] [Criado et al., 2010a]
[Iribarne et al., 2010b] [Iribarne et al., 2011] [Iribarne et al., 2012] (Chapter 2).

— A Domain Specific Language (DSL) has been built to define the main elements in-
volved in the methodology: abstract architectures, concrete architectures, abstract
components and concrete components. This language has been developed through
the use of metamodels and EMF (Eclipse Modeling Framework). All the processes
of the methodology manipulate instances of this language. Through the use of these
modeling techniques and OCL (Object Constraint Language), restrictions have been
set which allow the proper definition and validation of the models (Chapter 2).

— The transformation process (the first stage of the methodology) has been develo-
ped as a set of transformations designed to dynamically generate a new model-
to-model transformation (M2M) every time the abstract architectures are adap-
ted. All the transformations have been implemented using ATL (ATL Transforma-
tion Language) and the dynamic transformation is built at run-time from a reposi-
tory of rules and a HOT (Higher-Order Transformation) transformation operation
[Rodriguez-Gracia et al., 2012] [Criado et al., 2014] (Chapter 3).

— A DSL has been built to annotate the M2M transformation rules. This language
permits the definition of a catalogue of properties. Although the language can be
applied to any transformation language, a concrete syntax has been proposed to
annotate the ATL language rules. Furthermore, a tool for creating catalogues and
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annotations has also been developed. The function of this language is to improve the
annotation process of the repository rules used in the transformation stage of the
methodology [Criado et al., 2015b] (Chapter 3).

— The regeneration process (second stage of the methodology) has been developed as
a mediation service which extends the traditional trading services. This mediation
service allows component searches from input parameters and the addition, modifi-
cation and deletion of specific components. It also provides a mechanism to configure
their execution policies. This functionality corresponds to the implementation of the
Lookup, Register and Admin interfaces of the ODP (Open Distributed Processing)
mediation standard [|. Additionally, by incorporating a new interface Configs, this
service extends the traditional mediation model in order to resolve concrete archi-
tectures from definitions of abstract architectures in run-time. Two algorithms have
been implemented for the resolution of configurations: one recursive and one based
on a type A* search algorithm which improves the performance of the first algorithm
[Criado et al., 2013a] [Criado et al., 2015a] (Chapter 4).

— A mechanism for transforming specific architectures without having to carry out the
two main stages of the methodology (i.e., transformation and regeneration processes)
has been proposed. This M2M transformation can be used to perform concrete adap-
tation operations on the user interfaces: changing the value of a component attribute,
replacing a concrete component with another, or deleting a concrete component of
the architecture [Criado et al., 2011] [Criado et al., 2012] (Chapter 4).

— Finally, for the evaluation and validation of the methodology, different test scenarios
have been developed to adapt the user interfaces of a GIS (Geographic Information
System). In addition, repositories have been built for storing example architectu-
res and components used in the scenarios. The implementation of the two stages
of the methodology has been encapsulated into web services so that they can be
invoked at any time, thus facilitating their debugging and execution. Furthermore,
the evaluation of both main processes has been conducted by measuring their per-
formance. Tools for validating the processes implemented have also been developed
and used. The results obtained on the maximum execution time (around 1200 milli-
seconds for both processes), suppose a maximum execution time of 2'4 seconds. The-
se maximum time values are within acceptable limits for the dynamic adaptation
of user interfaces [Criado et al., 2013b][Criado et al., 2014] [Vallecillos et al., 2014]
[Criado et al., 2015a] (Chapter 5).

LIMITATIONS OF THE METHODOLOGY

Although the approach provides numerous contributions, there are also some threats to
validity which should be discussed. There are a number of limitations associated with
the proposed methodology which have implications both in the transformation process
of the abstract architectures, and the regeneration process of the concrete architectures:
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— Although the representation mechanisms for components and architectures at an
abstract level is associated with the level of the Platform Independent Models (PIM),
in the definition of abstract components it is possible to set some attributes that bring
the description closer to that of a Platform Specific Model (PSM). This is because
the abstract level of the methodology is used to define types of components and,
therefore, allows the component types to establish restrictions or conditions close to
the final implementation, such as: the type of platform, the type of repository, or the
author of the component.

— A major restriction is the management of the composition relationship. Due to the
characteristics of the components and the type of mashup user interfaces utilized
in the proposed methodology, all the components which form part of the architec-
tures are found at the same level. This does not mean that there are no interface
components that are composed of other components, but rather that such elements
are managed as a black box in which the reference component is the father. As a
result, architecture reconfiguration operations do not include composition operations
at run-time. However, by using the relationships between components, a solution is
able to be offered which can establish composition relationships using the dependen-
cies between the interfaces and the component ports.

— With respect to component instantiation of the architectures, it should be noted that
the methodology assumes a mechanism exists to obtain real objects from a component
repository. In our example scenario, widgets from W3C and a Wookie repository
have been used containing such elements for building mashup user interfaces. The
real components are created from the URI described in the concrete components
specifications. However, no solutions are offered to create other types of real user
interface components or for the instantiation of components in other domains.

— Experiments carried out to evaluate and validate the methodology need to make
use of models which have different sizes and are formed by a higher number of
elements. The manual generation of these models is not feasible, so they have been
automatically created programmatically before the execution of each experiment. To
do this, a process has been implemented that generates elements with random values
taken from all the possibilities. As a solution for creating models this is not ideal, but
it is a proper way to build experiments large enough with a high number of models
and containing a large number of elements with different values.

— The models used for defining the architectures (that describe the initial user interfa-
ces) are constructed manually using the reflexive editors obtained from the metamo-
dels of the proposed languages. However, it would be desirable to have a graphical
editor which allows the definition of these architectures, thus facilitating the design
and development of the user interfaces involved in the methodology. The same applies
to the construction of the specifications of abstract and concrete components.

Focusing on the transformation process of the methodology, applying engineering
modeling techniques to the field of adaptation and, in particular, the adaptation scheme
proposed in this process, has some limitations which should be considered:
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— Although the transformation process implements a mechanism for conflict resolution
during the selection of rules, the possible conflict that may exist with adaptation
objective dependencies is not addressed. The resolution of objective conflicts requires
a new approach in order to represent and manage those goals, such as goal models.

— The manipulation of the models in order to carry out creation, modification, mana-
gement and validation operations, implies a high computational load that must be
taken into consideration.

— Transformation process operations operate at a fairly high level of abstraction, as
regards the definition of the user interfaces involved. This can mean a considerable
difference with respect to the real user interface which is obtained at the end of the
application of the methodology and can hinder the compression of the process.

— The current tools and libraries implementing model transformation techniques are
still in intermediate stages of development, and are not yet in commercial use. This
means that the computation times obtained are relatively high.

— With regard to the problems highlighted in [Morin et al., 2009a]; although the met-
hodology does not represent the configurations as states or the configuration opera-
tions as transitions between states, there is an explosion in the number of M2M rules
that the adaptation process must run depending on the circumstances. The growing
number of rules is not directly related to the dynamic transformation which adapts
the abstract architectures, but it does affect the operations responsible for managing
the rules and processing the context information.

— Another limitation of basing adaptive systems on MDE techniques is the evolution
of the system. In the proposed methodology, this evolution implies the behavior of
the transformation process changing dynamically with the modular nature of the
proposed scheme allowing each sub process to be changed independently. However,
in the current state of the methodology, it is only possible to change (at run-time)
the repository of transformation rules.

— The transformation process needs to execute some rules in refining mode of ATL, and
is therefore dependent on this type of ATL configuration. This mode is necessary to
prevent the transformation from having to build all the elements from an empty mo-
del. This implies that the transformation process of the methodology cannot function
properly without this mode of execution.

Regarding the regeneration process of the methodology, a number of areas for im-
provement exist which it is necessary to discuss, with the aim of establishing the limits
of the developed trading service:

— The regeneration process of the methodology makes two assumptions that must be
taken into account. Firstly, it is assumed that the regeneration process will always
find a valid component configuration (at least in the functional part) which complies
with the abstract definition. Secondly, in order to build the end user interfaces, it
is assumed that the concrete components described by the existing specifications in
the repository have corresponding operations of instantiation.
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— The development and implementation of the Lookup interface of the trading service

is a simplification of the definition of the interface which provides the ODP mediation
function. Instead of using a template based on the establishment of the service type
(ServiceTypeName), restrictions (Constraint), policy sequence (PolicySeq), etc., a
message in SQL format is used for the query. This also implies that, to be able to
consult the concrete component repository, the processes or entities which make use
of the query operation must understand the SQL syntax. To run properly, the SQL
query must also focus on obtaining a set of specifications for individual components,
rather than other elements of the chosen database.

The operations developed when implementing the Register interface of the trading
service include the insertion (exzport), change (modify) and elimination (withdraw)
of component specifications. However, there are no operations to delete using cons-
traints (withdraw_using_constraint), describe a component offer (describe), or obtain
other Register interfaces from trading objects with remote locations (resolve).

The Admin interface of the developed trading service only allows the establishment
of certain management policies, such as the maximum cardinality of the queries, the
time limit in the calculation of the configurations, the value of the factors acting
in the calculation heuristics, or the minimum ratio values for the calculation of the
compliance with the architecture. However, no operations are included for the ma-
nagement of other trader policies to comply with the ODP mediating function, such
as the default search cardinality, the matching cardinality, or the cardinality of the
elements returned in a query.

The mechanism established for the semantic matching of the interfaces starts with the
condition that there are a number of predefined types, at least for each of the kinds
used in the abstract component managed by the system. In this sense, the developed
methodology does not offer a mechanism for the consultation and management of
the available types.

In addition to the predefined interface types, it is also necessary to include predefined
component types, i.e., abstract components, in the repository. If not, it is not possible
to carry out the definition of abstract architecture or use these definitions to construct
concrete architectures.

Experiments with A* configuration algorithms show a very low performance (i.e.,
execution times are too long) when there are a large number of possible candidate
components. Therefore, on these occasions it is beneficial to change the heuristic
function calculation without considering the distance value between the start node
and the end node (g(z)). This converts the heuristic search method into a greedy
algorithm instead of an algorithm considered to be strictly A*. This means that
the execution of the algorithm no longer ensures that the solution produced is the
closest solution to the initial node. However, this problem can be limited by con-
trolling the number of components added to the possible solutions and by carrying
out an evaluation of valid solutions at a functional level. This means the given so-
lution is always a valid solution although it will not always be the optimal solution.
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This limitation must be assumed since the execution times required for the dynamic
adaptation occur without causing an excessive delay in the user interface.

— In cases where the concrete component repository size is large (more than one thou-
sand components), a query to obtain the set of component candidates for a concrete
architecture takes longer than one second to be processed. This can reach appro-
ximately 9 seconds (for repositories with ten thousand components and abstract
architectures with ten components). As such, it is necessary to use memory storage
(caching) mechanisms to obtain candidate components from the database.

Despite the number of limitations which have been detected and mentioned, it is
important to highlight that the purpose of this analysis is to limit the scope of validity
of the developed methodology and isolate areas for improvement to be addressed in
future research work.

OPEN RESEARCH LINES

From the research work and some of the limitations described, a number of areas of
research that are open and can be addressed as future research work have been identified:

— Develop a dynamic composition mechanism which allows the creation (at run-time) of
complex user interface components from simple mashup components. In addition, the
new complex components created should be uploaded to the repository of concrete
component specifications as well as the combination of simple components of which
they are constituted. Additionally, these elements should also be uploaded to the
widget repository so they are available in other adaptation situations.

— Carry out the implementation a graphical tool which permits the construction and
editing of component specifications (abstract and concrete), and component archi-
tectures (also at an abstract and concrete level). It would also be interesting if this
tool were able to link architectures with the initial interfaces of different users and
user profiles that participate in the system.

— Improve the mechanisms which enable the evolution of the developed methodology,
especially with respect to the transformation of abstract architectures. In the current
state, the logic of the operations that handle the processing of context and rule
management (score, select, update, etc.), are pre-set. As future work, the logic of
the operations mentioned is intended to also be defined by rules that are obtained
dynamically from a rule repository. One rule repository will exist for the context
processing operation, another for scoring rules, and another for the rule selection
process, etc. This way, it is possible to achieve a methodology which itself can be
dynamically adapted.

— Obtain the inference of new rules for the logic which perform the transformation of
abstract architectures, for example, from user interaction with the system. Thus, the
transformation process is intended to be able to learn, adding new adaptation rules
at run-time and acquiring “intelligent” behavior.
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Implement a conflict resolution mechanism for the adaptation purposes, for example
using goal models. Thus, if, during the transformation process, a set of adaptation
operations is obtained which would make no sense to be executed simultaneously (for
example, insert and delete the same component), it will be possible to determine a
set of consistent adaptation operations.

Improve implementation of the three interfaces of the proposed mediation service
(Lookup, Register and Admin), in order to comply strictly with the ODP trading
function. For example, improving the query operation of the Lookup interface or
adding configuration attributes which can be managed from the Admin interface.

Extend the trading service by incorporating the functionality relative to the Link and
Proxy interfaces of the trading function of the ODP specification. Thus, the stand-
alone mediation service proposed could be considered a full-service type trader.

Develop a functionality which forms part of the methodology and also allows the
management of both of the component types which intervene in the user interfaces
(i.e., abstract components), such as the types of data used as input and output in
the operations of the functional interfaces of the components.

Improve the descriptions of the components, the component types and the types of
data used for their functional interfaces using ontologies. This may be an advantage
when looking for similar elements (for example, using synonyms) or to improve the
calculation of component matching.

Reduce the execution time obtained in the transformation and regeneration proces-
ses. On the one hand, parallelization techniques can be applied, and the libraries
used in the implementation of both processes can be kept updated (given that new
versions may reduce execution times). On the other hand, there is the possibility of
developing new versions of the proposed algorithms.

Currently, some of these lines of research are being addressed as part of other doc-

toral thesis which are being developed within the author’s research group and by the
supervisors of the present document. A set of the future work mentioned has been in-
corporated as objectives in the national research project TIN2013-41576-R: “Evolving
dynamic systems in the cloud: A framework toward the smart user interfaces”.
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