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Testing and runtime verification are intimately related: runtime verification enables
testing of systems beyond their deployment by monitoring them under normal use while
testing is not only concerned with monitoring the behaviour of systems but also generat-
ing test cases which are able sufficiently cover their behaviour. Given this link between
testing and runtime verification, one is surprised to find that in the literature the two
have not been well studied in each other’s context. Below we outline three ways in
which this can be done: one where testing can be used to support runtime verification,
another where the two techniques can be used together in a single tool, and a third
approach where runtime verification can be used to support testing.

1 A Testing Framework for Runtime Verification Tools

Like any piece of software, runtime verification tools which generate monitoring code
from formal specification have to be adequately tested, particularly so because of its use
to assure other software. State-of-the-art runtime verification tools such as Java-MOP
[12] and tracematches [3] have been tested on the DaCapo benchmark [2]. However, the
kind of properties which have been monitored are rather low level contrasting with our
experience with industrial partners who seem more interested in checking for higher
level properties (such as the ones presented in [5, 4]). Whilst we had the chance to test
our tool Larva [6] on industrial case studies, such case studies are usually available for
small periods of time and in limited ways due to privacy concerns. Relying solely on
such case studies can be detrimental for the development of new systems which need
substantial testing and analysis before being of any use.

For this reason, we aim to develop a testing framework which would provide a
highly configurable mock transaction system to enable thorough validation of systems
which interact with it. Although not a replacement of industrial case studies, this would
enable better scientific evaluation of runtime verification systems.

2 Combining Testing and Runtime Verification Tools

While testing is still the prevailing approach to ensure software correctness, the use of
runtime verification [1] as a form of post-deployment testing is on the rise. Such con-
tinuous testing ensures that if bugs occur, they don’t go unnoticed. Apart from being
complementary, testing and runtime verification have a lot in common: runtime veri-
fication of programs requires a formal specification of requirements against which the
runs of the program can be verified [11]. Similarly, in model-based testing, checks are
written such that on each (model-triggered) execution step, the system state is checked
for correctness. Due to this similarity, applying both testing and runtime verification
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techniques is frequently perceived as duplicating work. Attempts [9] have already been
made to integrate the runtime verification tool Larva [6] with QuickCheck [10]. We
plan to continue on this work by integrating the Larva tool with a Java model-based
testing tool, ModelJUnit1.

3 Using Runtime Verification for Model-Based Testing Feedback

To automate test case generation and ensure that the tests cover all salient aspects of a
system, model-based testing [7, 8] enables the use of a model specification from which
test cases are automatically generated. Although successful and growing in popularity,
model-based testing is only effective in as much as the model is complete. Sequences
of untested user interaction may lead to huge losses for the service-providerif any of
these lead to a failure. Since coming up with a model for test case generation is largely
a manual process [7, 8], it is virtually impossible to ensure the model is complete.

In this context, we propose to use runtime information to detect incompleteness in
the test case generation model: by considering the execution paths the system takes at
runtime, a monitor checks whether each path (or a sufficiently similar one) is in the test
case generation model.
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