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Abstract

One way to guarantee software quality is to have a formal specification of the
application that we are going to develop. Besides it is convenient to dispose
of a design methodology that makes use of the system structure to describe
the system model. In this sense object-oriented (00) methodology is being
very relevant nowadays, because it provides a natural way to represent the
components of a system as objects, modelling the relationships among the
components as messages among the objects. We try to combine formal
aspects and OO concepts, in order to obtain a formal OO specification
methodology.

1 Introduction

A natural way to understand a system is considering it as a set of coope-
rating objects working to reach a common goal. In this sense, there are
development techniques, as object-oriented design [8]. With this methodo-
logy, we make use of the system's structure to describe a system's model.
In this way we will have a software model (called object-oriented model)
related to the problem's model.

Furthermore, we need a notation clear and concise enough that allows
us to describe the system model without ambiguities. An effort to clearly
describe the system model in the early phases of software development
(analysis and design), will make the last stages of the software life cycle
easier (implementation, proof and maintenance). As a result of this we can
use a formal specification language as a tool in order to describe the system
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48 Software Quality Management

model. This formal language allows us to describe the model unambiguously
and can help us to verify some properties of the model.

Objects are the fundamental constructs in object-oriented model. In our
approach an object is characterized by its structure, its behaviour and its
functionality. The structure is defined through a set of attributes, every a-
ttribute has a type that is described with an algebraic specification language
of abstract data types. The values of the attributes determine the state of
an object in every moment. The behaviour is described through events.
An event represents an atomic action in the life of an object and provides
a mechanism to communicate and synchronize it with other objects. An
object life is defined by a sequence of events (trace), we represent the set
of valid traces of an object by means of a process description, using an
algebraic model based on CSP. Finally, the functionality defines how to
change the values of the attributes, this change is made up when an event
occurs and it occasions a transition between states.

We have designed an 00 specification language (called TESORO) to
describe a system model without ambiguities. We can use a specification
in TESORO as a formal document, result of analysis phase and useful in
next stages of software life-cycle. In addition we can automatically obtain
a prototype from the specification, useful to validate the characteristics of
the system without implementing it.

Some works related to object-oriented specification languages are:

• CMSL [11] is a specification language of conceptual schemes that com-
bines processes algebra with algebraic specification of data types to
specify societies of abstract dynamic objects. The main difference with
ower proposal is that CMSL has only contingent and essential classes
and it does not make reference to mechanisms of complex classes defi-
nition.

• TROLL [4] is an object-oriented specification language based on sub-
languages for: data term specification, first order logic, temporal logic
and processes. The complexity and expresive capacity of this language
does not permit us prototype it in all his extension.

• OASIS [7] is an object-oriented specification language based on onto-
logical theory with a logical expressiveness. The main difference with
ower proposal is found in description of object's behaviour. So in
TESORO is allowed the description of dynamic constraints through
an algebraic description of processes.

The organization of this paper is as follows. This introduction consti-
tutes the first section. In second section are presented the features of the
object-oriented model. Third section describes the general structure of a
specification in TESORO. In fourth section simple classes are presented.
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Software Quality Management 49

Fifth section presents algebraic abstract data types as a way for represen-
ting object attributes. In sixth section we describe the relationships among
classes. Seventh section presents complex classes. In eighth section we show
two distinct specification styles for the objects behaviour. In nineth section
we extract concessions and expound future work.

2 The object-oriented model

When we make a system model, we can get the benefit of the structure
imposed by the system. The components of a system are interrelated and
are interdependent; a set of independent components does not make up a
system. The main task in modeling the system will be to identify the com-
ponents and to determine the relationships among them. Every component
can be represented by means of an object.

The object-oriented concept has its origins in the object-oriented pro-
gramming, which sees the programs as a set of interacting objects that have
a state and offer a functional interface by methods. This notion is used also
in the analysis and design phases of a computer proyect.

Main features of the object-oriented model are [1]: (1) abstraction, that
is a simplified description of the system only which insists on details which
are outstanding, (2) hiding information, that is the process to hide the
details of an object which do not contribute to its main features, (3) classi-
fication, that groups into classes objects which share common features,
(4) hierarchy, that is an abstraction ordering provided by inheritance, (5)
concurrence, that describes the execution of cooperating processes which
synchronize and communicate among them, and (6) identification, that
serves to reference an object uniquely during all its life.

2.1 Object-oriented model construction

The object-oriented model is described through a set of classes and rela-
tionships among classes specification. A class defined in a specification can
be simple or complex.

• Simple Classes
These classes are described without making reference to other classes,
and they specify the structure and the behaviour which shares a set
of objects.

An object is compounded of a state, which is characterized by a set
of attributes, a behaviour and an interaction with the environment,
which are described by means of events and processes, and a set of
transition rules that denotes the changes of states.
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50 Software Quality Management

• Relationships
In the model we can define relationships among classes. These rela-
tionships are based on the synchronization and communication of the
objects of several classes, which is achieved by shared events.

• Complex Classes
The complex classes are defined over other classes with the next cons-
tructors:

1. Inheritance. One feature which is not defined with the simple
classes and the relationships is the hierarchy of abstractions. This
is achieved with the inheritance, where a new class is defined
from one class (simple inheritance) or several classes (multiple
inheritance). The new class is called son class, the existing classes
are called father classes, then the son class inherits features from
the father classes. Furthermore, we can append new features
(called emergent features) to the new class.

2. Aggregation. It defines a new class based on the relationships
of existing classes and several emergent features.

2.2 The role of abstract data types

In order to describe the attributes and transitions we need some data types
and operations over them. The classes are built on these data types, which
serve to define the object identification and state domain.

With the idea of giving a formal definition for data types, we are going
to use an algebraic specification sublanguage.

In next sections, we describe TESORO, an object-oriented language for
systems specification.

3 Specification

The specification in TESORO is composed by three sections:

# Library
In this section are enumerated the abstract data types that are used
in the rest of specification.

• Classes
Here we define the classes that will appear in the specification. These
classes can be classified into simple or complex.

• Relationships
As we have said above, the classes in a specification are not indepen-
dent among them. So, in this section are described the relationships
among classes which compound the model.
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Software Quality Management 51

Specification syntax is the following:

Specification <specification name>
Library <abstract data types used>
<classes specification
<relationships specification^

End specification

4 Simple classes

For every class, we describe the structure and behaviour of the set of objects
that it represents.

The class specification is composed by three sections:

• The attributes section describes the structural aspects of a class. Here
are defined the attributes that we use for object identification, the
constant attributes, whose values do not change during all the object
life, and the variable attributes which make up the object state. Every
attribute has a type. This type can be an abstract data type or even an
object type, making possible to refer an object with its identification.

Furthermore, we can impose a set of static constraints over the value
attributes, so these constraints can never be broken.

• The events section describes the behavioural aspects of a class. The
events can be internal to the system, or external if they denote an
interaction with the environment. We can define parameters associa-
ted to an event. These parameters let us communicate data among
objects when an event occurs. The parameters may be send or receive
depending on communication way.

There are two special events, one which denotes the object creation
(create), this is, the way we have to introduce a new object in the
system, and other which denotes the object destruction (destroy), this
is, the way we have to eliminate an existing object of the system.

The object behaviour is specified by means of permissions and triggers,
which are boolean expressions. With permissions we say when an
event can ocurr, and with triggers we represent the object responses
when it is found in a certain state.

The dynamic constraints impose an event order, which is described by
means of processes specification. This specification is made up using a
subset of process algebra constructs [6]. These constructs are the ope-
rator ; (sequential composition), the operator [] (choice composition),
the operator ||| (interleaving composition) and the recursive processes
description.
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52 Software Quality Management

• The transitions section describes how to change the variable attributes
values of the object in a class (and in consequence it state), by means
of events occurrence or by means of changes of other attributes.

Depending on the shape in which the attributes change their values,
we can classify it in derived attributes, which are variable attributes
whose values depend on others attributes, and not derived attributes,
which whether are constant or identification attributes, or variable
attributes, which value is modified when a certain event ocurrs.

Syntax of the simple classes specification is the following:

Class <class name>
attributes
identification
<attribute name>:<type>;

constant
<attribute name>:<type>;

variable
<attribute name>:<type> {(<init>)};

static constraints
<condition>; ...

events
external
<event name>{(<formal parameters>)}; ...

internal
<event name>{(<formal parameters>)}; ...

permissions
[<condition>] <event>{(<parameters>)};

triggers
[<condition>] <event>; ...

dynamic constraints
<processes descriptions>

transitions
from events

<event>{(<formal parameters>)}
-> <attribute> = <expression>;

from attributes
<attribute> = <expression>;

End class <class name>

5 Abstract data types

The classes (in particular the attributes) are defined over domains. These
domains are, in fact, abstract data types (ADT), and they consists of a sets
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Software Quality Management 53

of data values and a set of operations over these values. We use algebraic
data specification to describe these domains.

When we write a specification, we must define the ADT's necessary for
the definition of object attributes. For example we can use generic types
for group more basic ADT's with the well-known collection mechanisms
(stacks, sequences, queues, sets, maps, etc. ).

The language used for describe ADT's will be ACT ONE. In this lan-
guage data specifications are collected into type constructions. A type con-
sists of a set of sorts which represents the possible sets of values, a set of
operations which describes the signature of the type functions, and a set of
equations written as equalities of expressions of the type.

Provided that we use ACT ONE for the abstract data type specifications,
we do not describe here the syntax of this language. The interested readers
are refered to the bibliography [2].

The abstract data types used in a specification, are included into the
Library section.

6 Relationships among classes

The relationships connect objects through the syncronization of their events.
These relationships allow us to describe the bonds among the separate com-
ponents of the system.

When we establish a relationship, we make possible that objects of re-
lated classes share the events involved in the relationship. We can designate
this events with a different name for each class, but in fact this is only a
syntactic facility, because all the events of objects of different classes related
by a relationship represent the same event.

To specify the relationships among classes we are going to use the fo-
llowing syntax, on one hand we enumerate the variables and variable types
used in the expressions for events parameter or objects identification, on
the other hand we enumerate the bonds which establish the communication
channels among the objects of related classes.

Relationship ((relationship name>
among <classl>, <class2>

[for all
<variable name>:<type>; ...]

bonds
<classl>.<event> = <class2>.<event> ...;

End relationship Relationship name>
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54 Software Quality Management

7 Complex classes

Till now, the only available mechanims to describe a system model are the
simple classes and the relationships among classes. At certain cases these
mechanisms are not enough for describing all the features of a system. For
this reason, we introduce the complex classes as a new resource to describe
a system model. The complex classes, are defined over other classes with
the inheritance and aggregation constructs.

7.1 Inheritance

The inheritance is a powerful abstraction that allows us to define a new
class of objects as an extension of existing classes. The new class inherits
the structural an behavioural aspects of the other classes. Besides the inherit
features, we can define emergent characteristics for the new class.

Associated to the concept of inheritance, appears the modificability, this
is, the capability that the son class has to alter the characteristics of the
father classes. In this sense, and accepting the classification proposed in
[10] the inheritance available in our language is at the same level that be-
haviour compatibility. In this manner we only can impose stronger cons-
traints (through the sections static constraints, dynamic constraints and
permissions) to make the behaviour of the son class compatible with the
behaviour of the father class.

As we have already commented, the inheritance can be simple or mul-
tiple. In the simple inheritance we have a specialization of the father class.
This specialization can be temporary or permanent. We have a temporary
specialization if the events create and destroy of the son class are different
of the father class ones. In the permanent specialization the events create
and destroy are the same for the son and father classes, so the life of an
object of the son class is always bound to the corresponding object of the
father class.

Multiple inheritance appears when a son class has more than one father
classes. In this case, the son class has his own events create and destroy and
the lives of his objects are not bounded to the objects of fathers classes.

Specification syntax of the simple inheritance is the following:

Class <class name> inherits from
<father class> [where <condition>]

[attributes ...]
[events ...]
[transitions ...]

End class <class name>

The where clause, which is a predicate over the constant attributes,
indicates which class belong to the objects we create. In the attributes,
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Software Quality Management 55

events and transitions sections are described the emergent properties of the
new class.

Specification syntax of the multiple inheritance is the following:

Class <class name> inherits from
<father classl>, <father class2>

[attributes ...]
[events . . .]
[transitions ...]

End class <class name>

Like simple inheritance, in the attributes, events and transitions sections
we describe the emergent properties of the new class.

7.2 Aggregation

The aggregation of classes is based on a similar concept that we used in the
relationships among classes, because establishes connections among objects
by means of its synchronization through events. However, the aggregation
gives class features to a relationship, so we can add attributes and behaviour
to the aggregate class.

Every bond that is defined in the relationship over which is defined the
aggregate class, is matched with an event of the new class. One of these
events must be the create event and another must be the destroy event (if
it exists) of the aggregate class.

Aggregation syntax is the following:

Class <class name> aggregates
<classl>, <class2>

[attributes ...]
[events ...]
[transitions ...]
relationships

[for all
<variable name>:<type>; ...]

bonds
<classl>.<event>=<class2>.<event> ...;

End class <class name>

The bonds among classes over which is defined the aggregate class are
specified in the relationships section.

8 Specification styles

TESORO allow us two differents specifications styles for object's behaviour:
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56 Software Quality Management

• Constraint Oriented Style.
This style is characterized by the use of the process algebra operators
to specify the object behaviour as the set of valid events traces in
the object life, by means of dynamic constraints and without making
explicit reference to the object internal state.

• State Oriented Style.
In this style we define a set of variables which make explicit the object
state all the time, describing the behaviour by means of a set of events
ocurrence permissions. Then from a certain state and applying a
set of transitions we can determine the state changes after an event
ocurrence.

In TESORO, it is allowed to combine both specification styles, this let
us extend the expressive capacity of the language.

The state oriented style will serve us to describe an operational semantic
for our language. We can associate a state to each object in the system and
then we describe the behaviour through a basic transition system similar to
the proposed in [5]. In order to describe the semantic of our language, we
need to identify the representation of each language construct in the basic
transition system that must be defined.

9 Conclusions and future work

With TESORO we describe an object-oriented model whose principal cons-
tructs are the objects. We have a vision of an object that consists of three
fundamental parts, the structure imposed by his attributes, the behaviour
described by the possible sequence of events and his funcionality defined by a
set of transition rules. All the objects that share the same characteristics are
grouped into classes. We also allow to describe relationships among objects
of distinct classes. With these features, we consider the system model as
the parallel composition of objects. We also have presented two distinct
specification styles for the objects behaviour, showing two approachs, one
in a more declarative sense and another one in a more operational sense.

The future work is going to be organized in order to 1) specify an opera-
tional semantic for our language, based on a basic transition system [5], 2)
generate a prototype from the specification, 3) verify properties of a model
and choose a notation to specify these properties. A proposal in the gene-
ration of a prototype is in [9] where we present a relationship between an
object-oriented language and the formal description technique LOTOS [3].
Actually we also are developing graphical tools that will constitute a work
environment for the analysis and design phases in software development.

We pretend as final objective to link the formal techniques (specification
and verification) with the real necesities in software development (prototyp-
ing and implementation).
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