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Abstract 
 

Cognitive Informatics plays an important role in understanding the 
fundamental characteristics of software. This paper proposes a model of the 
fundamental characteristics of software, complexity in terms of cognitive 
weights of basic control structures. Cognitive weights are degree of difficulty 
or relative time and effort required for comprehending a given piece of 
software, which satisfy the definition of complexity. An attempt has also been 
made to prove the robustness of proposed complexity measure by comparing it 
with the other measures based on cognitive informatics. 
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1. Introduction 
 
Many well known software complexity measures have been proposed such as 
McCabe’s cyclomatic number [9], Halstead programming effort [4], Oviedo’s data 
flow complexity measures [10], Basili’s measure [2,3],Wang’s cognitive complexity 
measure[16], Knot  complexity [12] and others [1,5, 6, 7]. All the reported complexity 
measures are supposed to cover the correctness, effectiveness and clarity of software 
and to provide good estimate of these parameters. Out of the numerous proposed 
measures, selecting a particular complexity measure is again a problem, as every 
measure has its own advantages and disadvantages. There is an ongoing effort to find 
such a comprehensive complexity measure, which addresses most of the parameters of 
software [11]. 

The complexity measures based on cognitive informatics is in developing phase. 
Cognitive complexity measures are the human effort needed to perform a task or 
difficulty in understanding the software. In this paper, an attempt has been made to 
develop a very simple method for calculating the complexity of code in terms of 
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cognitive weights. This method is the most suitable due to not only its simplness but 
also it provides the complete information about the information contents of a program. 

In section 2, we discussed the other complexity measure based on cognitive 
informatics. In section 3, we propose a new complexity measure with its formulation. 
The comparison of the proposed measure with the others has been done in section 4. 
The conclusion is given section 5. 
 
2. Cognitive Weights and Cognitive Informatics 
 
In cognitive informatics, it is found that the functional complexity of software in 
design and comprehension is dependent on internal architecture of the software. Basic 
control structures (BCS), sequence, branch and iteration [13, 14, 15] is the basic logic 
building blocks of any software. The cognitive weight of software [16] is the extent of 
difficulty or relative time and effort for comprehending a given software modeled by a 
number of BCS’s. There are two different architectures for calculating Wbcs: either all 
the BCS’s are in a linear layout or some BCS’s are embedded in others. For the 
former case, sum of the weights of all n BCS’s; are added and for the latter, cognitive 
weights of inner BCS’s are multiplied with the weights of external BCS’s. 
The cognitive weights for Basic Control Structures are as under:   
 
 

Category BCS Weight 
Sequence Sequence (SEQ) 1 
Branch If-Then-Else  (ITE) 2 
 Case 3 
Iteration For-do 3 
 Repeat-until 3 
 While-do 3 
Embedded 
Component 

Function Call (FC) 2 

 Recursion (REC) 3 
Concurrency Parallel (PAR) 4 

 Interrupt (INT) 4 
Table 1: Basic control structures and their Cognitive Weight 

 
 
Kushwaha and Misra [7] has proposed a complexity measure, which includes the 
information contents of software. They consider the theory of Wang [17], which 
explains that software obeys the laws of Informatics and the Cognitive Science based 
on the following assertions: 
��Software represents computational information. 
��Software is a mathematical entity. 
��Software is the coded solution to a given program. 



A Complexity Measure Based on Cognitive Weights 3 

 

��Software is a set of behavioral instructions to computer. 
According to Wang [17], Information is the third essence in modeling the natural 

world supplement to matter and energy. Wang [18] defines software, as “Software in 
cognitive informatics is perceived as formally described design information and 
implementations instructions of computing application”. In other words, Wang proved 
that complexity of any software is in the form of complexity of understanding of the 
information contained.  

Hence, the cognitive complexity of the software should be based on the measure 
that takes into account the total amount of information contained in the software. 
 
3. Cognitive Weight Complexity Measure (CWCM) 
 
By considering the above theories, the author is in favor of that, although cognitive 
functional size approach is good but one can find the same conclusion only by the 
consideration of cognitive weights. Cognitive weights itself provide the sufficient 
information about the information contained in the software. In the next section, it is 
proved by comparing this approach with the cognitive functional size approach. There 
is no need to add more information in cognitive weight measurement for complexity 
value calculation.  Kushwaha and Misra [7] has tried to modify the functional size 
approach, but it is shown in the next section that there are very much similarity of 
their approach with functional size approach. Therefore, his proposal also does not 
contribute very much. 

In this proposal, we consider that our cognitive weight complexity measure 
depends upon: 
 
The Cognitive Weights of Basic Control Structures 
In fact, cognitive weights correspond to the number of executed instructions. For 
example, if in a simple program without any loop, the processor executes only once at 
the run time. So the weights assigned to such code is one. Cognitive weights of basic 
control structures are basic building blocks of software and the standard weights for 
different control structures are given in Table-1. The total cognitive weight of a 
software component Wc is defined as the sum of cognitive weight of its q linear 
blocks composed in individuals BCS’S. Since each block may consists of m layers of 
nesting BCS’s, and each layer with n linear BCS’s, the total cognitive weight, Wc can 
be calculated by: 
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The unit of cognitive weight complexity measure is defined as the cognitive 
weight of the simplest software component i.e.  a linear structured BCS i.e. 

                     CWCM = f (Wbcs)  = 1 Cognitive Weight Unit (CWU) 

The above measure has been illustrated with the help of an example below. 
Example 1. An algorithm to calculate the average of a set of numbers as shown in 
Figure-1 is used to illustrate the application of CWCM to measure the complexity 
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# define N 10 
main () 
{ 
int count; 
float sum, average, number; 
sum=0; 
count=0; 
while(count<N) 
 { 
    scanf(“%f”,&number); 
    sum = sum +number; 
    count = count +1; 
  } 
average= sum/N; 
printf(“N=%dsum = %f”, N,sum); 
printf(“average = %f”,average), 
}  
 

Figure-1: An algorithm to calculate the average of a set of n numbers 
 
 
We illustrate the CWCM to calculate the complexity of the above program as under: 
BCS (sequence) W1  = 1 
BCS (iteration) W2  = 3 
Wc = W1+W2=1+3  = 4 
CWCM    = Wc 
                       = 4   CWU 
Then, the cognitive  complexity measure value of the algorithm is 4 CWU.        
 
4. Comparative Study of Cognitive Weight Complexity  
Measures with Others 
 
In this section, we have taken different ‘C’ program from [8] for analysis of the result.  

We calculated the Cognitive Weight Complexity Measure (CWCM) for different 
programs. Then, we compared Cognitive Weight Complexity measure with cognitive 
functional size. The value of Cognitive weight complexity measure and cognitive 
functional size are given in the table 2. 

The CWCM for all the programs gives lower complexity values when we compare 
it with cognitive functional size approach. It can be easily seen that CWCM already 
includes the considerations of information contained in terms of cognitive weights. It 
is also worth mentioned that lower complexity value in terms of number is considered 
better measure in comparison of measures, which gives higher complexity value. 
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CWCM has also been compared with cognitive information complexity measure as 
illustrated in table below, table 3.  

 
 

No. Cognitive 
Weights 
(CW) 

Cognitive 
Functional 
Size(CFS) 

Ref of 
source 
code 

1 7 21 Fig 7 
2 4 8 Fig 1 
3 7 14 Fig 6 
4 10 30 Fig 8 
5 15 30 Fig 5 
6 3 9 Fig 2 
7 3 9 Fig 3 
8 21 42 Fig 4 

Table 2: Complexity values for CWCM & CFS 
 
 

No Cognitive weight 
complexity 

measure(CWCM) 

Cognitive 
Information 
complexity 

measure(CICM) 

Software 
functional size 

(CFS) 

1 4 19 12 
2 2 3 2 
3 4 19 16 
4 21 97 42 
5 15 19 30 
6 7 30 14 
7 8 83 24 
8 4 22 16 
9 3 10 9 
10 4 14 16 

                      Table 3: Complexity values for CWCM , CICM and CFS. 
 
 
A plot for CWCM, CICM and CFS is shown in fig 2. (Instead of below). 

The plot in fig 2 shows the trends of cognitive weight complexity measure with 
cognitive information complexity measure. It is seen that the trends of each graph is 
almost similar, if the complexity value is high for some program, then it reflects in all 
the graphs. This comparative study proves the similarity between all the complexity 
measures. Once, we are getting the appropriate information by a small number and by 
simple calculation, there is no need to adopt the complex method for the same 
information. It also proves the robustness of this measure.   
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Figure-2: Graph for CWCM, CICM and CFS 
 
 
5. Conclusion 
 
A complexity measure based on cognitive weight is proposed. It is found that 
cognitive weight complexity measure is the most suitable measure, when it is 
compared with other similar measures.  The most important feature of this measure is 
that it is simple to understand, easy to calculate, less time consuming, gives the 
complexity value in terms of small number, and language independent i.e. it satisfy 
most of the property of a good measure. It will aid the developers and practitioners in 
evaluating the software complexity due to its simple ness, which serves both as an 
analyzer and as a predicator in quantitative software engineering. 
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